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Abstract
Tokenization is an understudied and often ne-
glected component of modern LLMs. Most pub-
lished works use a single tokenizer for all ex-
periments, often borrowed from another model,
without performing ablations or analysis to op-
timize tokenization. Moreover, the tokenizer is
generally kept unchanged when fine-tuning a base
model. In this paper, we show that the size, pre-
tokenization regular expression, and training data
of a tokenizer can significantly impact the model’s
generation speed, effective context size, memory
usage, and downstream performance. We train
specialized Byte-Pair Encoding code tokenizers,
and conduct extensive ablations on the impact of
tokenizer design on the performance of LLMs
for code generation tasks such as HumanEval
and MBPP, and provide recommendations for to-
kenizer hyper-parameters selection and switching
the tokenizer in a pre-trained LLM. We perform
our experiments on models trained from scratch
and from pre-trained models, verifying their appli-
cability to a wide range of use-cases. We find that
when fine-tuning on more than 50 billion tokens,
we can specialize the tokenizer of a pre-trained
LLM to obtain large gains in generation speed
and effective context size.

1. Introduction
Tokenizers transform raw sequences of text into tokens, and
are an essential part of most modern language models. They
are generally built using the Byte-Pair Encoding (BPE) al-
gorithm (Sennrich et al., 2016), and more rarely with the
Unigram algorithm (Kudo, 2018). Building a tokenizer is
one of the first steps of any language modeling project. Mod-
ifying the tokenizer impacts everything downstream, and
is generally more cumbersome than performing ablations
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Figure 1. Three ways to increase in-domain compression in a BPE
tokenizer with their respective trade-offs.

on other hyper-parameters or modeling features. Hence,
practitioners often report results based on a single set of
tokenizer hyper-parameters.

This is especially true for projects fine-tuning a pre-trained
LLM for a specific task or domain. The tokenizer of the base
model is generally unchanged, leading to tokenizers being
applied to domains for which they are sub-optimal, hurting
efficiency and potentially the performance of the final model.
For instance, Code Llama (Rozière et al., 2023) re-uses the
tokenizer that was used by its base model, Llama 2 (Touvron
et al., 2023b), which uses the tokenizer from the original
Llama model (Touvron et al., 2023a). This means that
Code Llama, while being a popular model fine-tuned on a
domain specific task, is still limited by the decisions taken
during the pre-training of the original base model. However,
higher-compression code tokenizers exist. For instance, the
InCoder (Fried et al., 2023) tokenizer is trained on source
code, has a larger vocabulary size, and uses less restrictive
pre-processing rules. As a result, it uses 25% less tokens
than the Llama tokenizer on average when encoding source
code (see Table 1).

Efficiency in token usage can have a significant impact
on LLM inference and training. In the context of modern
LLMs, where the inference budget is non-negligible (Tou-
vron et al., 2023a), enhancements in compression like these
lead to more efficient inference in both FLOPS and memory
usage. Compression also increases the effective context
length of the model, defined as the number of characters the
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model can ingest on average. Conversely, high-compression
tokenizers can negatively impact the performance of the
model in other ways. While the compute cost of increas-
ing the size of the vocabulary is negligible in practice for
LLMs, it can significantly impact memory usage, especially
for smaller models. Compute is also critical limiting fac-
tor when training LLMs, and high-compression tokenizers
allow to train on more text for a fixed compute budget.

Existing tokenizer studies perform experiments at a much
smaller scale than what is typical for modern LLMs (Gowda
& May, 2020; Chirkova & Troshin, 2023), or focus on
multilingual tasks (Rust et al., 2021; Limisiewicz et al.,
2023; Zouhar et al., 2023). It is not clear whether these
findings transfer to models with greater capacity and trained
on more tokens. Similarly, some previous work has looked
at adapting tokenizers in pre-trained LLMs (Mosin et al.,
2023; Gee et al., 2022; 2023), but only on smaller LLMs
(< 1B parameters) and vocabulary sizes (< 32k tokens).
Previous work also did not continue pre-training with the
masked language model objective, but instead fine-tuned
models directly on a downstream task.

In this paper, we focus our experiments on modern code
LLMs of 1.5B and 7B parameters. Our contributions are as
follows:

• We compare popular code tokenizers, clarifying their
respective performances and trade-offs made.

• We study the impact of vocabulary size, pre-
tokenization regular expression on compression and
downstream code generation performance when fine-
tuning and training from scratch. We observe that the
pre-tokenization can substantially impact both metrics
and that vocabulary size has little impact on coding
performance.

• For adapting existing models, we show that the tok-
enizer can be changed with little impact to downstream
performance when training on 50B tokens or more.

In section 2, we detail three ways to increase tokenizer
compression, and propose methods to calculate inference
and memory optimal vocabulary sizes. In section 3, we
study the impact of fine-tuning and training from scratch an
LLM with a different tokenizer, and evaluate the effects of
tokenizer settings on downstream code generation.

2. Compression trade-offs
We identify three main levers impacting the downstream
compression of a tokenizer on a specific domain (see Fig-
ure 1). The first one is the data used to train the tokenizer,
where using data sampled from the in-domain distribution
will increase in-domain compression. The second lever is

NSL (↓)
Size Avg. Code Eng. Mult.

GPT-2 (Radford et al., 2019) 50k 1.13 1.19 0.86 1.33
DeepSeek Coder (DeepSeek AI, 2023) 32k 1.06 1.00 0.98 1.19
Llama (Touvron et al., 2023a) 32k 1.00 1.00 1.00 1.00
CodeGen (Nijkamp et al., 2023) 50k 1.05 0.95 0.86 1.33
CodeT5 (Wang et al., 2021) 32k 1.29 0.94 1.11 1.83
SantaCoder (Allal et al., 2023) 49k 1.04 0.88 1.07 1.17
StarCoder (Li et al., 2023) 49k 0.99 0.87 1.04 1.07
Replit Code (Replit, 2023) 32k 1.00 0.85 1.06 1.10
GPT-4 (OpenAI, 2023) 100k 0.85 0.75 0.84 0.95
InCoder (Fried et al., 2023) 50k 1.03 0.74 1.02 1.31
Ours
Punct 32k 0.98 0.86 0.96 1.11
Punct 64k 0.90 0.82 0.89 0.99
Punct 80k 0.88 0.81 0.88 0.95
Punct 100k 0.86 0.81 0.86 0.92
GPT-4 32k 0.97 0.81 0.97 1.13
GPT-4 64k 0.89 0.76 0.90 1.01
GPT-4 80k 0.87 0.75 0.88 0.98
GPT-4 100k 0.85 0.74 0.86 0.94
Identity 32k 0.92 0.69 0.89 1.16
Identity 64k 0.82 0.63 0.79 1.04
Identity 80k 0.80 0.61 0.76 1.01
Identity 100k 0.77 0.59 0.74 0.98
Merged 80k 0.90 0.80 0.95 0.94

Table 1. Comparison of popular code tokenizers by their Normal-
ized Sequence Length (NSL), in this case NSL calculated against
the Llama tokenizer, and indicates the average tokenized sequence
length that a tokenizer would produce compared to Llama (see
section 2.1). The lower the NSL, the more efficient the tokenizer
is at compressing the dataset. For example, on our Code subset,
the InCoder (Fried et al., 2023) tokenizer uses on average 26%
less tokens than the Llama tokenizer.

the pre-tokenization scheme, which can be written as a reg-
ular expression defining how the text is split before it is
passed to the BPE tokenizer. Splitting sequences prevents
BPE from merging certain tokens, for instance splitting on
white spaces means that a token cannot span two space-
separated words. It leads to shorter tokens and thus worse
compression rates, but is generally done to improve down-
stream performance. Finally, increasing the vocabulary size
leads to higher compression at the cost of compute and
memory.

It is important to note that higher compression rates could
also lead to deteriorated downstream performance, since
shorter sequences give less effective FLOPs to a model
to reason (Goyal et al., 2023). This is a consequence of
the modern Transformer decoder architecture in which ev-
ery token requires an additional forward pass to generate.
Therefore even seemingly low-information tokens might
still provide gains on downstream task. This is evidenced
by Goyal et al. (2023), who propose Pause Tokens, special
empty tokens added to the context to enable the model to
‘pause’ its reasoning and add FLOPs during inference.
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2.1. Compression metrics

Compression is always measured as a ratio of a quantity with
respect to another. We measure two compression metrics,
the first, Normalized Sequence Length (NSL), compares the
compression of a given tokenizer with respect to our base-
line Llama tokenizer. The second, is the average number of
Bytes per Token, and is calculated by dividing the number
of UTF-8 bytes by the number of tokens produced by the
tokenizer on a given text.

Formally, we define NSL cλ
β

as the ratio between the length
of an encoded sequence from a tokenizer Tλ and a tokenizer
Tβ . For N examples taken from a dataset D:

cλ
β
=

∑N
i=1 length(Tλ(Di))∑N
i=1 length(Tβ(Di))

We use the Llama tokenizer (Touvron et al., 2023a) as our
reference Tβ . In other words, if Tλ has an NSL of 0.75 on
average, it means that sequences encoded with Tλ contain
25% less tokens on average than those encoded with Llama.

We use the public datasets CCnet (Wenzek et al., 2020),
Wikipedia, and the Stack (Kocetkov et al., 2022) for tok-
enizer training and evaluation. We divide data into three
categories: English, code, and multilingual data (see Ap-
pendix A). Multilingual data consists of non-English texts
from Wikipedia and includes 28 languages. The code cat-
egory includes 30 different programming languages. For
each subset (programming language, natural language) of
each dataset, we hold-out 1000 examples (files) and use
these to compute the compression ratio. The compression
ratio of a category is calculated as an average over all its
respective subsets. This ensures that subsets which con-
tains longer sequences, for instance C++ code, is weighted
equally against subsets that contain shorter sequences in av-
erage. The overall average NSL is calculated as the average
over the held-out code, English and multilingual data.

2.2. Algorithm

We use the BPE (Sennrich et al., 2016) tokenization al-
gorithm as it is the most commonly used to train general
and code-specific tokenizers. We considered two popular
libraries implementing BPE training, Google’s Sentence-
piece (Kudo & Richardson, 2018) and HuggingFace tok-
enizers (Wolf et al., 2019). Since we measure the effects
of different pre-tokenization schemes on code, we opt to
use HuggingFace’s tokenizer library as it supports a reg-
ular expression-based pre-tokenization and better handles
special formatting characters such as tabs and new lines.

Figure 2. Tokenizers trained with different % of code, English,
multilingual data. Unsurprisingly, training on code improves code
compression, training on multilingual data improves multilingual
compression, and training on an even mix of all three subset leads
to the best average compression.

2.3. Data

Perhaps unsurprisingly, the data used to train a BPE tok-
enizer significantly impact its compression on evaluation
datasets. We train tokenizers on different dataset mixes and
compare the compression (NSL) obtained on a held-out sets.
We fix the number of characters used to train learn the BPE
tokenizer to 10 Billion, and vary only the percentage of code
and multilingual training data in the training dataset. We
keep all the other hyper-parameters constant.

Figure 2 shows the NSL of our trained tokenizers on three
held-out sets for Multilingual, Code and English. We mea-
sure the average NSL on all subset, as well as the average
over the three (Average NSL). As expected, we find that
training on more code improves code compression, training
on multilingual data improves multilingual compression,
and training on an even mix of all three subset leads to the
best global average compression. Figure 2 reinforces the
notion that tokenizers should be trained on the data mix that
they are expected to see during training/inference. We also
observe that the NSL on any given subset only varies by
5 to 6 percentage points. For example when 50% of the
data is multilingual, the NSL is only improved by about 5%
compared to when 10% of the data is multilingual.

For the rest of this paper, since our target domain is Code
Generation, we train all tokenizers (shown in Table 1) on a
data distribution of 70% code and 30% English.

2.4. Pre-tokenization

BPE (Sennrich et al., 2016) operates by iteratively merging
frequent adjacent characters or character sequences to build

3



Getting the most out of your tokenizer for pre-training and domain adaptation

Figure 3. The GPT-2 (Radford et al., 2019) and GPT-4 (OpenAI,
2023) pre-tokenization regular expressions decomposed into func-
tional sub-parts, and another version dubbed Punct which we in-
troduce to ablate some of the changes introduced in GPT-4. Punct
does away with the English-specific contractions and prevents
certain whitespace and punctuation tokens such as \t or . to be
encoded at the start of an alpha-only token (see Appendix G for an
example).

a vocabulary from sub-word units. When applied naively,
this method leads to tokens forming around common phrases
or sentences, which could be sub-optimal for certain tasks.
Pre-tokenization is a pre-processing step that happens be-
fore passing the text to the tokenization algorithm. Most
commonly, this step involves breaking down text into more
granular chunks. This can be based on linguistic rules, such
as splitting on punctuation marks or spaces, to ensure that
the individual learned tokens are meaningful and promote
compositional re-use.

For instance, consider that without any pre-tokenization,
entire phrases or common occurrences such as dates (2022)
can be represented as a single token. While this might be op-
timal in terms of compression, this introduces complexities
for the downstream LLM. For instance, if tasked with an
arithmetic problem, arbitrary tokens such as 2022 forces
the model to learn arithmetic for every token independently.
In comparison, a tokenizer splitting on individual digits
would encode 2022 as 2, 0, 2, 2 separately, and could
therefore learn to generalize basic arithmetic. Previous
works have also shown that digit tokenization can signifi-
cantly impact arithmetic performance (Nogueira et al., 2021;
Thawani et al., 2021).

Note that to keep our tokenization scheme perfectly re-
versible, we abstain from any form of normalization in our
pre-tokenization step (see Appendix D).

Pre-tokenizers based on regular expressions. Regular
expressions provide a powerful mechanism for defining
patterns for text segmentation. They are often used to create
custom pre-tokenizers tailored to specific data or tasks. GPT-
2 (Radford et al., 2019), in particular, introduced a large
regular expression (shown in Figure 3) to split the text into
chunks before applying BPE. In GPT-4 (OpenAI, 2023), that

regular expression was expanded to capture more specific
groups, for instance limiting the number of digits allowed in
a token to three instead of an unbounded number. Figure 3)
presents a detailed breakdown of the regular expression used
in GPT-2, GPT-4, and a simplified regular expression we
refer to as Punct (see Appendix E). We use Punct to test
whether a stronger separation between syntax and semantics
could simplify the language generation task and ultimately
translate to greater downstream performance.

2.5. Vocabulary Size

Vocabulary size, or number of tokens, is a key hyper-
parameter that impacts the cost-efficiency of a Transformer
model. While a larger vocabulary increases the cost per
decoding step, it reduces both the memory needed for atten-
tion cache and the computation for generating a sentence.
This increase in cost primarily affects the embedding and
output layers. Therefore, in larger LLMs, the relative im-
pact of a larger vocabulary on the overall parameter count
becomes negligible (see Appendix B). Consequently, for
sufficiently large models, the benefits of a larger vocabulary,
in terms of reduced total compute and memory requirements
at inference, can outweigh the costs.

Large vocabulary sizes could also have adverse effects on
downstream performance: with a large vocabulary every
token is seen less on average by the model. This is a natural
consequence of Zipf’s law (Zipf, 1949). Therefore, we test
whether tokenizer vocabulary size impacts performance in
Section 3.2.

2.5.1. OPTIMAL VOCABULARY SIZE

Figure 4 (top left) shows the Code NSL curve for a tokeniz-
ers trained on the same set of data, with varying vocabulary
sizes from 10k to 256k. We normalize the plot to a vo-
cabulary size of 32, 000 (Code NSL@32k). The gains in
compression exponentially decrease as the vocabulary size
increases, which indicates that there is an optimum point for
a given downstream application where the additional token
is not worth its added cost in compute or memory.

Inference Optimal We run experiments with different
model sizes to measure to the effects of the vocabulary
size on inference time with a fixed sequence length. In Fig-
ure 4 (top middle), we show these observations and plot the
linear regressions found for each LLM size. We normalize
the observations and predictions to a vocabulary size of 32k.
Since the NSL describes the length of a sequence, it directly
affects inference time. We thus calculate the trade-off cost
as the product between NSL@32k (top left) and the normal-
ized inference time for each vocabulary size (top middle).
We plot these trade-off curves and find the minimum point
for each LLM size in Figure 4 (top right). We find optimal
inference time vocabulary size to grow with the size of the
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Figure 4. (top left) For given fixed set of tokenizer settings, we measure the Code NSL of different vocabulary sizes. We set the reference
point to the tokenizer trained @32k tokens to compare against. (top middle) We measure the inference time for a set of vocabulary sizes
and models with a fixed sequence length of 4096, and plot a linear regression over observations. We normalize predictions to a vocab
of 32k. (top right) By combining the compression and inference time trade-offs, we obtain a simple cost function that describes an
optimal inference time. (bottom) We use equation 4 to find the memory optimal vocabulary size for different models. Llama 2 34B uses
grouped-query attention, which significantly reduces the cache’s memory usage and the memory-optimal vocabulary size.

LLM. For LLMs like Llama 30B, we prefer even small gains
in tokenizer compression, despite additional tokens in the
final softmax, because of the high base cost of the forward
pass. Note that these calculations are heavily dependent on
both hardware and software optimizations.

Memory Optimal The memory costs of running a LLM at
inference time are mostly due to the weights of the model
itself and its attention cache. At inference time, if the input
and output matrices are not shared, the impact of increasing
the size of the vocabulary v on the number of additional
parameters is:

M(v) = 2× dim× v (1)

Recall that sequence size is affected by the compression of
the tokenizer, which is itself affected by the vocabulary size.
We can use the NSL@32k metric calculate the compressed
length of a code sequence s given a vocabulary size v and
the length of a sequence l32k encoded at 32k:

s(v) = l32k ×NSL@32k (2)

Therefore the effects of vocabulary size v on the number of
parameters to keep in the cache depends on the batch size b,
number of layers n, the hidden dimension dim, the number
of kv heads and the sequence length s(v):

C(v) = 2× n× b× dim× n kv heads

n heads
× s(v) (3)

Llama 2 34B and 70B use grouped-query attention (Ainslie
et al., 2023), with only 8 kv heads, which significantly
reduce the number of parameters kept in the cache compared
to the 7B and 13B versions. We also assume model and
cache parameters to be stored at the same precision level.
We calculate the total effect of v on memory T as:

T (v) = M(v) + C(v) (4)

Figure 4 (bottom) shows the memory optimal vocabulary
sizes for models under different sequence lengths and batch
sizes. For short sequences (l32k = 1000) and small batches
(b = 1) the gains in compression from expanding the vo-
cabulary is not worth the additional memory costs it incurs.
However, when using longer sequences or larger batches,
the memory savings from the cache C(v) are worth the
additional memory costs M(v) of an expanding vocabulary.

3. Code Tokenizers Experiments
We ask the question: what would have happened if
Code Llama had switched its tokenizer during fine-tuning?
To answer this question, we first train two GPT-2 XL 1.5B
base models (Radford et al., 2019) with the Llama tokenizer
which we refer to as NL 1.5B and Code 1.5B respectively.
NL 1.5B is trained for 1T tokens on a general data-mix
resembling that of Llama 2 and Code 1.5B is further fine-
tuned from NL 1.5B for 500B tokens using a code-specific
data-mix similar to that of Code Llama (see Appendix H for
more details).
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Token-Equivalent (500B) Word-Equivalent
regexpInit HumanEval MBPP HumanEval MBPP

Pass@1 Pass@100 Compile@1 Pass@1 Pass@100 Compile@1 Pass@1 Pass@100 Compile@1 Pass@1 Pass@100 Compile@1

IdentityR 15.8% 49.9% 96.5% 21.7% 66.7% 99.0% 14.9% 47.5% 96.3% 19.4% 64.9% 98.7%
PunctR 18.2% 58.7% 97.4% 24.6% 71.2% 99.5% 17.6% 55.5% 96.9% 24.4% 71.0% 99.4%
GPT-4R 17.8% 54.6% 99.0% 25.2% 70.7% 99.1% 17.1% 53.7% 97.2% 23.9% 70.0% 99.1%
IdentityNL 18.0% 60.1% 97.5% 24.5% 67.2% 99.1% 17.1% 56.1% 97.5% 22.7% 67.2% 98.2%
LlamaNL 20.5% 66.1% 98.4% 28.0% 71.2% 99.4% 20.5% 66.1% 98.4% 28.0% 71.2% 99.4%
PunctNL 21.1% 63.5% 97.6% 28.6% 72.6% 99.5% 20.7% 62.1% 97.1% 28.2% 72.0% 99.4%
GPT-4NL 20.5% 65.3% 98.0% 27.2% 70.8% 99.4% 19.7% 63.7% 97.8% 26.8% 69.1% 99.4%
IdentityC 18.8% 66.1% 96.7% 23.4% 67.8% 99.4% 16.5% 61.8% 95.4% 22.3% 66.9% 99.2%
LlamaC 22.8% 68.6% 98.8% 30.1% 74.4% 99.4% 22.8% 68.6% 98.8% 30.1% 74.4% 99.4%
PunctC 22.2% 68.7% 98.1% 29.8% 73.6% 99.4% 22.3% 67.3% 97.3% 28.9% 71.8% 99.4%
GPT-4C 21.2% 67.5% 97.7% 28.9% 74.9% 99.4% 21.4% 67.3% 97.8% 28.5% 74.2% 99.4%

Table 2. We report the performance of fine-tuned 1.5B models using different tokenizers and base models on our two task generation
tasks (HumanEval and MBPP) after 500B tokens seen and at word-equivalent levels. Word-equivalent compares the models after being
trained on the same amount of information as measured by the number of characters. Due to added compression of our tokenizers
compared to Llama, the word-equivalent evaluation corresponds to training on less tokens and using less compute than the token-equivalent
evaluation. All tokenizers presented here are of vocabulary size 32k – see Table 1 for compression statistics for each. R indicates a random
initialization, NL indicates that the base model used is our NL 1.5B model, and C indicates that the base model is Code 1.5B.

We use the HumanEval (Chen et al., 2021) and MBPP
(Austin et al., 2021) datasets to test the downstream effect of
tokenizer change on LLMs. For all evaluations, we generate
n = 200 samples per example with a temperature of 0.6
and top p = 0.95, and use the unbiased estimator detailed
in Chen et al. (2021) to calculate Pass@1, Pass@100, and
Compile@1. The Pass@k score (Kulal et al., 2019; Rozière
et al., 2020; Chen et al., 2021) measures the semantic cor-
rectness of a code snippet, by checking whether at least one
of the k generated solution passes all the available unit tests.
Similarly, the Compile@k metric measures whether at least
one of the k generated solutions compiles. Note that we
also use token healing for all generations, which is a simple
decoding trick to align the prompt along token boundaries
(see Appendix K.1).

We report fine-tuning NL 1.5B and Code 1.5B, changing
the tokenizer to our tokenizers of vocabulary size 32k (see
Table 1 for compression statistics) or keeping the Llama
tokenizer constant. See Table 2 for the downstream perfor-
mance on code generation of different base model/tokenizer
configurations after fine-tuning. For all tokenizer fine-
tuning, whenever applicable, we apply Fast Vocabulary
Transfer (FVT) (Gee et al., 2022) to initialize the weights
of the new embeddings.

The tokenizer compression impacts how much data the
model sees for a given number of tokens (the amount of com-
pute). As compute is often the primary constraint in training
LLMs, we believe that assessing the token-equivalent down-
stream performance, measured after training with the same
number of tokens (500B), offers a fairer comparison be-
tween models. However, we also report word-equivalent
performance in which compares models trained on the same
number of characters.

Table 2 shows that when training a LLM from scratch on

the same dataset ( R), we obtain worse performance than
if we use NL as the base model ( NL). This shows that the
pre-trained model weights from the base model are still
leveraged after a tokenizer change. We see that this is the
case as well when starting from a Code Llama type model
( C), where we get the best performance on the end-task
when using Code 1.5B as the base model regardless of tok-
enizer. Llama NL is analogous to the original Code Llama by
Rozière et al. (2023) – a Llama base model trained for 500B
tokens on code without changing the tokenizer. Llama C

would be that same Code Llama model fine-tuned for 500B
more code tokens, and indicates further fine-tuning can still
provide gains in code-generation performance. Figure 5
also shows these dynamics, where the HumanEval Pass@1
is improved when moving from R to NL to C.

While the Identity tokenizer has the greatest compression
out of the tokenizers evaluated, it results in clear deterio-
rated performance on downstream code generation tasks.
Compared to the Llama tokenizer, the 32k Identity model
compresses code 30% more efficiently but its downstream
performance is significantly worse on all metrics. Moreover,
forgoing token healing (see Appendix K.1) is especially
detrimental with the Identity tokenizer.

In terms of differences between the other tokenizers, we see
in Table 2 that, at a vocabulary size of 32k, both Punct NL

and GPT-4 NL obtain similar performance as Llama NL. On
some metrics, such as Pass@1, Punct NL even surpasses the
Llama NL baseline. This is surprising, because it indicates
that we can obtain both better performance and better com-
pression by changing the tokenizer of a pre-trained LLM.
Therefore, we conclude that if Code Llama had changed its
tokenizer before fine-tuning, it would have had a negligible
impact on downstream performance, but a large positive
impact on compression and inference speed.
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Figure 5. Performance vs Code NSL. We plot the HumanEval
Pass@1 performance against Code NSL for our 1.5B LLMs fine-
tuned with different base models and tokenizers. The x-axis is
the downstream performance on code (larger is better) and the
y-axis is the code NSL (smaller is better). The size of each point
represents the vocabulary size of the tokenizer. Ideally, a model
would be in the bottom-right quadrant and with a small vocabulary.

3.1. How much data?

It is clear that changing a tokenizer has large effect on the
weights, and crucially that not every fine-tuning regime
would be appropriate for a tokenizer change. Specifically,
we want to measure how many tokens does it take for a
LLM to recover performance on end-tasks after suffering
from a switch in tokenizer.

We fine-tune the GPT-4 NL, Punct NL and Llama NL 32k 1.5B
models on different subset sizes of the data (5B, 25B, 50B ,
100B, 250B, 500B) and measure downstream performance.
We keep all hyper-parameters and only adjust the learning
rate schedule to fit the reduced datasets. We report our
results in Figure 6. While we find a large difference between
Punct NL and Llama NL when trained on only 5B tokens, this
difference almost disappears and even inverts (on Pass@1)
after 50B tokens. We therefore can only recommend that
tokenizers are fine-tuned in regimes where there is enough
training data for the model to adapt to the new distribution.

3.2. Influence of tokenizer size

Human Eval MBPP
Pass@1 Pass@100 Pass@1 Pass@100

32k 20.5% 65.3% 27.2% 70.8%
64k 20.6% 67.2% 27.6% 70.3%
128k 20.8% 64.2% 27.5% 70.8%
256k 20.5% 63.5% 27.6% 71.2%

Table 3. Downstream performance GPT-4 NL 1.5B model de-
pending on tokenizer size.
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Figure 6. Performance of GPT-4 NL, Punct NL and Llama NL 1.5B
at varying dataset sizes (5B, 25B, 50B, 100B, 250B, 500B). This
figure demonstrates the impact of the number of tokens seen during
training on end-task performance for models where the tokenizer
is changed. We find both GPT-4 NL and Punct NL competitive with
a LLM where the tokenizer is kept the same (Llama NL), after 50B
tokens seen during training.

We test the hypothesis of whether larger vocabulary sizes
decrease downstream performance. As shown in Table 3, we
change the tokenizer of a NL 1.5B model to that of a GPT-4
tokenizer of sizes 32k, 64k, 128k, and 256k. Calculating the
Pearson correlation coefficient between the tokenizer vocab-
ulary size and HumanEval Pass@1, results in a correlation
coefficient of −0.13 with a p-value of 0.87. This indicates a
very weak inverse relationship between vocabulary size and
HumanEval Pass@1, but the high p-value indicates that this
correlation is far from statistically significant. Therefore,
we do not find that the vocabulary size (at this magnitude)
to have an impact on end-goal performance and reject the
hypothesis that larger vocabulary sizes decrease task per-
formance.

3.3. Tokenizer update methods

In this section, we compare two methods to update the
tokenizer of a pre-trained model: using Fast Vocabulary
Transfer (FVT) and extending an existing tokenizer. In
Appendix J, we also experiment with updating only the
embedding and output weights, however this does not lead
to improvements over full fine-tuning.

3.3.1. VOCABULARY TRANSFER

Techniques such as Vocabulary Initialization with Partial
Inheritance (VIPI) (Mosin et al., 2023) and Fast Vocabulary
Transfer (FVT) (Gee et al., 2022) have been proposed to
adapt the embedding space of pre-trained models by map-
ping a new tokenizer onto an existing vocabulary. VIPI and
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Human Eval MBPP
Pass@1 Pass@100 Pass@1 Pass@100

GPT-4 NL 20.5% 65.3% 27.2% 70.8%
No-FVT GPT-4 NL 18.4% 58.6% 25.0% 69.2%
Merged NL 20.8% 67.5% 27.6% 70.9%

Table 4. We compare the performance of GPT-4 NL 32k with FVT
and without FVT (No-FVT), and that of the extended Llama tok-
enizer (Merged).

FVT both act as a simple way to map the old embedding
space onto the new, but still require a fine-tuning stage to
align the new representations with the model. Gee et al.
(2022) adapt a BERT base model (Devlin et al., 2019) with
FVT using in-domain (medical, legal, and news) tokenizers
to obtain efficiency gains at little cost to performance. Since,
we use FVT to initialize our embedding matrix, we ablate
FVT in Table 4. We confirm that FVT leads to noticeable
improvement on all downstream tasks.

3.3.2. TOKENIZER EXTENSION

As an alternative to FVT, we study extending a tokenizer
(e.g. the Llama tokenizer) by adding domain-specific tokens.
As the extended tokenizer contains all the tokens of the
previous tokenizer, it may make the transition smoother and
have less impact on the performance of the model.

We train a 64k vocabulary tokenizer using Sentencepiece on
code data, changing the pre-tokenization scheme to allow
tokens over tabs and new line characters, and filter out
tokens disallowed by the GPT-4 regular expression. We
combine this in-domain tokenizer with the Llama tokenizer
to obtain a tokenizer of size 80k which we refer to as Merged
(see Table 1 for compression statistics). Table 4 reports
the Merged NL results. We observe only small gains from
starting with the Merged tokenizer compared to starting
from an entirely distinct tokenizer such as GPT-4.

3.4. 7B models

Human Eval MBPP
Pass@1 Pass@100 Pass@1 Pass@100

Code Llama 32.1% 84.2% 41.9% 81.8%
Punct 30.4% 85.1% 41.4% 81.9%
GPT-4 30.8% 86.2% 42.6% 83.4%
Merged 31.2% 86.3% 42.0% 80.9%

Table 5. Downstream performance of fine-tuned Llama 2 7Bs.
We report the Pass@1 performance on HumanEval and MBPP of
three Llama 2 7B models after 500B additional tokens of code pre-
training. We also report the Code Llama 7B model as a baseline.

Lastly, we fine-tune three 7B Llama models for 500B to-
kens and show that, as in the 1.5B LLMs, changing the

tokenizer does not significantly impact code-generation per-
formance. Table 5 shows the result of changing the original
Llama tokenizer in the Llama 2 7B model from Touvron
et al. (2023b) to Punct, GPT-4, and Merged tokenizers of
vocabulary size 80k. Note that we opt to test for a larger
vocabulary size as we showed in Section 2.5.1 that larger
models such as a 7B can trade-off additional parameters
for increased code compression. We compare our models
to the 7B Code Llama model from Rozière et al. (2023),
which used the tokenizer of Llama. Our results support our
thesis that, with long-enough fine-tuning, tokenizers can be
changed without sacrificing performance.

4. Related Works
Tokenizers in Machine Translation Tokenization has been
a significant area of interest in multilingual tasks, such as
Machine Translation, as different tokenization schemes can
markedly influence model performance. Sennrich et al.
(2016) introduced BPE for tokenization and were the first
to use sub-word tokenization a solution for encoding rare or
unseen words at test time. Rust et al. (2021) analyze the im-
plications of multilingual tokenization schemes and find that
specialized monolingual tokenizers outperform multilingual
versions. More recently, Liang et al. (2023) demonstrate
that expanding tokenizer vocabulary size and allocating a
specific token quota for each language can substantially en-
hance performance in large-scale multilingual tasks. Liang
et al. (2023) also argue that increasing the tokenizer size
can be an efficient way to increase the number of trainable
parameters, since only a fraction of the embedding matrix
is used for a given input.

Tokenizers in Code Generation In the field of code
generation, most LLMs follow standard tokenizer hyper-
parameters. Models like SantaCoder (Allal et al., 2023) and
InCoder (Fried et al., 2023) train a 50k vocabulary tokenizer
on code data. Fine-tuned code models derived from nat-
ural language LLMs, such as Codex (Chen et al., 2021),
CodeGeeX (Zheng et al., 2023), and CodeGen (Nijkamp
et al., 2023), do not update their tokenizers but extend exist-
ing ones like GPT-2’s1. Code Llama (Rozière et al., 2023)
fine-tunes Llama 2 (Touvron et al., 2023b) keeping the orig-
inal 32k Llama tokenizer (Touvron et al., 2023a). Chirkova
& Troshin (2023) find that custom code-tokenization can
compress sequences by up to 17% without sacrificing per-
formance on a PLBART (Ahmad et al., 2021) model.

5. Conclusion
This paper presents a comprehensive analysis of the im-
pact of tokenization in modern LLMs. Our study reveals

1See Appendix C for an overview of tokenizer re-use in code
generation.
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that varying the size, pre-tokenization regular expressions,
and training data of tokenizers can significantly impact the
compression rate of the tokenizer. We showed that BPE
tokenizers can compress code sequences by more than 40%
compared to the Llama tokenizer, and more than 25% with-
out any performance degradation (using GPT-4 256k). On
top of that, we show that we can modify the tokenizer of
a pre-trained LLM during fine-tuning if training for long
enough (> 50B tokens). For models such as Code Llama,
this allows for substantial gains in generation speed and
effective context size, at no cost in performance.

We present recommendations to train efficient tokenizers,
evaluating the effects of data distribution, vocabulary size
and pre-tokenization scheme on the compression rates of
tokenizers. We find that vocabulary size has little impact
on coding performance, and present methods to find an
optimal vocabulary size to optimize either memory or infer-
ence speed. For most use cases, we validate the use of the
GPT-4 pre-tokenization regular expression, which strikes a
good balance between compression and performance. Its
downstream performance is similar to that of the Llama
tokenizer, and close to Punct on coding benchmarks while
bringing clear improvements in compression. We find that
skipping pre-tokenization (Identity) can maximize compres-
sion at significant cost to performance. However, methods
involving large-scale sampling and more concerned with
the pass@100 than pass@1, or requiring large context sizes,
might make good use of the maximal-compression Identity
pre-tokenization. More broadly, although Punct sometimes
outperforms GPT-4, we ultimately recommend using the
GPT-4 as it provides an additional 5% compression. Finally,
we hope this our results pushes researchers and practitioners
to think further about the design of their tokenizer and con-
sider changing to an in-domain tokenizer when fine-tuning.
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Figure 7. Proportion of parameters used by different vocabulary
sizes for different model sizes of Llama 2 and GPT-2.

A. Compression Evaluation Dataset
Our English held-out dataset is 1000 examples from CCnet
(Wenzek et al., 2020) and 1000 examples from the English
subset of Wikipedia.

To create our multilingual evaluation set, we hold-out
1000 examples for each language present in the Wikipedia
dataset. This constitutes of 1000 articles from the follow-
ing languages: Italian, Bulgarian, Egyptian Arabic, Span-
ish, Serbian, German, Ukrainian, Arabic, Czech, Catalan,
Slovenian, Persian, Polish, Russian, Finnish, Swedish, Por-
tuguese, French, Japanese, Croatian, Chinese, Romanian,
Dutch, Indonesian, Hungarian, Korean, Danish, and Viet-
namese.

To create our code evaluation dataset, we hold-out 1000
files from the 30 most popular programming languages in
the Stack dataset (Kocetkov et al., 2022): Assembly, Batch-
file, C, C#, C++, CMake, CSS, Dockerfile, FORTRAN,
GO, HTML, Haskell, Java, JavaScript, Julia, Lua, Make-
file, Markdown, PHP, Perl, PowerShell, Python, Ruby, Rust,
SQL, Scala, Shell, TeX, TypeScript, and Visual Basic.

B. Vocabulary Size and Model Size
We show the proportion of parameters used by tokenizers
of different vocabulary sizes for different model sizes of
Llama 2 and GPT-2 for scale in Figure 7. This shows that
expanding the number of parameters in a LLM of size 70B
only marginally increases the total size of the model and
the ratio of vocab parameters to model parameters. While
increasing the vocabulary size for smaller models, such as a
GPT-2 XL 1.5B model, has a much larger effect on the total
number of parameters.

15

https://aclanthology.org/2020.lrec-1.494
https://aclanthology.org/2020.lrec-1.494
http://arxiv.org/abs/1910.03771
http://arxiv.org/abs/1910.03771
https://aclanthology.org/2022.tacl-1.17
https://aclanthology.org/2022.tacl-1.17
https://doi.org/10.1145/3580305.3599790
https://doi.org/10.1145/3580305.3599790
https://doi.org/10.18653/v1/2023.acl-long.284
https://doi.org/10.18653/v1/2023.acl-long.284


Getting the most out of your tokenizer for pre-training and domain adaptation

CodeGen
(Nijkamp et al. 2022)

PaLM-Coder
(Chowdery et al., 2022)

PaLM 2-S
(Rohan et al., 2023)

Code T-5
(Wang et al. 2021)

StarCoder
(Li et al., 2023)

StableCode
(Stability AI, 2023)

DeciCoder
(Deci AI, 2023)

Refact
(Refact AI, 2023)

Instruct Code T-5+
(Wang et al. 2023)

CodeGen 2
(Nijkamp et al., 2023)

LLaMA
(Touvron et al., 2022)

Llama 2
(Touvron et al., 2023)

CodeLlama
(Roziere et al., 2023)

WizardCoder
(WizardLM AI, 2023)

Phi-1
(Gunasekar et al., 2023)

Figure 8. Tokenizer re-use is common across code generation LLMs.

C. Tokenizer Re-use
Figure 8 shows examples of tokenizer re-use across multiple
SOTA code generation models. This is not a comprehensive
mapping, but serves to illustrate how often tokenization
is left as an implementation detail that is rarely innovated
upon.

D. Normalization
Normalization is a pre-tokenization step that aims to reduce
the complexity of text data by converting it into a unified
format. Different forms of UTF-8 normalizations have both
been used as defaults by different tokenizer libraries – Sen-
tencepiece (Kudo & Richardson, 2018) uses Normalization
Form KC (NFKC) and TokenMonster (Forsythe, 2023) uses
Normalization Form D (NFD).

• NFKC Normalization: In NFKC, characters are trans-
formed to their most common, compatible form. For
instance, a superscript UTF-8 number will get con-
verted to a standard number: NFKC(2) = 2

• NFD Normalization: Conversely, NFD decomposes
characters into their basic components, separating let-
ters from their diacritical marks. For example, a char-
acter with an accent would be split into its letter and
accent components: NFD(ñ) = n+˜

Despite the potential advantages of a normalization step,
these are generally not reversible transformations2. There-

2NFD is mostly reversible if the input text is in form C but has

fore the tokens processed by the tokenizer may not retain
their original form, violating x = encode(decode(x)). This
can lead to sub-optimal normalization, where for instance
converting the superscript 2 to its base representation 2
throws away the power semantic information – which could
be crucial for mathematical reasoning. We forgo the use of
any normalization methods in our proposed tokenizers and
broadly recommend that modern tokenizers be reversible.

E. The Punct Tokenizer
In Punct, we remove the GPT-4 English-specific contrac-
tions and prevent certain white-spaces and punctuation to-
kens such as \t or . to be encoded at the start of a letter-
only token. The Punct pre-tokenizer regular expression is
shown in Figure 3, and, compared to GPT-4 trades away
compression in exchange for composition. For instance,
Punct prevents any form of tokens that starts with a . (pe-
riod) which is a common shorthand to accessing attributes
in many programming languages. Consider the .append
method in python, the GPT-4 tokenizer would tokenize the
entire sequence .append as a single token while Punct
would tokenize . and append separately. We use Punct
to test whether a stronger separation between syntax and
semantics, simplifies the language generation task and trans-
lates to greater downstream performance.

In our initial results, shown in Table 2, we found Punct NL

32k to be better than both GPT-4 NL 32k and Llama NL on
Pass@1 performance in both HumanEval and MBPP. How-

rare edge cases.
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ever, the results obtained on a 7B model (Table 5) using
Punct 80k show no significant edge over the Code Llama
baseline and either the Merged or GPT-4 80k tokenizers.
We thus cannot conclude that a stronger separation between
syntax and semantics leads to greater downstream perfor-
mance. Instead, we would recommend usage of the GPT-4
regular expression tokenizer since it provides an additional
5% compression over Punct at no significant cost to perfor-
mance.

F. Tokenizer Compression of Popular LLMs
Table 11 shows the tokenizer compression rates for a large
number of popular LLMs. Most, but not all, of the models
selected are models that have been promoted or advertised
for code generation. We also include our own tokenizers for
comparison.

G. Examples of tokenization
We compare different tokenizers on a sample code in Ta-
ble 12. In our example snippet, we can see the effects of the
different pre-tokenization schemes in practice. For instance,
GPT-2 did not restrict the max number of consecutive digits
in its pre-tokenization and therefore has a token to represent
‘1000’, whereas the GPT-4 and Punct regular expression
limit the maximum number of digits to 3, and therefore en-
code ‘1000’ as ‘100’ and ‘0’. Llama uses single digits and
thus uses 4 tokens to encode the number ‘1000’. We also
see that the GPT-4 pre-tokenization allows learning tokens
such as ‘.append’, which Punct cannot.

We can also observe the effects of having an unrestricted
pre-tokenization scheme such as Identity, which even learn
a token for the numpy import statement including the new
line symbol. These types of savings allows Identity to save
more than 50% tokens compared to Llama. However, we
can also observe the downsides of the Identity tokenizer
in its first tokenization of ‘tqdm ’. Since the BPE merge
rule for ‘m’ and ‘ ’ comes first, ‘tqdm ’ is tokenized as
‘tq’,‘d’ and ‘m ’ separately. Whereas the second instance of
‘tqdm’, which is followed by a new line token, is able to be
tokenized into a single token ‘tqdm’.

H. Training NL and Code 1.5B Base Models
To test our hypotheses, we train two GPT-2 XL 1.5B base
models (Radford et al., 2019) which we refer to as NL 1.5B
and Code 1.5B. NL 1.5B is trained for 2T tokens on a gen-
eral data-mix resembling that of Llama 2, while Code 1.5B
is fine-tuned from NL 1.5B for 500B tokens using a code-
specific data-mix. We use the same hyper-parameters as in
Llama 2 (Touvron et al., 2023b) and Code Llama (Rozière
et al., 2023), see Table 7 for an overview.

I. Rényi Entropy in Code Tokenizers
As shown in Table 11, following the methodology of Zouhar
et al. (2023), we measure the Rényi entropy of all tokenizers
with an α = 2.5. Rényi entropy quantifies the evenness
in the distribution of tokens, penalizing those distributions
with highly uneven token frequencies. Zouhar et al. (2023)
reported a correlation between Rényi entropy and down-
stream performance, as indicated by the BLEU score in a
Machine Translation task.

However, our analysis with trained 1.5B models reveals a
different trend. We found a significant negative correlation
between Rényi entropy and Human Eval Pass@1 (Pearson
r = −0.7765, p = 0.040) and MBPP Pass@1 (Pearson
r = −0.9007, p = 0.0057). This suggests that a higher
Rényi entropy (α = 2.5), contrary to expectations, corre-
lates with lower performance in these code generation met-
rics. Notably, the Identity tokenizer, which performed worst
in our evaluations, showed the highest Rényi entropy. This
can be attributed to the lack of a pre-tokenizer, allowing the
BPE algorithm to more evenly distribute tokens according
to frequency.

J. Freezing Weights

Human Eval MBPP
Pass@1 Pass@100 Pass@1 Pass@100

0B 22.2% 68.7% 29.8% 73.6%
100B 21.3% 67.5% 28.5% 72.3%
500B 17.8% 59.7% 24.5% 68.9%

Table 6. Keeping LLM weights frozen for a number of tokens.
We compare the performance of Punct NL with weights frozen for
different numbers of tokens and report results are on Pass@1 and
Pass@100 for Human Evaluation and MBPP. The rows (0B, 100B,
500B) represent the number of tokens for which weights were
frozen for. We find freezing weights ineffective to adapt a LLM to
a change in its tokenizer.

Since the baseline model is assumed to be a pre-trained
LLM, we also experiment with freezing the weights of the
model that do not pertain to the vocabulary and training only
the weights affected by the change – the embedding and out-
put layers. We test two different setups where we 1) freeze
the models weights except the embedding/output layers only
for 100B tokens and then unfreeze the entire model for the
remaining 400B tokens, and 2)freeze the model weights ex-
cept the embedding/output layers for the 500B tokens. Our
motivation for 1) is to test whether the model benefits from
an initial alignment of its input/outputs to its intermediate
representations, and for 2) is to test whether the model can
learn to adapt its weights to the new input/outputs it receives
without changing its internal structure.
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Table 6 shows that only training only training the embed-
ding and output weights for 100B (20% of training) or for
500B (100% of training) leads to worse performance on
all downstream metrics. We find freezing weights to be
an ineffective strategy to aligning the vocabulary-specific
weights of the model with its internal structure.

K. Tricks for more robust Tokenizers

Figure 9. Token healing strategies. We consider three decoding
strategies given the prompt “https:/”. i) is the decoding case with-
out token healing, where the next decoding step is unconstrained.
ii) is a single token healing step, where the prompt is backtracked
by a single token and a single constrained decoding step is done
over the possible tokens that fit the observed text (“:/”). iii) is the
case with N backtracking steps, where the prompt is backtracked
until there does not exist a token in the vocabulary which can cover
the observation (“https:/”). A single constrained decoding step is
then done over the possible tokens that fit the observation. The N
steps token healing method can therefore lead to different decoding
outcomes than the single step backtracking.

K.1. Token healing

Human Eval MBPP
Pass@1 Pass@100 Pass@1 Pass@100

Without token healing
Llama C 22.6% 67.6% 30.0% 74.1%
GPT-4 C 21.4% 67.6% 28.8% 74.6%
Identity C 0.1% 3.5% 23.6% 68.8%

With token healing
Llama C 22.8% 68.6% 30.1% 74.4%
GPT-4 C 21.2% 67.5% 28.9% 74.9%
Identity C 18.8% 66.1% 23.4% 67.8%

Table 8. Token Healing Results. We show results for three dif-
ferent tokenizers of size 32k trained from Code Llama for 500B
tokens. For both Llama and GPT-4, token healing has very little
impact on the evaluation metrics. Using the Identity tokenizer, the
LLM is mostly unable to generate valid code HumanEval if not
using token healing. This is likely because the prompt boundary
in HumanEval splits a token learned in the Identity tokenizer, and
thus disturbs the expected token distribution.

Token healing is a technique used to address biases intro-
duced by tokenization at prompt boundaries (guidance-ai,
2023). This bias occurs when the prompt ends with a string
that could be encoded as the beginning of a token, leading
to a skewed distribution. Token healing backs up the gen-
eration process by one token before the end of the prompt
and constrains the first token generated to have a prefix that
matches the last token in the prompt to mitigate this bias.
We find token healing to have a negligible effect on tok-
enizers with well-defined word/token boundaries, however
token healing has a large impact on tokenizers such as the
Identity tokenizer where alphanumeric tokens are allowed to
include new lines and spaces (which are common separators
in prompts).

See Figure 9 for an illustrated example of different token
healing strategies. We implement a version of token healing
that steps back N tokens until a valid token boundary is
found. This is different from the original implementation of
token healing (guidance-ai, 2023) that naively steps back by
a single step. This is because some of the tokenizers we test,
such as the identity tokenizer, can contain tokens that are
entire sentences, and simply doing a single step back might
not allow that sentence token to be recovered.

We also quantitatively assess the impact of token healing by
running our evaluations with and without token healing. Our
results shown in Table 8 indicate that token healing is partic-
ularly effective for tokenizers with less defined boundaries,
such as the Identity tokenizer. In fact, the LLMs using the
Identity tokenizer are unable to generate valid code given
the prompt in HumanEval without token healing.

While token healing shows promise in addressing tokeniza-
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Configuration NL 1.5B Code 1.5B
Initialization Random NL 1.5B
Number of Parameters 1.5B 1.5B
Number of Layers 48 48
Hidden Size 1600 1600
Number of Attention Heads 25 25
Sequence Length 4096 4096
Optimizer AdamW (Loshchilov & Hutter, 2019) AdamW (Loshchilov & Hutter, 2019)
Optimizer Parameters β1 = 0.9, β2 = 0.95 β1 = 0.9, β2 = 0.95
Learning Rate 3× 10−4 3× 10−4

Learning Rate Schedule Cosine Cosine
Learning Rate Decay 1

10 lr
1
30 lr

Number of Tokens Seen 2T 500B
Data General Code-specific

Table 7. NL 1.5B Pre-Training configurations. Globally, we re-use the same parameters as Llama 2 (Touvron et al., 2023b) and
Code Llama (Rozière et al., 2023) and only change the architecture to the smaller 1.5B GPT-2 XL model type.

tion bias, it is not without limitations. One key challenge
is determining the optimal constrained decoding path for a
given prompt. As we show in Figure 9, different numbers
of backtracks might lead to different decoding outcomes.
In fact, to truly approximate the text distribution, a more
correct implementation of token healing would have to im-
plement a constrained beam-search. One would have to
backtrack by N steps and do multiple constrained decoding
steps over the vocabulary to allow the smaller partial but
potentially valid tokens to be generated. We leave further ex-
ploration of token healing and beam-search implementation
as future work.

K.2. BPE dropout

Another trick that one can use to adapt to new tokenizers or
make a model more robust in its tokenization scheme is BPE
dropout (Provilkov et al., 2020). BPE dropout randomly
drops merge entries in the BPE merge table, thus injecting
noise in the tokenization process. This leads to sentences
being encoded sub-optimally, but with more variation in the
token distribution than would naturally be observed with
greedy encoding. A model would therefore be able to see
the same sentence being encoded in multiple different ways.

Provilkov et al. (2020) observe that BPE dropout improves
MT performance, even in high-resource settings, and par-
ticularly when applied to noisy sources. Additionally, BPE
dropout seems to produce more fine-grained segmentation,
alleviate issues with frequent sequences of characters, and
lead to better embedding spaces compared to traditional
BPE. Ultimately, BPE dropout makes the LLM more robust
to specific tokenization and to prompt boundaries where
the tokens encoded might not reflect the observed token
distribution.

L. Correlation between Code NSL and
Downstream Task Performance

The following tables summarize the correlation results be-
tween Code NSL and performance on downstream tasks,
with and without the identity tokenizer which is shown to
skew the statistical analysis due to its poor performance
metrics.

Human Eval MBPP
Pass@1 Pass@100 Pass@1 Pass@100

Pearson (r) 0.49 0.31 0.59 0.63
Pearson p 0.04 0.21 0.01 0.00
Spearman (ρ) 0.39 0.31 0.68 0.66
Spearman p 0.11 0.22 0.00 0.00

Table 9. Correlation results when including Identity tokenizer

Human Eval MBPP
Pass@1 Pass@100 Pass@1 Pass@100

Pearson (r) 0.21 0.08 0.33 0.39
Pearson p 0.45 0.78 0.23 0.15
Spearman (ρ) 0.05 0.06 0.45 0.42
Spearman p 0.86 0.84 0.09 0.12

Table 10. Correlation results when excluding Identity tokenizer

While we find Code NSL to have significant effects on
MBPP performance in Table 9, we believe these results
is misleading. These calculations include the Identity to-
kenizer which is maximally compressive but obtains poor
performance compared to other tokenizers and skews the
analysis.

In Table 10 we exclude the identity tokenizer from the anal-
ysis and inconclusive results. Therefore, similarly to the cor-
relation between Vocabulary Size and HumanEval Pass@1,
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we fail to find a significant effect between NSL and perfor-
mance. Rather what we find is in practice, is that using a
tokenizer such as GPT-4 256k, we are able to obtain a 25%
increase in compression at no cost to downstream metrics.

A theoretical case could still be made that compression hurts
performance as it limits the amount of effective FLOPs avail-
able during the generation process. A model that compresses
more will have less steps to compute to obtain the same an-
swer. We fail to find direct evidence of these dynamics in
our experiments.
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Normalized Sequence Length (↓) Bytes per Token (↑)
Vocabulary

Size Avg. Code Eng. Mult. Avg. Code Eng. Mult.
Avg. Renyi
(α = 2.5)

ByT5 (Xue et al., 2022) 256 3.10 2.70 3.82 2.79 1.00 1.00 1.00 1.00 0.51
CodeT5 (Wang et al., 2021) 32k 1.29 0.94 1.11 1.83 2.69 2.89 3.45 1.72 0.44
GPT-2 (Radford et al., 2019) 50k 1.13 1.19 0.86 1.33 2.97 2.28 4.44 2.19 0.38

DeepSeek Coder (DeepSeek AI, 2023) 32k 1.06 1.00 0.98 1.19 3.00 2.70 3.89 2.40 0.45
CodeGen (Nijkamp et al., 2023) 50k 1.05 0.95 0.86 1.33 3.16 2.83 4.44 2.19 0.43
SantaCoder (Allal et al., 2023) 49k 1.04 0.88 1.07 1.17 3.01 3.08 3.59 2.36 0.47

Yi-6B (01.AI, 2023) 64k 1.03 1.00 0.93 1.16 3.07 2.70 4.10 2.43 0.43
InCoder (Fried et al., 2023) 50k 1.03 0.74 1.02 1.31 3.17 3.66 3.73 2.11 0.51

Falcon (Almazrouei et al., 2023) 65k 1.00 0.94 0.88 1.19 3.23 2.89 4.33 2.47 0.42
Persimmon (Elsen et al., 2023) 192k 1.00 0.95 0.74 1.32 3.43 2.84 5.19 2.24 0.34

Replit (Replit, 2023) 32k 1.00 0.85 1.06 1.10 3.10 3.19 3.60 2.51 0.48
Llama (Touvron et al., 2023a) 32k 1.00 1.00 1.00 1.00 3.10 2.70 3.82 2.79 0.46

Mistral (Jiang et al., 2023) 32k 0.99 0.99 0.97 1.02 3.13 2.74 3.93 2.72 0.45
Starcoder (Li et al., 2023) 49k 0.99 0.87 1.04 1.07 3.13 3.13 3.69 2.58 0.47
DeciCoder (Deci, 2023) 49k 0.99 0.87 1.04 1.07 3.13 3.13 3.69 2.58 0.47

Punct 32k 0.98 0.86 0.96 1.11 3.20 3.15 3.98 2.48 0.48
GPT-4 32k 0.97 0.81 0.97 1.13 3.24 3.35 3.95 2.44 0.50

gpt-neox (Black et al., 2022) 50k 0.93 0.90 0.86 1.02 3.37 2.98 4.42 2.71 0.45
Pythia (Biderman et al., 2023) 50k 0.93 0.90 0.86 1.02 3.37 2.98 4.42 2.71 0.45

MPT (MosaicML, 2023) 50k 0.93 0.90 0.86 1.02 3.37 2.98 4.42 2.71 0.45
Identity 32k 0.92 0.69 0.89 1.16 3.54 3.94 4.30 2.37 0.61

Claude (Anthropic, 2023) 65k 0.91 0.84 0.87 1.04 3.43 3.22 4.41 2.66 0.44
Punct 64k 0.90 0.82 0.89 0.99 3.45 3.29 4.28 2.79 0.46

Merged 80k 0.90 0.80 0.95 0.94 3.45 3.42 4.01 2.93 0.48
GPT-4 64k 0.89 0.76 0.90 1.01 3.52 3.55 4.27 2.72 0.49
Punct 80k 0.88 0.81 0.88 0.95 3.52 3.32 4.35 2.89 0.46
GPT-4 80k 0.87 0.75 0.88 0.98 3.59 3.61 4.35 2.82 0.48
Punct 100k 0.86 0.81 0.86 0.92 3.59 3.35 4.42 2.99 0.46

GPT-4 (OpenAI, 2023) 100k 0.85 0.75 0.84 0.95 3.68 3.59 4.54 2.92 0.47
GPT-4 100k 0.85 0.74 0.86 0.94 3.67 3.66 4.43 2.92 0.48
Punct 128k 0.85 0.80 0.85 0.89 3.66 3.38 4.49 3.10 0.45
GPT-4 128k 0.83 0.73 0.85 0.91 3.75 3.71 4.50 3.03 0.47

Gemma* (Gemma Team et al., 2024) 256k 0.83 0.89 0.86 0.73 3.79 3.04 4.43 3.90 0.43
Identity 64k 0.82 0.63 0.79 1.04 3.94 4.36 4.83 2.64 0.61

Bloom (Scao et al., 2022) 250k 0.81 0.77 0.84 0.81 3.91 3.49 4.56 3.67 0.46
Llama 3* (Llama 3 team et al., 2024) 128k 0.80 0.75 0.84 0.80 3.90 3.60 4.54 3.56 0.48

Identity 80k 0.80 0.61 0.76 1.01 4.07 4.50 5.00 2.71 0.61
GPT-4 256k 0.78 0.71 0.82 0.82 3.95 3.83 4.66 3.35 0.47
Identity 100k 0.77 0.59 0.74 0.98 4.20 4.63 5.16 2.80 0.61

Table 11. Compression metrics for tokenizers calculated on Code, English, and Multilingual datasets. Normalized Sequence Length is a
ratio calculated against the original Llama tokenizer, and indicates the average sequence length that a tokenizer would have compared to
Llama. Bytes per tokens measures the number of UTF-8 bytes per (tokenized) token, where a higher Bytes per token would imply a
greater level of compression. Average Renyi (Zouhar et al., 2023) is a distribution metric that measures how evenly the tokenizer allocates
its vocabulary for a given text, it is calculated here with α = 2.5 (see discussion in Appendix I). Note that all of our models shown in this
table have been trained on the same split of data (70% code and 30% English). * indicates tokenizers and models that were published after
our work. Llama 3 was influenced by our research on efficient tokenizer training.
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Getting the most out of your tokenizer for pre-training and domain adaptation

Original snippet

import numpy as np
from tqdm import tqdm

# digits: 1000
l = []
for i in range(1000):

l.append(str(i).zfill(3)))

GPT-2
(Radford et al., 2019)
Encoded length: 52

\n
import•numpy•as•np\n
from•tqdm•import•tqdm\n
\n
#•digits:•1000•\n
l•=•[]\n
for•i•in•range(1000):\n
••••l.append(str(i).zfill(3)))\n

Llama
(Touvron et al., 2023a)

Encoded length: 57

•\n
import•numpy•as•np\n
from•tqdm•import•tqdm\n
\n
#•digits:•1000•\n
l•=•[]\n
for•i•in•range(1000):\n
••••l.append(str(i).zfill(3)))\n

GPT-4
(OpenAI, 2023)

Encoded length: 40

\n
import•numpy•as•np\n
from•tqdm•import•tqdm\n\n

#•digits:•1000•\n
l•=•[]\n
for•i•in•range(1000):\n
••••l.append(str(i).zfill(3)))\n

Identity 100k
Encoded length: 25

\nimport•numpy•as•np
\nfrom•tqdm•import•tqdm

\n\n#•digits:•1000•\n
l•=•[]\n
for•i•in•range(1000):\n••••
l.append(str(i).zfill(3)))\n

GPT-4 100k
Encoded length: 40

\n
import•numpy•as•np\n
from•tqdm•import•tqdm\n\n

#•digits:•1000•\n
l•=•[]\n
for•i•in•range(1000):\n
••••l.append(str(i).zfill(3)))\n

Punct 100k
Encoded length: 43

\n
import•numpy•as•np\n
from•tqdm•import•tqdm\n\n

#•digits:•1000•\n
l•=•[]\n
for•i•in•range(1000):\n
••••l.append(str(i).zfill(3)))\n

Merged 80k
Encoded length: 44

•\n
import•numpy•as•np\n
from•tqdm•import•tqdm\n\n

#•digits:•1000•\n
l•=•[]\n
for•i•in•range(1000):\n
••••l.append(str(i).zfill(3)))\n

Table 12. Comparison of tokenizer encoding for a code sample. Spaces in the tokens are indicated with •, token delimitations are indicated
by alternating colors.
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