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Abstract

Motion modeling is critical in flow-based Video Frame Interpolation (VFI). Exist-
ing paradigms either consider linear combinations of bidirectional flows or directly
predict bilateral flows for given timestamps without exploring favorable motion
priors, thus lacking the capability of effectively modeling spatiotemporal dynamics
in real-world videos. To address this limitation, in this study, we introduce Gen-
eralizable Implicit Motion Modeling (GIMM), a novel and effective approach to
motion modeling for VFI. Specifically, to enable GIMM as an effective motion
modeling paradigm, we design a motion encoding pipeline to model spatiotemporal
motion latent from bidirectional flows extracted from pre-trained flow estimators,
effectively representing input-specific motion priors. Then, we implicitly predict
arbitrary-timestep optical flows within two adjacent input frames via an adaptive
coordinate-based neural network, with spatiotemporal coordinates and motion
latent as inputs. Our GIMM can be easily integrated with existing flow-based VFI
works by supplying accurately modeled motion. We show that GIMM performs
better than the current state of the art on standard VFI benchmarks.

1 Introduction

Video Frame Interpolation (VFI) is a fundamental task in computer vision, which involves generating
intermediate frames between two adjacent video frames. This technique is crucial for various
practical applications, including novel view synthesis [57, 14, 30], video generation [47], and video
compression [52]. This task is highly challenging due to the complex motions typically found in
real-world videos. To address this, recent research [29, 55, 42, 40, 20] has focused on flow-based
frameworks, which have shown substantial success. Generally, these frameworks for VFI involve two
main phases: 1) transforming the input frames based on estimated optical flows, and 2) merging and
enhancing the warped frames to produce intermediate frames. Consequently, the accuracy of flow
estimation is crucial for the fidelity of the synthesized frames.

Accurately modeling flow from two distant frames is challenging due to the complexities of capturing
subtle and dynamic movements caused by varying motion speeds, object occlusions, and lighting
conditions. A commonly used approach in the literature combines bidirectional flows derived
from input frames [22, 40, 45, 53, 39] (Figure 1(a)). This method assumes overlapped and linear
motion for flow estimation, which does not accurately reflect real-world dynamics. Several studies
[20, 29, 55, 42] directly predict bilateral flows based on intermediate discrete timestamps (Figure 1(b)).
These approaches model the correlation between frame motions and timestamps without leveraging
motion priors within input frames; they thus fall short of capturing complex spatial-temporal changes
and handling occluded regions and unexpected deformations. Moreover, this discrete-time-based
modeling paradigm is ineffective for arbitrary-time interpolation.
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Figure 1: Schematic of motion modeling paradigms in video frame interpolation. (a) A naïve
linear combination of bidirectional flows F0→1, F1→0 (i.e., flows between input frames) may lead to
ambiguous and coarse motion estimation due to strong overlapped and linear assumptions. (b) A
time-condition-based modeling approach may predict suboptimal bilateral flows Ft→0, Ft→1 (i.e.,
flows between estimated and input frames), capturing spatiotemporal changes for moving objects
ineffectively. (c) Our generalizable implicit motion modeling properly represents spatiotemporal
dynamics across videos and predict better bilateral flows via an adaptive coordinate-based neural
network.

In this study, we explore a more effective and generalizable implicit approach to motion modeling
for VFI. Inspired by the success of implicit neural representations [48] in encoding complex high-
dimensional data such as 2D images [5], 3D scenes [34], and videos [3], we propose to implicitly
model optical flows between two adjacent video frames using coordinate-based neural networks. This
implicit paradigm can directly take arbitrary spatiotemporal coordinates as inputs and effectively
decode the desired space-time outputs, making it a promising framework for learning highly dynamic
optical flows in real-world videos. However, leveraging implicit neural networks for effective motion
modeling poses challenges. First, standard implicit neural networks typically perform per-instance
modeling, optimizing model parameters for a single specific input. This limitation restricts their
applicability across different input video frames. Therefore, we need to develop a more adaptive
implicit model capable of capturing motions in any given video. Second, efficiently integrating
spatiotemporal information within implicit neural networks is complex, especially when dealing with
the intricate motions occurring between two video frames. This necessitates designing appropriate
implicit neural architectures that can accurately predict and represent both the spatial and temporal
dynamics in videos.

To this end, we propose a novel generalizable implicit flow encoding for motion modeling in VFI,
called Generalizable Implicit Motion Modeling (GIMM) (Figure 1(c)). Our method only assumes
the availability of bidirectional flows (F0→1, F1→0 ) of two input frames obtained from a pre-trained
optical flow estimator (e.g., RAFT [50], FlowFormer [19]). The input flows can be noisy as this
prior will be refined to estimate the bilateral flows (Ft→0, Ft→1) between arbitrary intermediate
timestamps. Our method is unique in that it can represent input-specific motion priors effectively.
For instance, it can accurately capture the complex dynamics of a somersault. This is achieved by
introducing a motion encoding pipeline to extract spatiotemporal motion latent from the bidirectional
flows. Our method can further enable frame interpolation at arbitrary timestamps, thanks to the
adaptive coordinate-based neural network that takes spatiotemporal coordinates and motion latent
as inputs. This capability allows our method to generate frames at various temporal granularities,
providing flexibility and precision in video frame interpolation.

Our contributions are summarized as follows: We present an effective motion modeling paradigm for
video frame interpolation characterized by a novel generalizable implicit motion modeling framework.
Our GIMM is capable of accurately predicting optical flow for arbitrary timesteps between two
adjacent video frames at any resolution, allowing seamless integration with existing flow-based VFI
methods. We demonstrate the advantages of our GIMM in motion modeling for arbitrary-timestep
VFI tasks, achieving state-of-the-art performances on various benchmarks.
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2 Related Work

Video frame interpolation. Conventional VFI studies primarily rely on either direct frame synthesis
via convolutional networks [11, 1, 24] or interpolation using dynamic kernels with learnable weights
and offsets [37, 38, 41, 9, 8, 12, 28]. Recent approaches have shifted towards flow-based methods
to synthesize frames at desired timesteps, where motion modeling plays a crucial role [20, 29, 54,
26, 49, 17]. Some flow-based methods combine estimated bidirectional flows between input frames
[22, 40, 45, 53, 39, 1], often leading to inaccurate motion predictions, especially in occluded areas.
This simplistic combination results in ambiguous and coarse motion estimation, causing object shifts
in interpolated frames. Several recent approaches [20, 29, 55, 20, 32] address these issues by directly
predicting the desired motion within an end-to-end framework conditioned on timesteps, showing
impressive results in synthesized frames. However, these methods mainly rely on discrete-time-based
fitting of variable relationships between motion and timesteps, making it challenging to achieve
consistent, continuous interpolation outcomes.

Implicit neural representations. Implicit Neural Representations (INRs) have been shown effective
in modeling complex, high-dimensional data for various applications, including video compression
[3], novel view synthesis [34, 30], and image super-resolution [5]. Typically, INRs learn a continuous
mapping from a set of coordinates to a specific signal using a coordinate-based neural network to
encode data implicitly. The flexible and expressive modeling capabilities of INRs motivate us to
explore their use to encode intricate motions and capture subtle, dynamic movements of objects in
real-world videos. A recent work related to ours is IFE [13]. While both approaches consider implicit
flow encoding, our method significantly differs from IFE. Unlike IFE, which focuses on per-scene
encoding—where each coordinate-based network is parameterized by a specific video instance—we
aim to develop a generalizable motion modeling approach that can be applied across different videos.

Generalizable INRs. Recent works [5, 44, 10, 21, 15, 7, 4] further extend INRs for generalizable
encoding by conditioning coordinate-based neural networks with additional instance-specific inputs.
For example, some approaches [6, 27, 25] employ Transformers [51] as meta-learners to predict
instance-specific weights or modulation features for coordinate-based neural networks at high com-
putational costs. Several notable studies [4, 7, 45] leverage generalizable INRs for video encoding
to facilitate video interpolation and super-resolution, mainly focusing on directly learning implicit
space-time continuous neural representations from video. In contrast, we aim to explore effective
motion modeling paradigms to improve intermediate frame synthesis for flow-based VFI. To our
knowledge, we make the first attempt to utilize generalizable INRs for motion modeling in the context
of VFI.

3 Method

Given a pair of adjacent video frames I0, I1 ∈ RH×W×3 with timesteps {0, 1}, a general flow-based
video frame interpolation process is defined as follows:

Ft = G(I0, I1, t), (1)
It = H(Ft, I0, I1),∀t ∈ [0, 1], (2)

where G denotes a motion modeling (or flow estimation) module, andH indicates a frame interpolation
process under the guidance of estimated motion Ft at a timestep of t ∈ [0, 1] for input frames I0
and I1. In this work, we mainly focus on studying an effective motion modeling framework G for
flow-based VFI.

3.1 Generalizable Implicit Motion Modeling

The goal of GIMM is to estimate bilateral flows Ft→0, Ft→1 for any timestep t ∈ [0, 1], deriving
from initial bidirectional flows F0→1, F1→0:

Ft→0, Ft→1 = G(F0→1, F1→0, t),∀t ∈ [0, 1], (3)

where F0→1, F1→0 are predicted from a pre-trained optical flow estimator (e.g., RAFT [50], Flow-
Former [19]) with input frames I0 and I1. Figure 2 depicts the overall generalizable motion mod-
eling framework of GIMM. Motivated by the great success of INRs in modeling complex video
data [7, 4, 13, 34], GIMM uses an adaptive coordinate-based neural network for continuous motion
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Figure 2: Our GIMM first transforms initial bidirectional flows F0→1, F1→0 as normalized flows
V0, V1. The motion encoder extracts motion features K0,K1 from V0, V1, respectively. K0,K1 are
then forward warped at a given timestep t using bidirectional flows to obtain the warped features
Kt→0,Kt→1. We pass the warped and initial motion features into a Latent Refiner that outputs
motion latent Lt, representing motion information at t. Conditioned on Lt(x, y), the coordinate-based
network gθ predicts the corresponding normalized flow Vt with 3D coordinates x = (x, y, t). For
interpolation usage, Vt is then transferred into bilateral flows Ft→0, Ft→1 through denormalization.

modeling. Unlike the existing IFE [13] that performs per-scene optimization and requires test-time
learning for different videos, our GIMM takes additional instance-specific motion latent inputs Lt to
enhance model generalizability across various input videos.

Flow normalization. Following IFE [13], we perform normalization for the initial bidirectional
flows as follows:

V0 = ϕ(F0→1), V1 = ϕ(−F1→0), (4)
Vt = ϕ(Ft→1 − Ft→0), (5)

where ϕ is a scale operator. This reversible normalization process aligns the scale and temporal
direction of input bidirectional flows F0→1, F1→0 with output bilateral flows Ft→0, Ft→1, allowing
the normalized flows Vi ∈ [0, 1]H×W×2, i ∈ 0, 1 to be effectively encoded in subsequent implicit
motion modeling in GIMM.

Motion latent. To achieve generalizable implicit modeling of motion dynamics, we learn implicit
neural representations for motions with conditions on instance-specific motion latent inputs Lt(x, y),
which provides instance-specific motion priors at spatiotemporal coordinates x = (x, y, t) for target
motion Vt(x, y). Specifically, we introduce a Motion Encoder to extract motion features Ki from
normalized flows Vi. To maintain spatiotemporal consistencies of modeled motion, we derive time-
dependent motion features Kt for given timestep t from both motion features K0 and K1. To realize
this, we apply forward warping −→ω process to map every location of motion features Ki to the target
timestep t:

Ki→t =
−→ω (Ki, Fi→t, Zi). (6)

Here, Ki→t are warped features with timesteps i ∈ {0, 1} that integrate the correspondences from
source (input) timesteps to the target timestep, Zi represents splatting weights, and Fi→t denotes
scaled bidirectional flows at timestep t. We compute scaled bidirectional flows Fi→t as follows:

Fi→t =

{
(t− 0) · F0→1, if i = 0

(1− t) · F1→0, if i = 1
(7)

To mitigate warping errors in multi-to-one cases or occluded regions, we calculate splatting weights
Zi using flow consistency U i

flow and variance U i
var metrics [35, 36] as follows:

Zi =
1

1 + αflow · U i
flow

+
1

1 + αvar · U i
var

, (8)

where αflow and αvar are learnable parameters. To obtain the final motion latent Lt, we concatenate
the warped features Concat(K0→t,K1→t) as the coarse motion latent at timestep t and further refine
via a Latent Refiner module to deal with potential information loss and ambiguous motion in the
forward warping process. Both the Latent Refiner and the Motion Encoder mentioned above are
structured as shallow convolutional networks. We provide their network configurations and detailed
calculations for two flow metrics U i

flow and U i
var in the supplementary.

4



Pretrained
Flow

Estimator

Generalizable Implicit
Motion Modeling

Frame
Synthesis
Module

Figure 3: An overview of GIMM-VFI architecture. GIMM-VFI employs a pre-trained flow estimator,
E , to predict bidirectional flows (F0→1, F1→0) and extracts context features A as well as correlation
features C from the input frames (I0, I1). Given the timestep t, a generalizable implicit motion
modeling (GIMM) module G (detailed in Figure 2) takes the bidirectional flows as inputs and predicts
bilateral flows (Ft→0, Ft→1), which are then passed into a frame synthesis module S , together with
extracted features (A,C), to synthesize the target frame It.

Implicit motion prediction. To realize INRs for generalizable motion modeling, we devise an
adaptive coordinate-based network gθ for implicit and continuous motion encoding, which maps
spatiotemporal coordinates x ∈ [−1, 1]H×W×3 along with the corresponding D-dimension motion
latent code Lt ∈ RH×W×D to predicted normalized flows V̂t:

V̂t = gθ(x, Lt). (9)

The predicted normalized flow Vt can be converted into predicted bilateral flows Ft→0, Ft→1 via the
reverse flow normalization process for VFI. See the supplementary for the details of the coordinate-
based network.

Optimization. In practice, we optimize the GIMM module by minimizing a Mean-Square-Error
(MSE) loss between predicted (V̂t) and ground-truth (Vt) normalized optical flows:

Lgimm(Vt, V̂t) =
1

H ×W

H−1∑
k=0

W−1∑
l=0

||Vt(k, l)− V̂t(k, l)||2. (10)

3.2 Integrating GIMM with Frame Interpolation

GIMM-VFI. Given two adjacent video frames Ii with i ∈ {0, 1}, we start with a pre-trained optical
flow estimator (e.g., RAFT [50], FlowFormer [19]) to extract context features Ai, correlation features
Ci, and initial bidirectional flows F0→1 and F1→0. We first predict bilateral flows Ft→i for a given
timestep t from initial bidirectional flows using a pre-trained GIMM module. The predicted bilateral
flows Ft→i, context features Ai, and correlation features Ci are then passed into a frame synthesis
module S (adapted from the AMT [29]), which refines the input flows and generates warping masks
Mt ∈ [0, 1]H×W . Following previous flow-based VFI studies [29, 55, 42, 20], we obtain warped
images It→i via backward warping←−ω under the guidance of predicted bilateral flows Ft→i from
input frames I0 and I1:

It→i =
←−ω (Ii, Ft→i), (11)

It→i(x, y) = Ii(x+ Fh
t→i(x, y), y + F v

t→i(x, y)), (12)

where Fh
t→i, F

v
t→i represents horizontal and vertical motion of Ft→i, respectively. To generate the

final interpolated image Ît, the warped images It→0, It→1 are fused with the warping mask Mt as
follows:

Ît = Mt · It→0 + (1−Mt) · It→1. (13)

See the supplementary for the details of the frame synthesis module.

Overall objectives. We use the following objective function for VFI:

Linterp(It, Ît) = Llap(It, Ît) + Lchar(It, Ît) + Lcensus(It, Ît), (14)

where Llap, Lchar, and Lcensus denote the Laplacian loss [55, 36], Charbonnier loss [29, 2] , and
census loss [29, 33], respectively. In addition, to preserve the motion modeling in the pre-trained
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Table 1: Comparisons of different motion modeling methods. We assess the modeled motion on
Vimeo-Triplet-Flow (VTF) and Vimeo-Septuplet-Flow (VSF) by employing PSNR and EPE metrics.
Additionally, we demonstrate their impact on the interpolation task by presenting the PSNR values of
their interpolation results on the ‘hard’ split of the SNU-FILM-arb dataset. We denote the calculated
PSNR values as PSNRf for optical flows in the motion assessment and PSNRi for interpolated images
in the interpolation task.

Motion method Vimeo-Triplet-Flow (VTF) Vimeo-Septuplet-Flow (VSF) SNU-FILM-arb-Hard

PSNRf↑ EPE↓ PSNRf↑ EPE↓ PSNRi↑
Linear 35.03 0.44 30.09 2.87 32.42
Forward Warp 32.80 0.47 28.22 3.38 32.31
End-to-End 29.23 1.02 25.99 5.12 32.28
BMBC [39] 28.89 0.95 23.19 8.23 28.51
GIMM (-VFI-R) 37.56 0.34 30.45 2.68 32.62

GIMM module, we reconstruct and supervise the flows V̂0, V̂1 with pseudo ground truth V0, V1. This
objective Lrec is defined as ||V0 − V̂0||2 + ||V1 − V̂1||2. The overall objective L is as follows:

L = Linterp(It, Ît) + λrecLrec, (15)

where λrec is the hyperparameter. We optimize the entire GIMM-VFI model that contains the
pre-trained flow estimator, pre-trained GIMM module, and frame synthesis module.

4 Experiments

We present quantitative and qualitative evaluations of our motion modeling method GIMM in
Section 4.1, and the corresponding interpolation method (GIMM-VFI) in Section 4.4. Specifically,
we evaluate both motion quality and performance on the downstream interpolation task. We compare
GIMM-VFI with current state-of-the-art VFI methods on arbitrary-timestep interpolation.

Implementation details. We train the GIMM model on the training split of Vimeo90K [54] triplets
dataset using optical flows extracted by off-the-shelf flow estimators. Our GIMM-VFI is trained on the
complete Vimeo90K septuplet dataset. Specifically, we implement two variants of GIMM-VFI, using
two different flow estimators: the RAFT [50] and FlowFormer [19], designated as GIMM-VFI-R and
GIMM-VFI-F, respectively. More details are provided in the supplementary materials.

4.1 Motion Modeling

VTF and VSF benchmarks. To assess the modeled motion quality with GIMM, we use Flow-
former [19] to produce pseudo ground truth motion. Specifically, we establish two motion evaluation
benchmarks: Vimeo-Triplet-Flow (VTF) and Vimeo-Septuplet-Flow (VSF). These benchmarks are
derived from the triplet and septuplet splits of the Vimeo90K [54] test set, tailored for evaluating 2X
and 6X motion modeling, respectively.

Baselines. We compare GIMM with other motion modeling approaches, including Linear, Forward
Warp, End-to-End, and BMBC [39]. Specifically, Linear replaces our GIMM module with the linear
approximation strategy [22]. Similarly, Forward Warp substitutes GIMM with a forward warping
strategy [35]. Meanwhile, the End-to-End denotes the strategy that directly predicts motion at
arbitrary timesteps through an end-to-end fitting. In this end-to-end setting, we select the current state-
of-the-art EMA-VFI [55] as the representative method. Additionally, we make further comparisons
with BMBC [39], which is supposed to model complex motion effectively through several stages of
motion predictions and motion refinements. For fair comparisons, we employ RAFT [50] as the flow
estimator for different motion modeling methods.

Evaluation settings. We measure the modeled motion quality on both VTF and VSF benchmarks
by calculating PSNR on normalized flows and End-Point-Error (EPE) on the unscaled flows. For
the downstream interpolation task, we calculate PSNR on the ‘hard’ split of the SNU-FILM-arb
benchmark (SNU-FILM-arb-Hard). Details about SNU-FILM-arb are presented in Section 4.4.

6



Overlaid Input Forward Warp BMBC Ground TruthGIMM-VFI-REnd-to-EndLinear

Figure 4: Qualitative comparisons of different motion modeling methods on SNU-FILM-arb-Hard.
All the results are predicted at t = 0.75, and ground truth flows are obtained by FlowFormer [19].

Results. We provide quantitative comparisons of our GIMM and baselines in Table 1. We first report
the results of motion quality on VTF and VSF. We find that GIMM can continuously model motions
in videos. GIMM predicts the best flows on both the VTF benchmark (37.56dB PSNR/ 0.34 EPE)
and the VSF benchmark (30.45dB PSNR/ 2.68 EPE) that involves unseen timesteps during training.
Moreover, our study highlights the importance of motion priors in both motion modeling and the
downstream interpolation task. The Linear, Forward Warp, and our GIMM methods that leverage
motion priors from RAFT [50] can provide better motion and interpolation performances than the
End-to-End and BMBC [39] across all benchmarks. Notably, GIMM benefits the interpolation
task the most and achieves the highest PSNR of 32.62 dB on SNU-FILM-arb-Hard. While motion
modeling plays a critical role in interpolation, other modules also impact interpolation outcomes.
The End-to-End method has a narrower performance gap with other advanced motion modeling
approaches on the interpolation benchmark than on motion modeling benchmarks, likely due to its
more complex and extensive feature extraction and frame synthesis modules.

Visualizations. Besides the quantitative evaluation of motion modeling, we also qualitatively
evaluate them on SNU-FILM-arb-Hard, as shown in Figure 4. Since SNU-FILM-arb-Hard requires
8X interpolation for input frames of large motion, classical methods like BMBC [39] may struggle to
model the intermediate motion. In contrast, we observe the capacity of GIMM for accurate motion
modeling at arbitrary timesteps. Take the Somersault in Figure 4 for example, the ankle flow and
the corresponding interpolation generated by GIMM have the best consistency with the ground
truth, pointing to the same direction. Moreover, GIMM is capable of reducing ambiguities when
interpolating moving objects. We can observe clearer silhouettes with fewer blurs in both the ‘dog-leg’
and ‘dog-head’ cases in Figure 4.

4.2 Ablation Study on Motion Model Choices

As our core contribution, we present an effective motion modeling paradigm for video frame interpo-
lation, characterized by a novel generalizable implicit motion modeling framework (GIMM). In this
section, we further investigate the necessity of implicit neural representations (INRs) and approaches
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Table 2: Quantitative comparisons of different motion model choices.

Model Variants Vimeo-Triplet-Flow (VTF) Vimeo-Septuplet-Flow (VSF) Param.(M)
PSNR↑ EPE↓ PSNR↑ EPE↓

Meta-learning (INR) 30.19 0.88 24.50 6.80 43.92
GIMM (U-Net) 36.96 0.39 29.96 2.90 4.27
GIMM (INR) 37.56 0.34 30.45 2.68 0.25

to generalizable INRs. The experiments are conducted on the motion modeling benchmarks, i.e.,
Vimeo-Triplet-Flow (VTF) and Vimeo-Septuplet-Flow (VSF).

Necessity of INRs. A straightforward replacement of INRs in our GIMM is a timestep-conditioned
U-Net as in diffusion literature [43]. We substitute the INRs with a U-Net of a comparable number
of channels to ensure fair comparisons. In Table 2, replacing INR with U-Net results in worse
performance, especially on the 6X motion modeling benchmark VSF. This demonstrates the strong
continuous modeling ability of INR. Besides, GIMM with INR has a much lighter architecture,
improving efficiency. Therefore, it is necessary and proper to use INR for our motion modeling.

Approaches to generalizable INRs. To realize generalizable implicit modeling, an alternative
way is to modulate the weights of INRs with meta-learners [6, 25]. Following [25], we employ
Transformers [51] as the meta-learner. Compared to GIMM, this meta-learning approach performs
significantly worse across all benchmarks while introducing a model with over 170X more parameters.

4.3 Ablation Study on GIMM

In this section, we investigate the effectiveness of model designs in GIMM in Table 3. The experiments
are conducted on the VTF and VSF benchmarks.

Forward warping. We substitute forward warping operation in GIMM with a straightforward
linear combination of the input motion features (Non-Fwarp). In Table 3, we observe a significant
performance drop with this modification. For example, the EPE on VSF increases by 0.20. This
result highlights the importance of forward warping for GIMM’s continuous motion modeling.

Implicit modeling. In GIMM, the motion can be modeled even without the presence of implicit
modeling. We conduct experiments without using any coordinates (Non-Imp). In Table 3, this variant
yields performance gains, with reductions of 0.05 and 0.13 in the EPEs on VTF and VSF respectively,
highlighting the importance of implicit modeling in GIMM.

Motion encoder. We leverage the motion encoder in our GIMM to extract features from flows,
alleviating the negative impacts brought by the possible bias and noises in the estimated flows. To
justify this design, we remove the motion encoder for a direct comparison (Non-ME). As a result,
we observe increases in error on both benchmarks, e.g., the EPE on VSF rises 0.17. Therefore, the
motion encoder benefits the motion modeling in GIMM.

Latent refinement. To validate the efficacy of latent refinement in GIMM, we conducted experiments
excluding the latent refiner (Non-Refiner). This leads to notable declines of 0.53 dB and 0.43 dB in
PSNRs across both benchmarks. Thus, refining the motion latent proves essential for accurate motion
modeling.

Spatial coordinates. Since the modeled motion consists of spatiotemporal changes, we use 3D
spatiotemporal coordinates in the implicit modeling of GIMM. To assess the necessity of spatial
coordinates, we replace 3D coordinates with temporal coordinates (T-coord only). This removal causes
a 0.16 dB drop of PSNR on Vimeo-Triplet-Flow and a 0.06 increase of EPE on Vimeo-Septuplet-Flow.
This emphasizes the crucial role of spatial coordinates in implicit modeling.

4.4 Arbitrary-timestep Video Frame Interpolation

SNU-FILM-arb benchmark. We introduce the SNU-FILM-arb benchmark for a more generalized
evaluation, to facilitate research on the arbitrary-timestep frame interpolation task. Specifically, we
incorporate the SNU-FILM dataset [11] that encompasses 310 clips from 31 videos captured at 240
fps, with heights ranging from 384 to 1280 pixels and widths from 368 to 720 pixels. Different from
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Table 3: Quantitative comparisons of different model variants. For each model variant, we evaluate
its motion modeling performance on Vimeo-Triplet-Flow and Vimeo-Septuplet-Flow, respectively.
We adopt EPE and PSNR as the metrics for motion quality.

Model Variants Vimeo-Triplet-Flow (VTF) Vimeo-Septuplet-Flow (VSF)

PSNR↑ EPE↓ PSNR↑ EPE↓
Non-Fwarp 37.07 0.37 30.09 2.88
Non-Imp 37.04 0.39 30.11 2.81
Non-ME 37.05 0.42 30.26 2.85
Non-Refiner 37.03 0.37 30.02 2.77
T-coord only 37.40 0.36 30.39 2.74
Full 37.56 0.34 30.45 2.68

Table 4: Quantitative results for arbitrary-timestep interpolation. We report the quantitative
metrics reported as PSNR↑/LPIPS↓/FID↓, with the best results highlighted in boldface and the second
best results in underline. The analysis categorizes methods into two groups: non-INR methods (first
half) and INR-based methods (second half). We employ a ‘-’ symbol to denote ‘out-of-memory’
scenarios, and a dagger (‘†’) to indicate that the results are drawn from prior studies [20, 18, 55].

Method XTest SNU-FILM-arb

2K 4K Medium (4X) Hard (8X) Extreme (16X)

RIFE [20] 31.43† / 0.126 / 11.99 30.58† / 0.152 / 13.52 36.33 / 0.038 / 6.65 31.87 / 0.072 / 11.99 27.21 / 0.134 / 19.82
M2M [18] 32.13† / 0.098 / 9.25 30.88† / 0.158 / 8.67 36.56 / 0.036 / 5.98 31.92 / 0.061 / 10.13 27.14 / 0.112 / 17.37
IFRNet [26] 31.53† / 0.108 / 23.93 30.46† / 0.164 / 23.75 34.88 / 0.046 / 9.92 31.15 / 0.066 / 11.65 26.32 / 0.115 / 16.91
AMT [29] 28.88 / 0.153 / 13.92 28.17 / 0.187 / 13.97 34.49 / 0.072 / 9.25 31.03 / 0.089 / 10.34 26.44 / 0.136 / 14.72
UPR-Net [23] 31.16 / 0.104 / 10.75 30.50 / 0.154 / 9.45 36.78 / 0.033 / 6.09 31.96 / 0.064 / 9.93 27.14 / 0.111 / 16.76
EMA-VFI [55] 32.53 / 0.097 / 7.21 31.21 / 0.156 / 8.61 36.65 / 0.041 / 7.07 32.28 / 0.074 / 12.17 27.72 / 0.130 / 19.58

CURE [45] 30.24 / 0.111 / 26.42 - 36.09 / 0.035 / 6.98 31.32 / 0.063 / 12.72 26.61 / 0.114 / 22.62
GIMM-VFI-R 32.71 / 0.113 / 6.52 31.88 / 0.149 / 6.49 37.02 / 0.033 / 5.89 32.62 / 0.060 / 9.59 27.99 / 0.110 / 16.45
GIMM-VFI-F 32.91 / 0.103 / 6.74 31.97 / 0.142 / 6.58 37.03 / 0.031 / 5.86 32.56 / 0.059 / 9.95 28.01 / 0.109 / 16.79

its original setting of 2X interpolation, we conduct 4X, 8X, and 16X interpolation evaluations on the
original ‘Medium’, ‘Hard’, and ‘Extreme’ subsets of SNU-FILM, respectively.

Evaluation settings. We calculate PSNR and perceptual indicators, e.g., LPIPS [56], FID [16], on
both SNU-FILM-arb and X4K-1000FPS (XTest) [46]. XTest comprises 15 clips from 15 videos
for 8X interpolation. Following the established protocol from prior studies [18, 55], we assess
interpolation quality at both 2K and 4K resolutions. For fair comparisons, we disable test-time
augmentations during evaluations.

Current advanced VFI methods. We compare GIMM-VFI with various advanced interpolation
methods. For non-INR methods, we include RIFE [20], IFRNet [26], M2M [18], AMT [29], UPR-
Net [23], and EMA-VFI [55]. We also make comparisons with the INR-based method CURE [45].

Results. We present the quantitative results of GIMM-VFI on arbitrary-timestep interpolation
benchmarks in Table 4. Our proposed method achieves high-quality continuous interpolation across
various timesteps (i.e., 4X, 8X, 16X). In terms of PSNR, we observe that our RAFT-based [50]
method GIMM-VFI-R achieves significant improvements of 0.18 dB on XTest-2K, 0.67 dB on
XTest-4K, and approximately 0.30 dB on each subset of the SNU-FILM-arb, in comparison with the
previous state-of-the-art method EMA-VFI [55]. For perceptual metrics, i.e., LPIPS and FID, our
proposed GIMM-VFI still outperforms previous methods on most benchmarks, delivering competitive
performance. These observations demonstrate that our GIMM can offer effective motion modeling
for the arbitrary-timestep VFI task.

Visualizations. Besides the quantitative evaluations, we further qualitatively compare both GIMM-
VFI-R and GIMM-VFI-F with existing VFI techniques, as illustrated in Figure 5. Our methods
achieve better interpolation across various timesteps. For example, our methods maintain the integrity
of moving object silhouettes (3rd case). Moreover, GIMM-VFI-R and GIMM-VFI-F preserve
detailed textures within both occluded regions and moving objects from significant deformations,
e.g., the rectangle pole tag(1st case), truck (2nd case), swing (3rd case).
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Figure 5: Qualitative comparisons of arbitrary-timestep interpolation on XTest-2K [46]. Positions
pointed by the yellow arrow indicate the distinct performance of our method.

5 Limitation

There are several known limitations to our method. First of all, the GIMM-VFI is closely related
to the pre-trained flow estimator, which estimates bidirectional flows and extracts image features.
Therefore, GIMM-VFI inherits the limitations of the chosen pre-trained flow estimators, which may
include high computational costs. Additionally, GIMM-VFI only accepts two consecutive frames as
inputs, which is not favorable for frame interpolations where larger and nonlinear motion exists.

6 Conclusion

We propose a novel motion modeling method, GIMM, which performs continuous motion modeling
for video frame interpolation. Our proposed GIMM is the first attempt to learn generalizable implicit
neural representations for continuous motion modeling. The method can properly predict arbitrary-
timestep optical flows within two adjacent video frames at any resolution, and be easily integrated
with existing flow-based VFI approaches (e.g., AMT [29]) without further modifications by supplying
accurately modeled motion. Extensive experiments on the VFI benchmarks show that our GIMM can
effectively perform generalizable motion modeling across videos.

Acknowledgement. This study is supported under the RIE2020 Industry Alignment Fund – Industry
Collaboration Projects (IAF-ICP) Funding Initiative, as well as cash and in-kind contributions from
the industry partner(s).
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7 Appendix

In this supplementary material, we first provide details of our method in Section 7.1, including
descriptions of flow metrics and reverse flow normalization. Besides, we present the network
architectures of both the GIMM module and frame synthesis module in Section 7.2. Moreover, we
provide details of our implementation and the corresponding training hyperparameters in Section 7.3
and Section 7.4 respectively. We show qualitative results of motion modeled by GIMM and its model
variants in Section 7.5. Furthermore, we present integrations with other flow-based VFI methods in
Section 7.6. Finally, we discuss the potential broader impacts in Section 7.7.

7.1 Method Details

Flow metrics. Following Splatting-based Synthesis [35], the implementation of the forward warping
operation within our GIMM module leverages flow metrics to enhance its accuracy. More precisely,
we employ flow consistency U i

flow, and flow variance U i
var. For illustrative purposes, taking F0→1

as a representative example, we compute its associated metrics as follows:

U0
flow = ||F0→1 +

←−ω (F1→0, F0→1)||1, (16)

U0
var = ||

√
G((F0→1)2)−G(F0→1)2||, (17)

where←−ω is the backward warping operator, and G(·) denotes a 3× 3 Gaussian filter.

Reverse flow normalization. In GIMM-VFI, we employ reverse flow normalization to convert the
predicted normalized flow, Vt, into bilateral flows for interpolation purposes. This transformation is
expressed through the following equations:

Ft→0 = −t · ϕ−1(Vt), (18)

Ft→1 = (1− t) · ϕ−1(Vt). (19)

In this context, ϕ−1 represents the scaling operation that extends the value range from [0, 1] to R
using an instance-specific scaling factor. This reverse flow normalization operation is identical to the
one used in IFE [13].

7.2 Network Architecture
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Figure 6: Details of the network architectures within the GIMM Module. The numbers in parentheses
denote the output channel count for convolutional layers or the dimensionality shift from input to
output for linear layers.
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Figure 7: Overview of the frame synthesis module. The frame synthesis module conducts multi-
scale flow refinements and predicts warping masks for interpolation, including the intermediate
warping mask M ′

t predicted by the initial decoder. It integrates the images and their pyramid
features Al

0, A
l
1|l ∈ 1, 2 during decoding, updating predictions with correlation information from the

Bidirectional Correlation Volume, which is constructed with correlation features (C0, C1). Ultimately,
we use the outputs from the Final Decoder to perform the final interpolation of It through the
Multi-field Refinement block. This block is adapted from AMT-G [29]. Modified components are
highlighted in green for clarity.
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Figure 8: The network architectures of the modified decoders within the frame synthesis module.
Unless specifically noted, each convolutional layer is activated by a PReLU function. The Deeper
IFRBlock (highlighted in red) is based on the decoder architecture (IFRBlock) introduced in IFR-
Net [26]. In particular, we enhance the original IFRBlock by adding two additional residual blocks to
create the Deeper IFRBlock.

GIMM module. The architectural details of the networks used in GIMM are shown in Fig. 6. The
Motion Encoder and Latent Refiner use a similar convolutional network architecture with residual
units. Each Residual Unit consists of two convolutional layers with a skip connection. The major
differences between them are the number of channels and residual units. On the other hand, the
coordinate-based network gθ is designed as a five-layer SIREN [48], incorporating the motion latent
Lt as an auxiliary input.

Frame synthesis module. Adapted from AMT-G [29], the framework of the Frame synthesis module
is illustrated in Fig. 7. This module integrates two unique decoding stages: an adapted initial decoder
and a revised final decoder, while the rest of the module’s architecture remains unchanged from
AMT-G. The architectural specifics of these modified decoders are shown in Fig. 8.

7.3 Implementation Details

In addition to experiments in the main text, we present more detailed implementations of GIMM and
GIMM-VFI in this section.

GIMM training. We begin by extracting optical flows from the training split of the Vimeo90K
triplets dataset [54] using Flowformer [19]. With these extracted flows, we train GIMM, randomly
cropping the flows to a resolution of 256× 256. For each batch during training, we randomly select a
timestep t from the set {0, 0.5, 1} to supervise. We set the batch size to 64, and train the model for
240 epochs with a learning rate of 1× 10−4, using 2 NVIDIA V100 GPUs.
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GIMM-VFI training. We integrate the pre-trained GIMM module and flow estimator into the
GIMM-VFI model for end-to-end training on the arbitrary-timestep interpolation task. We implement
two variants of GIMM-VFI, using two different flow estimators: the RAFT [50] and FlowFormer [19],
designated as GIMM-VFI-R and GIMM-VFI-F, respectively. However, both versions of GIMM-VFI
share the same training process. Similar to previous works [55, 20], we train our model on the
complete Vimeo90K septuplet split [54] for 60 epochs with a batch size of 32 and a learning rate of
8 × 10−5. We randomly select triple subsets for training from each septuplet, following the same
sampling strategy as previous research [55, 20]. We resize and randomly crop each frame into a
resolution of 224× 224 and perform a series of augmentations including rotation, flipping, temporal
order reversing and channel order reversing. We train our model on 8 NVIDIA V100 GPUs.

7.4 Training hyperparameters

In addition to the implementation details in Sec. 7.3, we summarize the training settings for both
GIMM and GIMM-VFI in Tab. 5.

Table 5: Training settings for GIMM and GIMM-VFI.

Configuration GIMM GIMM-VFI

Optimizer AdamW
Peak learning rate 1e-4 8e-5
Minimum learning rate 1e-4 8e-6
Epochs 240 60
Batch size per GPU 16 4
Weight decay 0 4e-5
Optimizer momentum β1, β2 = 0.9, 0.999
Learning rate schedule 55 Cosine annealing
Warmip epochs 0 1
Training Resolution 256× 256 224× 224
Num. V100 GPUs 2 8

7.5 Qualitative Results of GIMM Motion Modeling

We present additional qualitative results of GIMM motion modeling in Figure 9. The visualization
showcases the modeled motion of GIMM and variants in the ablation study. Our observation confirms
the effectiveness of GIMM’s design and is consistent with the results from the ablation study in the
main text. For example, the head motion in Figure 9 significantly deteriorates with noises across all
timesteps when forward warping is replaced or latent refinement is skipped.

7.6 Integration with other flow-based VFI methods

Our method GIMM focuses on continuous motion modeling, which further enables frame inter-
polation at arbitrary timesteps. We additionally integrate GIMM with other existing flow-based
VFI approaches (e.g., TTVFI [31], IFRNet [26]), by supplying accurately modeled motion. For
evaluations, we calculate PSNRs on arbitrary-timestep interpolation benchmark SNU-FILM-arb in
Table 6. We observed that integrating the GIMM module resulted in significant improvements. This
further demonstrates the effectiveness of GIMM for continuous motion modeling when integrated
with existing flow-based VFI works.

7.7 Broader Impacts

Our proposed method, GIMM-VFI, demonstrates strong performance in continuous frame interpo-
lation, with applications spanning real-world scenarios such as creating cinematic special effects
and producing slow-motion videos. This technique not only enhances these use cases but also opens
doors for further research in video technology. At its core, GIMM-VFI employs the GIMM module
for continuous motion modeling in video frame interpolation, a feature that could also be adapted for
related tasks like video compression and predictive video analysis. Despite its strengths, our approach
shares limitations with other frame interpolation methods and, in some cases, may introduce artifacts
that could pollute visual data on the Internet.
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Figure 9: Visual comparisons for 6X motion modeling on the Vimeo-septuplet-flow. We compare
GIMM with its model variants mentioned in the ablation study of the main text.

Table 6: Integrating GIMM with TTVFI and IFRNet.

Motion method SNU-FILM-arb-Medium SNU-FILM-arb-Hard SNU-FILM-arb-Extreme

PSNR↑ PSNR↑ PSNR↑
TTVFI 34.48 30.39 26.24
TTVFI+GIMM 35.55 (+1.07dB) 31.60 (+1.21dB) 27.40 (+1.16dB)
IFRNet 34.88 31.15 26.32
IFRNet+GIMM 36.46 (+1.58dB) 32.20 (+1.05dB) 27.73 (+1.41dB)
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NeurIPS Paper Checklist

The checklist is designed to encourage best practices for responsible machine learning research,
addressing issues of reproducibility, transparency, research ethics, and societal impact. Do not remove
the checklist: The papers not including the checklist will be desk rejected. The checklist should
follow the references and follow the (optional) supplemental material. The checklist does NOT count
towards the page limit.

Please read the checklist guidelines carefully for information on how to answer these questions. For
each question in the checklist:

• You should answer [Yes] , [No] , or [NA] .
• [NA] means either that the question is Not Applicable for that particular paper or the

relevant information is Not Available.
• Please provide a short (1–2 sentence) justification right after your answer (even for NA).

The checklist answers are an integral part of your paper submission. They are visible to the
reviewers, area chairs, senior area chairs, and ethics reviewers. You will be asked to also include it
(after eventual revisions) with the final version of your paper, and its final version will be published
with the paper.

The reviewers of your paper will be asked to use the checklist as one of the factors in their evaluation.
While "[Yes] " is generally preferable to "[No] ", it is perfectly acceptable to answer "[No] " provided a
proper justification is given (e.g., "error bars are not reported because it would be too computationally
expensive" or "we were unable to find the license for the dataset we used"). In general, answering
"[No] " or "[NA] " is not grounds for rejection. While the questions are phrased in a binary way, we
acknowledge that the true answer is often more nuanced, so please just use your best judgment and
write a justification to elaborate. All supporting evidence can appear either in the main paper or the
supplemental material, provided in appendix. If you answer [Yes] to a question, in the justification
please point to the section(s) where related material for the question can be found.

IMPORTANT, please:

• Delete this instruction block, but keep the section heading “NeurIPS paper checklist",
• Keep the checklist subsection headings, questions/answers and guidelines below.
• Do not modify the questions and only use the provided macros for your answers.

1. Claims
Question: Do the main claims made in the abstract and introduction accurately reflect the
paper’s contributions and scope?
Answer: [Yes]
Justification: We have made clear claims in the abstract and introduction that accurately
reflect our paper’s contributions to the studied problem. Please refer to the abstract and
introduction for more detailed information.
Guidelines:

• The answer NA means that the abstract and introduction do not include the claims
made in the paper.

• The abstract and/or introduction should clearly state the claims made, including the
contributions made in the paper and important assumptions and limitations. A No or
NA answer to this question will not be perceived well by the reviewers.

• The claims made should match theoretical and experimental results, and reflect how
much the results can be expected to generalize to other settings.

• It is fine to include aspirational goals as motivation as long as it is clear that these goals
are not attained by the paper.

2. Limitations
Question: Does the paper discuss the limitations of the work performed by the authors?
Answer: [Yes]
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Justification: We have discussions on the limitations of our proposed GIMM-VFI method in
Section 5 of the main text.
Guidelines:

• The answer NA means that the paper has no limitation while the answer No means that
the paper has limitations, but those are not discussed in the paper.

• The authors are encouraged to create a separate "Limitations" section in their paper.
• The paper should point out any strong assumptions and how robust the results are to

violations of these assumptions (e.g., independence assumptions, noiseless settings,
model well-specification, asymptotic approximations only holding locally). The authors
should reflect on how these assumptions might be violated in practice and what the
implications would be.

• The authors should reflect on the scope of the claims made, e.g., if the approach was
only tested on a few datasets or with a few runs. In general, empirical results often
depend on implicit assumptions, which should be articulated.

• The authors should reflect on the factors that influence the performance of the approach.
For example, a facial recognition algorithm may perform poorly when image resolution
is low or images are taken in low lighting. Or a speech-to-text system might not be
used reliably to provide closed captions for online lectures because it fails to handle
technical jargon.

• The authors should discuss the computational efficiency of the proposed algorithms
and how they scale with dataset size.

• If applicable, the authors should discuss possible limitations of their approach to
address problems of privacy and fairness.

• While the authors might fear that complete honesty about limitations might be used by
reviewers as grounds for rejection, a worse outcome might be that reviewers discover
limitations that aren’t acknowledged in the paper. The authors should use their best
judgment and recognize that individual actions in favor of transparency play an impor-
tant role in developing norms that preserve the integrity of the community. Reviewers
will be specifically instructed to not penalize honesty concerning limitations.

3. Theory Assumptions and Proofs
Question: For each theoretical result, does the paper provide the full set of assumptions and
a complete (and correct) proof?
Answer: [NA]
Justification: Our work does not include theoretical results.
Guidelines:

• The answer NA means that the paper does not include theoretical results.
• All the theorems, formulas, and proofs in the paper should be numbered and cross-

referenced.
• All assumptions should be clearly stated or referenced in the statement of any theorems.
• The proofs can either appear in the main paper or the supplemental material, but if

they appear in the supplemental material, the authors are encouraged to provide a short
proof sketch to provide intuition.

• Inversely, any informal proof provided in the core of the paper should be complemented
by formal proofs provided in appendix or supplemental material.

• Theorems and Lemmas that the proof relies upon should be properly referenced.
4. Experimental Result Reproducibility

Question: Does the paper fully disclose all the information needed to reproduce the main ex-
perimental results of the paper to the extent that it affects the main claims and/or conclusions
of the paper (regardless of whether the code and data are provided or not)?
Answer: [Yes]
Justification: We provide the implementation details and training hyperparameters in the
supplementary materials.
Guidelines:
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• The answer NA means that the paper does not include experiments.
• If the paper includes experiments, a No answer to this question will not be perceived

well by the reviewers: Making the paper reproducible is important, regardless of
whether the code and data are provided or not.

• If the contribution is a dataset and/or model, the authors should describe the steps taken
to make their results reproducible or verifiable.

• Depending on the contribution, reproducibility can be accomplished in various ways.
For example, if the contribution is a novel architecture, describing the architecture fully
might suffice, or if the contribution is a specific model and empirical evaluation, it may
be necessary to either make it possible for others to replicate the model with the same
dataset, or provide access to the model. In general. releasing code and data is often
one good way to accomplish this, but reproducibility can also be provided via detailed
instructions for how to replicate the results, access to a hosted model (e.g., in the case
of a large language model), releasing of a model checkpoint, or other means that are
appropriate to the research performed.

• While NeurIPS does not require releasing code, the conference does require all submis-
sions to provide some reasonable avenue for reproducibility, which may depend on the
nature of the contribution. For example
(a) If the contribution is primarily a new algorithm, the paper should make it clear how

to reproduce that algorithm.
(b) If the contribution is primarily a new model architecture, the paper should describe

the architecture clearly and fully.
(c) If the contribution is a new model (e.g., a large language model), then there should

either be a way to access this model for reproducing the results or a way to reproduce
the model (e.g., with an open-source dataset or instructions for how to construct
the dataset).

(d) We recognize that reproducibility may be tricky in some cases, in which case
authors are welcome to describe the particular way they provide for reproducibility.
In the case of closed-source models, it may be that access to the model is limited in
some way (e.g., to registered users), but it should be possible for other researchers
to have some path to reproducing or verifying the results.

5. Open access to data and code
Question: Does the paper provide open access to the data and code, with sufficient instruc-
tions to faithfully reproduce the main experimental results, as described in supplemental
material?

Answer: [No]

Justification: We are unable to provide our code upon submission, but releasing the code to
the public in the future is our plan.

Guidelines:

• The answer NA means that paper does not include experiments requiring code.
• Please see the NeurIPS code and data submission guidelines (https://nips.cc/
public/guides/CodeSubmissionPolicy) for more details.

• While we encourage the release of code and data, we understand that this might not be
possible, so “No” is an acceptable answer. Papers cannot be rejected simply for not
including code, unless this is central to the contribution (e.g., for a new open-source
benchmark).

• The instructions should contain the exact command and environment needed to run to
reproduce the results. See the NeurIPS code and data submission guidelines (https:
//nips.cc/public/guides/CodeSubmissionPolicy) for more details.

• The authors should provide instructions on data access and preparation, including how
to access the raw data, preprocessed data, intermediate data, and generated data, etc.

• The authors should provide scripts to reproduce all experimental results for the new
proposed method and baselines. If only a subset of experiments are reproducible, they
should state which ones are omitted from the script and why.
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• At submission time, to preserve anonymity, the authors should release anonymized
versions (if applicable).

• Providing as much information as possible in supplemental material (appended to the
paper) is recommended, but including URLs to data and code is permitted.

6. Experimental Setting/Details
Question: Does the paper specify all the training and test details (e.g., data splits, hyper-
parameters, how they were chosen, type of optimizer, etc.) necessary to understand the
results?

Answer: [Yes]

Justification: We provide the general training information and evaluation settings in the
main text. The full implementation details and training hyperparameters are presented in the
supplementary materials.

Guidelines:

• The answer NA means that the paper does not include experiments.
• The experimental setting should be presented in the core of the paper to a level of detail

that is necessary to appreciate the results and make sense of them.
• The full details can be provided either with the code, in appendix, or as supplemental

material.

7. Experiment Statistical Significance
Question: Does the paper report error bars suitably and correctly defined or other appropriate
information about the statistical significance of the experiments?

Answer: [No]

Justification: This paper does not report error bars.

Guidelines:

• The answer NA means that the paper does not include experiments.
• The authors should answer "Yes" if the results are accompanied by error bars, confi-

dence intervals, or statistical significance tests, at least for the experiments that support
the main claims of the paper.

• The factors of variability that the error bars are capturing should be clearly stated (for
example, train/test split, initialization, random drawing of some parameter, or overall
run with given experimental conditions).

• The method for calculating the error bars should be explained (closed form formula,
call to a library function, bootstrap, etc.)

• The assumptions made should be given (e.g., Normally distributed errors).
• It should be clear whether the error bar is the standard deviation or the standard error

of the mean.
• It is OK to report 1-sigma error bars, but one should state it. The authors should

preferably report a 2-sigma error bar than state that they have a 96% CI, if the hypothesis
of Normality of errors is not verified.

• For asymmetric distributions, the authors should be careful not to show in tables or
figures symmetric error bars that would yield results that are out of range (e.g. negative
error rates).

• If error bars are reported in tables or plots, The authors should explain in the text how
they were calculated and reference the corresponding figures or tables in the text.

8. Experiments Compute Resources
Question: For each experiment, does the paper provide sufficient information on the com-
puter resources (type of compute workers, memory, time of execution) needed to reproduce
the experiments?

Answer: [Yes]

Justification: We provide the type and the number of GPUs used in our experiments.

Guidelines:
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• The answer NA means that the paper does not include experiments.
• The paper should indicate the type of compute workers CPU or GPU, internal cluster,

or cloud provider, including relevant memory and storage.
• The paper should provide the amount of compute required for each of the individual

experimental runs as well as estimate the total compute.
• The paper should disclose whether the full research project required more compute

than the experiments reported in the paper (e.g., preliminary or failed experiments that
didn’t make it into the paper).

9. Code Of Ethics
Question: Does the research conducted in the paper conform, in every respect, with the
NeurIPS Code of Ethics https://neurips.cc/public/EthicsGuidelines?
Answer: [Yes]
Justification: We carefully follow the NeurIPS Code of Ethics.
Guidelines:

• The answer NA means that the authors have not reviewed the NeurIPS Code of Ethics.
• If the authors answer No, they should explain the special circumstances that require a

deviation from the Code of Ethics.
• The authors should make sure to preserve anonymity (e.g., if there is a special consid-

eration due to laws or regulations in their jurisdiction).
10. Broader Impacts

Question: Does the paper discuss both potential positive societal impacts and negative
societal impacts of the work performed?
Answer: [Yes]
We discuss the potential impacts in the supplementary materials.
Guidelines:

• The answer NA means that there is no societal impact of the work performed.
• If the authors answer NA or No, they should explain why their work has no societal

impact or why the paper does not address societal impact.
• Examples of negative societal impacts include potential malicious or unintended uses

(e.g., disinformation, generating fake profiles, surveillance), fairness considerations
(e.g., deployment of technologies that could make decisions that unfairly impact specific
groups), privacy considerations, and security considerations.

• The conference expects that many papers will be foundational research and not tied
to particular applications, let alone deployments. However, if there is a direct path to
any negative applications, the authors should point it out. For example, it is legitimate
to point out that an improvement in the quality of generative models could be used to
generate deepfakes for disinformation. On the other hand, it is not needed to point out
that a generic algorithm for optimizing neural networks could enable people to train
models that generate Deepfakes faster.

• The authors should consider possible harms that could arise when the technology is
being used as intended and functioning correctly, harms that could arise when the
technology is being used as intended but gives incorrect results, and harms following
from (intentional or unintentional) misuse of the technology.

• If there are negative societal impacts, the authors could also discuss possible mitigation
strategies (e.g., gated release of models, providing defenses in addition to attacks,
mechanisms for monitoring misuse, mechanisms to monitor how a system learns from
feedback over time, improving the efficiency and accessibility of ML).

11. Safeguards
Question: Does the paper describe safeguards that have been put in place for responsible
release of data or models that have a high risk for misuse (e.g., pretrained language models,
image generators, or scraped datasets)?
Answer: [NA]
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Justification: Our paper focuses on the problem of motion modeling in the video frame
interpolation task, and poses no such risks.

Guidelines:

• The answer NA means that the paper poses no such risks.
• Released models that have a high risk for misuse or dual-use should be released with

necessary safeguards to allow for controlled use of the model, for example by requiring
that users adhere to usage guidelines or restrictions to access the model or implementing
safety filters.

• Datasets that have been scraped from the Internet could pose safety risks. The authors
should describe how they avoided releasing unsafe images.

• We recognize that providing effective safeguards is challenging, and many papers do
not require this, but we encourage authors to take this into account and make a best
faith effort.

12. Licenses for existing assets
Question: Are the creators or original owners of assets (e.g., code, data, models), used in
the paper, properly credited and are the license and terms of use explicitly mentioned and
properly respected?

Answer: [Yes]

Justification: In our paper, we have cited the related papers.

Guidelines:

• The answer NA means that the paper does not use existing assets.
• The authors should cite the original paper that produced the code package or dataset.
• The authors should state which version of the asset is used and, if possible, include a

URL.
• The name of the license (e.g., CC-BY 4.0) should be included for each asset.
• For scraped data from a particular source (e.g., website), the copyright and terms of

service of that source should be provided.
• If assets are released, the license, copyright information, and terms of use in the

package should be provided. For popular datasets, paperswithcode.com/datasets
has curated licenses for some datasets. Their licensing guide can help determine the
license of a dataset.

• For existing datasets that are re-packaged, both the original license and the license of
the derived asset (if it has changed) should be provided.

• If this information is not available online, the authors are encouraged to reach out to
the asset’s creators.

13. New Assets
Question: Are new assets introduced in the paper well documented and is the documentation
provided alongside the assets?

Answer: [No]

Justification: In our paper, we propose a new method GIMM-VFI. Upon submission, we do
not provide the source code. But we will make the code public in the future after acceptance.

Guidelines:

• The answer NA means that the paper does not release new assets.
• Researchers should communicate the details of the dataset/code/model as part of their

submissions via structured templates. This includes details about training, license,
limitations, etc.

• The paper should discuss whether and how consent was obtained from people whose
asset is used.

• At submission time, remember to anonymize your assets (if applicable). You can either
create an anonymized URL or include an anonymized zip file.

14. Crowdsourcing and Research with Human Subjects
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Question: For crowdsourcing experiments and research with human subjects, does the paper
include the full text of instructions given to participants and screenshots, if applicable, as
well as details about compensation (if any)?
Answer: [NA]
Justification: Our paper does not involve crowdsourcing nor research with human subjects.
Guidelines:

• The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

• Including this information in the supplemental material is fine, but if the main contribu-
tion of the paper involves human subjects, then as much detail as possible should be
included in the main paper.

• According to the NeurIPS Code of Ethics, workers involved in data collection, curation,
or other labor should be paid at least the minimum wage in the country of the data
collector.

15. Institutional Review Board (IRB) Approvals or Equivalent for Research with Human
Subjects
Question: Does the paper describe potential risks incurred by study participants, whether
such risks were disclosed to the subjects, and whether Institutional Review Board (IRB)
approvals (or an equivalent approval/review based on the requirements of your country or
institution) were obtained?
Answer: [NA]
Justification: Our paper does not involve crowdsourcing nor research with human subjects.
Guidelines:

• The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

• Depending on the country in which research is conducted, IRB approval (or equivalent)
may be required for any human subjects research. If you obtained IRB approval, you
should clearly state this in the paper.

• We recognize that the procedures for this may vary significantly between institutions
and locations, and we expect authors to adhere to the NeurIPS Code of Ethics and the
guidelines for their institution.

• For initial submissions, do not include any information that would break anonymity (if
applicable), such as the institution conducting the review.
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