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Figure 1: Scaling dexterous manipulation data — DexFlyWheel generates diverse, high-quality
dexterous manipulation data for challenging tasks. Our generated dataset enables policies to generalize
to unseen scenarios and successfully transfer to the real world.

Abstract

Dexterous manipulation is critical for advancing robot capabilities in real-world
applications, yet diverse and high-quality datasets remain scarce. Existing data
collection methods either rely on human teleoperation or require significant human
engineering, or generate data with limited diversity, which restricts their scalability
and generalization. In this paper, we introduce DexFlyWheel, a scalable data
generation framework that employs a self-improving cycle to continuously enrich
data diversity. Starting from efficient seed demonstrations warmup, DexFlyWheel
expands the dataset through iterative cycles. Each cycle follows a closed-loop
pipeline that integrates Imitation Learning (IL), residual Reinforcement Learn-
ing (RL), rollout trajectory collection, and data augmentation. Specifically, IL
extracts human-like behaviors from demonstrations, and residual RL enhances
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policy generalization. The learned policy is then used to generate trajectories in
simulation, which are further augmented across diverse environments and spatial
configurations before being fed back into the next cycle. Over successive itera-
tions, a self-improving data flywheel effect emerges, producing datasets that cover
diverse scenarios and thereby scaling policy performance. Experimental results
demonstrate that DexFlyWheel generates over 2,000 diverse demonstrations across
four challenging tasks. Policies trained on our dataset achieve an average success
rate of 81.9% on the challenge test sets and successfully transfer to the real world
through digital twin, achieving a 78.3% success rate on dual-arm lift tasks.

1 Introduction

Learning from Demonstration (LfD) [1] has become increasingly prevalent in robotics. Recent works
has shown that training large models with extensive datasets can achieve more challenging tasks
and better generalization [2—8]. In dexterous manipulation particularly [9-12], the higher degrees
of freedom and richer contact interactions demand larger, more diverse and higher-quality datasets.
However, collecting such datasets remains a considerable bottleneck. Human teleoperation approaches
require significant human effort and typically constrain data collection to laboratory settings, which
limits the scalability of data collection. While portable motion capture devices [13] can collect data
in-the-wild, they still require substantial human involvement and suffer from cross-embodiment gap.
Recently, simulation has emerged as a promising solution to address data challenges in robotics [ 14—
19]. It offers numerous advantages: parallel data collection at scale, easy modification of robot
embodiments and sensor configurations, and domain randomization for data augmentation. However,
existing simulation-based approaches, such as optimization or heuristic planning methods [20],
LLM-driven methods [19, 21-23], and purely RL-based methods [18, 24-26], struggle with the
high-dimensional complexity of dexterous manipulation and often produce low-quality trajectories.

Given these simulation challenges, researchers have begun exploring the teleoperation with replay-
mechanism [ 14, 27], where humans teleoperate simulated robots to collect training data and then use
spatial transformations to synthesize new trajectories. Although this approach captures relatively
high-quality data with simulation-based augmentation, it has several fundamental critical limitations:
(1) Inability to Explore Novel Manipulation Strategies. By replaying human demonstrations, these
methods confine exploration to existing behaviors, restricting data to the scope of the original
demonstrations and hindering generalization to novel scenarios. (2) Insufficient Data Diversity. Since
these methods primarily apply spatial augmentations, the generated datasets often exhibit insufficient
variability in object geometries and environments, inherently constraining the generalization of
learned policies. These limitations motivate us to rethink the role of human demonstrations in data
generation pipelines. We observe that manipulating different objects typically induces only minor
changes in the manipulation trajectories. This suggests regarding human demonstrations not merely
as replay data, but as strong behavioral priors that can guide exploration in novel scenarios.

Building on this insight, we propose DexFlyWheel, a scalable and self-improving data generation
paradigm for dexterous manipulation. Our framework features two key design: IL + residual RL
for Human-like and Diverse Data Generation. DexFlyWheel combines IL to learn human-like
behaviors from demonstrations with residual RL to adapt these priors to novel scenarios, particularly
when manipulating different objects, thereby generating diverse and human-like data. A Dexterous
Manipulation Data Flywheel. Inspired by iterative self-improvement in LLMs [28, 29], we design a
data flywheel for dexterous manipulation. Specifically, IL and residual RL are combined with policy
rollouts and data augmentation to form a self-improving cycle. At each iteration, the policy generates
trajectories, which are then augmented in progressively more diverse scenarios and subsequently fed
into the next iteration. This cycle produces a flywheel effect, progressively expanding data diversity,
enhancing policy generalization, and evolving into a robust, generalizable data generation agent.

In summary, our main contributions include:

* We propose DexFlyWheel, a scalable and self-improving data generation framework for dexterous
manipulation. By combining IL with residual RL and leveraging data augmentation within a
self-improving flywheel mechanism, our framework efficiently produces diverse, high-quality
demonstrations while preserving human-like behavior patterns. This alleviates the scarcity of
dexterous manipulation data and provides a solid foundation for training generalizable policies.



* We demonstrate the effectiveness of our framework on four dexterous manipulation tasks. Starting
from a single human demonstration per task, DexFlyWheel generates over 2,000 successful
demonstrations across 500+ diverse scenarios. The flywheel effect of our framework progressively
expands data diversity, enabling it to significantly outperform baseline data generation methods.

» We validate that policies trained on our generated data achieve an average success rate of 81.9% on
challenging test sets, significantly outperforming policies trained with baselines. Furthermore, our
policies transfer to a real-world dual-arm robot system via digital twin, achieving a 78.3% success
rate on the dual-arm lift task and a 63.3% success rate on the dual-arm handover task.

2 Related Work

Dexterous Manipulation. Dexterous manipulation with multi-fingered robotic hands remains a
significant challenge in robotics [30-35], largely constrained by high-quality demonstration data
scarcity. While the prevailing approach employs reinforcement learning to develop manipulation
skills, this method frequently encounters efficiency limitations and exploration challenges [36—39].
Researchers have explored human video demonstrations [40—47], but morphological differences
between human and robotic hands create substantial transfer barriers. Human teleoperation has
emerged as a promising alternative for collecting expert trajectories for imitation learning [14, 27, 48—
51], effectively capturing expert actions in native robot morphology. Nevertheless, existing approaches
still struggle with data collection efficiency or require extensive human engineering, emphasizing the
need for high-quality dexterous manipulation datasets.

Robotic Data Generation in Simulation. Current approaches for collecting robotic demonstrations
in simulation face significant limitations when applied to dexterous manipulation. Motion planning-
based methods, while effective for gripper-based systems [15, 20, 24, 52-54], struggle with the
high-dimensional action space and complex contact dynamics of multi-fingered manipulation. LLMs-
driven methods [19, 21-23] can generate high-level command, but they demonstrate limitations
when confronted with high-degree-of-freedom dexterous hands, unable to provide the fine-grained
guidance necessary for coordinated finger-level control. Other pipelines are designed specifically for
grasping [52], and thus do not generalize well to more complex dexterous tasks. RL-based methods
have also been widely adopted [36, 24-26, 18, 53, 55, 56], yet purely RL-trained policies often exhibit
non-human-like behaviors, leading to less robust manipulation and increased sim-to-real transfer
challenges. Moreover, RL faces exploration difficulties and relies heavily on reward engineering,
which is particularly acute in dexterous manipulation. Replay-based methods [14, 27, 57] attempt to
edit existing demonstrations to new scenarios but face fundamental scalability constraints, as they
merely implement spatial transformations of recorded trajectories without the ability to explore novel
manipulation strategies beyond the original demonstrations. For example, when an object’s geometry
changes significantly—e.g., from a sphere to a cuboid—replay-based methods struggle to adapt finger
trajectories. These collective limitations underscore the critical need for more efficient and scalable
methods to generate diverse, high-quality dexterous manipulation data in simulation.

3 Task Formulation

To address the challenge of generating high-quality synthetic data for robotic manipulation tasks, we
train policy models for each manipulation task in simulation environments and use these policies to
collect demostrations. We formulate each manipulation task as a Markov Decision Process (MDP)
M= (8,A,r,T,R,v,p,G), where S is the state space, A is the action space, 7 is the agent’s policy,
T (8t+1]8¢, @) is the transition distribution, R is the reward function, + is the discount factor, and p is
the initial state distribution. The policy 7 conditions on the current state s;, and generates robot action
distributions a; to maximize the likelihood between the future object states (S¢41, St42, - - -, St4T)-

4 Method

In this section, we begin with an overview of the DexFlyWheel architecture (Section 4.1) and then
detail the two-stage data generation pipeline (Sections 4.2 and 4.3). Together, these components
enable scalable collection of diverse and high-quality dexterous manipulation demonstrations.
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Figure 2: DexFlyWheel Framework Overview. The framework has two stages: a warm-up stage
(left) and a self-improving data flywheel stage (right). In the warm-up stage, seed demonstrations
from VR teleoperation are augmented to form the initial dataset D;. The data flywheel stage operates
as a closed-loop cycle with four key components:(1) base policy mpase training to capture human-like
behaviors, (2) residual policy 7 training to enhance generalization, (3) combined policy 7¢ombined
rollouts to generate new trajectories, and (4) data augmentation to further diversify the dataset. As
the flywheel iterates, both data diversity and policy capability continuously improve.

4.1 Overview

DexFlyWheel aims to generate diverse and high-quality data across various scenario configurations,
providing broad coverage of objects, environments, and spatial variations, while only starting with
minimal human demonstrations. Figure 2 illustrates the overall architecture of our framework.

Warm-up stage. A single human demonstration dg.q is collected via a VR-based teleoperation
system. This seed demonstration is then processed using a multi-dimensional data augmentation
module Agp. Given the human demonstration deq, the augmentor generates new demonstrations
with diverse environment and spatial variations to produce the initial dataset D; .

Self-improving Data FlyWheel stage. We design a data flywheel mechanism to progressively
enhance both data diversity and policy performance. This stage comprises multiple iterations
i={1,2,...,n — 1}, at each iteration %, the following steps are executed: (/) An imitation learning
policy 7, is trained on dataset D; (with Dy used when ¢ = 1). (2) To improve generalization
to novel objects, a residual reinforcement learning policy 7l is trained on top of the frozen i .,
yielding a combined policy 7l . .q = 7+l (3) The combined policy is deployed in simulation
to generate demonstrations under various object configurations, forming a high-quality rollout dataset
Df. (4) Finally, D}, is further augmented by Agp with environment and spatial variations to produce
the dataset D; 1 used in the next iteration.

4.2 Warm-up Stage

The first stage aims to generate an initial dataset D; via data augmentation module Agp, starting from
a single human demonstration dgeeq. This warm-up stage including two operations:

Data Collection via Teleoperation. To bootstrap the framework with high-quality seed data, we
design a VR-based teleoperation system implemented in simulation using Apple Vision Pro [50] to
accurately track human hand, wrist, and head poses. Since large-scale data collection requires heavily



human effort, we only need a single demonstration, denoted as dg.q. This demonstration serves as
the sole seed for subsequent data generation. This makes our method highly efficient in terms of
human resources while maintaining the quality and diversity of the generated data.

Data Augmentation. To scale and diversify our dataset, we introduce data augmentation module
Agp, which builds upon the MimicGen framework [27] and extends it to support multi-dimensional
data augmentation across various environments and spatial configurations. It can efficiently augment
source dataset D through trajectory editing and simulation domain randomization. Agp takes D
and augmented scenario configurations C,ye as input, and outputs the augmented dataset D’. In the
warmup phase, this process is applied to the seed demonstration: Dy = Agp(dseeq; C1 ). Through this
warmup phase, we establish a foundation of diverse manipulation datasets that serves as the starting
point for our iterative data flywheel mechanism.

4.3 Self-improving Data FlyWheel Stage

The second stage implements a closed-loop data flywheel mechanism that iteratively expands data
diversity across objects, environments and spatial generalization dimensions. At each iteration
i €{1,2,...,n — 1}, the data flywheel performs four key operations:

Base Policy Training. Given the dataset D, from the previous iteration, we employ diffusion-
based policy [58] as the base policy yase to learning dexterous manipulation skill, obtaining a
strong base policy for subsequent modules. At each step ¢, the base policy 7, takes the state

. bi ] . . . bi . .
sp = {sy5, s}, s} P} as inputs, where s}'® represents visual input from camera, s, contains object

state information including 6D pose (position and orientation) and velocities, and s}"" includes
robot proprioception data consisting of joint positions, velocities, and end-effector poses. The policy
outputs a sequence of robots actions (a;, at+1, . - . , ar+ g ), where H represents the prediction horizon,
and each action a; consists of the end-effector 6D pose and target joint angles. Implementation details

of the policy parameters are provided in Appendix A.1.

Residual Policy Training. Generalizing to novel objects remains a key challenge in imitation learning
for robotic manipulation, which often suffers from limited data. We observe that manipulating
different objects induces only small changes in the manipulation trajectories', suggesting that a
well-initialized policy can only require fine-grained adjustments to adapt to new objects. Based on
this observation, we propose a residual reinforcement learning framework that builds upon the base

policy. Specifically, we train a residual policy 7. that takes object state s(t’bJ and robot proprioception
s5"P as inputs and generates correction actions Aa = (Aay, . .., Aay4 ). These corrections, scaled
by «, are added to the base policy actions to form the combined policy 7, vined = Thase T & * Tress
where a; = a; + o - Aay at each timestep. This approach allows the residual policy start from a
reasonable robot actions from 7, and focus on learning the fine-grained refinements to generalize

objects. Implementation details are in Appendix A.2.

To stabilize exploration, we employ the progressive schedule from [59], defining the combined policy
during training as:
Thase (8) + @ - Tres(s)  with probability e
i = . - 1
Meombined (5) {ﬁbase(s) with probability 1 — € M

where € serves as a mixing coefficient that linearly increases from O to 1 over T steps, gradually
shifting control from the base to the residual policy.

Rollout Trajectory Collection. In this module, we employ the frozen combined policy 7’ pined =

s -+ 00 g to perform rollouts in simulation under randomized object configurations: DYy = {d; =
{(st,a0) YiogHdy ~ T ombined } j=1, Where we collect K~ high-quality trajectories by filtering based on
task success. This rollout strategy achieves robust object generalization, while geometry-unaware
trajectory editing methods fail to adapt [14].

Data Augmentation. In this module, we employ the previously introduced data augmentation module
Apgp to efficiently augment data in various environment and spatial configurations. Taking the dataset

Df, and augmented scenario configurations C;lﬁgl as input, the module produces an expanded dataset:

D;y1 = Agp(Dg; sz::gl). The expanded dataset D; 1 is used to train an improved base policy, which
serves as the foundation for the next iteration.

'See Appendix A.7 for details.
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Figure 3: Experiment Setup. Taking the dual-arm robot system as an example, (a) Our simulation
environment. (b) Object diversity expansion across iterations, progressing from a single object (i=1)
to geometrically similar objects (i=2) and diverse geometries and physical properties objects (i=3). (c)
Spatial diversity, showing the spatial arrangements. (d) Environment diversity, including variations in
lighting conditions and tabletop appearances. (e) Real-world environment.

5 Experiments

The experiments are designed to answer the following research questions:

Q1: Data Flywheel Effect. How does DexFlyWheel exhibit a self-improving data flywheel in dexter-
ous manipulation, continuously enhancing data diversity and policy generalization? (Section 5.2)

Q2: Policy Performance and Data Generation Efficiency. How does DexFlyWheel compare with
baselines in policy performance, data generation robustness, and time efficiency (Section 5.3)?

Q3: Component Contribution. How does each component of DexFlyWheel contribute quantitatively
to the overall system performance? (Section 5.4)

Q4: Real-World Deployment. How does DexFlyWheel enable the real-world deployment of
bimanual dexterous robot systems? (Section 5.5)

5.1 Experimental Setup

Tasks and Robots. We evaluate our framework across four dexterous manipulation tasks on both
single-arm and dual-arm robot settings: (1) Grasp (single-arm): The robot must grasp the target
object and lift it to a height greater than 0.2 meters from the tabletop. (2) Pour (single-arm):
The robot manipulates a source container to transfer its contents into a target container, requiring
controlled pouring of the contained objects from one receptacle to another. (3) Lift (dual-arm): The
robot performs collaborative manipulation using its two arms to synchronously lift an object to a
minimum height of 15 cm. (4) Handover (dual-arm): The robot performs an intra-agent handover
by transferring an object from one hand to the other through a stable, coordinated motion.

For the single-arm Grasp and Pour tasks, we use a Franka Emika Panda robot arm equipped with an
Inspire robotic hand. For the dual-arm Lift and Handover tasks, we use a 7-DoF Real-Man RM75-6F
arm paired with a 6-DoF PsiBot GO-R hand. Dual-arm robot is equipped with a RealSense D435
camera mounted on its head, which provides a first-person perspective.

Data Collection and Environment. For each manipulation task, we collected only a single demon-
stration trajectory using VR teleoperation as our minimal seed data. To ensure the generation of
high-quality data, we employed OmniGibson [60] as our simulation platform, leveraging its realistic
rendering to generates high-quality data. We prepared 80 distinct objects across various categories
and 12 different environments with varying lighting conditions, tabletop appearances. we set the
number of iterations to ¢ = {1, 2, 3}. For each task, we generated 20, 100, and 500 trajectories in the
three iterations, respectively. Simuation setup is visualized in Figure 3. More detailed data collection
and environment setup are provided in Appendix A.3

Evaluation Design. We evaluate our method using two criteria: (1) data diversity: the number
of object variations O, environment variations £ and spatial variations P in our generated dataset



D; in each iteration, and the total number of scenarios (O x E x P) that our pipeline can cover;
(2) generalization performance: the Success Rate (SR) of task execution when policies trained
on our generated datasets D;. It is calculated as the ratio of successful task completion to the total
attempts. Specifically, we construct two types of test sets. First, the multi-factor generalization test
set (To g p) contains 40 unseen scenario configurations that simultaneously incorporate all three types
of variations: object, environment, and spatial arrangements. Second, the object generalization test
set (T'O(7)) evaluates the success rate of a robot manipulating different objects when the scenario is
fixed. This test set contains all the objects introduced during the data generation process of the ¢-th
iteration. A higher value of this metric not only indicates better object generalization performance of
the policy but also implies a better capability to enhance the diversity of objects in data generation.
All success rates reported as mean values from 5 independent runs. Detailed compositions of all
evaluation sets and success rate calculation method are provided in Appendix A.4.

Baselines. We compared our approach against the following methods: (1) Human Demo (Default):
20 human demonstrations per task in a fixed scenario; (2) Human Demo (Enhanced): 20 demonstra-
tions collected across diverse scenarios; (3) DexMimicGen (Default) [14]: A representative method
for dexterous data generation that synthesizes trajectories via replay and editing. For fair comparison,
we provide it with the same initial dataset as DexFlyWheel—a single demonstration per task. and
(4) DexMimicGen (Enhanced): To create a stronger baseline, we provided DexMimicGen with 10
diverse human demonstrations collected from different scenarios. This setup significantly enhances
its ability to generalize more scenarios, giving it a 10x data advantage over our method. (5) w/o Res:
An ablation model featuring the base policy with .Agp but excluding the residual policy. (6) w/o Agp:
An ablation model maintaining the base policy and residual policy while removing the .Agp module.
(7) w/o Res. + w/o Agp: The minimal baseline configuration consisting solely of the base policy. All
methods are evaluated under identical conditions: simulation setups, model architectures, and test
sets, ensuring a fair and rigorous comparison.

5.2 Validating the Dexterous Data Flywheel Effect

This section empirically investigates Q1. We demonstrate how DexFlyWheel progressively expands
dataset diversity and enhances policies performance trained on the generated data. As shown in the
mid columns of Table 1, DexFlyWheel successfully expands data diversity with each iteration. In
the final iteration (i=3), our method generates an average of 2,040 various scenario configurations
spanning 20 different objects per task— all starting from just a single human demonstration per
task. Furthermore, the object diversity results (shown in the O column of Table 1) demonstrate our
framework’s capacity for object-level data generation. As shown in the SR of T¢ompineda ON TOEP
column, we observe that as dataset diversity increases across iterations, the generalization capabilities
of trained policies correspondingly improve, achieving an average success rate of 81.9% in iteration
3—a substantial improvement from the initial 16.5% in iteration 1. Additionally, as shown in the SR
Boost with s on T (4) column, our residual policies consistently improve performance on object
generalization by 32.1% on average. These results suggest promising potential for DexFlyWheel in
enhancing the data diversity and policy performance across different dexterous tasks. More detail
with extended iterations can be found in Appendix A.5.

5.3 Comparison of Policy Performance and Data Generation Efficiency

This section evaluates DexFlyWheel and baselines in both policy performance and data generation
efficiency to address Q2.

Policy Performance. We use identical diffusion-based policy architectures (Appendix A.1) and train
them on datasets collected from DexFlyWheel and four baselines introduced in Section 5.1. As shown
in Table 2, DexFlyWheel consistently achieves higher success rates than both human teleoperation-
based data and replay-based methods such as DexMimicGen. This performance highlights the benefit
of our iterative data flywheel mechanism, which progressively expands data diversity with policy
improvement. Compared to the Human Demo baseline, which uses 20 teleoperated trajectories per
task, DexFlyWheel achieves vastly superior performance—81.9% vs. 13.4% average success—while
requiring only a single human demonstration per task, significantly reducing the human effort.

Data Generation Success Rate and Time Efficiency. As shown in Table 3, DexFlyWheel achieves
high success across all tasks (avg. 89.8%). In contrast, DexMimicGen performs worse on dynamic



Table 1: Self-improving Data Generation Process. Left) Evaluated tasks and iteration settings.
Middle) Dataset diversity statistics. Right) Success Rate (SR) of policies trained on our datasets.

Settings | Data Diversity | Policy Performance
Task Iter. | Ot ET P+t Configs? Traj.1 | SR Boost with mes on To (i) T SR of Teombinea 00 Torp 1
p=1l 1 3 5 15 20 — 15.0% +2.1%
Grasp = 11 8 10 880 100 71.0% +43% — 84.0% +3.5% 58.0% +4.8%
= 22 12 15 3960 500 35.0% +52% — 89.1% +3.9% 90.0% +3.2%
i= 1 7 3 21 20 — 36.1% +33%
Pour = 4 9 8 288 100 58.3% +5.1% — 75.0% +4.0% 55.6% +4.5%
i=3 12 12 10 1440 500 58.0% +4.8% — 80.7% +3.7% 85.8% +3.5%
i = 1 1 1 1 20 — 13.9% +2.8%
Lift = 6 5 2 60 100 50.0% +53% — 83.3% +338% 44.4% + 4.6%
i=3 26 12 5 1560 500 68.8% +4.4% — 98.0% +2.1% 79.4% +7.9%
=1 1 1 1 1 20 — 0.8% +1.1%
Handover =2 6 5 2 60 100 28.6% +5.8% — 85.7% +4.2% 17.5% +3.4%
i=3 20 12 5 1200 500 32.1% +55% — 62.5% +43% 72.5% +4.1%
Avg. i =1 1.0 3.0 2.5 9.5 20 — 16.5%
Avg. i =2 6.8 6.8 5.5 322.0 100 52.0% — 82.0% 43.9%
Avg. i =3 200 120 8.8 2040.0 500 48.5% — 82.6% 81.9%
Improvement (i =1 — 3) 20.0x 4.0x 3.5x 214.7x  25.0x \ — +396.4 %

Notes: O: Number of objects, E: Number of environments, P: Number of poses. Configs: total scenario configurations
(O x E x P). Traj.: generated trajectories. Bold denotes the final generated datasets at the last iteration (¢ = 3) and the best
SR performance achieved. Blue indicates SR improvements from the residual policy 7yes (i-€., Thase — Teombined) ON the object
test set To(4). Pink indicates generalization of Tcombined t0 Unseen object—environment—pose combinations in Togp.

Table 2: Comparison with Baselines. Success rates of policies trained on datasets generated by
different methods when tested on multi-factor generalization test set (Togp).

Method Grasp Pour Lift Handover | Avg.

Human Demo (Default) 6.1%+12% 16.7%+25%  13.9%+21%  0.8%+1.1% 9.4%
Human Demo (Enhanced) 15.0%=+219%  36.1%=+33%  2.5%=+1.1% 0% +0.0% 13.4%
DexMimicGen (Default) 30.3%+38%  38.9%+a29  28.2%+35%  28.3%+47% | 31.4%
DexMimicGen (Enhanced) 50.3%x+45% 44.4%+38%  43.7%+36%  42.5%+49% | 45.2%
Ours 90.0%+32% 85.8%+35% 79.4%+19% T2.5%+41% | 81.9%

tasks like Handover (14.8%). DexFlyWheel ensures robust data generation due to its policy-in-the-
loop design and continuous self-improvement. For data collection time, we evaluate data collection
time for each method under the most challenging setting at the final iteration (¢ = 3) on Lift task.
As shown in Table 4, DexFlyWheel requires only 15s per trajectory. Collecting 500 successful
trajectories takes 2.4 hours—1.83x faster than DexMimicGen and over 5.21x faster than human
teleoperation. See Appendix A.6 for more time details.

5.4 Ablation Study on DexFlyWheel Components

This section empirically investigates Q3. We conduct an ablation study across four manipulation
tasks to isolate the impact of key modules. As shown in Figure 4, removing the residual policy
leads to the most significant drop in task success rates, confirming its critical role in improving
generalization and robustness. To further analysis DexFlyWheel’s generalization ability, we compare
the number of distinct objects successfully manipulated during data generation (Figure 5). This figure
demonstrates that DexFlyWheel achieves superior object diversity compared to DexMimicGen. This
performance can be attributed primarily to the residual reinforcement learning module, as evidenced
by the significant drop in performance when this component is removed (w/o Res vs. ours: from
8.25 to 20 objects on average). In contrast, DexMimicGen typically operates effectively only on
geometrically similar objects (same categories and shapes), which limits their generalization due to
its lack of adaptability and inability to explore new strategies.



Table 3: Data Generation Success Rate. Success rates of generating successful demonstrations
using different methods across tasks.

Method Grasp Pour Lift Handover \ Avg.
DexMimicGen 87.3% 81.5% 68.2% 14.8% 63.0%
DexFlyWheel (Ours)  93.6% 90.2% 89.5% 85.7% 89.8%

Table 4: Data Generation Time. Comparison of per-trajectory generation time and the total time
required to collect 500 successful trajectories (single RTX 4090 GPU).

Method Time per Trajectory Time for 500 Successful Trajectories
Human Teleoperation 60s 12.5h
DexMimicGen 15s 4.4h
DexFlyWheel (Ours) 15s 24h
100 26
s Source Demo w/o Res.
o, s w/o Res. +w/o A, o A
90.0% 45,891 :i /: R:z wio Aep guis P 25 DcxMumcG;rz\ DexFlywheel (Ours)
194%
80 72.5% 20 20
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Figure 5: Comparison of Object Diversity. Our
method successfully handles objects with diverse
geometries, sizes, and categories.

Figure 4: Ablation Study. Quantitative contri-
bution of each module in DexFlyWheel across
four manipulation tasks.

5.5 Deployment on Dual-arm Real Robot System

To address Q4, we transfer our trained policy in simulation into real-world scenarios through
digital twin. We set up identical hardware settings both in simulation and real-world as shown in
Figure 3, which includes two Realman RM75-6F arms paired with two PsiBot GO-R hands. We
employ an egocentric-view RealSense D455 camera to obtain the real-world object pose leveraging
FoundationPose [61]. In particular, we train the policy using the dataset generated by the final iteration
of DexFlyWheel and deploy it in the real world through the digital twin, ensuring consistency between
simulation and physical environments. We evaluate the performance of our pipeline on the Dual-arm
Lift and Handover Task. Experimental results show success rates of 78.3% (Dual-arm Lift) and
63.3% (Handover) in real-world deployment (20 trajectories per trial, 3 trials).

6 Limitations and Future Work

There are several limitations to our work. First, the reinforcement learning process currently relies
on manually designed reward functions. Future research could investigate how LL.M-driven reward
generation methods can be efficiently integrated into DexFlyWheel. Second, our policies and
simulations currently lack tactile feedback due to the immaturity of tactile sensing and simulation
technologies. We plan to explore the potential of sensor-based tactile signals for contact-rich tasks.

7 Conclusion

We present DexFlyWheel, a scalable and self-improving framework for generating diverse, high-
quality dexterous manipulation data from minimal seed demonstrations. Our two-stage pipeline
first leverages imitation learning to provide behavioral priors, then applies residual reinforcement
learning to enhance generalization and robustness. This approach progressively expands the data
distribution across diverse objects, environments, and spatial layouts. Experiments demonstrate that
DexFlyWheel can generate up to 500x more trajectories and 214x more distinct scenarios per task.
Policies trained on this data achieve an 81.9% success rate in challenging settings, outperforming
baselines and successfully transferring to real-world robots.
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of the paper (regardless of whether the code and data are provided or not)?
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requiring access to the code.
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* The answer NA means that the paper does not include experiments.
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to make their results reproducible or verifiable.
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For example, if the contribution is a novel architecture, describing the architecture fully
might suffice, or if the contribution is a specific model and empirical evaluation, it may
be necessary to either make it possible for others to replicate the model with the same
dataset, or provide access to the model. In general. releasing code and data is often
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instructions for how to replicate the results, access to a hosted model (e.g., in the case
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appropriate to the research performed.
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nature of the contribution. For example

(a) If the contribution is primarily a new algorithm, the paper should make it clear how
to reproduce that algorithm.

(b) If the contribution is primarily a new model architecture, the paper should describe
the architecture clearly and fully.

(c) If the contribution is a new model (e.g., a large language model), then there should
either be a way to access this model for reproducing the results or a way to reproduce
the model (e.g., with an open-source dataset or instructions for how to construct
the dataset).

(d) We recognize that reproducibility may be tricky in some cases, in which case
authors are welcome to describe the particular way they provide for reproducibility.
In the case of closed-source models, it may be that access to the model is limited in
some way (e.g., to registered users), but it should be possible for other researchers
to have some path to reproducing or verifying the results.

5. Open access to data and code
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Answer: [Yes]

Justification: The code are provided in supplementary materials for reproduction of all key
experiments, as detailed in the supplemental material.
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* The answer NA means that paper does not include experiments requiring code.

* Please see the NeurIPS code and data submission guidelines (https://nips.cc/
public/guides/CodeSubmissionPolicy) for more details.

* While we encourage the release of code and data, we understand that this might not be
possible, so “No” is an acceptable answer. Papers cannot be rejected simply for not
including code, unless this is central to the contribution (e.g., for a new open-source
benchmark).

* The instructions should contain the exact command and environment needed to run to
reproduce the results. See the NeurIPS code and data submission guidelines (https:
//nips.cc/public/guides/CodeSubmissionPolicy) for more details.
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* At submission time, to preserve anonymity, the authors should release anonymized
versions (if applicable).
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Question: Does the paper specify all the training and test details (e.g., data splits, hyper-
parameters, how they were chosen, type of optimizer, etc.) necessary to understand the
results?
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* The factors of variability that the error bars are capturing should be clearly stated (for
example, train/test split, initialization, random drawing of some parameter, or overall
run with given experimental conditions).

* The method for calculating the error bars should be explained (closed form formula,
call to a library function, bootstrap, etc.)

* The assumptions made should be given (e.g., Normally distributed errors).

¢ It should be clear whether the error bar is the standard deviation or the standard error
of the mean.

It is OK to report 1-sigma error bars, but one should state it. The authors should
preferably report a 2-sigma error bar than state that they have a 96% CI, if the hypothesis
of Normality of errors is not verified.

¢ For asymmetric distributions, the authors should be careful not to show in tables or
figures symmetric error bars that would yield results that are out of range (e.g. negative
error rates).

* If error bars are reported in tables or plots, The authors should explain in the text how
they were calculated and reference the corresponding figures or tables in the text.
Experiments compute resources

Question: For each experiment, does the paper provide sufficient information on the com-
puter resources (type of compute workers, memory, time of execution) needed to reproduce
the experiments?

Answer: [Yes]

Justification: The paper specifies the use of NVIDIA RTX4090 GPUs and 4 CPU cores,
along with details on training time and batch sizes for all experiments.

Guidelines:

» The answer NA means that the paper does not include experiments.

 The paper should indicate the type of compute workers CPU or GPU, internal cluster,
or cloud provider, including relevant memory and storage.

* The paper should provide the amount of compute required for each of the individual
experimental runs as well as estimate the total compute.

* The paper should disclose whether the full research project required more compute
than the experiments reported in the paper (e.g., preliminary or failed experiments that
didn’t make it into the paper).

. Code of ethics

Question: Does the research conducted in the paper conform, in every respect, with the
NeurIPS Code of Ethics https://neurips.cc/public/EthicsGuidelines?

Answer: [Yes]

Justification: The research adheres to the NeurIPS Code of Ethics, with no ethical concerns
related to data usage, human subjects, or potential misuse identified.

Guidelines:

¢ The answer NA means that the authors have not reviewed the NeurIPS Code of Ethics.

* If the authors answer No, they should explain the special circumstances that require a
deviation from the Code of Ethics.

* The authors should make sure to preserve anonymity (e.g., if there is a special consid-
eration due to laws or regulations in their jurisdiction).

Broader impacts

Question: Does the paper discuss both potential positive societal impacts and negative
societal impacts of the work performed?

Answer: [Yes]

Justification: The paper considers positive impacts in assistive and robotics, while also noting
possible misuse in surveillance and unintended physical harm from inaccurate predictions.

Guidelines:
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» The answer NA means that there is no societal impact of the work performed.

* If the authors answer NA or No, they should explain why their work has no societal
impact or why the paper does not address societal impact.

» Examples of negative societal impacts include potential malicious or unintended uses
(e.g., disinformation, generating fake profiles, surveillance), fairness considerations
(e.g., deployment of technologies that could make decisions that unfairly impact specific
groups), privacy considerations, and security considerations.

* The conference expects that many papers will be foundational research and not tied
to particular applications, let alone deployments. However, if there is a direct path to
any negative applications, the authors should point it out. For example, it is legitimate
to point out that an improvement in the quality of generative models could be used to
generate deepfakes for disinformation. On the other hand, it is not needed to point out
that a generic algorithm for optimizing neural networks could enable people to train
models that generate Deepfakes faster.

* The authors should consider possible harms that could arise when the technology is
being used as intended and functioning correctly, harms that could arise when the
technology is being used as intended but gives incorrect results, and harms following
from (intentional or unintentional) misuse of the technology.

« If there are negative societal impacts, the authors could also discuss possible mitigation
strategies (e.g., gated release of models, providing defenses in addition to attacks,
mechanisms for monitoring misuse, mechanisms to monitor how a system learns from
feedback over time, improving the efficiency and accessibility of ML).

Safeguards

Question: Does the paper describe safeguards that have been put in place for responsible
release of data or models that have a high risk for misuse (e.g., pretrained language models,
image generators, or scraped datasets)?

Answer: [NA]

Justification: The paper does not release models or data with high risk for misuse; thus, no
special safeguards are necessary.

Guidelines:

* The answer NA means that the paper poses no such risks.

* Released models that have a high risk for misuse or dual-use should be released with
necessary safeguards to allow for controlled use of the model, for example by requiring
that users adhere to usage guidelines or restrictions to access the model or implementing
safety filters.

 Datasets that have been scraped from the Internet could pose safety risks. The authors
should describe how they avoided releasing unsafe images.

* We recognize that providing effective safeguards is challenging, and many papers do
not require this, but we encourage authors to take this into account and make a best
faith effort.

Licenses for existing assets

Question: Are the creators or original owners of assets (e.g., code, data, models), used in
the paper, properly credited and are the license and terms of use explicitly mentioned and
properly respected?

Answer: [NA]

Justification: The paper does not use third-party assets that require attribution or license
disclosure.

Guidelines:
* The answer NA means that the paper does not use existing assets.

 The authors should cite the original paper that produced the code package or dataset.

 The authors should state which version of the asset is used and, if possible, include a
URL.

* The name of the license (e.g., CC-BY 4.0) should be included for each asset.
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Answer: [NA]
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* At submission time, remember to anonymize your assets (if applicable). You can either
create an anonymized URL or include an anonymized zip file.
Crowdsourcing and research with human subjects

Question: For crowdsourcing experiments and research with human subjects, does the paper
include the full text of instructions given to participants and screenshots, if applicable, as
well as details about compensation (if any)?

Answer: [NA]
Justification: This paper does not involve crowdsourcing.
Guidelines:
* The answer NA means that the paper does not involve crowdsourcing nor research with

human subjects.

* Including this information in the supplemental material is fine, but if the main contribu-
tion of the paper involves human subjects, then as much detail as possible should be
included in the main paper.

* According to the NeurIPS Code of Ethics, workers involved in data collection, curation,
or other labor should be paid at least the minimum wage in the country of the data
collector.

Institutional review board (IRB) approvals or equivalent for research with human
subjects

Question: Does the paper describe potential risks incurred by study participants, whether
such risks were disclosed to the subjects, and whether Institutional Review Board (IRB)
approvals (or an equivalent approval/review based on the requirements of your country or
institution) were obtained?

Answer: [NA]
Justification: This paper does not involve crowdsourcing.
Guidelines:

* The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.
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may be required for any human subjects research. If you obtained IRB approval, you
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* For initial submissions, do not include any information that would break anonymity (if
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A Technical Appendices and Supplementary Material

Overview The Appendix contains the following content:

1.

Base Policy Implementation Details (Section A.1): Details the implementation of the base policy,
including model inputs and outputs, and training hyperparameters.

. Residual Policy Implement Details (Section A.2): Describes residual policy implement details

and the reward function design for the residual policy across different tasks.

. Data Collection and Environment Setup (Section A.3): Outlines the data generation strategy

incorporating environment, object, and spatial variations.

. Evaluation Test Set and Success Rate Calculation Method (Section A.4): Presents the evaluation

test set and the success rate calculation method.

. Performance Scaling and Extended Iteration Analysis (Section A.5): Provides additional

experiments and analysis to examine how performance scales with the number of flywheel
iterations, and investigates whether performance improvements exhibit diminishing returns.

. Time Efficiency Comparison (Section A.6): Compares the wall-clock time efficiency of DexFly-

Wheel against baselines, highlighting both training and data generation overheads.

. The Minor Adjustment Observation and Curriculum Learning Strategy (Section A.7): Pro-

vides the rationale for why DexFlyWheel can generalize to novel objects, describes the curriculum-
based generalization strategy and our key observation, presents experimental validations across
object mass and shape variations, and discusses the scope and limitations of this approach.
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A.1 Base Policy Implementation Details

This section details our base policy implementation, including model inputs and outputs, training
hyperparameters and computing resources.

Model Inputs and Outputs. The base policy input state is denoted as s; = {s}, s°%, s""P}, where:
Visual Input s¥*: For single-arm tasks, the input is a front view image Itf € R224x224x3_ For
dual-arm tasks, the input is a top view image If € R224x224x3,

Object State s?bj: In most tasks, the object state is represented by a 13-dimensional vector representing
the state of a single manipulated object. For pour tasks, two objects are involved, and the object state
is represented by a 26-dimensional vector.

Robot Proprioception s?": For single-arm tasks, the proprioception is sP™P"€4™ ¢ R69 including

joint positions (19 dimensions), joint velocities (19 dimensions), gripper state (12 dimensions),

gripper velocity (12 dimensions), end-effector position (3 dimensions), end-effector orientation

4 dimensions). For dual-arm tasks, the proprioception is sP™P% 3™ < R130 including joint
prop P t g]

positions (36 dimensions, 18 per arm), joint velocities (36 dimensions, 18 per arm), gripper states
(11 dimensions per gripper), gripper velocities (11 dimensions per gripper), end-effector positions (3
dimensions per arm), and end-effector orientations (4 dimensions per arm).

Output. The action sequence is denoted as d = (a¢, a¢41, - - -, a4+ g ) where H = 8. Each individual
action a; includes: An end-effector 6D pose a?™*® € RS. Target joint angles of hands @)™ € R™,

where n = 10 for dual-arm tasks and n = 7 for single-arm tasks.
Training Hyperparameters. Table 5 summarizes all hyperparameter for the base policy training.

Computing Resources. All experiments are conducted on 8 NVIDIA A100 GPUs.

A.2 Residual Policy Implement Details

This section details our residual policy implement details, including policy training and reward design.

Policy Training. We employ the Soft Actor-Critic (SAC) algorithm [62] to train a residual policy
that enhances a pre-trained diffusion-based manipulation policy. The residual approach enables
efficient learning by leveraging an existing base policy while exploring additional action refinements.
Detailed hyperparameters are provided in Table 6. The residual actor network is implemented as
a policy decorator that outputs corrections to the base policy’s actions, allowing for fine-tuning of
manipulation behaviors while maintaining the fundamental skills encoded in the base policy.

To ensure effective learning, we implement a progressive exploration strategy that gradually introduces
the residual policy’s influence over time. For the first 1,500 timesteps, only the base policy’s actions
are executed. Between 1,500 and 10,000 timesteps, the probability of including residual actions
increases linearly with the global step count, promoting smooth exploration of the action space. All
residual actions are scaled by a factor of 0.1 to maintain stability while allowing for meaningful
corrections to the base policy. The training architecture features dual soft Q-networks with target
networks updated at a rate of 7 = 0.01 to provide stable value estimation. The entropy coefficient «
is automatically tuned to maintain a target entropy based on the action space dimension, balancing
exploration and exploitation. Gradient updates are performed after every 5 environment steps with an
updates-to-data ratio of 0.2, resulting in a total of 1 gradient update per environment step. Gradients
are clipped with a maximum norm of 10 to prevent unstable updates. The critic networks evaluate
the combined actions to assess the overall quality of the agent’s behavior, while the actor network
operates only on the proprioceptive and object state observations to generate residual corrections.
This design allows the residual policy to focus on improving specific aspects of the manipulation
task without requiring complete knowledge of the base policy’s inner workings. The training process
continues for 1.5 million timesteps, with model checkpoints saved every 10 episodes to track progress
and enable resumption of training if needed.
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Table 5: Hyperparameters for Diffusion Policy Training.

Category Parameter Value
Action Steps 8

General Observation Steps 1
Embedding Dimension 768
Transformer Layers 7

Network Attention Heads 8
Attention Dropout 0.1

Model Architecture

vit_small_r26_s32_224

Vision Encoder Pretrained True

Frozen False

Noise Scheduler DDIMScheduler
Diffusion Model Train Timesteps 50

Inference Steps 16

Batch Size 256
Training Epochs 200000

Learning Rate 3.0e-4
Optimization Weight Decay 1.0§-6

LR Scheduler cosine

Table 6: Hyperparameters for SAC Residual Policy Training

Category Parameter Value
Actor Network (MLP Layers) [256, 256, 256]
Critic Network (MLP Layers) [256, 256, 256]
Neztwark State Dimension 143
Architecture
Action Dimension 34
Learning Rate 1.0 x 10~%
Discount Factor () 0.97
Tau (1) 0.01
Entropy Coefficient (cx) 0.2
Total Timesteps 1,500,000
Training Batch Size 1024
Parameters Updates to Data Ratio 0.2
Learning Starts 300
Training Frequency 5
Policy Update Frequency 1
Target Update Frequency 1
Max Gradient Norm 10
. Residual Scale 0.1
f;te:;;i;c;l Progressive Exploration 10,000
Progressive Exploration Threshold 1,500
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Reward Design. We carefully design the reward functions to guide the robotic manipulation policies
through complex tasks. The reward functions for each task are as follows:

Grasp Task. The reward function for the grasping task encourages precise finger positioning and
successful object lifting:

Tgrasp = €XP <5 - max (Z d; — 0.05, 0)) + 100 - max (0.2 — | Ztarget — Zourrent|, —0.01), (2)

where d; is the distance from the i-th finger (thumb, index, middle) to the object center, zrget =
Zstart + 0.2 is the target height, and zqyren 1S the current object height.

Pour Task. The reward function for the pouring task guides the robot through grasping, lifting, and
pouring:

Tpour = 5.0 - ]I<taSk success) + 10 - (Tgraspfdisl + Tlift) + 50 - (Ttilt + Tballfbowl) 5 3)

where:

o exp(—8.0-dihumb ) +exp(—8.0- dfinger)
® Tgrasp_dist = 0.5- = D) =,

* 7 = 50 - max (0.08 — |heyrrent — 0.08], —0.01),
* e = 0.5 (1 - 2cup : 2up)s
* Tpal_bowl = 10 - exp (—5.0 - max (dpair_powt — 0.02,0)).
Lift Task. The reward function for the lift task encourages coordinated grasping and lifting, combin-
ing the following components:

Tlift = Tleft_grasp T Tright_grasp T Tsync + Tlift_height — D05 4
where:

* Tgyne = 4-€xp (=5 - max (Seync — 0.2,0)): Coordination reward based on the sum of average finger

distances Seync = diefi + dright-
* Tift_heignt = 10 - min (max (%%
object height (target: 0.15 m).

* pp = min (5.0, W) - T(Omax > 30.0): Penalty for excessive tilt (threshold = 30°).

* Tlefi_grasp: Reward for left-hand grasping, based on the average distance djer; between the left fingers
and the object (exp(—8 - max(die, — 0.08,0))).

* Tright_grasp: Reward for right-hand grasping, based on the average distance d,;on between the right
fingers and the object (exp(—8 - max(diignt — 0.08,0))).

,0) ,1): Reward for lifting the object, where Az is the change in

Computing Resources. All experiments in residual policy training are conducted on a single NVIDIA
RTX 4090 GPU.

A.3 Data Collection and Environment Setup

This section details our progressive and controlled data collection strategy for generating diverse

simulation scenarios. The strategy is structured as follows:

Progressive Data Collection Strategy. We employ a systematic approach to cover environment

variations, object variations, and spatial variations in our simulation:

* Environment Variations: We randomly sample environments from the available set to introduce
diversity in background and lighting conditions settings.

* Object Variations: We adopt a curriculum-based approach, starting with geometrically similar
objects and gradually introducing more challenging ones to ensure a smooth learning curve.

 Spatial Variations: We begin generating spatial configurations near the source demonstration scene
and progressively extend them to more distant configurations within the manipulation workspace.
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Each iteration of the data generation process covers a broader range of variants and presents a higher
difficulty level compared to the previous one.

Scenario Sampling Strategy. To ensure comprehensive coverage of generalization factors (i.e.,
different objects, environments, spatial configurations), we design a scenario sampler. The sampler
randomly samples scenarios from the entire set while guaranteeing that all factors are represented.
For example, in the third iteration of the pouring task, we sample from 1440 scenarios, and the
sampler selects 125 scenarios that cover 12 objects, 12 environments, and 10 spatial configurations.
The scenarios are centered around objects, with different environments and spatial combinations.

Trajectory Collection Strategy. We set the number of iterations to i = {1, 2, 3}. For each task, we
generate 20, 100, and 500 trajectories in the three iterations, respectively. Each scenario is used to
collect 4 trajectories. We employ a finite mode for data collection, where in each scenario, we set the
Try Time to 10 and the Success Threshold to 4 successful trajectories. If the try time exceeds 10 and
the number of successful trajectories is less than 4, the scenario is flagged as failed, and we move to
the next scenario. After collection, we downsample to the target number of trajectories.

A.4 Evaluation Test Set and Success Rate Calculation Method
Evaluation Test Set. Our evaluation test set consists of two categories for each task:

* To(i): The object generalization test set for each round i. This set is designed to evaluate the
model’s performance on specific objects in a given round.

» Torp: The comprehensive test set for each task, which includes all objects from the T (4) sets
across all rounds. The specific environments and spatial configurations for 7o g p are detailed in
the supplementary material (see the code provided).

For the T (%) test sets, we provide visualizations for each task to illustrate the object generalization
scenarios. Below are the figures for each task: Figure 6, Figure 7, Figure 8, and Figure 9.

Success Rate Calculation Method. (1)Grasp Task. The success condition for the grasp task is
defined as: the target object must be lifted to a height exceeding 20 cm. (2)Pour Task. The success
condition for the pour task is determined by checking if any ball is inside the bowl. The key evaluation
metric is: a ball is considered inside the bowl if its horizontal distance to the bowl is less than 2
cm. (3) Lift Task. The success condition for the lift task is defined as: the target object must be
lifted to a height exceeding 15 cm. (4) Handover Task. The success condition for the handover
task is defined as: the target object must be lifted to a height exceeding 15 cm, with the right hand
completely released (distance > 15 cm) and the left hand maintaining a secure grasp (distance < 10
cm) for 10 consecutive steps. (5) General Failure Condition. For all tasks except the handover task, if
the execution time exceeds 600 steps without achieving the success condition, the task is deemed a
failure. For the handover task, the maximum allowed execution steps are increased to 800.
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Figure 8: Lift Task Evaluation Test Set (T (¢)).
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Figure 7: Pour Task Evaluation Test Set (T (%)).
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Figure 9: Handover Task Evaluation Test Set (7o (4)).

A.5 Performance Scaling and Extended Iteration Analysis

To examine the effect of further iterations, we evaluated DexFlyWheel performance up to iteration 5
on the Grasp and Lift tasks:
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Table 7: Extended iteration performance of DexFlyWheel. Success rates of policies on Grasp and
Lift tasks across iterations. Values are reported as mean + standard deviation, with the improvement
over the previous iteration.

Iteration Grasp SR (%) Lift SR (%)
i=1 15.0+£2.1 139+2.8
i=2 58.0 +4.8 (+43.0) 44.4+4.6(+30.5)
i=3 90.0 £3.2 (+32.0) 79.4+7.9 (+35.0)
i=4 92.5 +£2.8 (+2.5) 82.1 £6.5 (+2.7)
i=5 93.2 +£2.5 (+0.7) 83.5+£58 (+1.4)

These results indicate that iteration ¢ = 3 provides a practical trade-off between performance gain and
computational cost. Performance continues to improve in later iterations, demonstrating the potential
of DexFlyWheel to further enhance data diversity with additional iterations.

A.6 Time Efficiency Comparison

Wall-clock Training Time. Table 8 reports the wall-clock time for training the DexFlyWheel policies.
The base policy trained with IL requires Sh 40m, while the residual RL policy requires 6h 30m
per iteration. Across the full three-iteration DexFlyWheel process, total wall-clock training time is
approximately 30 hours. Note that the first iteration uses only IL.

Table 8: Wall-clock Training Time. Wall-clock time required to train the base policy and residual
policies for three DexFlyWheel iterations.

Policy Training (Iteration) Wall-clock Time
Base policy (IL) 5h 40m
Residual policy (RL) 6h 30m
Total (3 iterations) 30 hours

A.7 The Minor Adjustment Observation and Curriculum Learning Strategy

DexFlyWheel generalizes effectively to novel objects by leveraging the Minor Adjustment Observa-
tion and a curriculum-based policy learning strategy. As introduced in the main text, we observe that
manipulating different objects typically causes only minor changes in the manipulation trajectories.
In this appendix, we first present experimental evidence supporting this observation and . Based on
these insights, we then describe our curriculum-based policy training strategy, which progressively
exposes the policy to more diverse objects to enhance generalization.

A.7.1 Experimental Validation of the Minor Adjustment Observation

Experimental Setup. To rigorously quantify the effect of object variations on manipulation trajec-
tories, we conducted controlled experiments along two axes: (1) varying object mass in a dual-arm
lifting task, and (2) varying object shape in a grasping task. Trajectory deviation is measured using
JointDiff (mean absolute joint position difference in radians between the nominal trajectory and the
adapted trajectory). We also track task success rates across iterations (¢ = 1, 2, 3). To evaluate the
subtlety of adjustments, we define the Residual Norm Ratio (RNR):

[l

RNR = — ot L
|ag®¢|| + €

where a* is the residual correction at timestep ¢, a?®° is the base action, and ¢ = 105 prevents
division by zero. Low RNR indicates minor adjustments rather than drastic changes.

Key Findings. Our experimental results provide strong evidence for the Minor Adjustment Obser-
vation and the effectiveness of our curriculum strategy:
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Table 9: Trajectory Difference under Varying Mass. JointDiff (radians) when the object mass is
varied in a dual-arm Lift task.

Objects (Density) JointDiff (rad)
Very Light Box (0.1) 0.23
Original Box (1) -
Heavy Box (10) 0.74
Very Heavy Box (50) 1.06

Table 10: Trajectory Difference under Varying Shape. JointDiff (radians) when object shape is
varied in a Grasp task.

Objects JointDiff (rad)
Tennis Ball (Default) -
Bowling Ball 0.75
Coke Can 0.59
Eggplant 0.95
Water Bottle 1.18

Table 11: Policy Success Rates and Residual Norm Ratios. Success rates (SR) across curriculum
iterations and average RNR for different objects.

Objects SRi=1 SRi=2 SRi=3
Very Light Box (0.1) 86.7 92.0 93.3
Heavy Box (10) 36.7 45.0 80.5
Very Heavy Box (50) 0.0 12.0 56.0
Tennis Ball (Default) 94.0 93.7 94.2
Bowling Ball 43.1 78.9 90.0
Coke Can 38.0 73.4 80.2
Eggplant 20.6 30.8 70.9
Cube 15.9 20.0 85.6
Average RNR (%) - 143+£2.6 16521

Trajectory Adjustment Remain Modest: As shown in Tables 9 and 10, trajectory adjustment
(JointDiff) remain relatively modest under reasonable object variations. While differences grow
larger for extreme object properties (e.g., density 50.0 or highly non-spherical shapes like a water
bottle), they generally indicate an adaptation rather than a complete replanning of the trajectory.

Curriculum-Based Training Substantially Improves Success Rates: Table 11 clearly demon-
strates that our curriculum-based training strategy substantially improves success rates across all
tested conditions, especially for initially challenging cases (e.g., eggplant, cube, very heavy objects).
After three iterations, DexFlyWheel achieves strong performance even on objects that yielded very
low success rates in early iterations. This highlights how the curriculum effectively guides the
learning process to generalize to novel objects.

Low Residual Norm Ratio Confirms Minor Adjustments: The relatively low Average Residual
Norm Ratio values (in the order of 10~2) confirm that the residual corrections generated by
DexFlyWheel are indeed subtle adjustments to the base actions. This directly supports the Minor
Adjustment Observation, indicating that the policy learns to finely adapt pre-existing trajectories
rather than generating entirely new ones from scratch for novel objects.

Scope and Limitations. The Minor Adjustment Observation holds for tasks where fundamental
interaction modes remain consistent (e.g., grasping, lifting, pouring, handover). It may not generalize
to tasks requiring drastically different strategies, such as deformable object manipulation (e.g., cloth
folding, knot tying) or precision assembly, where subtle changes in object properties may require
fundamentally different control strategies.
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A.7.2 Curriculum-Based Policy Learning Strategy

Based on the Minor Adjustment Observation, we design a curriculum-based policy training strategy
to progressively generalize to novel objects. Using the dual-arm lift task as an example:

Iteration 1: Foundational Skills with a Simple Object. In the initial iteration (¢ = 1), we begin
training with a simple object. This foundational step allows the robot to acquire basic grasping and
lifting skills in a simplified environment, establishing a robust baseline for subsequent learning.

Iteration 2: Generalization to Geometry-Similar Objects. Following the foundational stage
(# = 2), we introduce a set of objects that share geometric similarities with the initial training
object (e.g., objects of similar primitive shapes but varying dimensions). By training on these
geometry-similar objects, the robot starts to generalize its skills beyond the exact specifications of
the simple box. During test-time evaluation, we observe that DexFlyWheel not only performs well
on these seen objects but also demonstrates an initial level of generalization to unseen objects with
different geometries within this category.

Iteration 3: Generalization Across Diverse Object Categories. In the third iteration (¢ = 3),
we expand the object diversity by incorporating various categories with different geometries and
appearances. DexFlyWheel demonstrates improved generalization compared to earlier iterations,
performing reliably on a wider range of previously unseen objects. This highlights the effectiveness
of the curriculum-based strategy in supporting the robot’s ability to handle diverse object types.
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