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Abstract

Continuously extending combinatorial optimization objectives is a powerful tech-
nique commonly applied to the optimization of set functions. However, few such
methods exist for extending functions on permutations, despite the fact that many
combinatorial optimization problems, such as the quadratic assignment problem
(QAP) and the traveling salesperson problem (TSP), are inherently optimization
over permutations. We present Birkhoff Extension (BE), an almost-everywhere-
differentiable continuous polytime-computable extension of any real-valued func-
tion on permutations to doubly stochastic matrices. Key to this construction is our
introduction of a continuous variant of the well-known Birkhoff decomposition.
Our extension has several nice properties making it appealing for optimization prob-
lems. First, BE provides a rounding guarantee, namely any solution to the extension
can be efficiently rounded to a permutation without increasing the function value.
Furthermore, an approximate solution in the relaxed case will give rise to an ap-
proximate solution in the space of permutations. Second, using BE, any real-valued
optimization objective on permutations can be extended to an almost-everywhere-
differentiable objective function over the space of doubly stochastic matrices. This
makes our BE amenable to not only gradient-descent based optimization, but also
unsupervised neural combinatorial optimization where training often requires a
differentiable loss. Third, based on the above properties, we present a simple
optimization procedure which can be readily combined with existing optimization
approaches to offer local improvements (i.e., the quality of the final solution is no
worse than the initial solution). Finally, we also adapt our extension to optimiza-
tion problems over a class of trees, such as Steiner tree and optimization-based
hierarchical clustering. We present experimental results to verify our theoretical
results on several combinatorial optimization problems related to permutations.

1 Introduction

Continuously extending combinatorial objectives is a common technique in combinatorial optimiza-
tion, e.g., relaxation through linear programming, which can offer efficient optimization algorithms.
Continuous extensions are particularly useful if they are differentiable, making them amenable to
gradient-based optimization methods. However, it is often non-trivial to develop continuous exten-
sions with theoretical guarantees that relate the optimization of the extension to the optimization of
the combinatorial objective. In this paper, we consider combinatorial optimization problems where
the goal is to minimize real-valued functions over permutations. We aim to develop extensions for
functions on permutations with theoretical guarantees that allow for gradient-based optimization of
these combinatorial objectives.

Optimization of functions on permutations is a setting that encompasses many combinatorial opti-
mization problems with important applications. One of the most famous permutation optimization
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problems is the traveling salesperson problem (TSP), where the aim is to find the order in which a
set of n cities should be visited in a tour to minimize the length of the tour. TSP is an example of a
vertex ordering problem, a class that contains many permutation optimization problems, in which
the goal is to find an order of vertices in a graph that minimizes some objective. Examples of such
problems are: directed feedback arc set (DFASP), graph cutwidth, and minimum linear arrangement
(MLA). Another essential permutation optimization problem is the quadratic assignment problem
(QAP), in which a bijection between n facilities and n locations is sought that minimizes a quadratic
objective function (such bijections can be identified with permutations).

1.1 Our work

In this paper we develop techniques that solve combinatorial optimization problems over permutations.
Formally, let Pn denote the set of n× n permutation matrices (w.l.o.g. permutations are viewed as
matrices). For a given real-value objective function f : Pn → R the goal is find

min f(P ) s.t. P ∈ Pn. (1)

Searching over the discrete space of permutation matrices is computationally prohibitive. It therefore
is appealing to turn our focus to a continuous space, such as the convex hull of permutation matrices
Dn. This space, known as the Birkhoff polytope, is the set of matrices that are doubly stochastic, i.e.,
have non-negative entries and rows and columns summing to one. The seminal result of Birkhoff
[8] states that any matrix in the Birkhoff polytope can be decomposed into a convex combination
of permutation matrices. This provides a probabilistic interpretation: any matrix A in the Birkhoff
polytope arises as a distribution ν(A) over permutation matrices A = EP∼ν(A)P . We can define our
Birkhoff extension as F (A) = EP∼ν(A)[f(P )] and solve

minF (A) s.t. A ∈ Dn. (2)

The challenge is that a Birkhoff decomposition (the distribution ν(A)) is not unique and the resulting
extension may not be continuous and differentiable. Indeed, previous techniques for performing
Birkhoff decomposition [8, 19] are not continuous.

A differentiable Birkhoff extension. Our first theoretical contribution is a Birkhoff decomposition
that is continuous and almost everywhere (a.e.) differentiable (Thm. 2.4), which gives rise to an
extension that is also continuous and a.e. differentiable (Property 1). Continuity is achieved by
utilizing an arbitrary but fixed total order of permutations and decomposing according to this order.
However, computing the extension with respect to an arbitrary ordering of permutations is intractable.
To solve this, we introduce a score matrix S, order permutations by their inner product with S,
and show that the resulting continuous and differentiable Birkhoff decomposition / extension can be
efficiently computed (Property 2).

Optimization-enabling properties. Another appealing strength of Birkhoff extension is that minima
of the extension F directly correspond to minima of the function f over permutations (Property
3). Moreover, Birkhoff extension admits a scheme (Property 4) for rounding a doubly stochastic
matrix A to a permutation P that is guaranteed not to degrade the quality of the solution, i.e.,
f(P ) ≤ F (A). These properties ensure that optimizing (or approximating) the extension F yields
optimal (or approximate) solutions to f .

Different choices for S yield different continuous Birkhoff extensions, which is a valuable flexibil-
ity. Interestingly, we can choose any permutation P (e.g, an approximate solution produced by a
comparatively fast algorithm) to produce a score matrix (Property 4 ), which can then be combined
with optimization and rounding to produce solutions that are at least as good as P . That is, given
any existing solution to a combinatorial optimization problem, we can use it as the score matrix for a
Birkhoff extension to further improve it, thereby yielding a local improvement procedure.

Optimization algorithm. Given the a.e. differentiability of Birkhoff extension, we can compute its
gradient. However, gradient descent cannot be directly applied to optimization over the Birkhoff
polytope, since after each step the resulting matrix may not be doubly stochastic. We propose a
Frank-Wolfe algorithm that overcomes this issue and preserves double stochasticity throughout
optimization.

Birkhoff extension is not necessarily convex and, thus, gradient-based optimization could converge
to local minima. We alleviate this issue by changing the score matrix whenever the optimization
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converges to a local minimum. Changing the score matrix changes the extension being optimized,
potentially changing the extension to one where the current iterate is not at a local minimum, allowing
further optimization. We further show that for specific changes to the score matrix (based on Property
4), we are guaranteed the quality of the rounded solution does not decrease.

Application to neural combinatorial optimization. Birkhoff extension can also be used for unsu-
pervised neural combinatorial optimization where training often requires that the objective function
is differentiable. Neural approaches are a promising new paradigm in combinatorial optimization as,
unlike traditional techniques, they inherently leverage the distribution of problem instances being
solved [7]. However, supervised neural combinatorial optimization is often prohibitively expensive
as it requires computing exact solutions to create labels for training. Unsupervised learning, such as
the set extension proposed in [29, 28], circumvents this issue by removing the need for labels. In
App. B, similar to [29], we propose an unsupervised neural approach based on our Birkhoff extension.
The properties of Birkhoff extensions offer advantages for unsupervised learning in that rounding
guarantees ensure the minima sought in training correspond well with the combinatorial objective.

Beyond permutation functions. It is compelling to consider when similar techniques can be applied
to other combinatorial functions. In App. C, we present analysis for applying Birkhoff extension to
functions on rooted binary trees over a fixed set of leaves. Optimization of these tree functions arises
in many combinatorial optimization problems such as Steiner tree [12] problems and hierarchical
clustering [17].

Experiments. In Section 3, we perform experiments on quadratic assignment (QAP), traveling
salesperson (TSP), and directed feedback arc set (DFASP) problems, showing Birkhoff extension is
an effective approach for optimizing permutation functions. Our method is especially effective for
the quadratic assignment problem (QAP), where it outperforms a range of Gurobi implementations
and common heuristics.

To summarize, our main contributions are:

• A novel Birkhoff decomposition, which has continuous, a.e. differentiable, and efficiently com-
putable coefficients.

• A continuous a.e. differentiable extension of permutation functions to real-valued functions on the
Birkhoff polytope, with properties, such as rounding guarantees, desirable for optimization.

• A theoretically-justified permutation-function optimization procedure that combines this extension
with gradient-based optimization.

• Combination of Birkhoff extension with an NN to yield an unsupervised neural optimizer (App. B).

1.2 Related work

Extensions and optimization. The optimization literature often focuses on building extensions
with desirable optimization properties, particularly convexity and concavity [15, 38, 48]. A classical
approach to extending a discrete set function f : {0, 1}n → R is by computing the convex closure,
which is the point-wise supremum over linear functions that lower bound f [22, 48].A detailed
comparison with this approach and ours is made in App. H. A prominent example of successful
application of these methods to combinatorial optimization is submodular functions. The convex
closure for a submodular function is identical to the Lovász extension [34], also known as the
Choquet integral in decision theory [13], which leads to polynomial-time algorithms for submodular
minimization [25]. A series of works [11, 53], introduced and studied multilinear extension of
submodular functions which results in approximation algorithms for certain constrained submodular
maximization problems. See [5] for further details on extensions of submodular functions. Convex
extensions have been applied to a broader class of set functions beyond submodular ones [21], as
well as to combinatorial penalties with structured sparsity [20, 40].

Extensions and neural combinatorial optimization. Unsupervised learning for combinatorial
optimization problems has recently attracted great attention [2, 28, 46, 50]. Many frameworks based
on RL [31, 33, 18, 6, 55] or supervised learning [32, 51, 24] do not hold any special requirements on
the formulation of combinatorial problems. However, these approaches often suffer from dependence
on labeled data or unstable training, respectively. In contrast, unsupervised learning for combinatorial
optimization problems, where continuous relaxations of discrete objectives are utilized, is superior in
its faster training, good generalization, and strong capability of dealing with large-scale problems.
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The general idea is to use, as a loss function, a function on a continuous domain that extends the
discrete function. Notable examples of these types of work are [28, 54, 9] where a probabilistic
relaxation of discrete functions are used for the loss.

Neural set function extension. Karalias et al. [29] propose several continuous and a.e. differentiable
extensions for training neural networks to optimize set functions, such as for the Max Clique and
Max Independent Set problems. These extensions are formed by convex combinations, which allows
for the efficient rounding schemes. However, many combinatorial optimization problems, such as the
optimization of permutation functions, have no natural formulation as set function optimization. We
use this convex decomposition framework as inspiration for our extension of permutation functions.

2 Birkhoff Extension

In this section we introduce our continuous and a.e. differentiable Birkhoff decomposition. We then
use this decomposition to construct an extension of permutation functions to the Birkhoff polytope.
Finally, we show this extension has many advantageous properties. Proofs of the claims made in this
section are given in App. A.

2.1 Preliminaries

A doubly stochastic n× n matrix is one with non-negative entries where each row and column sums
to 1. A permutation matrix is a special doubly stochastic matrix with binary entries and a single 1 in
every row and column. The class of n× n doubly stochastic matrices is a convex polytope known as
the Birkhoff polytope Dn. The Birkhoff polytope lies in an (n− 1)2-dimensional affine subspace of
n2-dimensional Euclidean space defined by 2n− 1 independent linear constraints specifying that the
row and column sums all equal 1. Let Pn denote the set of n× n permutation matrices.
Theorem 2.1 (Birkhoff decomposition [8]). Any doubly stochastic matrix A ∈ Dn, can be decom-
posed as A =

∑M
k=1 αkPk where M < n2 − n+ 1, αk > 0,

∑
k αk = 1, and Pk ∈ Pn.

To construct this decomposition we view A as the biadjacency matrix of a bipartite graph with vertices
[n] ⊔ [n] and edges (i, j) of weight A(i, j). In this graph consider the following set of permutations,
i.e. perfect matching in this graph, that do not have edges of weight zero.
Definition 2.2. A permutation matrix P ∈ Pn is a perfect matching of non-negative matrix A iff
P (i, j) = 1 implies A(i, j) > 0. We denote the space of permutations that are perfect matchings of
A as P(A).

The standard algorithm [8] for constructing such a decomposition is given in Alg. 1. This is an
iterative algorithm that starts from B0 = A and, at each iteration k, takes the matrix Bk resulting
from the previous step, which is proportional to a doubly stochastic matrix, and finds a permutation
P that is a perfect matching of Bk. The existence of such a matching is a consequence of Bk being
proportional to a doubly stochastic matrix and Hall’s marriage theorem. Furthermore, this matching
P can be computed using a standard bipartite matching algorithm in O(n3) time. If P is a perfect
matching of Bk and α is the value of the smallest entry Bk(i, j) in Bk such that P (i, j) = 1, then
Bk+1 = Bk − αP is a matrix proportional to a doubly stochastic matrix with one less non-zero entry
than in Bk. Note that since P is a matching of Bk, we have α > 0. This process is repeated until the
resultant matrix is the zero matrix.

2.2 A continuous and a.e. differentiable Birkhoff decomposition

We extend a function f : Pn → R on permutations to a function F : Dn → R on Birkhoff
polytope via the Birkhoff decomposition: F (A) =

∑
k αkf(Pk). However, Birkhoff decomposition

is non-unique; there may be many different ways to represent a doubly stochastic matrix as a convex
combination of permutations. This non-uniqueness is evident at each step of the decomposition in the
multiple choices of which permutation matrix P ∈ P(Bk) to subtract. We now describe how to fix a
particular decomposition so that the coefficients αk, and the extension F , are continuous functions of
the matrix A being decomposed (with the standard L2-induced topology on Dn).

The key insight for this construction is to fix an arbitrary total order over permutation matrices and,
at each step in the decomposition, always pick the valid permutation that comes first in the order.
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Algorithm 1 Classical Birkhoff decomposition [8]
Require: A ∈ Dn

Ensure: {(αk, Pk)}Mk=1 s.t. A =
∑M

k=1 αkPk,∑
k αk = 1, and αk > 0.
k ← 1, B0 ← A
while Bk ̸= 0 do

Pk ← P ∈ P(Bk)
αk ← minij{Bk(i, j) | Pk(i, j) = 1}
Bk+1 ← Bk − αkPk

k ++
end while
M ← k
return {(αk, Pk)}Mk=1

Algorithm 2 Continuous Birkhoff decomposition
Require: A ∈ Dn, identifying score matrix S

Ensure: {(αk, Pk)}Mk=1 s.t. A =
∑M

k=1 αkPk,∑
k αk = 1, and αk > 0.
k ← 1, B0 ← A
while Bk ̸= 0 do

Pk ← argmaxP∈P(Bk)
⟨P, S⟩

αk ← minij{Bk(i, j) | Pk(i, j) = 1}
Bk+1 ← Bk − αkPk

k ++
end while
M ← k
return {(αk, Pk)}Mk=1

Previous decomposition algorithms fail to achieve continuity because small changes to the matrix
A being decomposed could change which permutation is subtracted at each step, which alter the
trajectory of the decomposition. By fixing the order in which permutations are subtracted in the
decomposition, we circumvent this issue. Below we introduce a continuous Birkhoff decomposition
scheme, and prove its correctness (i.e., validity and continuity) in Thm. 2.4.
Definition 2.3 (Continuous Birkhoff Decomposition). Given an enumeration {Pℓ}n!ℓ=1 of Pn (i.e, fix
a total order of all permutations), and given A ∈ Dn, the continuous Birkhoff decomposition of A
induced by {Pℓ}n!ℓ=1 is (αℓ, Pℓ)

n!
ℓ=1 where the coefficients are defined recurrently from ℓ = 1 to n! in

order by

αℓ = min
ij

{
A(i, j)−

ℓ−1∑
m=1

αmPm(i, j) | Pℓ(i, j) = 1

}
(3)

Theorem 2.4. Given an enumeration {Pℓ}n!ℓ=1 and given A ∈ Dn, the coefficients of the continuous
Birkhoff decomposition (αℓ, Pℓ)

n!
ℓ=1 of A are (i) Lipschitz continuous functions from Dn to R, (ii)

all non-negative and sum to 1, and (iii) yield a valid decomposition of A via A =
∑n!

ℓ=1 αℓPℓ.
Furthermore, (iv) there are at most n2 − n+ 1 coefficients being non-zero.

The a.e. differentiability of the continuous Birkhoff decomposition follows from Lipschitz continuity
and an application of Rademacher’s theorem [43].
Theorem 2.5. The coefficients {αℓ}n!ℓ=1 of the continuous Birkhoff decomposition are almost every-
where differentiable functions from Dn to R.

Now that we have constructed a continuous Birkhoff decomposition, the next questions are how
to represent that total order of all permutation matrices, and how to compute this decomposition
efficiently. Indeed, for an arbitrary ordering of permutations, efficient computation is not feasible as
it requires referencing the order of n! elements. We overcome this challenge by instead focusing on
orderings of permutations that arise from an inner product.
Definition 2.6 (Score-Induced Birkhoff Decompositions). Given an n× n matrix S, the score of a
permutation P is ⟨S, P ⟩ =

∑
ij S(i, j)P (i, j). We call S a score matrix, and say that S is identifying

if it assigns a unique score to every permutation, thereby inducing a total order on Pn.

Furthermore, given an identifying score matrix S, the Birkhoff decomposition as specified in Def. 2.3
with respect to an ordering of permutations by their score {Pℓ}n!ℓ=1 is called an S-induced Birkhoff
decomposition.

A simple example of an identifying score matrix is given by S(i, j) = 2(i+nj). The score-matrix
induced total order is particularly effective because for any A ∈ Dn, the permutation P ∈ P(A) that
comes first in this order can be found efficiently by solving a maximum weight matching problem.
Consequently, decompositions with respect to this order can be constructed efficiently:
Theorem 2.7. Given an identifying score matrix S, the S-induced Birkhoff decomposition can be
computed in O(n5) time by Alg. 2.
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In practice, we may wish to use score matrices other than S(i, j) = 2(i+nj). The following theorem
shows that random assignment of S is sufficient for S to be identifying.
Claim 2.8. If the entries S are independent absolutely continuous random variables S(i, j) ∈ R
then S is identifying almost surely.

2.3 Properties of Birkhoff extension

We present several properties that make our score-induced Birkhoff extension a desirable candidate
for optimization. Proofs of these properties are given in App. A
Definition 2.9. Given A ∈ Dn and an ordering of permutations {Pℓ}n!ℓ=1, let (αk, Pk)

M
k=1 be the

non-zero Birkhoff coefficients defined in Def. 2.3. For any f : Pn → R, the Birkhoff extension of f is
the function F : Dn → R where

F (A) =

M∑
k=1

αkf(Pk). (4)

We say F is score induced or S-induced if the ordering of permutations is induced by S. We sometimes
emphasize the dependence on S by using FS to denote the S-induced Birkhoff extension.

Almost everywhere differentiability and continuity of F are essential for gradient-based optimization.
These properties follow from continuity and a.e. differentiability of the coefficients {αℓ}n!ℓ=1. Further-
more, we show that when computing the gradient of F one only needs to consider the non-zero terms
in the Birkhoff decomposition.
Property 1. Birkhoff extensions are Lipschitz continuous and almost everywhere differentiable. Fur-
thermore if L+ = {ℓ ∈ [n!] : αℓ > 0}, then ∇AF (A) =

∑
ℓ∈L+

(∇Aαℓ)f(Pℓ) almost everywhere.

Computing a Birkhoff extension reduces to computing the corresponding Birkhoff decomposition,
thus, Alg. 2 gives efficient computation of score-induced Birkhoff extensions (see Thm. 2.7).
Property 2. Score-induced Birkhoff extensions F can be computed in O(n5) time.

One concern when optimizing a continuous extension to a combinatorial function f is that the
optimization reaches some minimum in the extended space that does not correspond with minima of
the combinatorial function (which is our true goal). Property 3 below shows that (global) minima of
the extension F (i.e., over Dn) are related to those of f over the permutations.
Property 3. Let F be a Birkhoff extension of f : Pn → R. Then (1) minP∈Pn

f(P ) =
minA∈Dn F (A) and (2) argminA∈Dn

F (A) ⊆ Conv(argminP∈Pn
f(P )).

The Birkhoff decomposition leads to a simple rounding strategy:
Definition 2.10. Given a matrix A ∈ Dn and a score matrix S that induces a Birkhoff decomposition
(αk, Pk)

M
k=1, we define

roundS(A) = argminPk:k∈[M ](f(Pk)). (5)

Note that roundS(A) can be computed in O(n5) time by computing a Birkhoff decomposition of A.
The rounding scheme is lossless in that it can only improve solution quality; see Property 4-1 below.
Consequently, optimizing f reduces to optimizing the Birkhoff extension F , as any minimum of
F can be used to derive a minimum of f . Furthermore, approximations to minA∈Dn

FS(A) can be
rounded to approximations for minP∈Pn

f(P ).
Property 4. Let FS be a score-induced Birkhoff extension of f : Pn → R. For any A ∈ Dn, then

1. f(roundS(A)) ≤ FS(A). Furthermore, if A is a C-approximation for minA∈Dn FS(A), then
roundS(A) is a C-approximation for minP∈Pn

f(P ).
2. If P ∗ ∈ Pn with maxij |P ∗(i, j)− S(i, j)| < 1

2n , then f(roundS(A)) ≤ f(P ∗).

Another useful quality of this rounding scheme, Property 4-2, is that if S is sufficiently close to some
permutation P , then rounding always yields a solution at least as good as P . This holds independent
of the matrix A that is being rounded and gives useful flexibility to Birkhoff extension optimization. In
particular if the score S is close to an approximate solution to the combinatorial optimization problem,
then rounding always produces a solution at least as good as the approximation. For example, if
S = Papprox + Q where Papprox is solution produced by a fast approximation algorithm and Q is a
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Algorithm 3 Static score Frank-Wolfe over Dn

Require: f : Pn → R, random A ∈ Dn, score
S
for t = 1 · · ·T do

Pt ← argmaxP∈Pn
⟨∇FS(At), P ⟩

At+1 ← (1− λt)At + λtPt

end for
return roundS(AT )

Algorithm 4 Dynamic score Frank-Wolfe over
Dn

Require: f : Pn → R, random A ∈ Dn, score S
for t = 1 · · ·T do

Pt ← argmaxP∈Pn
⟨∇FS(At), P ⟩

At+1 ← (1− λt)At + λtPt

P∗ ← P∗ ∪ Birkhoff(At+1)
if update_score then

Q ∼ Unif([0, 1]n×n)
P ∗ ← 1

2n
Q+ argminP∈P∗f(P )

S ← P ∗

end if
end for
return roundS(AT )

random noise matrix with entries in [0, 1/n2]. (Adding Q ensures that S is almost surely identifying
by Claim 2.8.) Then, gradient-based optimization of the Birkhoff extension associated with S finds
solutions that are guaranteed to be no worse than the approximation Papprox. This means that we can
use Birkhoff extension as a local improvement strategy to potentially improve any given solution. It
is important that Papprox is used as the score matrix, not as an initialization for the optimized matrix
A ∈ Dn. In fact, initializing A at Papprox yields weaker guarantees as optimization may produce a
solution of worse quality in this case.

2.4 Optimization procedure with dynamic score

Consider the optimization problem minP∈Pn f(P ) where the goal is to minimize a function f : Pn →
R on permutations. A natural relaxation for this optimization problem is to optimize the Birkhoff
extension of f over the set of doubly stochastic matrices; namely, the constrained optimization
problem of the form minA∈Dn

F (A). Here we propose an iterative first-order optimization algorithm
that is concerned with optimizing an objective function over the Birkhoff polytope Dn.

Frank-Wolfe. One difficulty in gradient-based approaches to optimize constrained optimization
problems is the risk of stepping outside of the feasible region. We address this difficulty by adapting
the famous Frank-Wolfe approach [23]. In contrast to projected gradient descent approaches, the idea
is to follow a direction of descent that is best aligned with the negative of the gradient for which we can
also easily ensure feasibility. This is done via optimizing the negative of the gradient over the extreme
vertices Pn ⊂ Dn and then taking the obtained permutation as an alternative direction of descent. The
overall process is outlined in Alg. 3. Moreover, Frank–Wolfe reduces to iterated linear minimizations
for which highly efficient combinatorial algorithms exist, whereas projection-based methods require
solving quadratic programs over the Birkhoff polytope. In particular, argminP∈Pn

⟨∇FS(At), P ⟩
can be computed by finding a maximum weight matching in the bipartite graph G that has vertices
[n] ⊔ [n] and an edge from vertex i to vertex j of weight ∇FS(At)(i, j); the weight of a matching
P in G is ⟨∇FS(At), P ⟩. Similar applications of Frank-Wolfe to continuous optimization over the
Birkhoff polytope have been discussed by Tewari et al. [49] and Jaggi [27], however these works do
not consider applications to combinatorial optimization, as we do.

Dynamic score. One issue with gradient-based optimization of a Birkhoff extension is that the
extension is not necessarily convex, and thus, an optimization algorithm may converge to local
minima. Even if the function is convex, analyzing the convergence of Frank-Wolfe type algorithms
for non-smooth functions is highly nontrivial [3, 42, 4] and, in general, they may not converge at
all, see [39] for a counterexample. To alleviate these issues, we propose an optimization scheme in
which the score matrix S is frequently changed to help escape local minima. The key to the efficacy
of this approach is that the score matrix can be changed without decreasing the quality of the rounded
solution. Property 4-2 gives conditions for this change to be made without harming the optimization.
In particular, this occurs under the condition that the new score matrix S′ is sufficiently close to a
permutation P satisfying f(P ) ≤ f(roundS(A)). We further theoretically validate this approach by
showing at any A ∈ Dn there is a score matrix S such that A is not a local minimum of FS (App. G).

Theorem 2.11 (Escaping Local Minima). Let f : Pn → R be any function on permutations, there
exists a score matrix S such that A is not a local minimum of FS .
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As finding such a score matrix is computationally hard, we use the following procedure in prac-
tice. Let BirkhoffS(A) be the permutations with non-zero coefficients in the S-induced Birkhoff
decomposition of A and for each iterate At let P∗ = ∪0≤t′≤tBirkhoffS(At′). We update the score
to S′ = argminP∈P∗f(P ) + 1

2nQ where Q is a matrix with uniform random entries in [0, 1]. By
Property 4-2 this update satisfies f(roundS′(At)) ≤ f(roundS(At)). This procedure is outlined in
Alg. 4, where update_score is a flag determined externally indicating if convergence has occurred
and the score should be updated.

Adaptations to constraints and trees. We provide further extensions based on our Birkhoff
decomposition. First, we show how Birkhoff extension can be adapted to a class of rooted binary
trees over a fixed leaf set (App. C). Next, we show that Birkhoff extension can easily handle a broad
class of simple constraint (App. I). In particular, we consider constraints that can be incorporated into
the corresponding matching problem.

Unsupervised learning. We apply Birkhoff extension to train neural combinatorial optimization
solvers (App. B). As Birkhoff extension is a.e. differentiable, it can be used as a loss function
in unsupervised learning. Using this loss, neural networks can be trained to output solutions to
combinatorial problems. Our proof-of-concept experiments show that training a neural network
using Birkhoff extension yields a model that predicts good approximate solutions. In particular, the
output of this NN can be used to initialize our Birkhoff extension optimization algorithm to provide
substantial speedups. Furthermore, this generalizes to larger problem instances than seen in training.

3 Experiments

We carry out experiments on three different combinatorial optimization problems: the quadratic
assignment problem (QAP), the (Euclidean) traveling salesman problem (TSP), and the directed
feedback arc set problem (DFASP). For QAP, we seek a bipartite matching that minimizes a quadratic
loss. For TSP, the goal is to find the shortest possible tour visiting each city once and returning to
the starting point. In DFASP, we aim to find a vertex ordering that minimizes the number of edges
directed against the order. Detailed definitions and linear integer programming formulations for each
problem are given in App. D. For each problem instance, we apply a variant of Alg. 4 to optimize and
compare its performances with baselines. In particular, we update the score matrix every 10 epochs
(i.e., update_score = True in Alg. 4 if and only if t ∈ {10, 20, . . . , T}). To overcome the O(n5)
time complexity, we truncate the Birkhoff decomposition to only the first k = 5 terms. Automatic
differentiation is used to compute gradients. Additional experiments and ablations are given in App.
F.

Summary of results. We first summarize our results and then provide specific discussion (full
details in App. E). Our optimization algorithm performs best at QAP, where it outperforms two
different Gurobi implementations and two popular heuristic approaches (which are the default scipy
heuristics). We suspect Birkhoff extension performs particularly well here since permutation matrices
naturally model matchings in that the i, j matrix entry indicates a match between facility i and
location j. Other permutation problems are less amenable to this representation; e.g, in TSP the i, j
matrix entry indicates that city i occurs jth in the tour. Indeed, Gurobi is highly effective for TSP
and outperforms our Birkhoff extension-based approach both in terms of accuracy and efficiency.
Nevertheless, we show that Birkhoff extension can still be used as a local improvement to further
improve solutions provided by the minimum spanning tree (MST) approximation algorithm or by
quadratic programming. Gurobi does not perform well for DFASP. In particular, our approach
provides superior solutions for large instances for DFASP.

QAP. We evaluate on the QAPLIB library [10], which contains N = 136 problem instances with
sizes between 12 and 256. Some instances have confirmed optimal objective values, while others have
the best-known objective values reported. For Gurobi, we use the Kaufman–Broeckx linearization
[30] for the Mixed-Integer Linear Programming (MILP), and we set same maximum time budget for
Gurobi and our method as 2n seconds, and we report the actual run-time on average for all methods.
For the same time budget, the canonical ILP formulation [56] fails on 70% of instances. We also test
the same benchmark with two other heuristics: Fast Approximate QAP [52] and 2-opt algorithm [16].
Our method outperforms all benchmarks (see results in Table 1).

TSP. We generate instances by uniformly sampling n vertices vi ∈ [0, 1]2. For each size n ∈
{20, 30, 40, 50, 100}, we generate N = 50 instances. Comparisons are made with an MST-based
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Method QAP: Assignment Cost ↓
Average Gap from the best known Run-Time (secs)

Gurobi, Kaufman-Broeckx 7.67% 90.3

Fast Approximate QAP [52] 15.41% 0.01
2-opt [16] 10.38% 22.82

Random S Init. Alg. 4 6.30% 23.01

Table 1: Performances of methods for QAP in terms of assignment costs. As QAPLIB contains the
best known solutions for each problem instance, we report the average gap to these objective values.

approximation algorithm [14], a quadratic programming (QP) relaxation, and Gurobi (which is
optimal). For Alg. 4 we test three different score matrix S initializations: uniformly random in
[0, 1]n

2

, MST approximation, and the QP relaxation solution. The learning rate is η = 0.01. The
maximum number of optimization steps is T = 10000, and early stopping triggers after 2000 steps
without improvement. All optimization processes converge (see optimization curves for different
heuristics in App. E). Results for TSP are presented in Table 2. Although Gurobi is highly effective
and returns the optimal solution, our approach can still provide local improvements over QP and
MST (see the last two rows in Table 2) by using those solutions as the input score matrix for Alg. 4.

DFASP. We generate instances using a directed Erdős-Rényi model with p ∈ {0.1, 0.5, 0.9}. Again,
for each problem size n ∈ {20, 50, 100}, we generate N = 50 instances. Note, Gurobi is not able
to find an optimal solution within a reasonable time for DFASP. Hence, to compare the quality of
Gurobi vs. our approach, we limit the runtime of both algorithms to n

10 minutes for equal comparison.
Consequently, the number of steps T varies for different problem instances. (Additional experiments
(App. E) show these optimization algorithms offer minimal improvement after the n

10 minute time
limit.) The learning rate is η = 0.005. Results, given in Table 3, show our method is competitive
with Gurobi and shows superior performance for larger instances.

Method TSP: Tour Length ↓
n =˙ 20 30 40 50 100

Gurobi 3.889 4.531 5.190 5.707 7.748
MST 4.746 5.784 6.835 7.410 10.288
QP 4.553 5.666 6.818 7.782 11.896

MCTS w. Rand. Simulation 4.558 (0.5s) 5.563 (1.7s) 6.706 (4.7s) 7.468 (9.8s) 11.781 (113.37s)

Random S Init. Alg. 4 4.518 5.681 7.139 8.433 15.615
MST S Init. Alg. 4 (Improv.) 4.345 (8.33 %) 5.290 (8.53 %) 6.328 (7.42 %) 6.892 (6.99 %) 9.836 (4.60 %)
QP S Init. Alg. 4 (Improv.) 4.405 (3.25 %) 5.633 (0.58 %) 6.709 (1.60 %) 7.670 (1.45 %) 11.782 (0.96 %)

Table 2: Performances of methods for TSP in terms of tour length. Best results are marked as
bold; second bests are blue. If score is initialized to an approximate solution, percentages indicate
proportional improvement of Alg. 4 over initialization. See appendix E for optimization

Method DFASP: Feedback-Arc Set Size ↓
p = 0.1 p = 0.5 p = 0.9

n = 20 50 100 250 20 50 100 250 20 50 100 250

Gurobi 3.8 44.8 269.1 875.6 67.7 475.4 2229.9 6831.7 156.7 1028.0 4362.7 13652.4

Random S Init. Alg. 4 4.7 53.0 289.0 991.3 65.0 496.5 2123.4 6459.8 157.5 1039.0 4253.7 12198.7

Table 3: Performances of DFASP algorithms in terms of feedback-arc set cardinality.
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4 Concluding remarks

We present Birkhoff extension, a continuous a.e. differentiable extension of permutation functions to
doubly stochastic matrices, which has rounding guarantees. Combining this extension with a gradient-
based optimization algorithm, we develop an iterative optimization framework for permutation
functions. We present experiments to validate our approach for combinatorial optimization problems.

We propose a neural optimizer based on our Birkhoff extension, however, this direction requires
further exploration and far more extensive experiments. We leave this as a future direction to
investigate. We also note that currently we use a simple strategy to update the score matrix. It would
be interesting to explore more effective update strategies. Finally, computing Birkhoff extension is
expensive (O(n5) time complexity), although in practice, the number of permutations is usually far
fewer than n2. It will be interesting to investigate how to improve the time complexity, or how to
obtain an updated the Birkhoff decomposition efficiently as the input matrix changes, given that one
needs to compute this decomposition many times within our optimization framework. One potential
for speedup is to develop matching algorithms that are more amenable to GPU computation. We
initiate discussion by introducing a GPU friendly matching algorithm in App. L.
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A Deferred Proofs

proof of Thm. 2.4. We show continuity (i) by induction. Note that Eq. 3 makes reference to the order
{Pℓ}n!ℓ=1, which we now induct on. For the base case, we have that α1 is a Lipschitz continuous
function of A as the sum in Eq. 3 disappears. Now, assume αm for m < ℓ is a Lipschitz continuous
function of A. Then, by Eq. 3, αℓ is a Lipschitz continuous function of A, as min is a Lipschitz
continuous function.

Now for each ℓ ∈ [n!], set Bℓ = A −
∑ℓ

m=1 αmPm. Clearly, we have Bℓ = Bℓ−1 − αℓPℓ, and
αℓ = mini,j{Bℓ−1(i, j) | Pℓ(i, j) = 1}. Furthermore let Zℓ denote the set of indices (i, j) of
non-zero entries in Bℓ; that is, Zℓ = {(i, j) | Bℓ(i, j) > 0}. First, note that since A and every Pm

are doubly stochastic, Bℓ must be proportional to some doubly stochastic matrix for any ℓ. Indeed,
for any ℓ the matrix Bℓ has rows and columns that sum to 1−

∑ℓ
m=1 αm. Next, we use induction to

show that (a) Bℓ has non-negative entries, (b) αℓ = 0 or αℓ > 0, and (c) if αℓ > 0, then Zℓ is a strict
subset of Zℓ−1; i.e. Zℓ ⊂ Zℓ−1. Note that (c) implies that the number of non-zero entries in Bℓ is
strictly smaller than that in Bℓ−1 whenever αℓ > 0. We then use these properties to prove statements
(ii) – (iv) in the theorem.

First, it is easy to see that properties (a) - (c) hold for the base case ℓ = 1. Now consider ℓ > 1, and
assume they hold for any r < ℓ. Since all entries in Bℓ−1 = A−

∑ℓ−1
m=1 αmPm are non-negative,

namely Bℓ−1(i, j) = A(i, j)−
∑ℓ−1

m=1 αmPm(i, j) ≥ 0 for any i, j ∈ [n], we have αℓ ≥ 0, proving
property (b).

If αℓ = 0, then properties (a) and (c) trivially hold so assume αℓ > 0. Let i∗, j∗ be indices that give
rise to αℓ. That is, αℓ = Bℓ−1(i∗, j∗) and Pℓ(i

∗, j∗) = 1. By definition of αℓ, for any other i, j such
that Pℓ(i, j) = 1, we have that αℓ ≤ Bℓ−1(i, j). Since Pℓ is a binary matrix, this means that for
all i, j ∈ [n], αℓPℓ(i, j) ≤ Bℓ−1(i, j). Hence all entries in Bℓ = Bℓ−1 − αℓPℓ are non-negative,
proving property (a).

Furthermore, note that by construction, Bℓ(i∗, j∗) = Bℓ−1(i∗, j∗) − αℓPℓ(i
∗, j∗) = 0, while

Bℓ−1(i∗, j∗) = αℓ > 0. As each entry in Bℓ is less than the corresponding entry in Bℓ−1, but are
still non-negative, we can conclude Zℓ ⊂ Zℓ−1. In particular, (i∗, j∗) ∈ Zℓ−1 but not in Zℓ. This
proves property (c).

Hence by induction, properties (a), (b) and (c) hold for all ℓ ∈ [n!]. We are now ready to prove
statements (ii) - (iv).

To prove (iii) we aim to show that Bn! = 0. We proceed by contradiction so suppose Bn! ̸= 0. Then
Bn! is proportional to a doubly stochastic matrix and must have at least one matching, say Pℓ∗ , by
Hall’s Marriage theorem. However, as all entries in Bℓ are non-decreasing as ℓ increases, the set of
non-zero entries in Bℓ∗−1 is a super set of those in Bn! and, thus, super set of those in Pℓ∗ . Therefore
we must have αℓ∗ > 0. Furthermore, let (i∗, j∗) be the pair of indices giving rise to αℓ∗ , i.e.,
αℓ∗ = Bℓ∗−1(i∗, j∗) and Pℓ(i

∗, j∗) = 1. Then Bℓ∗(i∗, j∗) = Bℓ∗−1(i∗, j∗)− αℓ∗Pℓ∗(i
∗, j∗) = 0.

As all entries can only decrease, Bn!(i∗, j∗) = 0. However, since Pℓ∗(i
∗, j∗) = 1, this means that

Pℓ∗ cannot be a matching for Bn!, which is a contradiction. Hence our assumption that Bn! is
non-zero cannot be true, and we must have that Bn! = 0, meaning A =

∑n!
ℓ=1 αℓPℓ. This proves

statement (iii).

To prove (ii), note that by (b), all αℓ ≥ 0. Furthermore, as we mentioned earlier, for any ℓ the matrix
Bℓ has rows and columns summing to 1−

∑ℓ−1
m=1 αm. Since Bn! is the zero-matrix, it follows that

1−
∑n!

m=1 αm = 0, proving (ii).

Finally, we bound the number of non-zero coefficients used in the decomposition and prove statement
(iv). Consider an ℓ∗ for which there are n2 − n + 1 non-zero coefficients αm with m ≤ ℓ∗. If no
such ℓ∗ exists we are done. If such ℓ∗ exists, then Bℓ∗ = A−

∑ℓ∗

m=1 αmPm is either the zero matrix
or is proportional to some doubly stochastic matrix. If Bℓ∗ is the zero matrix, then we are done. So
assume Bℓ∗ proportional to some doubly stochastic matrix. Note that any doubly stochastic matrix
necessarily has at least n non-zero entries (as each row-sum needs to be 1). Hence Bℓ∗ has at least n
non-zero entries. However, as the set of indices for non-zero entries Zm strictly decreases each time
αm > 0 (property (c) proved above), and there are n2−n+1 such αm with m ≤ ℓ∗, this means that
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the number of non-zero entries in the original matrix A is at least n2 − n+1+ n = n2 +1, which is
not possible (as there are only n2 entries in a n× n matrix). Hence Bℓ∗ must be a zero matrix, and
there cannot be more than n2 − n+ 1 non-zero coefficients in {αℓ}n!ℓ=1. This completes the proof of
statement (iv).

proof of Thm. 2.5. Dn lies in an (n− 1)× (n− 1) dimensional affine subspace of Rn2

defined by
all n× n matrices with rows and columns summing to 1. We can parameterize this subspace with the
linear map

ϕ : R(n−1)2 → Rn2

(6)

 a1,1 . . . a1,n−1

...
. . .

...
an−1,1 . . . an−1,n−1

 7→


a1,1 . . . a1,n−1 1−
∑n−1

j=1 a1,j
...

. . .
...

...

an−1,1 . . . an−1,n−1

...
1−

∑n−1
i=1 ai,1 . . . . . . 1−

∑n−1
i=1

(
1−

∑n−1
j=1 ai,j

)


(7)

Note that X = ϕ−1(Dn) is the subset of R(n−1)×(n−1) containing matrices with rows and column
sums in [0, 1]. This is a closed set whose boundary has measure zero since it has dimension less
than (n − 1) × (n − 1). The Lipschitz continuity of ϕ and αℓ gives that αℓ ◦ ϕ is Lipschitz
continuous. Applying Rademacher’s theorem [43] to the interior int(X) of X yields that αℓ ◦ ϕ is
an a.e. differentiable function from int(X)→ R. Since X \ int(X) has measure zero, we have that
αℓ ◦ ϕ is an a.e. differentiable function on X . Let N ⊂ X be the set of points for which αℓ ◦ ϕ is
not differentiable. Then ϕ(N) is the set of points such that αℓ is not differentiable. Furthermore,
ϕ(N) has Lebesgue measure zero in Dn since N has measure zero and ϕ is a surjective linear map to
Dn.

proof of Thm. 2.8. Consider two distinct permutations P, P ′ ∈ Pn. Let I and I ′ contain the pairs
(i, j) of indices such that P (i, j) = 1 and P ′(i, j) = 1 respectively. The score of these permutations
⟨P, S⟩ =

∑
(i,j)∈I S(i, j) and ⟨P ′, S⟩ =

∑
(i,j)∈I′ S(i, j), are equal if and only if∑

(i,j)∈I\I′

S(i, j) =
∑

(i,j)∈I′\I

S(i, j). (8)

The left-hand side and the right-hand side of this equation are independently distributed absolutely
continuous random variables, so they are equal with probability zero. Since any pair of permutations
have different scores almost surely, all permutations have different scores almost surely by the union
bound.

proof of Property 1. Lipschitz continuity and a.e. differentiability of F follow from the Lipschitz
continuity and a.e. differentiability of {αk}Mk=1 (theorems 2.4 and 2.5).

Now we show that the gradient∇AF (A) is equivalent to

∇AF (A) =

M∑
k=1

(∇Aαk)f(Pk). (9)

We start with a dimensionality argument showing there are never more than n2 − 2n+ 2 terms in a
Birkhoff decomposition. First we show the set {Pk}Mk=1 of permutations with positive coefficients is
linearly independent.

Suppose some Pℓ ∈ {P1, . . . , PM} can be written as a linear combination Pℓ =
∑

k∈[M ]\{ℓ} ckPk

for ck ∈ R. We first show all ck with k < ℓ must be zero. The proof is by induction. We have
c1 = 0 as there must be some i, j ∈ [n] such that P1(i, j) = 1 but Pk(i, j) = 0 for k > 1. Now
consider some k < ℓ and suppose c1 = . . . = ck−1 = 0. Then ck = 0 as there is a i, j ∈ [n]
such that Pk(i, j) = 1 but for k′ > k, Pk′(i, j) = 0. We can then conclude c1 = . . . = cℓ−1 = 0.
Finally, since there is i, j ∈ [n] such that Pℓ(i, j) = 1 but Pk(i, j) = 0 for k > ℓ we can conclude
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Pℓ =
∑

k∈[M ]\{ℓ} ckPk =
∑M

k=ℓ+1 ckPk cannot hold. We have, thus, shown that the set of
permutations with positive coefficients is linearly independent.

Since this set of permutations is linearly independent, the maximum number of permutations with
positive coefficient is one more than the dimension of Dn which is n2 − 2n + 2. Suppose that
A has a full Birkhoff decomposition, that is, there are n2 − 2n + 2 positive terms in its Birkhoff
decomposition. Then, by continuity of {αℓ}n!ℓ=1, there is an open ball in Dn containing A such that
all decompositions of points in the ball have the same positive coefficients. Thus, the gradient of the
zero coefficients at A is zero.

It now remains to show that a.e. A ∈ Dn has a full Birkhoff decomposition. For each subset E ⊂ Pn

with |E| = n2 − 2n + 1, note that the convex hull Conv(E) of E has dimension n2 − 2n and,
therefore, has measure zero in the space Dn, which has dimension n2 − 2n+ 1. Consider the union
of such convex hulls

E =
⋃

E⊂Pn

|E|=n2−2n+1

Conv(E). (10)

The space E also has measure zero. Suppose A does not have full Birkhoff decomposition. Then
A ∈ E as it can be represented as the convex combination of at most n2 − 2n + 1 permutation
matrices. We can then conclude that a.e. A ∈ Dn has a full Birkhoff decomposition.

proof of Property 3. (1.) Note that for P ∈ Pn we have f(P ) = F (P ) since all Birkhoff co-
efficients of P have only one term. Thus, minP∈Pn

f(P ) ≥ minA∈Dn
F (A). Now suppose

minP∈Pn
f(P ) > minA∈Dn

F (A) and let A ∈ argminA∈Dn
F (A). Note F (A) is a convex

combination F (A) =
∑M

k=1 αkf(Pk) and
∑M

k=1 αk = 1. We can then conclude that since
minP∈Pn

f(P ) >
∑M

k=1 αkf(Pk) there must be some Pk such that f(Pk) ≤ minP∈Pn
f(P ),

a contradiction.

(2.) Suppose A minimizes F (A) over Dn. Then F (A) = minP∈Pn f(P ), which occurs only if
for each Pk in the convex combination F (A) =

∑M
k=1 αkf(Pk) we have f(Pk) = minP∈Pn

f(P ).
Since A =

∑M
k=1 αkPk and Pk ∈ argminP∈Pn

f(P ) the claim argminA∈Dn
F (A) ⊆

Conv(argminP∈Pn
f(P )) holds.

proof of Property 4. (1) If f(roundS(A)) > F (A) then argminMk=1(f(Pk)) > F (A) so for each
Pk in the decomposition F (A) =

∑M
k=1 αkf(Pk) we have f(Pk) > F (A). However, since∑M

k=1 αk = 1 this implies
∑M

k=1 αkf(Pk) > F (A), a contradiction.

(2) Let the decomposition of F be F (A) =
∑M

k=1 αkf(Pk). Recall by Thm. 2.7 that Alg. 2 pro-
duces this decomposition. Through Alg. 2 we have P1 = argmaxP∈Pn

⟨P, S⟩. Next we show
argmaxP∈Pn

⟨P, S⟩ = P ∗. Since each entry of S is within 1/2n of P ∗, we have

⟨S, P ∗⟩ > n

(
1− 1

2n

)
(11)

= n− 1

2
. (12)

Also, any P ′ ̸= P ∗ must differ from P ∗ by at least one entry so ⟨P ′, P ∗⟩ ≤ (n− 1) and the inner
product with S is

⟨S, P ′⟩ ≤ (n− 1) + n

(
1

2n

)
(13)

= n− 1

2
(14)

where the second term accounts for the entry-wise differences between S and P ∗. We have then
shown P1 = argmaxP∈Pn

⟨P, S⟩ = P ∗ which implies f(roundS(A)) ≤ f(P ∗).
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proof of Thm. 2.7. Our algorithm for constructing the continuous Birkhoff decomposition is Alg. 2,
which returns only the non-zero Birkhoff coefficients. This algorithm is the same as Alg. 1 except at
each step, with B being the matrix to be decomposed at this step, we subtract off the permutation of
maximum score that is a matching of B, as opposed to an arbitrary matching of B. Recall that B is
proportional to a doubly stochastic matrix, so it either has a matching or is the zero matrix (in which
case the algorithm terminates). To compute argmaxP∈P(B)⟨P, S⟩ we first construct a bipartite graph
G that has an edge from vertex i to vertex j with weight S(i, j) if and only if B(i, j) > 0. It is easy to
see that (i) matchings of G correspond to the matchings of the scaled doubly stochastic matrix B; and
(ii) for any matching P in this graph, its weight is exactly ⟨P, S⟩ which is the score of permutation P .
Hence we can compute argmaxP∈P(B)⟨P, S⟩ simply by computing the maximum-weight matching
of this bipartite graph G. This computation takes O(n3) time using the Hungarian algorithm, and
since there are at most O(n2) matchings to compute, the total time complexity is O(n5).

We show the correctness of Alg. 2. Recall our algorithm returns a collection of permutations
P1, . . . , PM . First, let Ω = {P̂ℓ}n!ℓ=1 denote the total ordering of all permutations induced by the
score matrix S. Now let A =

∑n!
ℓ=1 α̂ℓP̂ℓ denote the Birkhoff decomposition of A w.r.t. the total

order Ω as defined in Def. 2.3. Note the slight change in notation so that α̂ℓ and P̂ℓ represent the
permutations and coefficients in Def. 2.3 and αk and Pk represent the permutations and coefficients
returned by Alg. 2. Let i1 < i2 < · · · < iR denote the set of indices whose corresponding
coefficients αik are positive. That is, ignoring all zero coefficients in the decomposition, we have
A =

∑R
k=1 α̂ik P̂ik where each α̂ik > 0. Our goal is for each k ∈ [M ] to show (cond-A): that

αk = α̂ik and Pk = P̂ik . We do so via induction on the index k ∈ [M ].

We begin by showing the property that P̂ℓ is a matching of Bℓ−1 = A−
∑ℓ−1

m=1 α̂mP̂m if and only if
α̂ℓ > 0. Call this property (∗). This property holds since α̂ℓ > 0 if and only if every element in the
minimum defining α̂ℓ in Def. 2.3 is non-zero, which means for each i, j ∈ [n] with P̂ℓ(i, j) = 1 we
have Bℓ−1(i, j) > 0, i.e., P̂ℓ is a matching of Bℓ−1.

The first permutation P1 returned by Alg. 2 is argmaxP∈P(A)⟨P, S⟩ which is the matching of A with
largest score. That is, P1 is the matching of A with smallest index in the total order Ω. Furthermore,
by (∗), the permutation P̂i1 must be a matching of Bi1−1 = A since α̂i1 > 0. For j < i1 we have
α̂j = 0, and again by (∗), each Pj is not a matching of Bj−1 = A. We have shown P̂i1 is the
matching of A with smallest index in Ω and, therefore, (cond-A) holds for the base case k = 1.

Now assume (cond-A) holds for all m < k; we aim to show that it holds for k. Let i1 < i2 <
· · · < ik−1 be the indices for the previous k − 1 non-zero coefficients. In the kth iteration of Alg. 2,
B = A−

∑k−1
m=1 αmPm = Bik−1 , and Pk = argmaxP∈P(B)⟨P, S⟩, which is the first permutation

matrix in the total order Ω that is a matching for B. Let j be the index of Pk in the total order Ω, that
is, Pk = P̂j . Notice that j /∈ {i1, . . . , ik−1} as this would contradict Pk being a matching of B. We
claim that j > ik−1. If not, then by (∗), α̂j > 0, a contradiction to our inductive hypothesis that
i1, . . . , ik−1 are the first k − 1 indices whose coefficients are non-zero in the Birkhoff decomposition
of A. Hence, Pj is the first permutation in the list P̂ik−1+1, . . . , P̂n! that is a matching of B.

On the other hand, since ik is the first index in ik−1+1, ik−1+2, . . . , n! such that α̂ik > 0, by (∗), the
index ik is the first in this list such that the corresponding permutation is a matching of Bik−1−1 = B.
We can then conclude ik = j and P̂ik = Pk. Furthermore, α̂ik = αk since B = Bik−1−1 = Bik−1

so the definition of αk in Alg. 2, αk = minij{B(i, j) | Pk(i, j) = 1} is equivalent to the definition
of α̂ik in Eq. 3. This finishes the proof of the inductive step. Combining the base case with the
inductive step, we have that (cond-A) holds for all k ∈ [M ], hence the set {(αk, Pk)}Mk=1 returned by
Alg. 2 exactly corresponds to those terms in the Birkhoff decomposition (as computed by Def. 2.3)
with non-zero coefficients.

B Unsupervised Neural optimizer

Since Birkhoff extensions are a.e. differentiable, they can be useful for training neural networks for
unsupervised neural combinatorial optimization. In particular, similar to [29], we can train a neural
network Nθ with parameters θ that maps an instance I of a problem to a doubly stochastic matrix AI ,
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which we aim to train for the optimization of the combinatorial objective f . See the illustration in
Figure 1.

For example, for TSP in the Euclidean space Rd the instance is a set of cities, represented by a vector
XI ∈ Rnd representing n points {x1, . . . , xn} in Rd. The output of Nθ is a n× n doubly stochastic
matrix AI = Nθ(XI), and the neural network is trained in an unsupervised manner to optimize
F (AI). Note that once trained, when a new instance I ′ is given with input XI′ , we can simply return
roundS(Nθ(XI′)) as the TSP tour. Essentially, Nθ can be viewed as an neural optimizer for the
given optimization problem over the extended space Dn. Once a solution in Dn is identified, it can
be rounded to a permutation without lowering the quality of the solution (Property 4).

Having a differentiable Birkhoff extension allows us to train such a neural network model in an
unsupervised manner. In particular, first, suppose we have a score matrix S – this score matrix can be
chosen simply as a random stochastic matrix; or it can also be a canonical choice depending on the
input problem instance. For example, in the case of TSP, we can choose S to be a perturbation of
the permutation derived from the MST. With this choice of S, let A = Nθ(XI) be the output of the
neural network. We have that (computed by Alg. 2)

FS(A) =

M∑
k=1

αk(A)f(Pk(A)). (15)

Here, note that both αk and Pk depend on A, and A itself depends on the parameters θ of the neural
network Nθ. We simply minimize FS(A) w.r.t. the parameters θ via backpropagation. More precisely,
computing ∂FS(A)

∂θ boils down to computing ∂αk

∂θ = ∂αk

∂A ·
∂A
∂θ for each positive Birkhoff coefficient

αk.

The above description is for training Nθ only for a single instance. Usually one wishes to train Nθ

over a family of instances I , so that once trained, it can be used to produce solutions to new instances.
In particular, during training, the loss is

∑
I∈I

1
|I|FS(Nθ(I)). Once trained, given a new instance

I , we can simply compute AI = Nθ(XI) and return the permutation roundS(AI) as a candidate
solution. In practice, we found that for a test instance it makes sense to optimize Nθ for a few more
iterations at testing (as a fine-tuning) to further improve the quality AI .

We also note that for the case where we have a score matrix that depends on the problem instance
(e.g, using MST to induce a score matrix for the TSP problem), it is beneficial to also take this score
matrix SI as input to the neural network Nθ to better inform the output matrix AI = Nθ(XI , SI).
This input is optional.

Finally, in the simplest form, Nθ : Rnd → Rn×n maps an n-vector X with each entry from Rd to
a n × n matrix A. In particular, again using TSP as an example, here we represent a set of points
as a vector X ∈ Rnd, which assumes an ordering of these points. The output matrix assumes the
same ordering of input points. In other words, this map Nθ needs to be permutation equivariant,
namely, if we permute the order of input points in X , then the output should permute in the same way.
Mathematically, this means that Nθ satisfies Nθ(PX) = PNθ(X)PT for any permutation matrix P
over n elements. Such a permutation equivariant neural network can be implemented using models
such as the set2graph neural network of [47] and the equivariant-graph network of [35].

We train a neural network Nθ for solving TSP using a loss comprised of the Birkhoff extension F

and a penalty term λ

(∑
i

(∑
j Aij − 1

)2

+
∑

j (
∑

i Aij − 1)
2

)
that ensures double stochasticity,

where λ is the weight. We use the Adam optimizer [1] to train the model. We generate a training
dataset with N = 6000 instances and with a mixture of instance sizes, n = 20, 30, and 40. The input
to Nθ, for each instance, is the vector XI and the MST-derived score matrix St. We trained Nθ for
T = 100 epochs, and selected a learning rate of η = 0.001 using a hyperparameter search of the set
{0.01, 0.05, 0.001, 0.0005}. At testing we optimize the trained neural network Nθ for a few more
iterations as a fine-tuning. We compare the performance of this fine-tuned model (labeled MST S Init.
NN w. Alg. 2) with the corresponding untrained model (labeled MST S Init. Alg. 4) in Table 4. We
show that in most of the cases, the trained neural network model can achieve similar solution quality
to the untrained model with much less runtime. This result holds even for problem instances that are
larger than the instances seen in training
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Score Matrix 
SI

Neural 
network Nθ

XI

First Few Birkhoff Extension Terms 

FSI
(A) =

m

∑
k=1

αk(A)f(Pk(A))

Gradient 

Forward Flow

Matrix  
(approximately 

doubly 
stochastic)

A

P1

P2

P3

Loss: 
FSI

(A) + penalty

Penalty = 
λ(∑

i

(∑
j

Aij − 1)2 + ∑
j

(∑
i

Aij − 1)2)

Figure 1: The pipeline of training a neural network Nθ for a single instance. For a given problem
instance I , we have its representation XI and a score matrix SI as input to the neural network
Nθ. The output of the neural network is a doubly stochastic matrix A = Nθ(XI , SI). Birkhoff
extensions are used to compute the loss FS(A) =

∑M
k=1 αk(A)f(Pk(A)) and we minimize it via

backpropagation. In the figure above, for example, M = 3 and rounding produces the permutation
P2 = roundSI

(AI), highlighted in red.
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C Extensions for Optimization over Trees

In this section we consider how a parallel framework can be applied to optimization over rooted binary
trees with n labeled leaves. Problems such as the Steiner minimum tree problem and optimization-
based hierarchical clustering reduce to optimization over this space. For instance, given a fixed
rooted binary tree with leaves the set of terminals, the optimal Steiner tree with this topology can
be computed efficiently. Therefore, computing the Steiner minimum tree reduces to optimizing the
topology.

We begin by representing the space of rooted binary trees as matrices.
Definition C.1. Let Tn be the space of rooted binary trees with leaf set [n], which we represent
by a directed graph with edges directed away from the root. LetW2n−2 ⊂ D2n−2 be the space of
(2n− 2)× (2n− 2) doubly stochastic matrices W that satisfy W (i, j) = 0 if either

1. i > n− 1 and i ≤ j , or

2. i ≤ n− 1 and i+ (n− 1) ≤ j.

Let B2n−2 ⊂ W2n−2 be matrices inW2n−2 that have binary entries. We relate these spaces by the
map

τ : B2n−2 → Tn (16)
B 7→ T (17)

where T is the tree with vertices [2n− 1], leaves [n], and for n− 1 < i ≤ 2n− 1 and j < 2n− 1
the tree T has an edge (i, j) iff B(i, j) = 1 or B(i− (n− 1), j) = 1.
Lemma C.2. τ is well-defined and surjective.

Proof. First, we claim that for any B ∈ B2n−2 the image τ(B) is indeed a tree in Tn. Note that
since the columns of B sum to 1, each vertex of τ(B) other than the root, which is vertex 2n− 1,
has in-degree 1. Similarly, since the row sums of B are 1, each of the internal vertices (non-leaf
vertices), which are the vertices {n + 1, . . . , 2n − 1}, has out-degree 2. (For each internal vertex,
there are two rows in B that give its children.) Furthermore, τ(B) has no edges (i, j) where i ≤ j as
the only entries in B that can give rise to such edges are zero by (1.) and (2.) of Def. C.1. We can
then conclude that τ(B) is a directed acyclic graph. Furthermore, τ(B) has no cycles (regardless of
direction) since for such a cycle to not be a directed cycle it must contain a vertex with in-degree
greater than 1.

For surjectivity, consider an arbitrary T ∈ Tn. Let ϕ : {n+ 1, . . . , 2n− 1} → {n+ 1, . . . , 2n− 1}
be an enumeration of the internal vertices of T that respects topological order, i.e., ϕ(i) > ϕ(j)
implies j is not a descendent of i. For each internal vertex i in T with children j, k let B(i, j) = 1
and B(i + n − 1, k) = 1. Since ϕ respects the topological order, we can guarantee there are no
entries B(i, j) > 0 with either i ≤ j and i > n− 1 or i+ (n− 1) ≤ j and i ≤ n− 1, so (1.) and
(2.) of Def. C.1 are satisfied and B ∈ B2n−2. This B satisfies τ(B) = T , thus, τ is surjective.

Matrices in the spaceW2n−2 can be decomposed using Birkhoff decomposition asW2n−2 ⊂ D2n−2.
Additionally, if W ∈ W2n−2 then its Birkhoff decomposition only contains permutations in B2n−2 ⊂
P2n−2. By this fact, we are then free to apply Birkhoff extension to extend any function on B2n−2 to
a function F :W2n−2 → R, even if f is not defined for P2n−1 \ B2n−1.

Additionally, we can extend functions on trees Tn to functions onW2n−2; the procedure is as follows.
First f is composed with τ to yield a function f ◦ τ : B2n−2 → R. Then Birkhoff extension is used
to extend this function to F : W2n−2 → R. If the extension F is optimized to find some solution
W ∈ W2n−2 the Birkhoff extension rounding scheme can be used to find a B ∈ B2n−2 such that
f(τ(B)) ≤ F (W ). Here, τ(B) is a tree T satisfying f(T ) ≤ F (W ), so this procedure can be used
to optimize f .

D Problem Details

In this section we give more detailed problem definitions and show the integer linear programs we
employ for optimization using Gurobi.

22



D.1 Traveling Salesperson Problem

Definition D.1. Given a set of n cities {1, 2, . . . , n} and a distance di,j between each pair of cities i
and j, the traveling salesperson problem (TSP) is to find the permutation π : [n]→ [n] that minimizes

n∑
k=1

dπ(k),π(k+1 (mod n)) (18)

TSP can be formulated as an integer linear program using subtour elimination constraints such as in
the Miller-Tucker-Zemlin formulation [36]. For optimization with Gurobi we use the formulation
given in [26].

Our experiments use the integer quadratic program minP∈Pn

∑n−1
i=1 PT (i)DP (i+1)+PT (n)DP (1)

and its relaxation minP∈Dn

∑n−1
i=1 PT (i)DP (i + 1) + PT (n)DP (1) for TSP. Here P (i) denotes

the i-th column of the square matrix P .

D.2 DFASP

Definition D.2. Let G = (V,E) be a directed graph where V is the set of vertices and E is the
set of directed edges. A feedback arc set in G is a subset of edges F ⊆ E such that the subgraph
G′ = (V,E \ F ) is acyclic. The Directed Feedback Arc Set Problem (DFASP) is to find the minimum
feedback arc set, i.e., the smallest subset of edges F whose removal makes the graph G acyclic.

Alternatively, DFASP can be formulated as a vertex ordering (i.e. permutation) problem, where
the goal is to find an enumeration of vertices {vi}ni=1 that minimizes the cardinality of the set of
backward edges. Here we give an LP formulation. Let xij be a binary variable that equals 1 if the
edge (i, j) ∈ E is a backward edge, and 0 otherwise. Let yi be an integer variable for each vertex
i ∈ V representing the position of vertex i in a topological ordering. DFASP can be formulated using
the following integer linear program of [? ].

minimize
∑

(i,j)∈E

xij

subject to xij ∈ {0, 1} ∀(i, j) ∈ E,

yi ∈ Z ∀i ∈ V ,

yi + 1 ≤ yj + |V | · xij ∀(i, j) ∈ E

D.3 QAP

Definition D.3. Given two non-negative n× n matrices D and L find a permutation π : [n]→ [n]
that minimizes ∑

i,j∈[n]

D(i, j)L(π(i), π(j)). (19)

We use the Kaufman-Broeckx integer linear program formulation [30] for the Gurobi implementation.

E Experiments Details

In this section we provide additional experimental results for the TSP, DFASP and QAP.

E.1 Optimization Curves

Here, we show the optimization curves for each experiment.

Below are plots of the averaged optimization curves for TSP on problem instances of different scales.
The x-axis gives the number of steps t and the y-axis gives solution tour length, averaged over the
N = 50 instances.
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Below are plots of the optimization curves for DFASP. The x-axis gives the number of steps t and the
y-axis gives the average cardinality of the feedback arc set returned by the optimization algorithm.
The runtime limit for both methods is n

10 minutes (e.g. 2 minutes for n = 20, 5 minutes for n = 50
and 10 minutes for n = 100). Results are averaged across N = 50 instances.

E.2 Timing

We are using CentOS Linux 7 system on a Intel Xeon CPU E5-2650L processor. Gurobi is run on a
single thread per process. We report average runtime for each method for different scales of TSP and
QAP problems, see Table 5 and Table ?? below. DFASP is not included as we fix runtime for this
problem
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Method TSP
n = 20 n = 30 n = 40 n = 50 n = 100

Gurobi < 1s < 1s < 1s < 1s < 1s

MST < 1s < 1s < 1s < 1s < 1s
QP 36s 50s 69s 95s 240s

Random S Init. Alg. 4 192s 259s 612s 671s 967s
MST S Init. Alg. 4 156s 214s 571s 640s 1318s
QP S Init. Alg. 4 135s 249s 532s 615s 953s

Table 5: Average runtime of TSP algorithms in seconds.

F Ablation Study

This section provides additional ablation studies and extended experiments to support the main results.
We examine the effects of truncation depth k, score-update frequency m, initialization strategy,
optimization method, and instance size. Each subsection specifies the experimental setup used to
isolate the respective factor.

F.1 Effect of Truncation Depth k

To analyze the influence of the truncation depth k in the Birkhoff decomposition, we conduct
controlled experiments on a subset of 14 QAP instances selected from QAPLIB, with problem
sizes ranging from n = 12 to n = 35. All experiments use identical hyperparameters: learning rate
η = 0.001, total runtime t = 2n seconds, and optimization via the Frank–Wolfe (FW) algorithm with
random initialization. We vary k ∈ {3, 5, 10, 15, 20} and report the average gap from the optimal
objective. Figure 2 below shows that performance improves as k increases up to k=10, then the
performance decreases. This indicates that a moderate truncation depth provides a good balance
between efficiency and solution quality.

Figure 2: Gap vs. truncation size Figure 3: Effect of score-update frequency

F.2 Effect of Score-Update Frequency

We study the impact of the score-update frequency m, which controls how often the scoring matrix is
recomputed during optimization. The same 14 QAPLIB instances and identical optimization settings
are used as in the truncation experiments, fixing k=5. We test m ∈ {1, 5, 10, 20, 50}, where m=1
means the score matrix is refreshed at every iteration. Figure 3 show that more frequent updates
consistently yield smaller optimality gaps, demonstrating that dynamic score re-weighting effectively
helps the optimizer escape poor local minima.
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F.3 Initialization Strategy

We compare random initialization and barycenter initialization to understand their effects on opti-
mization stability. Both configurations are evaluated on the same 14 QAPLIB instances with identical
hyperparameters (k=5, η=0.001, runtime t=2n seconds). In the barycenter case, optimization starts
from the uniform doubly stochastic matrix, while the random case samples each entry uniformly
from [0, 1] before projecting onto the Birkhoff polytope via Sinkhorn iterations. Both use the same
Frank–Wolfe optimizer. The comparison shows that random initialization achieves a slightly smaller
average gap to optimal (4.14% vs. 4.42%), see results below in Table 6, suggesting that stochasticity
in initialization provides beneficial diversity in the optimization trajectory.

Initialization Method Avg. Gap from Optimal (%) ↓
Random Initialization 4.14
BaryCenter Initialization 4.42

Table 6: Comparison of initialization strategies on 14 QAPLIB instances (n = 12–35). Both methods
use identical hyperparameters (k = 5, η = 0.001, runtime 2n s). Random initialization achieves a
slightly lower average gap from optimal than barycenter initialization.

F.4 Optimization Method Comparison

We compare two continuous optimization schemes over the Birkhoff polytope: (1) gradient descent
with Sinkhorn projection and (2) the Frank-Wolfe (FW) algorithm proposed in this work. Both
methods operate on the same 14 QAPLIB instances, with fixed k=5, learning rate η=0.001, and
runtime t=2n seconds. For the gradient-based variant, we apply 10 Sinkhorn iterations after each
gradient step to enforce double stochasticity. FW achieves a lower average optimality gap (4.14%)
than Gradient+Sinkhorn (4.55%), see results in Table 7 below.

Optimization Method Avg. Gap from Optimal (%) ↓
Gradient + Sinkhorn Projection 4.55
Frank–Wolfe (ours) 4.14

Table 7: Comparison between Frank–Wolfe and Gradient + Sinkhorn optimization over the Birkhoff
polytope on 14 QAPLIB instances (sizes n=12–35). Frank–Wolfe achieves a lower average optimality
gap. All experiments use identical hyperparameters (k=5, η=0.001, runtime 2n s).

F.5 Scalability on Large-Scale QAP Instances

To assess scalability, we perform large-scale experiments on 20 synthetic random QAP instances
of size n=1000. Because QAPLIB includes no instances larger than n=256, we generate our own
dataset as follows: we uniformly sample 1000 facility points and 1000 location points in [0, 1]2. The
distance matrix D is constructed from pairwise Euclidean distances among locations, and the flow
matrix F is defined as the inverse of pairwise distances among facilities. We evaluate BE using both
Frank–Wolfe and Gradient+Sinkhorn optimizers under random and FAQ initialization. Each configu-
ration is run with runtime limits of 2000 and 4000 seconds, corresponding to approximately 10,000
and 20,000 optimization epochs, respectively. We also include comparisons with Fast Approximate
QAP (FAQ) and 2-opt baselines, see the results below in Table 8.

G Escaping Local Minima via Score Matrix Modification

In this section, we provide theoretical justification for Algorithm 4’s strategy of modifying score
matrices to escape local minima. We first establish a key lemma about the linearity of our Birkhoff
extension along certain directions, then show that when the current solution is a local (but not global)
minimum, there always exists a score matrix that allows escape from this local minimum.
Lemma G.1 (Linearity Along Highest-Score Direction). Let f : Pn → R be any function on
permutations, and let FS be the Birkhoff extension of f induced by score matrix S. Let P be a
permutation matrix that has the highest score under S. Then for any A ∈ Dn and β ∈ [0, 1]:

FS((1− β)A+ βP ) = (1− β)FS(A) + βf(P )
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Method Run-time (secs) # of epochs Avg. Objective ↓ Gap from best % ↓
Random assignment — — 138,005,401 77.37%
2-opt (Restart=3) 2,000 — 119,216,266 53.13%
2-opt (Restart=5) 2,000 — 109,965,065 41.28%
FAQ 345 — 77,894,862 0.10%
Ours (BE w/ Grad+Sink, Random Init.) 2,000 10,133 100,894,812 29.64%
Ours (BE w/ Grad+Sink, Random Init.) 4,000 20,064 90,244,871 15.97%
Ours (BE w/ FW, Random Init.) 2,000 10,024 102,393,212 31.57%
Ours (BE w/ FW, Random Init.) 4,000 20,091 89,114,150 14.40%
Ours (BE w/ FW, FAQ Init.) 2,000 10,102 77,819,625 0.00%

Table 8: Comparison of QAP solution methods on large-scale instances.

Proof. Let A =
∑M

k=1 αkPk be the Birkhoff decomposition of A under score matrix S. Consider
(1− β)A+ βP .

We consider two cases:

Case 1: If P ̸= P1 (i.e., P is not the first permutation in the decomposition of A), then the Birkhoff
decomposition of (1− β)A+ βP is simply βP + (1− β)

∑M
k=1 αkPk. This follows because:

• P appears first with coefficient β since it has highest score

• The remaining terms are proportional to (1− β) times the original decomposition

Therefore in this case:

FS((1− β)A+ βP ) = βf(P ) + (1− β)FS(A)

Case 2: If P = P1 (i.e., P is the first permutation in the decomposition of A), then for any entry
(i, j) where P (i, j) = 1:

((1− β)A+ βP )(i, j) = (1− β)(α1 +

M∑
k=2

αkPk(i, j)) + β

= (1− β)α1 + β + (1− β)

M∑
k=2

αkPk(i, j)

By definition of the Birkhoff decomposition, there exists at least one entry (i∗, j∗) where P (i∗, j∗) =

1 such that
∑M

k=2 αkPk(i
∗, j∗) = 0 (this is what determines α1 in the original decomposition). For

this entry:

((1− β)A+ βP )(i∗, j∗) = (1− β)α1 + β

This means that in the Birkhoff decomposition of (1− β)A+ βP :

• P must appear first (since it has highest score) with coefficient exactly (1−β)α1 +β (since
this is the minimum value at any position where P has a 1)

• After subtracting ((1− β)α1 + β)P , the remaining matrix is proportional to (1− β) times
the matrix obtained after removing α1P from A’s decomposition
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Therefore:

FS((1− β)A+ βP ) = ((1− β)α1 + β)f(P ) + (1− β)

M∑
k=2

αkf(Pk)

= ((1− β)α1)f(P ) + βf(P ) + (1− β)

M∑
k=2

αkf(Pk)

= (1− β)(α1f(P ) +

M∑
k=2

αkf(Pk)) + βf(P )

= (1− β)FS(A) + βf(P )

In both cases we obtain FS((1− β)A+ βP ) = (1− β)FS(A) + βf(P ).

Proof of Thm 2.11. We choose S as S = P ∗ where P ∗ is some minimizer of f . This ensures that P ∗

has strictly higher score than any other permutation under S. For any permutation matrix P ̸= P ∗,
the score of P ∗ under S is n (since each permutation has exactly n 1’s), while the score of P under
S is equal to the number of positions where P and P ∗ agree, which is strictly less than n. Therefore,
in the Birkhoff decomposition induced by S, P ∗ appears as the first term.

Recall that a vector v is called a descent direction at point x if moving infinitesimally in direction v
decreases the function value. This can be verified by checking if the directional derivative is negative.
For our extension F′ , the directional derivative at A in direction P ∗ −A is:

⟨∇FS(A), P ∗ −A⟩ = lim
ϵ→0

FS(A+ ϵ(P ∗ −A))− FS(A)

ϵ

= lim
ϵ→0

FS((1− ϵ)A+ ϵP ∗)− FS′(A)

ϵ

= lim
ϵ→0

(1− ϵ)FS(A) + ϵf(P ∗)− FS(A)

ϵ
(by Lem. G.1)

= lim
ϵ→0

ϵ(f(P ∗)− FS(A))

ϵ
= f(P ∗)− FS(A).

The third equality holds by Lem. G.1 since our construction of S ensures P ∗ appears first in any
Birkhoff decomposition.

If f(P ∗) − FS(A) = 0 then A must be a global minimum of FS . If f(P ∗) − FS(A) < 0 then
P ∗ −A is a descent direction for FS at A. In either case, A is not a local minimum of FS .

This theorem provides theoretical justification for Algorithm 4’s strategy of modifying score matrices
when stuck at local minima. It shows that as long as better solutions exist (i.e., permutations with
lower objective value), there always exists a score matrix that enables escape from the current local
minimum.

H Comparison with Convex Closure

In this section, we compare our Birkhoff extension with the convex closure, a well-known theoretical
concept in convex analysis. While the convex closure provides certain theoretical guarantees, our
Birkhoff extension offers practical computability, making it more suitable for real-world optimization
problems.

H.1 Definition and Properties of Convex Closure

The convex closure of a function f : Pn → R is defined as the greatest convex function that is
pointwise less than or equal to f on the domain of permutation matrices. For our purposes, since we
are extending f from Pn to Dn, the convex closure can be expressed as:
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Definition H.1 (Convex Closure). Given a function f : Pn → R, its convex closure Conv(f) : Dn →
R is defined as:

Conv(f)(X) = inf

{
k∑

i=1

αif(Pi) | X =

k∑
i=1

αiPi, αi ≥ 0,

k∑
i=1

αi = 1

}
where the infimum is taken over all possible Birkhoff decompositions of X .

The convex closure is convex by definition, agrees with f on all permutation matrices, and for
minimization problems, minimizing Conv(f) over Dn gives the same optimal value as minimizing f
over Pn.

H.2 Computational Challenges and Advantages of Our Approach

Despite its theoretical appeal, computing the convex closure for a general function f and doubly
stochastic matrix X is computationally intractable. Determining the convex closure requires solving a
combinatorial optimization problem to find the optimal set of permutation matrices and their weights,
which is generally NP-hard for large n.

In contrast, our score-based Birkhoff extension can be computed in O(n5) time for any doubly
stochastic matrix. It is continuous and almost everywhere differentiable, enabling the use of gradient-
based optimization methods. While not necessarily convex, our extension preserves the property that
minimizing over Dn and rounding gives the same value as minimizing directly over Pn (Property 3).
The flexibility provided by different score matrices allows for exploration of the solution space and
escape from local minima.

The computational efficiency of our Birkhoff extension makes it applicable to practical problems
where the convex closure would be intractable to compute. For optimization problems over permuta-
tions, we can use gradient-based methods efficiently, integrate with machine learning approaches
like neural networks, and handle larger problem instances than would be possible with exact convex
closure computations.

In summary, while the convex closure provides a theoretically optimal convex relaxation, our Birkhoff
extension offers a practical, computable alternative that preserves many desirable properties while
enabling efficient optimization.

I Generalization to Constrained Permutations

The framework presented in this paper can be naturally extended to consider only a subset of
permutations that satisfy certain constraints. This generalization is particularly useful in applications
where not all permutations are valid or desirable solutions. The key insight is that our framework can
work with any subset of permutations for which we can efficiently solve the corresponding matching
problem under the given constraints.

I.1 Formal Setup

Let Cn ⊆ Pn be a subset of permutation matrices that satisfy some constraints. We define the
constrained Birkhoff polytope Dn(C) as the convex hull of Cn:

Dn(Cn) =

{
A ∈ Rn×n | A =

∑
P∈Cn

αPP,
∑
P

αP = 1, αP ≥ 0

}
(20)

For this framework to be practical, we require two key properties of the constraint set Cn:

1. Efficient Matching: We must be able to efficiently solve the constrained matching problem
argmaxP∈Cn

⟨P, S⟩ for any score matrix S. This same matching problem is used in two
contexts in our framework: (1) finding the highest scoring permutation in the decomposition
algorithm, and (2) finding the permutation with greatest inner product with the gradient in
the Frank-Wolfe optimization step. The matching problem must be modified to respect the
given constraints while still finding the permutation that maximizes the inner product.
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2. Efficient Initialization: We must be able to efficiently generate points within the con-
strained polytope Dn(C). This is crucial because optimization methods like Frank-Wolfe
require feasible starting points. For many constraint types, finding such initial points is
straightforward.

The continuous decomposition framework can be adapted to work with Dn(Cn) as follows:

Algorithm 5 Constrained Continuous Birkhoff decomposition
Require: A ∈ Dn(C), identifying score matrix S

Ensure: {(αk, Pk)}Mk=1 s.t. A =
∑M

k=1 αkPk,∑
k αk = 1, αk > 0, and Pk ∈ Cn.

k ← 1, B ← A
while B ̸= 0 do

Pk ← argmaxP∈Cn
⟨P, S⟩

αk ← minij{B(i, j) | Pk(i, j) = 1}
B ← B − αkPk

k ++
end while
M ← k
return {(αk, Pk)}Mk=1

For optimization over the constrained polytope, we use the Frank-Wolfe algorithm with constrained
matching:

Algorithm 6 Constrained Frank-Wolfe over Dn(C)
Require: Initial point A0 ∈ Dn(C), score matrix S, step sizes {γt}Tt=1
Ensure: Final doubly stochastic matrix AT ∈ Dn(C)
A0 ← initialize(Dn(C))
for t = 1 to T do

Pt ← argmaxP∈Cn
⟨P,∇FS(At−1)⟩

At ← (1− γt)At−1 + γtPt

end for
return AT

I.2 Key Properties

The constrained version maintains two key properties of the original framework:

1. Continuity: The decomposition remains continuous as long as the constraint set Cn is
fixed and the matching problem under constraints can be solved efficiently. This follows
from the same argument as in the unconstrained case, where we fix an ordering over the
constrained permutations. The continuity of the decomposition implies that the extension
F (A) =

∑
k αkf(Pk) of any function f : Cn → R is also continuous.

2. Rounding: The constrained version inherits all the rounding properties proved for the origi-
nal Birkhoff extension, as the the extension is still a convex combination of permutations.

I.3 Compatible Constraint Types

The framework can handle any constraint set Cn for which the matching problem argmaxP∈Cn
⟨P, S⟩

can be solved efficiently. A key class of constraints that satisfy this requirement are those whose
linear programming relaxation has integral solutions. This means that when we relax the permutation
constraints to allow for doubly stochastic matrices, the optimal solution of the constrained matching
problem is still a permutation matrix. This property ensures that the matching problem can be solved
efficiently using standard linear programming algorithms, and the solution will automatically satisfy
the permutation constraints.
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Most notably this includes LPs with a unimodular constraint matrix and an integer right-hand sides
[45]. The integrality of the LP relaxation is a powerful property that guarantees the existence
of efficient algorithms for solving the matching problem, making these constraints particularly
well-suited for our framework.

A simple but important example is the case of "don’t match" constraints, where certain pairs of
elements are forbidden from being matched. This can be expressed by setting the corresponding
entries in the score matrix S to −∞, effectively making these matches impossible. The LP relaxation
of this constrained matching problem has integral solutions, as the optimal solution will never select a
forbidden match. This basic case demonstrates how the framework can handle even simple constraints
while maintaining its key properties.

J Truncated Birkhoff Extension

In practice, computing the full S-induced Birkhoff decomposition can be expensive. We introduce
a truncated and normalized variant that uses only the first K non-zero terms of the decomposition
while preserving the convex-combination interpretation.
Definition J.1 (Truncated, normalized Birkhoff extension). Let S be an identifying score matrix and
let (αk(A), Pk(A))Mk=1 be the non-zero terms in the S-induced Birkhoff decomposition of A ∈ Dn,
ordered as in Alg. 2. For any K ∈ {1, . . . ,M}, define the truncated normalization factor

ZK(A) =

K∑
k=1

αk(A), (21)

and the normalized coefficients

α̃
(K)
k (A) =


αk(A)

ZK(A)
if k ≤ K,

0 if k > K.
(22)

The truncated Birkhoff extension of f : Pn → R at level K is

F
(K)
S (A) =

K∑
k=1

α̃
(K)
k (A) f

(
Pk(A)

)
, (23)

which satisfies
∑K

k=1 α̃
(K)
k (A) = 1 by construction.

Theorem J.2 (Escaping Local Minima for Truncated Extension). Let f : Pn → R and let F (K)
S be

the truncated, normalized Birkhoff extension at level K > 1. There exists a score matrix S such that
any A ∈ Dn is not a local minimum of F (K)

S .

Proof. The proof parallels that of Thm. 2.11. Choose an identifying score matrix S and choose it so
that some P ∗ ∈ argminP f(P ) is the unique top-scoring permutation under S. Let the S-ordered
decomposition of A be A =

∑
i≥1 αiPi. Define the path A(β) = (1− β)A+ βP ∗, β ∈ [0, 1].

Let J be the set of the top-K permutations (by S) at β = 0 after inserting P ∗ if needed: if
P ∗ /∈ {P1, . . . , PK} then J = {P ∗} ∪ {P1, . . . , PK−1}; otherwise J = {P1, . . . , PK}. Write

SJ =
∑
P∈J

αP , TJ =
∑
P∈J

αP f(P ), f̄J(A) = TJ/SJ .

Since S is identifying, the S-order is strict; hence for all sufficiently small β > 0, the top-K set
along A(β) remains J and all coefficients of terms in J are scaled by (1− β) while P ∗ gains +β.
Therefore

F
(K)
S

(
A(β)

)
=

(1− β)TJ + β f(P ∗)

(1− β)SJ + β
.

Differentiating at β = 0+ gives

d

dβ
F

(K)
S

(
A(β)

)∣∣∣∣
β=0

=
f(P ∗)− f̄J(A)

SJ
≤ 0,
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since f(P ∗) = minP f(P ) ≤ f̄J(A). If the inequality is strict, P ∗ − A is a descent direction and
A is not a local minimum. If equality holds, then f̄J(A) = f(P ∗), so every P ∈ J already attains
the global value and F

(K)
S (A) = f(P ∗), i.e., A already achieves the global minimum of F (K)

S . This
proves the claim for K ≥ 2.

Remark J.3 (Truncated preservation of properties). All properties established for score-induced
Birkhoff extensions continue to hold for the truncated, normalized extension F

(K)
S :

• Efficient computation (Prop. 2). Running Alg. 2 for K iterations yields the truncated decomposition
and F

(K)
S in O(K n3) time (via K maximum-weight matchings), which is ≤ O(n5) as in the full

case.
• Minima correspondence (Prop. 3). For any permutation P , F (K)

S (P ) = f(P ). For any A,
F

(K)
S (A) is a convex combination of {f(Pk(A))}k≤K , so F

(K)
S (A) ≥ minP∈Pn

f(P ). Thus
minA∈Dn F

(K)
S (A) = minP∈Pn f(P ), and any minimizer belongs to Conv(argminP∈Pn

f(P ))
by the same argument as Prop. 3.

• Rounding and approximation (Prop. 4). Using the K permutations returned by the truncated
decomposition, define round

(K)
S (A) = argmink≤Kf(Pk(A)). Since F

(K)
S (A) is an average over

{f(Pk(A))}k≤K , we have f(round
(K)
S (A)) ≤ F

(K)
S (A). The C-approximation transfer follows

identically. For the score-update guarantee (Prop. 4–2), if S′ is sufficiently close to P ∗, then P ∗ is
the top-scoring permutation under S′ and thus appears as the first term, so in particular among
the first K terms for any K ≥ 1; the same argument goes through.

• Dynamic score and escaping local minima. Thm. J.2 provides the truncated analogue of Thm.
2.11; the proof follows the same linearity-along-P ∗ direction combined with normalization.

K Global Lipschitz bound for Birkhoff extension

We now provide an explicit Lipschitz bound for the (non-truncated) score-induced Birkhoff extension
that is independent of the choice of score matrix.
Theorem K.1 (Score-matrix–independent Lipschitz bound). Let f : Pn → R and define the
oscillation ∆f = maxP f(P )−minP f(P ). For any identifying score matrix S and any A,A′ ∈ Dn,

|FS(A)− FS(A
′)| ≤ ∆f

2 ∥A−A′∥1. (24)

In particular, the Lipschitz constant in (24) is independent of S.

Proof. By Prop. 1, FS is a.e. differentiable on Dn with

∇AFS(A) =
∑
ℓ∈L+

(∇Aαℓ(A)) f(Pℓ), L+ = {ℓ : αℓ(A) > 0}.

From Def. 2.3, αℓ(A) is the minimum over the n entries on the support of Pℓ after subtracting earlier
terms. Hence, at points of differentiability,∇Aαℓ is supported on a single entry (the active minimum),
and different ℓ have disjoint supports along the decomposition path. Moreover, since

∑
ℓ αℓ(A) = 1

for all A, we have
∑

ℓ∇Aαℓ(A) = 0 entrywise. Indeed, the map A 7→
∑

ℓ αℓ(A) is the constant
function 1, so its directional derivative in any direction H is zero: 0 =

∑
ℓ⟨∇Aαℓ(A), H⟩. As this

holds for every H , it follows that the matrix
∑

ℓ∇Aαℓ(A) must be identically zero. Using this, for
any scalar c,

∇AFS(A) =
∑
ℓ∈L+

∇Aαℓ(A) (f(Pℓ)− c).

Choosing c = maxP f(P )+minP f(P )
2 centers the values so that |f(Pℓ)− c| ≤ ∆f/2 for all ℓ. Because

each entry of∇AFS(A) receives contribution from at most one ℓ (disjoint supports), it follows that

∥∇AFS(A)∥∞ ≤ ∆f

2 .

Along the segment At = (1− t)A+ tA′, the fundamental theorem of calculus gives

FS(A
′)− FS(A) =

∫ 1

0

⟨∇AFS(At), A
′ −A⟩ dt,
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where ⟨·, ·⟩ denotes the Frobenius inner product. Then |⟨X,Y ⟩| ≤ ∥X∥∞ ∥Y ∥1 for matrices X,Y
yields

|FS(A
′)− FS(A)| ≤

∫ 1

0

∥∇AFS(At)∥∞ dt ∥A′ −A∥1 ≤ ∆f

2 ∥A
′ −A∥1,

where we have applied the uniform bound on ∥∇AFS∥∞ a.e. along the segment.

L GPU friendly maximum perfect matching

We present a suboptimal randomized algorithm for the Maximum Weight Perfect Matching problem
in bipartite graphs, with a runtime of O(n3). While this problem can be solved deterministically
in O(n3) time, and more efficiently in O(nω) time using randomized algorithms with low failure
probability [37, 44], our goal is different: we aim to design an algorithm that is simple to implement
and efficient on a GPU. Our algorithm runs in O(n3) time and returns a perfect matching with weight
at least half of the optimal.

Let G = (U, V,E) be a bipartite graph, where |U | = |V | = n, U = {u1, ..., un}, V = {v1, ..., vn}.
Let A(G)i,j be a random number from {1, ..., R} if (ui, vj) ∈ E, otherwise A(G)i,j = 0. Here R is
chosen to be large enough e.g., R = nO(1) and the matrix A is known as random adjacency matrix of
G. The matrix A(G) has nice properties some of which we use here to design our algorithm. First
the rank of A(G) is at most equal to the size of the maximum matching and the equality holds with
probability at least 1−n/R. More importantly, if G has a perfect matching then with high probability
det(A(G)) ̸= 0, and so A(G) is invertible. Rabin and Vazirani [41] showed that

Theorem L.1. With high probability, A(G)−1
i,j ̸= 0 if and only if graph G− {ui, vj} has a perfect

matching.

In particular for edge e = (ui, vj), A(G)−1
i,j ̸= 0 if and only if e is allowed, i.e. is contained in

a perfect matching. We use this result and the techniques developed by [37] to design our greedy
algorithm for finding a maximum weight perfect matching. We note that in the worst case our
algorithm returns a perfect matching with weight at least 1/2 of the optimal one.

Algorithm 7 2-approximation maximum weight perfect matching
Require: Bipartite graph G
B = A(G)−1

M = ∅
for c = 1 · · ·n do

Find maximum weight edge (uc, vr) that is an allowed edge in G −M i.e. row r, not yet
eliminated, and such that Br,c ̸= 0 and A(G)c,r ̸= 0.

eliminate the r-th row and the c-th column of B
Add (uc, vr) to M

end for
return M

Theorem L.2. Algorithm 7 runs in time O(n3) and with high probability returns a perfect matching
M such that the weight of M is at least 1/2 times the weight of the optimal matching.

Proof. The proof that Algorithm 7 runs in time O(n3) and with high probability returns a perfect
matching follows from [37]. The approximation guarantee follows from our greedy selection among
the feasible edges at each iteration.
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• If this information is not available online, the authors are encouraged to reach out to
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Question: Does the paper describe the usage of LLMs if it is an important, original, or
non-standard component of the core methods in this research? Note that if the LLM is used
only for writing, editing, or formatting purposes and does not impact the core methodology,
scientific rigorousness, or originality of the research, declaration is not required.
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for what should or should not be described.
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