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Abstract

Recent research has increasingly focused on reconciling the reasoning capabili-
ties of System 2 with the efficiency of System 1. While existing training-based
and prompt-based approaches face significant challenges in terms of efficiency
and stability, model merging emerges as a promising strategy to integrate the
diverse capabilities of different Large Language Models (LLMs) into a unified
model. However, conventional model merging methods often assume uniform
importance across layers, overlooking the functional heterogeneity inherent in
neural components. To address this limitation, we propose Activation-Guided
Consensus Merging (ACM), a plug-and-play merging framework that determines
layer-specific merging coefficients based on mutual information between activa-
tions of pre-trained and fine-tuned models. ACM effectively preserves task-specific
capabilities without requiring gradient computations or additional training. Exten-
sive experiments on Long-to-Short (L2S) and general merging tasks demonstrate
that ACM consistently outperforms all baseline methods. For instance, in the
case of Qwen-7B models, TIES-Merging equipped with ACM achieves a 55.3%
reduction in response length while simultaneously improving reasoning accuracy
by 1.3 points. Our code is available at ACM

1 Introduction

The cognitive evolution of LLLMs has progressed from System 1 to System 2 paradigms [16), 146,
characterized by the emergence of advanced reasoning models like OpenAl’s 01/03 [29] 30], QwQ
[31]], and DeepSeek-R1 [6]. System 1 implementations [3, 7], such as GPT-4o [28]], LLaMA-3 [7,
DeepSeek-V3 [5]], leverage rapid intuitive processing for immediate responses but struggle with
complex reasoning tasks. In contrast, System 2 architectures are fine-tuned with extended thinking
chains to promote deliberate analysis through iterative self-assessment, error mitigation, and verifi-
cation, albeit facing challenges related to redundancy. This dual-system dichotomy motivates the
Long-to-Short (L2S) framework [37], which seeks to reconcile System 2’s analytical depth with
System 1’s operational efficiency. Beyond computationally intensive training-based approaches
[L} [10] and instability-prone prompting methods [23]], a promising alternative lies in model merg-
ing techniques to seamlessly integrate System 2 models with their counterparts without incurring
additional computational overhead [40].
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Model merging [[11} [39] refers to the process of integrating the parameters of a pre-trained (PT)
model with those of multiple fine-tuned (FT) models to create a single unified model. This approach
aims to enhance performance, generalization, and robustness by leveraging the strengths and diverse
insights of each individual model. Within the framework of model merging, task vectors [[L1] have
emerged as essential components for encoding task-specific knowledge representations. Defined
as parametric deltas between pre-trained and fine-tuned model weights, these vectors theoretically
enable cross-model capability integration through linear arithmetic operations. Current task vector-
based techniques [42] |45]] predominantly use static coefficient protocols that enforce uniform scaling
across all parameters and tasks. This simplification assumes uniform task relevance across all neural
weights, regardless of their layer-specific functional criticality. However, layer importance is often
heterogeneous. In tasks such as L2S, layers critical for specific functions, such as the Im_head layer
for generation length control, may require different weighting coefficients than other layers. To
mitigate the problems, recent efforts utilize gradients [[19] or activations [27] to derive layer-specific
coefficients for task vectors. Nonetheless, these methods either overlook inter-model relationships by
solely focusing on PT model’s activations or necessitate complex backpropagation.

In this work, we tackle the aforementioned challenges by theoretically analyzing how activation
values relate to weight salience, then designing customized layer-specific weighting coefficients to
avoid complex gradient calculations. Mutual information (MI) is selected to measure activations,
as it can select features that are highly relevant while preserving critical information, quantifying
feature redundancy [8},[14]. Specifically, we propose Activation-Guided Consensus Merging (ACM),
a novel and efficient approach based on activation MI among models. Different from the previous
element-wise activation merging method [27], which concentrates on maintaining the pre-trained
model’s capacity, our ACM first computes layer-wise activations for both PT and FT models using a
shared calibration dataset. Next, ACM measures the mutual information (MI) between corresponding
PT and task-specific FT activations at each layer, normalizing these values to obtain layer-specific
weighting coefficients. The overall framework is presented at Figure[I] Crucially, these coefficients
are inversely proportional to the mutual information scores, layers with higher similarity (greater MI)
receive lower weights to reduce redundancy, while layers showing significant divergence (lower MI)
are assigned higher weights to preserve FI-specific capabilities.

Overall, our contributions include: 1) We analyze the correlation between activation space and weight
salience, propose a novel merging approach dubbed as ACM, which leverages MI to compute the
weight coefficients of each layer. 2) Extensive experiments in the L2S merging scenario demonstrate
ACM’s efficiency in maintaining performance and reducing redundancy compared to both training-
based and traditional merging baselines. For instance, in the case of Qwen-7B models, TIES-Merging
equipped with ACM achieves a 55.3% reduction in response length while simultaneously improving
reasoning accuracy by 1.3 points. 3) General merging tasks further validate ACM’s soundness and
efficacy. The results show that ACM serves as a plug-and-play solution, consistently improving the
performance of existing merging methods.

2 Related Work

Long-to-Short Reasoning The paradigm shift in LLM has evolved from rapid, straightforward
System 1 reasoning to deliberate, analytical System 2 reasoning frameworks [13} [16] [35]. While
System 1 models demonstrate proficiency in generating intuitive responses with low latency, their
performance degrades significantly when confronted with complex tasks. In contrast, System 2 models
employ recursive self-evaluation mechanisms and error correction protocols to enhance correctness
and robustness in multi-step reasoning scenarios. However, this methodological rigor introduces
computational inefficiencies, generating excessively verbose responses. Recent advancements in L2S
reasoning [37]] have emerged as a promising direction to address this fundamental trade-off.

Current research prioritizes two complementary strategies for optimizing reasoning efficiency, namely
Chain-of-Thought (CoT) compression and task-adaptive computation allocation. The former approach
targets semantic distillation of reasoning paths. For example, TokenSkip [41] implements hierarchical
token importance scoring followed by strategic omission, while CoT-Valve [24] optimizes param-
eter space trajectories through gradient-guided step size modulation. For computational resource
allocation, O1-Pruner [23] integrates reinforcement learning (RL) with curriculum-based sampling
to prioritize high-complexity tasks, whereas DAST [33] establishes a token-length difficulty metric
to dynamically calibrate reward functions. Parallel efforts explore budget-aware RL frameworks
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Figure 1: Overall framework of our Activation-Guided Consensus Merging Method, which extracts
task-specific layer-wise activation patterns from a shared calibration corpus, quantifies their mutual
information with the base model, and performs a weighted synthesis of parameters across models.
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for adaptive reasoning length control [1} [10]. Despite progress in prompt engineering techniques
[23L 37], like few-shot response truncation and conciseness-oriented demonstration design [26]],
these methods exhibit critical limitations. Their performance demonstrates pronounced sensitivity to
different models and prompts, resulting in inconsistent generalization across task domains.

To alleviate the aforementioned challenges, model merging emerges as a promising strategy to
integrate the simplicity of System 1 with the accuracy of System 2, maintaining stable performance
without the need for training overhead.

Model Merging Model merging has emerged as a paradigm-shifting alternative to conventional
training-based approaches, enabling the integration of multiple task-specific models into a unified
one [43]]. This technique demonstrates superiority in several scenarios: (1) performance improvement
through checkpoints merging [[L1}42]; (2) effective mitigation of catastrophic forgetting via parameter-
space reconciliation [2], and (3) realization of adaptive long-to-short reasoning capabilities [37].

Task vectors[[11] have recently dominated the field of model merging. These methods can be system-
atically classified into three categories, including 1) arithmetic merging operates fine-tuned features
as directional task vectors in parameter space [[11,139, 42| |45]. These approaches perform algebraic
operations (e.g., linear combinations or magnitude normalization) to derive consolidated models; 2)
low-rank-based merging leverages singular value decomposition (SVD) to identify latent low-rank
structures within task vectors [21, [22]]. Such methods achieve efficient merging through principal
component retention while preserving critical task-specific information, and 3) activation-based
merging incorporates input-driven activations [[19}[27]] and sensitivity-aware balancing mechanisms,
thus dynamically adjusting parameter weights based on given context. Parallel to these approaches,
Mixture-of-Experts (MoE) based merging strategies [20} 34] constitute a distinct research direction.
However, their architectural modifications and model size adjustments place them beyond the scope
of parameter-space merging techniques discussed in this work.

Notably, recent works [37}40] have revealed the exceptional efficacy of model merging on Long-to-
Short reasoning tasks, particularly through activation-based methods. Although these approaches
[19,27] demonstrate superior performance across diverse tasks and model scales, they still exhibit
significant limitations on the usage of activations, focusing solely on the activations of the pre-trained
model, or requiring complex gradient calculations, which motivates our further exploration.

3 Methodology

3.1 Preliminaries

Unveiling the Activation-Weight Salience Relation Practically, the salience of model parameters
is assessed through statistical analysis of activation patterns using a calibration dataset [[18} 27, 32].



For a given layer characterized by a weight matrix W € RY*M we analyze its parameter sensitivity
by introducing a perturbation matrix AW € RV*M resulting in perturbed weights defined as
W' = W + AW. For an input vector € R, the transformation of the perturbed layer can be
expressed as y' = W' = W + xAW.

Let us examine the differential output resulting from weight refinement, defined as Ay := 3 —y =
o(W'z) — o(Wz). By applying Taylor’s expansion to the activation function o, we derive:

Ay =oc(W'z) —o(Wx)
=o(Wa) + (Vo(Wz), Wz — Wa) + O(|W'z — Wzl|?) — o(Wz)
= (Vo(Wz), AWz) + O(| AW ||?)
~ (Vo(Wz), AWz),

where the higher-order term O(||AW||?) is negligible due to the sufficiently small magnitude of the
weight perturbation.

Based on this approximation, we formally define the weight salience S(TW) with respect to calibration
input z as follows:

S(W;z) :=(Vo(Wx),AWz), SW):= sup S(W;z).

llzll=1

In the specific case where o is the activation function, we observe that Vo € {0, 1}. Consequently,
the weight salience for the activation function is bounded by S(W) < supy, = (1, AWz) < [AW]].
The derived weight salience S(W) reflects activation function sensitivity via gradient-perturbation
interactions, revealing how parameter importance emerges from the interplay between weight changes
and activation responses.

Mutual Information Mutual Information (MI) is a statistical measure that quantifies the depen-
dency between two random variables, defined as:

I(X;Y) =) Zp(w)logf(x,m 1)

o=y Gt (@)p(y)

This measure indicates how much knowledge of one variable reduces the uncertainty of the other.
In feature space, MI assists in selecting features that are highly relevant to the target task, ensuring
the preservation of critical information [3} 14} 50]. Additionally, MI quantifies feature redundancy,
enabling the optimization of objective functions to minimize this redundancy|8}, 48]]. The essence of
model merging is to integrate complementary information from various models or features, and MI
can assist in enhancing merging effectiveness.

In our preliminary attempts, we also considered Kullback-Leibler divergence and cosine similarity to
measure model relationships.

* KL divergence is asymmetric; for instance, with P = [0.9,0.1] and @ = [0.5,0.5], we
found Dkr,(P || @) =~ 0.368 and Dkr,(Q || P) =~ 0.511, leading us to exclude this metric.

» Cosine similarity exhibits substantial variability across layers, approximately ranging from
0.25 to 0.8, which can negatively impact performance, as prior studies emphasized that
weight coefficient fluctuations should be minimal[19]. Furthermore, the range of cosine
similarity is (—1, 1), complicating the interpretation of negative values.

Therefore, We chose MI as a robust tool for examining model relationships.

3.2 Activation Consensus Merging

Consider the merging of N specific models with parameters 61,05, ...,0y, all derived from a
common PT backbone 6. The goal of the merged model Oergeq is to effectively handle multiple tasks
simultaneously. Each fine-tuned model’s capabilities are encapsulated by task vectors [11], defined
as the difference between the task-tuned parameters and the PT backbone: §; = 0; — 6y, fori €
{1,..., N}. Based on the task-vector, a single, static merged model is formulated as:
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As previously noted, due to the differing importance and characteristics of each layer, it is essential
to employ distinct weight coefficients rather than a uniform coefficient for all layers. Given a task-
agnostic representative calibration corpus D, we can feed the calibration data into the models to
obtain activations. We denote the layer-wise activations of a model as A}, A%, ..., A¥, where k
indicates layer index. Subsequently, we can derive the mutual information between the PT and FT
models of each layer across the calibration dataset as:

If = I(Ag, AY), keK

The mutual information values can be relatively large, whereas the range of the weight coefficients
is typically constrained between 0 and 1 [42]45]. To ensure consistency, we employ the sigmoid
function for normalization, as described below:

1

Foq_
M=l

i 2
where t is the hyperparameter, practically ranging from -1 to 1, and \¥ represents the layer-specific
importance of each task vector. A lower coefficient indicates higher mutual information, suggesting
significant overlap between the two models. In the context of L2S tasks, this overlap may correlate
with shared fundamental generative capabilities, thereby justifying smaller weight coefficients.
Conversely, a higher weight coefficient may signify that those particular weights play a more critical
role in enhancing reflective capabilities.

Overall, the merged layer k for the model Operged s €xpressed as:

N
, 1 ,
erl;wrgedzeg_kﬁz)‘f'éfa ke K 3
i=1

We perform the above operations on each layer to obtain the merged model. The overall framework
can be found in Figure [l We would like to highlight that our method is plug-and-play, aiming to
identify the optimal weight coefficients A\¥. These coefficients can be seamlessly integrated into
various existing task-vector-based merging methods, such as TA [11] and TIES-Merging [42].

4 Experiments

We evaluate our method on both Long-to-Short merging tasks and general model merging tasks. The
results show that our approach consistently outperforms existing merging strategies across diverse
benchmarks, demonstrating stronger cross-task adaptability and knowledge integration capabilities.

4.1 Long-to-Short Merging

Models and Datasets Long-to-Short Merging aims to combine the strengths of fast (System
1) and slow-thinking (System 2) models, achieving high accuracy with reduced redundancy. To
evaluate, we conducted experiments across various model sizes and tasks, utilizing Qwen2.5-Math
(1.5B, 7B), Qwen2.5 (14B, 32B), and their corresponding DeepSeek-R1 distilled series models [6].
Model performance is assessed on established reasoning datasets, including GSM8K [4], MATH500
[[L7], Minerva Math [15]], Olympiadbench [9], College Math [36], and AIME 202 To ensure
reproducibility, we employed the public evaluation toolkit provided by QwenLM ﬂ adhering to their
recommended versions of dependencies. Code generation capabilities are measured on HumanEval-
Pro [47] and LiveCodeBench [12]]. Following DeepSeek-Al et al. [6], fast-thinking models are
evaluated in a few-shot context, while slow-thinking models are in a zero-shot framework.

"https://huggingface.co/datasets/Maxwell-Jia/AIME_2024
*https://github.com/QwenLM/Qwen2.5-Math



Table 1: Evaluations of different model merging methods on Qwen-7B models. The number in ()

indicates the average response length on the dataset. Length reduction comparisons are conducted
with R1, the superior results of the merging methods on each benchmark are highlighted in bold.

Bench Minerva  Olympiad College
Method GSM8K  MATHS500 Math Bench Math AIME24 Avg.
Qwen2.5-Math-7B 88.9 522 12.1 17.5 22.6 33 03
(130.2) (526.2) (956.7) (1259.2) (794.8) (1528.0)
DeepSeck-R1-7B 89.3 87.4 36.4 51.0 39.8 233 545
IR () (v Clebie) (@R (0609 (o)) I
DPO 89.6 88.4 33.8 48.6 39.7 40.0 56.7
(983.6) (2587.1) (2304.9) (4932.3) (2073.5)  (7029.5) (-15.0%)
Arithmetic Merging Methods
. 81.6 78.2 30.9 37.9 36.1 26.7 48.6
Average Merging
(636.4) (1416.7) (2277.4) (3202.2) (2065.7)  (5964.8) (-34.6%)
. . 90.5 83.4 41.9 45.0 40.3 20.0 535
Task Arithmetic —
(617.5) (1617.4) (1416.2) (2650.6) (1443.9)  (3594.6) (-48.7%)
TIES-Merging 90.6 81.8 38.2 43.0 41.9 33.3 54.8
(552.2) (1492.9) (1349.2) (2473.7) (1287.8)  (3302.1) (-53.0%)
DARE 84.0 75.4 29.4 35.7 36.2 233 47.3
(815.6) (2237.1) (2317.8) (3266.3) (2072.1)  (3803.1) (-30.6%)
DARE-TA 87.9 84.0 29.4 41.6 383 26.7 51.3
(600.4) (1703.9) (1567.2) (2774.8) (1533.9)  (3454.2) (-47.0%)
DARE-TIES 89.6 82.4 375 413 40.2 233 524
(584.3) (1589.4) (1307.4) (2655.5) (1378.5)  (3579.9) (-50.4%)
Activation-based Merging Methods
AIM 90.8 83.0 40.8 46.4 423 26.7 55.0
(540.6) (1374.5) (1229.8) (2323.8) (1249.6)  (3265.9) (-55.3%)
. 91.2 83.4 415 439 40.2 30.0 55.0
Sens-Merging
(604.2) (1613.3) (1402.1) (2673.0) (1454.0)  (3355.8) (-49.4%)
ACM-TA 90.6 83.8 38.6 46.7 40.1 33.3 55.5 (+1.0)
(652.4) (1636.1) (1514.1) (2706.2) (1494.5)  (3409.9) (-47.4%)
ACM-TIES 92.2 84.0 38.6 46.4 40.3 33.3 55.8(+1.3)

(5383)  (1450.1)  (1153.1)  (2356.8)  (1284.6) (30764)  (-55.3%)

For activation-based merging, the s1K dataset [25] is used as the calibration data, which provides
aligned short- and long-CoT answers for each question. The dataset containing about 1000 pieces of
data is first clustered by the K-means algorithm into 20 categories, followed by an even sampling of
10% of the total data. To enhance numerical stability, we perform a translation transformation by
subtracting the maximum MI obtained from different data pieces. The maximum sequence lengths
for quick and slow-thinking models are set to 8K and 10K, respectively. All models are uploaded
and evaluated with the BF16 data type. We report the average scores across five runs with different
random seeds.

Baselines We evaluate the effectiveness of our ACM by comparing it with individual task-specific
models and established model-merging techniques, including Average Merging, Task Arithmetic
(TA) [L1], TIES-Merging [42], DARE [45]], AIM [27], and Sens-Merging [[19]. TA enhances the
merging process by introducing task vectors, demonstrating that simple arithmetic operations on
these vectors can effectively generate a merged output. DARE and TIES utilize pruning-then-scaling
methods to merge these vectors, based on the premise that not all parameters contribute equally to
overall performance. AIM and Sens-Merging are designed to be plug-and-play, allowing them to
integrate seamlessly with the existing methods by assigning layers with different importance weights.
AIM computes only the PT model’s activations, overlooking the FT model’s task characteristics.
Sens-Merging requires complex backpropagation to calculate sensitivity.

Hyperparameters Both the baseline methods and our ACM-enhanced methods use the same range
of weight coefficients for fair comparison. When applying Task Arithmetic, we utilize a scaling
coefficient of A = 0.7 by default. This choice ensures that the task vector’s original magnitude



Table 2: Evaluations of various model merging methods on Qwen-1.5B models.

Bench Minerva  Olympaid College
Method GSM8K  MATHS500 Math Bench Math AIME24 Avg.
Qwen2.5-Math 759 36.2 11.4 22.8 5.6 0.0 253
1.5B (118.1) (411.0) (1036.8) (607.7) (864.9) (864.9) '
DeepSeek-R1 76.6 69.6 15.1 30.4 342 20.0 41.0
1.5B (2743.3) (4508.2) (6374.2) (7389.3) (4058.1)  (8952.3) '
. 26.6 12.2 7.4 5.6 49 0.0 9.5
Average Merging
(3248.7) (3890.6) (3706.0) (3928.6) (3853.4)  (3977.3)  (-24.11%)
. . 74.5 62.6 21.0 28.6 28.9 10.0 37.6
Task Arithmetic
(549.7) (1619.4) (1671.0) (2588.6) (1321.7)  (3395.3) (-68.7%)
TIES-Merging 75.7 66.2 22.1 30.8 29.6 10.0 3_9._1 ’
(414.0) (1038.5) (1066.8) (1963.7) (876.7) (2901.0) (-75.5%)
AIM 38.7 35.4 11.4 22.8 5.6 16.7 21.8
(1084.9) (2034.7) (2510.9) (3301.9) (1464.6)  (2105.1) (-61.9%)
. 71.3 63.8 24.8 28.9 30.5 13.3 38.8
Sens-Merging
(720.0) (1611.3) (1774.1) (2683.8) (1394.7)  (3546.7) (-66.7%)
ACM-TA 76.8 68.8 253 31.1 29.6 16.7 41.4(+0.4)
(438.0) (1309.6) (1214.7) (2291.6) (1067.3)  (3240.9) (-73.7%)
ACM-TIES 78.4 714 28.7 33.8 37.9 10.0 43.3(+2.3)

(962.1) (1235.6) (1350.5) (1849.6) (848.5) (2688.5) (-73.5%)

is maintained when integrated with the pretrained backbone. In contrast, the DARE technique is
more susceptible to changes in both the scaling coefficient, A, and the drop rate, . Consequently, to
obtain stable performance with DARE, we configure its scaling coefficient to A = 0.7 and its default
drop rate to » = 0.3. For AIM, we utilize w = 0.4 as recommended. As for Sens-Merging and
TIES-Merging, we consistently follow settings reported by previous work [40]] for different models.
For our ACM, we sett = 0.7.

Main Results As presented in Tables[T]and [2] we provide the results for the 1.5B and 7B models.
For comprehensive results regarding the code benchmark and experimental details for the 14B and
32B models, please refer to Appendix [A] The following observations can be derived:

(1) ACM exhibits substantial improvements in accuracy across various model scales. For the
7B model (Table E]) ACM-TA and ACM-TIES achieve average accuracies of 55.5% and 55.8%,
respectively, outperforming both task vector merging methods (e.g., Task Arithmetic at 53.5%)
and activation-based approaches like AIM (55.0%). With the 1.5B model (Table [2), ACM-TA
and ACM-TIES attain accuracies of 41.4% and 43.3%, significantly surpassing TIES-Merging
(39.1%) and Sens-Merging (38.8%). Experiments on larger models (14B and 32B) further confirm
ACM’s effectiveness, with integrated TA and TIES strategies consistently enhancing performance.
These results underscore the necessity of establishing appropriate layer-specific weight coefficients.
ACM systematically derives these coefficients for each layer by analyzing the mutual information
relationships among the models, thereby enhancing performance.

(2) ACM significantly mitigates redundant outputs while enhancing inference efficiency in
smaller-scale models. Figure [6| demonstrates that ACM-TA and ACM-TIES achieve sequence
lengths of approximately 1,000 tokens in the 1.5B code generation task, significantly shorter than the
6,000+ tokens required by the DeepSeek counterpart. Similar trends are observed for the 14B code
task (Table[8). In mathematical reasoning tasks, ACM-TIES reduces sequence length by 55.3% for
the 7B model (Table[I)) and 73.5% for the 1.5B model (Table [2), highlighting ACM’s efficiency in
compressing outputs without compromising performance.

Specifically, consistent with previous findings [40], we observed that response length positively
correlates with question difficulty. Furthermore, as shown in the appendix the merged model
retains reflective capabilities; however, reflection frequency has decreased due to the PT fast-thinking
model. According to our careful case study, while the merged model maintains favorable reasoning
ability, it avoids redundant reflection on simpler mathematical problems, such as those in GSM8K,
thereby reducing response length.
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Figure 2: The impact of weight coefficients of

the task vector-based merging on Qwen-14B  Figure 3: Layer-wise coefficients across different
models. As weight coefficients increase, accu-  task-specific models, with the Top-5 coefficients
racy improves while response length grows. highlighted in red.

Table 3: Evaluation of various methods integrating three LLaMA series models. Our ACM demon-
strates an improvement combined with other approaches. Comparisons are conducted with baseline
merging methods, the superior results among them on each benchmark are highlighted in bold.

Bench GSM8K HellaSwag MBPP-Pro Avg.
Method

Llama-2-7b-hf 16.60 69.01 3.17 29.59

MammoMATH 46.45 67.09 11.10 41.55

codellama-7b 17.13 30.18 29.10 25.47

TA 23.58 69.05 6.61 33.08

TIES 22.90 68.98 8.99 33.62
ACM-TA 23.68 (+1.0)  69.27 (+0.22 6.55 (-0.06) 33.18 (+0.1)
ACM-TIES 22.82 (-0.08)  69.16 (+0.18)  9.11 (+0.12)  33.70(+0.08)

(3) ACM highlights the necessity of layer-specific coefficients in model merging. As depicted in
Figure[d] the weight coefficients between the Im_head layer and the embed layer in the L2S task are
considerably lower than those of the intermediate layers, with the mutual information in the former
being around 4, whereas the mutual information in the intermediate layers is approximately 2.5. This
discrepancy may stem from the knowledge distillation process between the slow- and fast-thinking
models: shared pretrained semantic representations at these layers necessitate only minimal parameter
adjustments during alignment. Notably, this pattern persists consistently across models of varying
scales, underscoring the robustness of the observed behavior.

(4) Balancing accuracy improvement and length reduction in larger-scale models proves chal-
lenging. Experiments show that in large models like the 14B and 32B, setting the task vector
coefficient around 0.7 improves accuracy but difficulty achieving notable length reduction as smaller
models, sometimes even exceeding that of the slow-thinking model, aligning with the findings in
Wau et al. [40]. Moreover, Figure 2]explores that higher weight coefficients enhance slow-thinking
features, resulting in longer outputs and improved accuracy. Smaller models, however, can gain
accuracy while maintaining shorter lengths. This discrepancy arises from the significant parameter
redundancy in large models, which enables the coexistence of both fast and slow-thinking modes,
complicating the process of length reduction.

Further analysis highlights that task characteristics affect the accuracy-length trade-off. As shown in
Table[8] the 14B model compresses output length while enhancing accuracy in coding tasks, due to
strict syntactic constraints and clear logical goals. This enables effective elimination of redundancy
while ensuring semantic correctness. In contrast, reasoning tasks are more prone to conflicts between
accuracy and length due to a lack of structural constraints.

4.2 General Model Merging

Models and Datasets We further validate our ACM approach on general model merging tasks,
ensuring that the merged model retains the capabilities of the baseline models. In addition to Qwen,
we also apply our ACM to the LLaMA architecture by merging multiple LLaMA-based FT models
and compare against strong baselines, including Llama-2-7b-hf [3§]], MammoMATPﬂ a fine-tuned

*huggingface.co/TIGER-Lab/MAmmoTH-7B
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version for mathematical reasoning, and CodeLlama—7b-hiﬂ a code-specialized model designed for
general code synthesis and understanding. We assess performance on GSM8K, a dataset of grade
school math word problems; HellaSwag [49]], a commonsense reasoning benchmark; and MBPP-Pro
[47], a dataset of Python code generation problems.

Main Results To ensure the merged model retains the capabilities of all individual models, we
set the hyperparameter for the TA method to 0.2, while the TIES method uses coefficients of 0.7
and 0.2, respectively. Accordingly, the hyperparameter ¢ for our ACM method is set to -1.8. Table[3]
illustrates the effectiveness of the ACM method when integrated with existing approaches to enhance
the performance of LLaMA-based models across three benchmark tasks. The baseline models exhibit
distinct performance characteristics on these benchmarks. When combined with the TA and TIES
methods, the ACM method demonstrates varying degrees of improvement. Notably, the merging
methods yield limited performance on the MBPP-Pro and GSM8K tasks compared to the baseline,
likely due to the low TA coefficient and the relatively inferior performance of two of the three models.
In contrast, both ACM-TA and ACM-TIES achieve more consistent improvements on HellaSwag,
where the baseline models align more closely. The incorporation of ACM enhances robustness and
generalization capabilities, particularly in scenarios with limited model diversity and strategically
optimized weight allocation. These findings highlight ACM’s feasibility as a versatile and effective
strategy for synergistically combining multiple large language models across various domains.

Additionally, Figure [3|also demonstrates that different models and tasks require distinct layer-wise
coefficients for optimal performance. The uneven distribution of coefficients across layers, along with
the task-specific focus on certain layers, emphasizes the necessity for adaptive weighting strategies.

5 Further Analyses

Ablation Study on Hyperparameter To investigate the sensitivity of our model merging frame-
work to the hyperparameter ¢, we conducted an ablation study analyzing its impact on layer-wise
weight coefficients, as shown in Figure ] The results demonstrate that varying ¢ within the range
[0.5, 0.9] induces only minor fluctuations in the learned weights across all layers. This highlights
the robustness of our adaptive weighting mechanism to hyperparameter choices. Moreover, our
findings indicate that across experiments involving models ranging from 1.5B to 32B, the ACM
method consistently yielded favorable outcomes with a fixed hyperparameter 0.7. In contrast, the
Sens-Merging method displayed significant variability, with its temperature coefficient fluctuating
between 1 and 6, while the scaling coefficient varied from 0.4 to 0.8. A similar trend was observed in
the TIES-Merging method. Collectively, these results suggest that the ACM method exhibits superior
robustness, both in terms of the number of hyperparameters and the breadth of parameter adjustments.

*https://huggingface.co/codellama/CodeLlama-7b-hf



Table 4: Effect of the number of calibration data. Table 5: Effect of different random seeds.

Pieces 20 50 100 200 300 seeda seedb seedc
Acc. 914 90.8 92.2 91.8 92.1 Acc. 91.9 91.7 924
Length 623.63 624.17 5383 585.65 603.0 Length 55833 553.58 541.41
Table 6: Effect of different clusters. Table 7: Performance on IFEval.
Clusters  random 10 20 30 prompt-level instruction-level
Acc. 88.6 91.1 91.8 91.6 TIES 18.48 30.58
Length 643.4 602.2 5383 586.7 ACM-TIES  20.15 (+1.67) 31.06 (+0.48)

Ablation Study on Calibration Dataset We evaluate the robustness of ACM from multiple
dimensions, including the number of sampled calibration data pieces, the number of clusters employed
prior to sampling, the choice of random seeds, and the use of distinct calibration datasets. The
Experiments are conducted on Qwen2.5-Math-1.5B model series. Tabel @] indicates that once the
number of calibration data points reaches 100, accuracy remains high while length remains short.
We also analyzed the weight coefficients at this threshold. When the number of data is below
100, the distribution of weight coefficients fluctuates significantly, with the top five layers showing
considerable variation. Conversely, when the count exceeds 100, these characteristics stabilize. This
trend is similar across models such as 1.5B and 14B. Thus, we advocate for a 10% sampling rate in
our experimental design. We also present the results of the 7B model using different sampling seeds
in Table[5] It is evident that our clustering and sampling methods are both reasonable and robust.
Additionally, we investigated the effects of varying the number of clusters. Table [ demonstrates that
random clustering results in suboptimal performance, indicating possible imbalance in the dataset’s
distribution. Notably, with and beyond 20 clusters, we observed improved accuracy and reduced
length, suggesting that clustering then sampling effectively mitigates data imbalance. We further
validate the effectiveness of ACM using calibration datasets other than S1K; detailed experimental
results are provided in the Appendix[A.4]

Broader Task We additionally selected the IFEval dataset [51] —a benchmark for instruction
following—to evaluate our method. For simplicity, we use 1.5B Qwen model and choose TIES as
our baseline. The experimental results are shown in Table[7] We find that on the instruction-following
dataset, ACM can further enhance the model merging performance of TIES, thereby further validating
the effectiveness of our ACM approach.

Comparison with RL-based Methods Figure 5 presents a comparative analysis of our proposed
method (ACM-TA) against both the baseline model and RL-based training methods in terms of
accuracy-length trade-off. Our approach demonstrates three key advantages: 1) It not only improves
Deepseek-R1’s accuracy by approximately 1.2%, but also achieves about 51% length reduction
rate; 2) Despite requiring no training cost, ACM-TA matches the length compression efficiency of
training-intensive methods like L1-Max [[1] (about 52%) and ThinkPrune (about 50%) [10]], though
the accuracy improvement is relatively limited compared to training-based methods; 3) Compared
to its non-training counterpart Task Arithmetic (TA), ACM-TA turn TA’s 10% accuracy drop at
40% compression to slight performance improvement at 50% compression. This highlights our
method’s unique ability to simultaneously enhance model accuracy and efficiency through adaptive
merging. Besides, our training-free ACM method requires only tens of seconds to one or two minutes
(depending on model size), exhibiting extremely low time overhead and high efficiency.

6 Conclusion

We propose ACM, a novel and efficient activation-based model merging method, which analyzes the
MI of activations between models to calculate appropriate weight coefficients. Experimentas on L2S
reasoning tasks and general merging tasks demonstrate the effectiveness of ACM. Further comparison
with RL-based approaches indicates that our method can achieve comparable length reduction on the
L2S task without training. We believe our work can inspire future research in this field.
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NeurlIPS Paper Checklist

The checklist is designed to encourage best practices for responsible machine learning research,
addressing issues of reproducibility, transparency, research ethics, and societal impact. Do not remove
the checklist: The papers not including the checklist will be desk rejected. The checklist should
follow the references and follow the (optional) supplemental material. The checklist does NOT count
towards the page limit.

Please read the checklist guidelines carefully for information on how to answer these questions. For
each question in the checklist:

* You should answer [Yes] , ,or [NA].

* [NA] means either that the question is Not Applicable for that particular paper or the
relevant information is Not Available.

* Please provide a short (1-2 sentence) justification right after your answer (even for NA).

The checklist answers are an integral part of your paper submission. They are visible to the
reviewers, area chairs, senior area chairs, and ethics reviewers. You will be asked to also include it
(after eventual revisions) with the final version of your paper, and its final version will be published
with the paper.

The reviewers of your paper will be asked to use the checklist as one of the factors in their evaluation.
While "[Yes] " is generally preferable to " ", itis perfectly acceptable to answer " " provided a
proper justification is given (e.g., "error bars are not reported because it would be too computationally
expensive" or "we were unable to find the license for the dataset we used"). In general, answering
" "or "[NA] " is not grounds for rejection. While the questions are phrased in a binary way, we
acknowledge that the true answer is often more nuanced, so please just use your best judgment and
write a justification to elaborate. All supporting evidence can appear either in the main paper or the
supplemental material, provided in appendix. If you answer [Yes] to a question, in the justification
please point to the section(s) where related material for the question can be found.

IMPORTANT, please:

* Delete this instruction block, but keep the section heading ‘“NeurIPS Paper Checklist",
* Keep the checklist subsection headings, questions/answers and guidelines below.

* Do not modify the questions and only use the provided macros for your answers.

1. Claims

Question: Do the main claims made in the abstract and introduction accurately reflect the
paper’s contributions and scope?

Answer: [Yes]

Justification: Our claims in the abstract and introduction are precise and consistent with our
algorithm and findings.

Guidelines:
e The answer NA means that the abstract and introduction do not include the claims
made in the paper.

* The abstract and/or introduction should clearly state the claims made, including the
contributions made in the paper and important assumptions and limitations. A No or
NA answer to this question will not be perceived well by the reviewers.

* The claims made should match theoretical and experimental results, and reflect how
much the results can be expected to generalize to other settings.

* It is fine to include aspirational goals as motivation as long as it is clear that these goals
are not attained by the paper.

2. Limitations
Question: Does the paper discuss the limitations of the work performed by the authors?

Answer: [Yes]
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Justification: Please refer to Appendix [A.6]to see our related discussion.
Guidelines:

* The answer NA means that the paper has no limitation while the answer No means that
the paper has limitations, but those are not discussed in the paper.

* The authors are encouraged to create a separate "Limitations" section in their paper.

* The paper should point out any strong assumptions and how robust the results are to
violations of these assumptions (e.g., independence assumptions, noiseless settings,
model well-specification, asymptotic approximations only holding locally). The authors
should reflect on how these assumptions might be violated in practice and what the
implications would be.

* The authors should reflect on the scope of the claims made, e.g., if the approach was
only tested on a few datasets or with a few runs. In general, empirical results often
depend on implicit assumptions, which should be articulated.

* The authors should reflect on the factors that influence the performance of the approach.
For example, a facial recognition algorithm may perform poorly when image resolution
is low or images are taken in low lighting. Or a speech-to-text system might not be
used reliably to provide closed captions for online lectures because it fails to handle
technical jargon.

* The authors should discuss the computational efficiency of the proposed algorithms
and how they scale with dataset size.

* If applicable, the authors should discuss possible limitations of their approach to
address problems of privacy and fairness.

* While the authors might fear that complete honesty about limitations might be used by
reviewers as grounds for rejection, a worse outcome might be that reviewers discover
limitations that aren’t acknowledged in the paper. The authors should use their best
judgment and recognize that individual actions in favor of transparency play an impor-
tant role in developing norms that preserve the integrity of the community. Reviewers
will be specifically instructed to not penalize honesty concerning limitations.

3. Theory assumptions and proofs

Question: For each theoretical result, does the paper provide the full set of assumptions and
a complete (and correct) proof?

Answer: [Yes]

Justification: For all the propositions and theorems presented in this paper, we provide
mostly self-contained proofs in Section For certain parts of the proofs, we refer to
well-established mathematical theorem and axiom.

Guidelines:

* The answer NA means that the paper does not include theoretical results.

 All the theorems, formulas, and proofs in the paper should be numbered and cross-
referenced.

* All assumptions should be clearly stated or referenced in the statement of any theorems.

* The proofs can either appear in the main paper or the supplemental material, but if
they appear in the supplemental material, the authors are encouraged to provide a short
proof sketch to provide intuition.

* Inversely, any informal proof provided in the core of the paper should be complemented
by formal proofs provided in appendix or supplemental material.

* Theorems and Lemmas that the proof relies upon should be properly referenced.
4. Experimental result reproducibility

Question: Does the paper fully disclose all the information needed to reproduce the main ex-
perimental results of the paper to the extent that it affects the main claims and/or conclusions
of the paper (regardless of whether the code and data are provided or not)?

Answer: [Yes]

Justification: We provide detailed descriptions of our experimental setup in Section[d We
will also release the source code to further facilitate reproducibility.
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Guidelines:

* The answer NA means that the paper does not include experiments.
* If the paper includes experiments, a No answer to this question will not be perceived
well by the reviewers: Making the paper reproducible is important, regardless of
whether the code and data are provided or not.
If the contribution is a dataset and/or model, the authors should describe the steps taken
to make their results reproducible or verifiable.
Depending on the contribution, reproducibility can be accomplished in various ways.
For example, if the contribution is a novel architecture, describing the architecture fully
might suffice, or if the contribution is a specific model and empirical evaluation, it may
be necessary to either make it possible for others to replicate the model with the same
dataset, or provide access to the model. In general. releasing code and data is often
one good way to accomplish this, but reproducibility can also be provided via detailed
instructions for how to replicate the results, access to a hosted model (e.g., in the case
of a large language model), releasing of a model checkpoint, or other means that are
appropriate to the research performed.

While NeurIPS does not require releasing code, the conference does require all submis-

sions to provide some reasonable avenue for reproducibility, which may depend on the

nature of the contribution. For example

(a) If the contribution is primarily a new algorithm, the paper should make it clear how
to reproduce that algorithm.

(b) If the contribution is primarily a new model architecture, the paper should describe
the architecture clearly and fully.

(c) If the contribution is a new model (e.g., a large language model), then there should
either be a way to access this model for reproducing the results or a way to reproduce
the model (e.g., with an open-source dataset or instructions for how to construct
the dataset).

(d) We recognize that reproducibility may be tricky in some cases, in which case
authors are welcome to describe the particular way they provide for reproducibility.
In the case of closed-source models, it may be that access to the model is limited in
some way (e.g., to registered users), but it should be possible for other researchers
to have some path to reproducing or verifying the results.

5. Open access to data and code

Question: Does the paper provide open access to the data and code, with sufficient instruc-
tions to faithfully reproduce the main experimental results, as described in supplemental
material?

Answer: [Yes]

Justification: Please refer to the submitted code in support materials, and it will be publicly
available.

Guidelines:

* The answer NA means that paper does not include experiments requiring code.

* Please see the NeurIPS code and data submission guidelines (https://nips.cc/
public/guides/CodeSubmissionPolicy) for more details.

* While we encourage the release of code and data, we understand that this might not be
possible, so “No” is an acceptable answer. Papers cannot be rejected simply for not
including code, unless this is central to the contribution (e.g., for a new open-source
benchmark).

* The instructions should contain the exact command and environment needed to run to
reproduce the results. See the NeurIPS code and data submission guidelines (https:
//nips.cc/public/guides/CodeSubmissionPolicy) for more details.

* The authors should provide instructions on data access and preparation, including how
to access the raw data, preprocessed data, intermediate data, and generated data, etc.

* The authors should provide scripts to reproduce all experimental results for the new
proposed method and baselines. If only a subset of experiments are reproducible, they
should state which ones are omitted from the script and why.
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* At submission time, to preserve anonymity, the authors should release anonymized
versions (if applicable).

* Providing as much information as possible in supplemental material (appended to the
paper) is recommended, but including URLSs to data and code is permitted.
6. Experimental setting/details

Question: Does the paper specify all the training and test details (e.g., data splits, hyper-
parameters, how they were chosen, type of optimizer, etc.) necessary to understand the
results?

Answer: [Yes]

Justification: We provide a dedicated section in Section [4] that details our experimental
setups.

Guidelines:

» The answer NA means that the paper does not include experiments.

* The experimental setting should be presented in the core of the paper to a level of detail
that is necessary to appreciate the results and make sense of them.

 The full details can be provided either with the code, in appendix, or as supplemental
material.
7. Experiment statistical significance

Question: Does the paper report error bars suitably and correctly defined or other appropriate
information about the statistical significance of the experiments?

Answer: [Yes]

Justification: Please see Section[d] Experimental results are tested multiple times to ensure
stability and reliability.

Guidelines:

» The answer NA means that the paper does not include experiments.

* The authors should answer "Yes" if the results are accompanied by error bars, confi-
dence intervals, or statistical significance tests, at least for the experiments that support
the main claims of the paper.

* The factors of variability that the error bars are capturing should be clearly stated (for
example, train/test split, initialization, random drawing of some parameter, or overall
run with given experimental conditions).

* The method for calculating the error bars should be explained (closed form formula,
call to a library function, bootstrap, etc.)

* The assumptions made should be given (e.g., Normally distributed errors).

¢ It should be clear whether the error bar is the standard deviation or the standard error
of the mean.

* It is OK to report 1-sigma error bars, but one should state it. The authors should
preferably report a 2-sigma error bar than state that they have a 96% CI, if the hypothesis
of Normality of errors is not verified.

* For asymmetric distributions, the authors should be careful not to show in tables or
figures symmetric error bars that would yield results that are out of range (e.g. negative
error rates).

o If error bars are reported in tables or plots, The authors should explain in the text how
they were calculated and reference the corresponding figures or tables in the text.

8. Experiments compute resources

Question: For each experiment, does the paper provide sufficient information on the com-
puter resources (type of compute workers, memory, time of execution) needed to reproduce
the experiments?

Answer: [Yes]

Justification: We provide comprehensive details about the compute resources used in the
experimental setup sections, ensuring reproducibility.
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Guidelines:

* The answer NA means that the paper does not include experiments.

* The paper should indicate the type of compute workers CPU or GPU, internal cluster,
or cloud provider, including relevant memory and storage.

* The paper should provide the amount of compute required for each of the individual
experimental runs as well as estimate the total compute.

* The paper should disclose whether the full research project required more compute
than the experiments reported in the paper (e.g., preliminary or failed experiments that
didn’t make it into the paper).

Code of ethics

Question: Does the research conducted in the paper conform, in every respect, with the
NeurIPS Code of Ethics https://neurips.cc/public/EthicsGuidelines]?

Answer: [Yes]

Justification: The research conducted in this paper fully conforms to the NeurIPS Code of
Ethics in every respect.

Guidelines:

¢ The answer NA means that the authors have not reviewed the NeurIPS Code of Ethics.

* If the authors answer No, they should explain the special circumstances that require a
deviation from the Code of Ethics.

* The authors should make sure to preserve anonymity (e.g., if there is a special consid-
eration due to laws or regulations in their jurisdiction).

Broader impacts

Question: Does the paper discuss both potential positive societal impacts and negative
societal impacts of the work performed?

Answer: [Yes]

Justification: We discuss both the potential positive and negative societal impacts of our
work in Appendix
Guidelines:

* The answer NA means that there is no societal impact of the work performed.

* If the authors answer NA or No, they should explain why their work has no societal
impact or why the paper does not address societal impact.

» Examples of negative societal impacts include potential malicious or unintended uses
(e.g., disinformation, generating fake profiles, surveillance), fairness considerations
(e.g., deployment of technologies that could make decisions that unfairly impact specific
groups), privacy considerations, and security considerations.

» The conference expects that many papers will be foundational research and not tied
to particular applications, let alone deployments. However, if there is a direct path to
any negative applications, the authors should point it out. For example, it is legitimate
to point out that an improvement in the quality of generative models could be used to
generate deepfakes for disinformation. On the other hand, it is not needed to point out
that a generic algorithm for optimizing neural networks could enable people to train
models that generate Deepfakes faster.

* The authors should consider possible harms that could arise when the technology is
being used as intended and functioning correctly, harms that could arise when the
technology is being used as intended but gives incorrect results, and harms following
from (intentional or unintentional) misuse of the technology.

« If there are negative societal impacts, the authors could also discuss possible mitigation
strategies (e.g., gated release of models, providing defenses in addition to attacks,
mechanisms for monitoring misuse, mechanisms to monitor how a system learns from
feedback over time, improving the efficiency and accessibility of ML).

Safeguards
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Question: Does the paper describe safeguards that have been put in place for responsible
release of data or models that have a high risk for misuse (e.g., pretrained language models,
image generators, or scraped datasets)?

Answer: [NA]
Justification: The paper poses no such risks.
Guidelines:

* The answer NA means that the paper poses no such risks.

* Released models that have a high risk for misuse or dual-use should be released with
necessary safeguards to allow for controlled use of the model, for example by requiring
that users adhere to usage guidelines or restrictions to access the model or implementing
safety filters.

* Datasets that have been scraped from the Internet could pose safety risks. The authors
should describe how they avoided releasing unsafe images.

* We recognize that providing effective safeguards is challenging, and many papers do
not require this, but we encourage authors to take this into account and make a best
faith effort.

Licenses for existing assets

Question: Are the creators or original owners of assets (e.g., code, data, models), used in
the paper, properly credited and are the license and terms of use explicitly mentioned and
properly respected?

Answer: [Yes]
Justification: The paper cites the original paper that produced the models or datasets.
Guidelines:

* The answer NA means that the paper does not use existing assets.
 The authors should cite the original paper that produced the code package or dataset.

* The authors should state which version of the asset is used and, if possible, include a
URL.

* The name of the license (e.g., CC-BY 4.0) should be included for each asset.

¢ For scraped data from a particular source (e.g., website), the copyright and terms of
service of that source should be provided.

 If assets are released, the license, copyright information, and terms of use in the
package should be provided. For popular datasets, paperswithcode.com/datasets
has curated licenses for some datasets. Their licensing guide can help determine the
license of a dataset.

* For existing datasets that are re-packaged, both the original license and the license of
the derived asset (if it has changed) should be provided.

* If this information is not available online, the authors are encouraged to reach out to
the asset’s creators.
New assets

Question: Are new assets introduced in the paper well documented and is the documentation
provided alongside the assets?

Answer: [NA]
Justification: The paper does not release new assets.
Guidelines:

* The answer NA means that the paper does not release new assets.

* Researchers should communicate the details of the dataset/code/model as part of their
submissions via structured templates. This includes details about training, license,
limitations, etc.

* The paper should discuss whether and how consent was obtained from people whose
asset is used.

» At submission time, remember to anonymize your assets (if applicable). You can either
create an anonymized URL or include an anonymized zip file.
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Crowdsourcing and research with human subjects

Question: For crowdsourcing experiments and research with human subjects, does the paper
include the full text of instructions given to participants and screenshots, if applicable, as
well as details about compensation (if any)?

Answer: [NA]
Justification: The paper does not involve crowdsourcing nor research with human subjects.
Guidelines:
* The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

* Including this information in the supplemental material is fine, but if the main contribu-
tion of the paper involves human subjects, then as much detail as possible should be
included in the main paper.

* According to the NeurIPS Code of Ethics, workers involved in data collection, curation,
or other labor should be paid at least the minimum wage in the country of the data
collector.

Institutional review board (IRB) approvals or equivalent for research with human
subjects

Question: Does the paper describe potential risks incurred by study participants, whether
such risks were disclosed to the subjects, and whether Institutional Review Board (IRB)
approvals (or an equivalent approval/review based on the requirements of your country or
institution) were obtained?

Answer: [NA]
Justification: The paper does not involve crowdsourcing nor research with human subjects.
Guidelines:
* The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

* Depending on the country in which research is conducted, IRB approval (or equivalent)
may be required for any human subjects research. If you obtained IRB approval, you
should clearly state this in the paper.

* We recognize that the procedures for this may vary significantly between institutions
and locations, and we expect authors to adhere to the NeurIPS Code of Ethics and the
guidelines for their institution.

* For initial submissions, do not include any information that would break anonymity (if
applicable), such as the institution conducting the review.

Declaration of LLM usage

Question: Does the paper describe the usage of LLMs if it is an important, original, or
non-standard component of the core methods in this research? Note that if the LLM is used
only for writing, editing, or formatting purposes and does not impact the core methodology,
scientific rigorousness, or originality of the research, declaration is not required.

Answer:

Justification: We just use the LLMs to polish our writing, without impacting the core method
and originality of the research.

Guidelines:

* The answer NA means that the core method development in this research does not
involve LLMs as any important, original, or non-standard components.

* Please refer to our LLM policy (https://neurips.cc/Conferences/2025/LLM)
for what should or should not be described.
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Table 8: Evaluations of various model merging methods on Qwen-14B models.

Bench HuamnEval
M8K MATH AIME24 Avg.
Method GSM8 500 Pro Ve
Qwen2.5-14B 90.8 47.2 33 51.8 433
(138.5) (522.9) (1493.8) (101.4)
DeepSeek-R1-14B o1.9 89.0 50.0 61.0 73.0
(558.8) (2314.1) (7724.8) (229.5)
. 91.5 88.2 46.7 63.4 72.5
Average Merging
(642.8) (2925.1) (7922.7) (158.0) (+3.2%)
Task Arithmetic 94.1 854 333 63.4 69.1
(565.9) (2191.4) (6873.6) (160.1) (-11.3%)
TIES-Merging 93.4 84.6 26.7 62.8 66.9
(503.1) (2169.7) (6953.7) (92.0) (-21.55%)
. 94.8 86.2 46.7 63.4 72.8
Sens-Merging —
(641.0) (2697.5) (7155.4) (132.8) (-4.58%)
ACM-TA 94.2 87.8 46.7 64.6 73.3 (+0.3)
(608.9) (2650.4) (7376.6) (159.1) (-2.93%)
92.6 88.6 50.0 64.1 73.8(+0.8)

ACM-Average
(591.4) (2981.4) (7971.8) (160.4) (+1.92%)

A Technical Appendices and Supplementary Material

A.1 Code Evaluation on 1.5B Models

The experimental results in Figure 6 demonstrate the effectiveness of our ACM-based methods
(ACM-TA and ACM-TIES) on the LiveCode benchmark. Compared to the baseline TA method,
ACM-TA achieves a 0.7% accuracy improvement while reducing average response length by 12%.
Similarly, ACM-TIES outperforms the TIES method by 0.2% accuracy and a 9% shorter response
length, showcasing the benefits of integrating activation-aware calibration into existing frameworks.
These gains highlight ACM’s ability to enhance model performance without sacrificing computational
efficiency, particularly in long-context code generation tasks.

Code Bench Performance Analysis on 1.5B Models

17.5{ mmmm Accuracy
—e— Length 7,000
15.0] ==+ Qwen-Math Lengtl
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5,000
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Accuracy (%)
Sequence Length
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Figure 6: Performance comparison of different methods on LiveCode Benchmark

A.2 Experiments on Larger-scale Models

The results in Table [§]demonstrate the superiority of ACM-based methods across multiple bench-
marks. ACM-TA achieves a 4.2% higher average accuracy than Task Arithmetic while maintaining
comparable efficiency, as indicated by similar computational costs (e.g., GSM8K: 608.9 vs. 565.9).
Similarly, ACM-Average outperforms Average Merging by 1.3% with slightly increased resource
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Table 9: Evaluations of various model merging methods on Qwen-32B models.

Bench
MS8K MATH AIME24 Avg.
Method GSM8 500 vg
Qwen2.5-32B 92.3 55.4 6.7 51.5
(130.3) 497.2) (1127.9)
DeepSeek-R1-32B 95.7 89.2 60.0 81.6
(822.6) (2621.8) (7194.2)
Task Arithmetic 95.1 88.8 46.7 76.9
(586.7) (2171.2) (6752.3) (-17.3%)
TIES-Merging 95.4 87.8 433 75.5
(516.9) (1898.7) (5823.3) (-27.9%)
95.6 89.8 46.7 77.4 (-4.2)

ACM-TA — — —
(544.8) (2124.4) (6735.3) (-19.7%)

usage. Notably, ACM methods consistently achieve top-tier performance on challenging benchmarks
like HumanEval Pro (64.6%) and AIME24 (46.7%), surpassing all other merging strategies.

Likewise, the experimental results in Table[0]also demonstrate the superiority of the ACM-TA method
on Qwen-32B models. Compared to Task Arithmetic, ACM-TA achieves a 0.5% higher average
accuracy (77.4% vs. 76.9%) while maintaining comparable computational efficiency, as evidenced
by similar sequence length reductions (e.g., -11.7% vs. -10.7%).

A.3 Reflection Statistics

Table [I0] and[TT] present the number of reflections using different merging methods across models of
varying scales on different benchmarks. We determine whether reflection has occurred based on the
presence of keywords, including: "wait, re-examine, recap, double-check, let me (just) check, and let
me (just) verify".

Table 10: Number of responses containing reflective content across various datasets on 1.5B models.

Minerva  Olympiad  College
w GSMSK  MATHS500 Math Bench Math AIME24 Ave
Method (1319) (500) (272) (675) (2818) (30)

Qwen2.5-1.5B 0 0 0 0 0 0 0
DeepSeek-R1-1.5B 1315 499 234 668 2769 30 914.2
Average Merging 774 306 173 369 1892 16 588.3
Task Arithmetic 151 187 82 295 818 21 259.0
TIES-Merging 22 45 13 85 118 3 47.7
Sens-Merging 211 205 87 304 909 15 288.5
ACM-TA 63 107 33 175 353 13 124.0
ACM-TIES 137 166 60 280 722 18 230.5

A.4 Different Calibration Dataset

We have also chosen the recently released LIMO [44]] dataset as the calibration dataset for our
experiments. LIMO challenges conventional wisdom in mathematical reasoning by showing that
models can achieve superior performance with significantly less, yet higher quality, training data.
In line with the settings applied in s1K, we conducted experiments using LIMO on GSMS8K and
Minerva Math, and the results are presented in Table[I2] Our method demonstrates good adaptability
to the new calibration dataset and exhibits robustness.

A.5 Case Study of ACM
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Table 11: Number of responses containing reflective content across various datasets on 14B models.
Bench GSM8K  MATHS00 AIME24

Avg
Method (1319) (500) (30)

Qwen2.5-14B 2 0 0 0.7
DeepSeek-R1-14B 678 473 30 393.7
Average Merging 372 457 30 286.3
Task Arithmetic 861 572 29 487.3
TIES-Merging 991 455 29 491.7
AIM 568 462 30 3533
Sens-Merging 714 483 29 408.7
ACM-TA 717 481 27 408.3
ACM-Average 329 451 29 269.7

Table 12: Effect of Different Calibration Dataset
GSMSK: Acc. (Length) Minerva Math: Acc. (Length)

Qwen-Math-1.5B 750 (118.1) 1.4 (1036.8)
DeepSeck-R1-1.5B  76.6 (2743.3) 15.1 (6374.2)
Task Arithmetic 745 (549.7) 21.0 (1671.0)
ACM-TA-SIK 76.8 (438.0) 253 (1214.7)
ACM-TA-LIMO 76.9 (604.9) 22.3 (1549.7)

Table 13: Case study of ACM and other merging methods on GSM8K

Garrett is popping popcorn for a snack. As the pan of kernels heats up,

the kernels start popping faster. Twenty pop in the first 30 seconds of cooking,

then three times that amount in the next 30 seconds.

The kernels increase to four times the initial popping rate in the next thirty seconds,

but in the final 30 seconds, the popping slows down to half the rate as the past 30 seconds.
After Garrett takes the pan off the heat,

a quarter of the number of kernels that popped in the final 30 seconds of cooking

also pop from the residual heat. How many pieces of popcorn does Garrett have to eat?

Gold Answer 210

Let’s think step by step.

In the first 30 seconds, 20 kernels pop.

In the next 30 seconds, 3 times that amount pop, so 20 * 3 = 60 kernels pop.

In the next 30 seconds, 4 times the initial popping rate occurs, so 20 * 4 = 80 kernels pop.

In the final 30 seconds, the popping slows down to half the rate as the past 30 seconds,
2.5 50 60 / 2 = 30 kernels pop.

Qwen ° In the final 30 seconds, a quarter of the number of kernels that popped in the final

30 seconds also pop from the residual heat, so 30 / 4 = 7.5 kernels pop.

Since we can’t have half a kernel,

we’ll round down to 7 kernels popping from the residual heat.

In total, Garrett has 20 + 60 + 80 + 30 + 7 = 207 pieces of popcorn to eat.

Question

The answer is 207 .
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Okay, let’s try to figure out how many pieces of popcorn Garrett has to eat.

So, he’s popping popcorn in four different 30-second intervals,

and the popping rate changes each time.

Then, after taking the pan off the heat, some more kernels pop from the residual heat.
Hmm, that sounds a bit complicated, but let’s break it down step by step.

First, let’s list out the information given:

1. In the first 30 seconds, 20 kernels pop.

2. In the next 30 seconds, three times that amount pop. So, that’s 3 * 20 = 60 kernels.
3. In the next 30 seconds, the popping rate increases to four times the initial rate.
The initial rate was 20 kernels per 30 seconds,

so four times that would be 4 * 20 = 80 kernels.

4. In the final 30 seconds, the popping slows down to half the rate of the previous interval.
The previous interval was 80 kernels, so half of that is 40 kernels.

5. After taking the pan off the heat, a quarter of the number of kernels that

popped in the final 30 seconds also pop from the residual heat.

So, that’s a quarter of 40, which is 10 kernels.

Alright, so let’s add up all these numbers to find the total number of kernels popped
during cooking and then add the ones that popped from residual heat.

First interval: 20 kernels.

Second interval: 60 kernels.

Third interval: 80 kernels.

Fourth interval: 40 kernels.

Residual heat: 10 kernels.

So, total kernels popped during cooking: 20 + 60 + 80 + 40.

Let me calculate that: 20 + 60 is 80, plus 80 is 160, plus 40 is 200.

Then, residual heat adds another 10 kernels.

So, total kernels: 200 + 10 = 210.

Wait, but let me double-check to make sure I didn’t miss anything.

First 30 seconds: 20.

Next 30 seconds: 3 times 20 is 60. So, 20 + 60 = 80.

Next 30 seconds: 4 times the initial rate, which was 20, so 4 * 20 = 80. So, 80 + 80 = 160.
Final 30 seconds: half the previous rate, which was 80, so half is 40. So, 160 + 40 = 200.
Then, residual heat: a quarter of the final 30 seconds,

which was 40, so 40 /4 = 10. So, 200 + 10 = 210.

Hmm, that seems consistent. So, the total number of popcorn kernels is 210.

Wait, but let me make sure I interpreted the rates correctly. The problem says:
DeepSeek-Rl "Twenty pop in the first 30 seconds of cooking,

then three times that amount in the next 30 seconds.

The kernels increase to four times the initial popping rate in the next thirty seconds,
but in the final 30 seconds, the popping slows down to half the rate as the past 30 seconds.
So, initial rate is 20 per 30 seconds.

Next interval: 3 times that, so 60.

Next interval: 4 times the initial rate, which is 4 * 20 = 80.

Final interval: half the rate of the past 30 seconds, which was 80, so half is 40.

Yes, that seems right.

Then, residual heat: a quarter of the final 30 seconds,

which was 40, so 10.

So, total is 20 + 60 + 80 + 40 + 10 = 210.

I think that’s correct. So, the answer should be 210.

*Final Answer**

Garrett has to eat \boxed{210} pieces of popcorn.

</think>

Garrett is popping popcorn in four different 30-second intervals,

with the popping rate changing each time.

After taking the pan off the heat, some additional kernels pop from the residual heat.
Here is the breakdown of the popping rates and the total number of kernels:

1. In the first 30 seconds, 20 kernels pop.

2. In the next 30 seconds, three times that amount pop: (3 times 20 = 60) kernels.

3. In the next 30 seconds, the popping rate increases to four times the initial rate:

(4 times 20 = 80) kernels.

4. In the final 30 seconds,

the popping slows down to half the rate of the previous interval: (Mrac{80} {2} = 40) kernels.
5. After taking the pan off the heat, a quarter of the number of kernels

that popped in the final 30 seconds also pop from the residual heat: (\frac{40}{4} = 10) kernels.
Adding up all these numbers:

- First interval: 20 kernels

- Second interval: 60 kernels

- Third interval: 80 kernels

- Fourth interval: 40 kernels

- Residual heat: 10 kernels

Total kernels popped during cooking:(20 + 60 + 80 + 40 = 200)

Adding the residual heat kernels: (200 + 10 = 210)

Thus, the total number of pieces of popcorn Garrett has to eat is (\boxed{ 210 )}.

"
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Sens-Merging

Okay, let’s break down this problem step by step.

It’s about popcorn popping over time,

and we need to figure out the total number of pieces Garrett has to eat.

First, let’s list out the information given:

1. In the first 30 seconds, 20 kernels pop.

2. In the next 30 seconds, three times that amount pop.

So, 3 * 20 = 60 kernels.

3. In the following 30 seconds, the popping rate increases to four times the initial rate.
The initial rate was 20 per 30 seconds,

so four times that is 4 * 20 = 80 kernels.

4. In the final 30 seconds, the popping slows down to half the

rate of the previous 30 seconds. The previous rate was 80 per 30 seconds,

s0 half of that is 40 kernels.

5. After taking the pan off the heat, a quarter of

the number of kernels that popped in the final 30 seconds

also pop from the residual heat.

So, a quarter of 40 is 10 kernels.

Now, let’s calculate the total number of popped kernels in each time interval:
1. First 30 seconds: 20 kernels

2. Next 30 seconds: 60 kernels

3. Following 30 seconds: 80 kernels

4. Final 30 seconds: 40 kernels

5. Residual heat: 10 kernels

To find the total number of kernels popped,

we add all these together:

20 4+ 60 + 80 + 40 4 10 = 210 kernels

So, Garrett has to eat 210 pieces of popcorn.

To determine the total number of pieces of popcorn Garrett has to eat,

we’ll break down the problem step by step:

1. **First 30 seconds:** 20 kernels pop.

2. #*Next 30 seconds:**

3 times the initial rate, so (3 times 20 = 6) kernels pop.

3. **Following 30 seconds:** 4 times the initial rate, so (4 times 20 = 80) kernels pop.
4. **Final 30 seconds:** Half the rate of the previous 30 seconds,

so (\frac{80}{2} = 40 ) kernels pop.

5. **Residual heat:** A quarter of the final 30 seconds’ popping rate,

so( \frac{40}/{4} = 10) kernels pop.

Now, let’s add up all the popped kernels:

[20 4+ 60 + 80 + 40 + 10 = 210]

Therefore, the total number of pieces of popcorn Garrett has to eat is:[\boxed 210 ]
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To solve this problem, we need to calculate the number of popcorn kernels

that pop in each 30-second interval and then account for the additional

popping from the residual heat.

Let’s break down the problem step-by-step:

1. In the first 30 seconds, 20 kernels pop.

2. In the next 30 seconds, 3 times the initial popping rate, so (3 times 20 = 60) kernels pop.
3. In the next 30 seconds,

4 times the initial popping rate, so (4 times 20 = 80) kernels pop.

4. In the final 30 seconds, half the rate of the previous 30 seconds,

so (\frac{80}{2} = 40) kernels pop.

After the pan is taken off the heat,

a quarter of the number of kernels that popped in the final 30 seconds

also pop from the residual heat.

So, (\frac{40}{4} = 10) additional kernels pop from the residual heat.

The total number of kernels that pop is the sum

of the kernels that pop in each interval plus the additional

kernels that pop from the residual heat.

Let’s calculate this using Python code.

AIM
Python

# Initial popping rate
initial_rate = 20

# Popping rates in each 30-second interval
first_interval = initial_rate
second_interval = 3 * initial_rate
third_interval = 4 * initial_rate
fourth_interval = (4 * initial_rate) // 2

# Additional popping from residual heat
residual_popping = fourth_interval // 4

# Total number of kernels that pop

total_popped = first_interval + second_interval + third_interval
+ fourth_interval + residual_popping

print (total_popped)

The total number of pieces of popcorn that Garrett has to eat is (\boxed 200 ).

27



Okay, let’s break down this problem step by step.

It’s about popcorn popping over time,

and we need to figure out the total number of pieces Garrett has to eat.
First, let’s list out the information given:

1. In the first 30 seconds, 20 kernels pop.

2. In the next 30 seconds, three times that amount pop. So, 3 * 20 = 60 kernels.
3. In the following 30 seconds, four times the initial popping rate.

The initial rate was 20 per 30 seconds, so 4 * 20 = 80 kernels.

4. In the final 30 seconds, the popping rate is half of the previous 30 seconds.
The previous rate was 80 per 30 seconds, so half of that is 40 kernels.

5. After taking the pan off the heat,

a quarter of the number of kernels that popped in the final 30 seconds also
pop from the residual heat.

So, a quarter of 40 is 10 more kernels.

Now, let’s add up all the popped kernels:

- First 30 seconds: 20

- Next 30 seconds: 60

ACM - Following 30 seconds: 80

- Final 30 seconds: 40

- Residual heat: 10

Total popped kernels = 20 + 60 + 80 + 40 + 10 =210

So, the total number of pieces of popcorn Garrett has to eat is 210.

To determine the total number of pieces of popcorn Garrett has to eat,
we’ll break down the problem step by step:

1. **First 30 seconds:** 20 kernels pop.

2. **Next 30 seconds:** 3 times the initial rate,

so (3 times 20 = 60) kernels pop.

3. **Following 30 seconds:** 4 times the initial rate, so (4 times 20 = 80) kernels pop.
4. **Final 30 seconds:** Half the rate of the previous 30 seconds,

so (\frac{80}{2} =40 ) kernels pop.

5. **Residual heat:** A quarter of the final 30 seconds’ pops,

so (\frac{40}{4} = 10) additional kernels pop.

Adding all these together:

[20 + 60 + 80 + 40 + 10 = 210]

Therefore, the total number of pieces of popcorn is (\boxed 210 ).

Table |13| presents the specific cases of ACM and other merging approaches on GSM8K dataset,
showcasing the reasoning efficiency of our method. The comsumed tokens for each methods are 151
(Qwen, wrong answer), 737 (R1, correct answer), 356 (Sens-Merging, correct answer), 236 (AIM,
wrong answer), 325 (ACM, correct answer) accordingly.

A.6 Limitations

We acknowledge the potential limitations of our work. First, due to constrained computational
resources, we did not conduct evaluations on extremely large-scale models, such as LLaMA-3.1-70B.
Furthermore, all the models we tested are dense models, leaving evaluations on Mixture-of-Experts
(MoE) models unexplored. From the perspective of model merging, our work focuses exclusively on
merging models within the same architecture, without addressing heterogeneous model merging.

A.7 Broader Impacts

Positive Societal Impacts By improving the efficiency and performance of LLMs in complex
reasoning tasks while controlling output length, this research has the potential for significant positive
societal impacts. More efficient and capable reasoning LLMs can accelerate scientific discovery,
improve complex problem-solving in various domains (e.g., medical diagnosis, engineering design),
and enhance educational tools by providing more nuanced and detailed explanations. The ability to
generate concise yet accurate summaries of long reasoning chains through the L2S framework, as
improved by ACM, could make advanced LLM capabilities more accessible and less computationally
expensive, broadening their application in resource-constrained environments. This could lead to
wider adoption of sophisticated Al assistants, potentially increasing productivity and innovation
across industries and making advanced Al tools available to a broader range of users.
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Negative Societal Impacts Despite the potential benefits, the advancements presented also carry
potential negative societal impacts. Improved reasoning and efficiency in LLMs, particularly the
ability to condense complex information, could be leveraged for malicious purposes, such as gener-
ating highly convincing disinformation, crafting sophisticated phishing attacks, or automating the
creation of deceptive content at scale. The enhanced ability to process and condense information
might also raise privacy concerns if applied to sensitive data without robust safeguards. Furthermore,
while the paper focuses on technical merging, the resulting models’ deployment could exacerbate
existing societal biases present in the training data or the models being merged, potentially leading to
unfair or discriminatory outcomes in decision-making processes where these models are applied. The
increased efficiency might also contribute to the concentration of power in the hands of those with
access to and control over such advanced Al technologies. Mitigation strategies, such as promoting
responsible development and deployment guidelines, developing methods for detecting malicious Al
outputs, and addressing fairness and bias, are crucial to address these risks.
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