Domain-agnostic Test-time Adaptation by Prototypical Training with Auxiliary Data
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Abstract

Test-time adaptation (TTA) aims to achieve high accuracy on out-of-distribution (OOD) target data with only model parameters trained on the source domain and the target data. Standard TTA assumes that the test data is under a single distribution, or the distribution gradually changes with test data streaming in. However, in many scenarios, this assumption does not always hold. For instance, when inference is performed on the cloud, the test data can come from totally different users. In this paper, we try to tackle Domain-agnostic Test-time Adaptation (DaTTA), a new problem setting where the test data distribution is unknown and varies abruptly. To address DaTTA, we propose a framework to perform prototypical training with auxiliary data (PAD). Specifically, we fine-tune the model with augmented test images by consistency loss and further regularize the training process by auxiliary data. We curate a dataset for DaTTA, and the proposed PAD outperforms previous best methods by large margins on both DaTTA and standard TTA.

1 Introduction

Deep networks can achieve high visual recognition accuracy when training and testing data are from the same distribution [1, 2, 3]. However, deep neural nets trained on a specific dataset fail to generalize to new data distributions due to the presence of domain shift [4, 5, 6]. Unsupervised Domain Adaptation (UDA) [6, 7, 8, 9] aims to tackle domain shift by training the model together with labeled source \(\{(x_s, y_s)\}\) and unlabeled target \(\{x_t\}\). However, in many applications, source data may not be available during the testing phase. For instance, a hospital could distribute a model trained on the medical data of its patients, but it cannot also send the training data due to privacy concerns.

Test-time Adaptation (TTA) [10, 11] tries to target a more practical problem setting, where during test time, only the unlabeled target data and model trained on labeled source data are available. Test-time Training (TTT) [10] performs test-time training relying on a suitable proxy task, e.g., rotation prediction [12], patch location prediction [13], etc. Authors of [10] caution that the proxy must be “both well-defined and non-trivial in the new domain.” For example, their method fails on the
images with black margins as such margins hint at rotation prediction and make it trivial. Moreover, TTT only utilizes the proxy task during adaptation, leaving the original classifier unchanged. Test ENTropy minimization (TENT) [11] performs TTA by minimizing entropy over specific layers without modifying the training process. Large batch size is needed in [11] in order to get stable data statistics as target domain information.

All the previous works have an implicit assumption that the distribution of test data is stable or gradually changes as the data streams in. However, for many applications that perform inference in a centralized manner, the test data distribution is unknown and can change abruptly. For example, for a model running on a server, the test data it needs to process comes from different users, and thus the test data distribution is fairly unpredictable.

In this paper, we propose a new problem setting, termed Domain-agnostic Test-time Adaptation (DaTTA), in which the source data is unavailable during test time, and the test data distribution is unknown and varies abruptly. We show in the experiment section that previous methods suffer in this new practical setting. In order to tackle DaTTA, we propose a novel framework to perform Prototypical training with Auxiliary Data (PAD). In PAD, the model is fine-tuned with augmented test images by consistency loss and in order for the model to not drift away, we regularize the training by auxiliary data. To summarize, our contributions are three-fold:

- We study Domain-agnostic Test-time Adaptation, a new problem setting where only a model trained on source data is available during testing and test data have an unpredictable distribution and can change abruptly.

- We propose a novel framework, termed PAD, to perform prototypical training while using auxiliary data to regularize the training process.

- Our method shows consistently superior performance over previous methods on two datasets Mixed CIFAR-10-C (curated from CIFAR-10-C) and CIFAR-10.1. More surprisingly, PAD achieves better test accuracy on OOD distribution (CIFAR-10.1) than the in-domain distribution (CIFAR-10).

2 Related Work

We relate our method to existing test-time domain adaptation methods. Our method accomplishes test-time adaptation by test-time learning, making it flexible, and only needs to change the last layer to the cosine classifier during training. Test-Time Training (TTT) [10] also learns during testing but differs in its loss and relies on a suitable proxy task, such as recognizing rotations of an image, and so its loss depends on the choice of the proxy, which must be "both well-defined and non-trivial in the new domain." Consequently, their method fails on the image with black margins, which makes predicting rotation trivial. Moreover, TTT leaves the original classification loss unused. Intuitively, TTT only adapts the model to make the test sample not surprising, but our method allows the model to learn from the original task directly.

Test ENTropy minimization (TENT) [11] also focuses on test-time adaptation and does not need to alter training and only needs to minimize entropy over specific layers. However, TENT cannot be used in our setting directly because it utilizes the batch information during testing, which is not accessible in our setting. As the test data come in a stream in our setting, batch information cannot be used for different test samples unless the past samples can be stored. Even if past samples are stored, we must also note that the current sample's prediction cannot depend on the samples after it, and sometimes we cannot do this because of privacy concerns.

3 Method

In domain-agnostic test-time adaptation, target dataset $D_t = \{(x^t_1)\}_{i=1}^{N_t}$ is not available during training; and source dataset $D_s = \{(x^s_1, y^s_1)\}_{i=1}^{N_s}$ is not available during testing. Moreover, $D_t$ streams in during test time, with the distribution changing in an unpredictable manner.
3.1 Prototypical Learning with Augmented Samples

The base model consists of a feature encoder $g$, which outputs a normalized feature vector $z \in \mathbb{R}^d$ and a cosine classifier $h$, whose weights can be regarded as the prototypes for each category.

During training on the source, we learn prototypes for each category, and they serve as representatives for the feature of each category. Precisely, the model composes of a feature extractor $g$ and a classifier $h$. $h$ classifies the features into different categories by the cosine similarity between the extracted feature and the prototypes and classifies the feature into the category with the most similarity. Note that unlike [14] which manually updates the prototypes with the average feature for each category, we update the prototypes automatically with backpropagation and normalization.

Since the test data distribution does not evolve in a continuous manner, for a test sample $x_0$, there is no reliable prior domain information from previous test samples. In order to get more stable prediction, we augment $x_0$ into $x_1, x_2, \ldots, x_n$, and the final prediction $\hat{y}$ is a majority voting over the predictions $\hat{y}_i$ for each $x_i, i \in [0, n]$. During testing, we minimize the L1 loss between each feature $z_i = g(x_i; \theta)$ and the prototype $p$ corresponding to $\hat{y}$. $\hat{y}$ can be viewed as a pseudo label, and the voting mechanism makes $\hat{y}$ more reliable. Note we only compute the loss on $x_0$ if the prediction $\hat{y}_0$ on the original image is consistent with $\hat{y}$ and the number of supporting votes is more than half. The loss for test sample $x_0$ can be written as $L(x_0) = \frac{1}{n+1} \sum_{i=0}^{n} l_1(z_i, p)$, and the loss over $S_c = \{x_0|\hat{y}_0 = \hat{y}, |\{i|\hat{y}_i = \hat{y}, i \in [0, n]\}| \geq \frac{n}{2}, x_0 \in D_t\}$ is ($|S|$ denotes the number of elements in $S$):

$$L_{\text{proto}} = \mathbb{E}_{x' \sim S_c} L(x').$$

3.2 Auxiliary Data Regularization

Model forgetting is a problem in test-time adaptation as source dataset $D_s$ is not available during adaptation. Excess training on the target without any task supervision can result in severe performance degradation. TENT[11] mitigates this problem by only fine-tuning the batch-norm parameters with all other model parameters fixed. This method works well under the assumption that the test data distribution changes smoothly. In DaTTA, however, the test data distribution could change abruptly, and the accumulated BN parameters cannot represent the upcoming test samples well. As we show in the experiment section, the performance of TENT degrades significantly under DaTTA.

In order to mitigate the above problem, we introduce a novel regularization mechanism that does not require $D_s$. The motivation is simple: a model that does not suffer from forgetting should keep the
relative relationship similar for the same data, even if such data is irrelevant for the desired task. The data is termed "auxiliary data" and is randomly sampled from some other datasets.

We pick auxiliary data different from data used for the base training stage as this can provide more information while not violating this setting where source data is unavailable during testing. This selection is advantageous when data for the desired task is sparse, but we can access other unrelated data, even from significantly different domains.

For a motivating example, we can use our method for the diagnosis of COVID-19 from chest radiographs. Because COVID-19 is a novel epidemic, it is very likely that there is a domain shift in this application, as the training data have limited coverage and test data may come from different hospitals and different instruments, making adaptation necessary. Our method allows us to use other unrelated data from other domains like usual images, which are very easy to obtain, as auxiliary data to help regularize adaptation.

To be more specific, we have two copies feature extractor at the beginning of testing, one is the fixed source-only version $g(\cdot; \theta_0)$, and the other keeps updating $g(\cdot; \theta)$ during test time adaptation (from $g(\cdot; \theta_0)$). The loss is then calculated between $z_0 = g(x; \theta_0)$ and $z = g(x; \theta)$. Instead of using L1/L2 loss to directly minimize the difference between $z_0$ and $z$, motivated by [15], we employ a similarity-based loss to keep the relative similarity for different auxiliary data samples unchanged. Specifically, let $Z^l \in \mathbb{R}^{b \times d}$ and $Z^{l,0} \in \mathbb{R}^{b \times d}$ denote the activations of $l$-th layer from $g(\cdot; \theta_0)$ and $g(\cdot; \theta)$ respectively, where $b$ is the batch size and $d$ is the dimension of the activations after reshaping. The corresponding similarity matrices are computed as $S^l = Z^l \cdot Z^l^T \|Z^l \cdot Z^l^T\|_2$ and $S^{l,0} = Z^{l,0} \cdot Z^{l,0,0T} \|Z^{l,0} \cdot Z^{l,0,0T}\|_2$, respectively, where $\|\cdot\|_2$ is a row-wise $l_2$-norm. We then define the auxiliary data regularization loss of $l$-th layer as

$$L^l = \frac{1}{b^2} \|S^l - S^{l,0}\|_F^2, \quad (2)$$

where $\|\cdot\|_F$ is the Frobenius norm. Finally, we compute the sum of auxiliary data regularization losses across a set of intermediate layers $L$:

$$L_{aux} = \sum_{l \in L} L^l \quad (3)$$

### 3.3 PAD Learning

The proposed PAD learning framework consists of prototypical learning with augmented samples as well as auxiliary data regularization. Consequently, the overall objective loss function of PAD is:

$$L_{PAD} = L_{proto} + \lambda \cdot L_{aux}, \quad (4)$$

where $\lambda$ is a hyperparameter balancing the two loss components.

### 4 Experiments

We evaluated our method on both Mixed CIFAR-10-C (artificial domain shift) for DaTTA and CIFAR-10.1 (unknown natural domain shift) for standard TTA. A subset of Tiny-Imagenet-200 is used for auxiliary data, with no category overlap with CIFAR-10. More details are in Appendix B.

#### 4.1 Results on Mixed CIFAR-10-C and CIFAR-10.1

**Baselines** We compare our method with other test-time adaptation methods, including TTT, Norm ([16], [17]), and TENT. TENT and Norm use a larger batch size of 128, which violates the setting that test data come in a stream, while TTT and ours keep batch size $= 1$. TTT (standard) is an offline variant in which they only adapt with a test sample. Results are shown in Table 1.

**Mixed CIFAR-10-C** On Mixed CIFAR-10-C, our method (9.40%) achieved significant improvement compared with all other baselines (no more than 6.64%) even if our baseline is comparable with that for TTT or already much higher than that for TENT. Additionally, TENT has a much lower baseline as they use batch normalization instead of group normalization, even if batch normalization has a lower error rate on the original dataset.
### Table 1: Experiment results on Mixed CIFAR-10-C and CIFAR-10.1.

<table>
<thead>
<tr>
<th>Methods</th>
<th>Mixed CIFAR-10-C</th>
<th>CIFAR-10.1</th>
<th>Test error (%)</th>
<th>Improvement</th>
<th>Test error (%)</th>
<th>Improvement</th>
</tr>
</thead>
<tbody>
<tr>
<td>Source only</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Baseline (for TENT w/ Norm)</td>
<td>47.83</td>
<td>14.30</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>TTT baseline (GN w/ joint training)*</td>
<td>34.63</td>
<td>16.60</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Our baseline (GN w/ cosine classifier)</td>
<td>33.87</td>
<td>16.70</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Norm† [16], [17]</td>
<td>34.72</td>
<td>18.85</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Test-time adaptation</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Norm† [16], [17]</td>
<td>44.60</td>
<td>3.23</td>
<td>73.75</td>
<td>-59.45</td>
<td></td>
<td></td>
</tr>
<tr>
<td>TENT† [11]</td>
<td>44.76</td>
<td>3.07</td>
<td>73.85</td>
<td>-59.55</td>
<td></td>
<td></td>
</tr>
<tr>
<td>TTT (standard)* [10]</td>
<td>31.50</td>
<td>2.36</td>
<td>16.00</td>
<td>0.60</td>
<td></td>
<td></td>
</tr>
<tr>
<td>TTT (standard) [10]</td>
<td>27.23</td>
<td>6.64</td>
<td>14.40</td>
<td>2.30</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

* Indicates the results reported on their paper, † indicates that they use a larger batch size (128), which is an advantage (not entirely fair comparison).

### CIFAR-10.1

It is surprising that our method achieves a much lower error rate than that on the original test set (9.21%), outperforming other methods by a large margin, even if our baseline is lower than that for other methods, indicating our method’s adaptation to this new test set is quite successful. This is significant as this domain shift largely remains unknown, and TTT only partly managed to fill the gap between the performance. TENT and Norm lead to model collapse on this new dataset, even if their baseline is better.

### 4.2 Ablation Study

Table 2: Performance contribution of each part in PAD on CIFAR-10.1.

<table>
<thead>
<tr>
<th>Methods</th>
<th>Error (%)</th>
<th>Improvement</th>
</tr>
</thead>
<tbody>
<tr>
<td>Baseline</td>
<td>18.85</td>
<td></td>
</tr>
<tr>
<td>+ voting</td>
<td>15.10</td>
<td>3.75</td>
</tr>
<tr>
<td>+ $L_{prot}$</td>
<td>10.90</td>
<td>4.20</td>
</tr>
<tr>
<td>+ $L_{aux}$ (PAD)</td>
<td>4.80</td>
<td>6.10</td>
</tr>
</tbody>
</table>

For the ablation study, we use CIFAR-10.1, and the results are available in Table 2. We find that every component contributes to our final result. Crucially, the regularization with auxiliary data contributes the most improvement on top of other components. Surprisingly, we find voting over augmentations reasonably effective (3.75% improvement), which is more than that for TTT-online, showing the potential of exploiting the training augmentations during test-time adaptation.

### 5 Discussion

The selection for auxiliary data is arbitrary in our experiments, and we have not tried other auxiliary datasets yet, leaving for future work to investigate the influence for different auxiliary data.

Why do we use the L1 loss for prototypical loss $L_p$ instead of L2? We find L1 loss slightly outperforms L2 loss without auxiliary data.

TTA is also important in other tasks, like segmentation and detection, as domain shift is common in real applications, and sometimes we may not be aware of it. More generally, we hope this work can encourage researchers to bring down the barrier between training and testing in real deployments, as test-time adaptation models have larger capacities than typical domain adaptation models as they can learn from test data.

### 6 Conclusion

In this paper, we investigate Domain-agnostic Test-time Adaptation, where source data is not accessible during the adaptation process. We propose a framework to perform prototypical training with auxiliary data (PAD). Experiment results on two datasets, together with the ablation study, demonstrate the superiority of PAD over previous best methods.
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## Appendix

### A Problem Setting

Table 3: Comparison for data usage for updating model for different settings.

<table>
<thead>
<tr>
<th>Setting</th>
<th>Source data</th>
<th>Target data</th>
<th>Source data</th>
<th>Target data</th>
</tr>
</thead>
<tbody>
<tr>
<td>Fine-tuning</td>
<td>$x_s, y_s$</td>
<td>$x_t, y_t$</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>Domain adaptation</td>
<td>$x_s, y_s$</td>
<td>$x_t$</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>Test-time training</td>
<td>$x_s, y_s$</td>
<td>-</td>
<td>$x_t, y_t$</td>
<td>$x_t$</td>
</tr>
<tr>
<td>Test-time adaptation</td>
<td>$x_s, y_s$</td>
<td>-</td>
<td>-</td>
<td>$x_t$</td>
</tr>
<tr>
<td>Domain-agnostic test-time adaptation</td>
<td>$x_s, y_s$</td>
<td>-</td>
<td>$x_t$</td>
<td>$x_t^1, x_t^2, ...$</td>
</tr>
</tbody>
</table>

$x_s$ and $y_s$ stands for source data and label, $x_t$ and $y_t$ stands for target data and label, respectively. Different superscript for $x_t$ like $x_t^1, x_t^2$ stands for different target domain data.

#### A.1 Test-time Adaptation

Adaptation addresses generalization from source to target. A model $f_\theta(x)$ with parameters theta trained on source data $x_s$ and label $y_s$ may generalize poorly when tested on $x_t$ because of domain shift. Test-time adaptation only needs the model $f_\theta(x)$ and unlabeled target data $x_t$ but not the source data $x_s$ during inference.

#### A.2 Domain-agnostic Test-time Adaptation

In usual test-time adaptation, the test data are usually from a single domain. For example, the source domain is CIFAR-10, and the target domain is Gaussian noise in CIFAR-10-C. However, in real applications, we may not have such prior for the test data, and the data may come from different users, and every user’s data may be a domain. Such data can be mixed together. Sometimes we can use users’ identifiers as domain labels, but every users’ data can also come from different domains, like from different places and times, making such domain labels useless.

In domain-agnostic test-time adaptation, the test data are from different domains, but the domain label is unavailable. There is no prior on which domain the next test image will be, making it even more challenging. Take our newly proposed Mixed CIFAR-10-C, for example (details to be explained in the Experiments), the model is solely trained on the training set of CIFAR-10, but it is tested on a mixture of 15 kinds of different corruptions on the test set for CIFAR-10.

### B Experiment details

We optimize selectively in two aspects: selective in data and selective in certain layers for optimization. For data, we only optimize the model for the samples that have consistent predictions for the original version and augmented version, and the number of votes for the voting prediction is more than half. For different layers, we only optimize the first several layers, as shallow features are usually more low level and more related to domain-specific features.

Our implementation is in PyTorch. The number of augmentations for voting is set to 32. For better stability, we not only use features from the same layer as the input for the cosine classifier $h$ but also features from other layers determined by the layer group division for the architecture (but not all layers) for the auxiliary data regularization loss.

CIFAR-10 has 10 classes, a training set of 50,000, and a test set of 10,000. CIFAR-10-C is generated by adding different 15 types of corruptions on the test set for CIFAR-10-C. Mixed CIFAR-10-C is derived from CIFAR-10-C by randomizing corruptions types. We split 150000 images in Mixed CIFAR-10-C to 15 splits as in CIFAR-10-C and keep the label sequence the same as CIFAR-10-C for better comparison. We use level 5 corruption for the most domain shift.

CIFAR-10.1 [18] is a new test set of size 2000 modeled after CIFAR-10, with the exact same classes and image dimensionality, following the dataset creation process documented by the original CIFAR-
10 paper as closely as possible. The domain shift between the original test set and CIFAR-10.1 remains unknown as there is no visual difference for humans, but the performance drop for models trained on CIFAR-10 is significant.

Tiny-imagenet-200 is employed as auxiliary data, and the batch size for auxiliary data is set to 512. Specifically, we use its training set, which contains 200 classes, and each class has 50000 images.

C Future Work

We will try different kinds of auxiliary data to see the robustness of our method on different kinds of auxiliary data. Also, we believe it will be very interesting to look into the circumstance where auxiliary data are a subset of training data (for a slightly different setting where only a small subset of training data are available during testing, this can be the case when a few data are allowed to distribute to the inference server) or auxiliary data are from a different domain (for example, training data are Clip art but auxiliary data are real images).

We will also compare our method against the method that adds loss to minimize the change of parameters.