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Abstract

We propose χ-net, an intrinsically interpretable architecture
combining the compositional multilinear structure of tensor
networks with the expressivity and efficiency of deep neu-
ral networks. χ-nets retain equal accuracy compared to their
baseline counterparts. Our novel, efficient diagonalisation al-
gorithm, ODT, reveals linear low-rank structure in a multi-
layer SVHN model. We leverage this toward formal weight-
based interpretability and model compression.

1 Introduction
This paper presents preliminary results on developing inter-
pretable neural networks while retaining competitive accu-
racy. We introduce the χ-net architecture and the ODT algo-
rithm, which diagonalises and truncates such networks. We
discuss the background and rationale behind these networks
and provide evidence that these networks are easily inter-
pretable based on their weights. The contributions of this
work are as follows:

• We propose χ-net, an intrinsically interpretable architec-
ture with competitive accuracy.

• We propose the ODT algorithm to diagonalise the χ-net
and truncate it up to arbitrary precision.

• We extract meaningful learned patterns from the result-
ing highly structured model.

Mechanistic interpretability provides a microscope into
a neural network’s inner mechanisms, without which we
cannot meaningfully verify their safety, reliability, or align-
ment with human values. The field aims to reverse-engineer
deep neural networks into a set of understandable algorithms
or components. Just as one decompiles a computer program
into variables and functions, researchers aim to reduce deep
networks into a collection of semantically meaningful cir-
cuits (Olah et al. 2020). Such circuits are broadly defined
as small or sparse ‘computation’ graphs (Olah et al. 2020;
Loconte et al. 2024). However, due to the inherent non-
decomposability of many modules in neural networks, this
task is often rooted in post-hoc approximations (Bricken
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et al. 2023). Detrimentally, since interpretability is an ill-
defined metric (Leavitt and Morcos 2020), much research
cherry-picks examples and draws incomplete conclusions,
following a practice referred to as streetlight interpretabil-
ity (Casper 2024). Interpretability should focus on finding
mechanisms important to the model, not humans. Our results
indicate that rooting interpretability in rigorous decomposi-
tions is a promising avenue to achieving this.

Compositional AI emphasises understanding an artificial
system’s behaviour by examining how its constituent pro-
cesses interact and compose, rather than studying com-
ponents in isolation (Coecke and Kissinger 2018; Coecke
2021). It uses the principle of compositionality from cate-
gorical quantum mechanics – studying systems through their
components and interactions – to provide a common math-
ematical foundation for symbolic and subsymbolic AI, and
to break the curse of dimensionality in learning and under-
standing complex models. The field of Applied category the-
ory in AI seeks to provide an overarching framework that
unifies theory and practice (Shiebler, Gavranović, and Wil-
son 2021; Dudzik et al. 2022) through its ability to structure,
uncover and facilitate cross-disciplinary insights. By for-
malising the compositional structure, neuro-symbolic meth-
ods can integrate symbolic domain knowledge to improve
data efficiency and interpretability of subsymbolic models.
(Lorenz et al. 2023). Categorical deep learning uses compo-
sitional domain structure to derive inductive biases in deep
learning (Gavranović et al. 2024; Dudzik et al. 2022; Bron-
stein et al. 2021). Categorical string diagrams (Coecke and
Kissinger 2018) formalise compositional models in sym-
metric monoidal categories and recognise ‘intrinsically in-
terpretable’ models as compositionally-interpretable models
(Tull et al. 2024).

Rationale String diagrams interpreted in the category of
real finite-dimensional Hilbert spaces create tensor network
diagrams where boxes represent linear maps, and wires rep-
resent vector spaces (Coecke and Kissinger 2018). Ten-
sor networks offer rich compositional structures that en-
able principled network design (Levine et al. 2018) and can
serve as representations bridging symbolic and subsymbolic
reasoning methods (Gauderis 2023). Tensor networks cap-
ture structural relations in high-dimensional Hilbert spaces,
but are limited to linear relations. Neural networks address



this with non-linear activation functions, yet the compo-
sition of non-linearities remains poorly understood. This
work bridges the representational power of non-linear neu-
ral networks and the compositional structure of linear ten-
sor networks, which has been shown capable of retaining
near-SoTA accuracy while providing appealing mathemati-
cal properties (Pearce et al. (2024); Cheng et al. (2024); inter
alia).

2 χ-net Architecture
We propose the deep χ-net (CHI-net) architecture, short for
Compositionally and Hierarchically Interpretable network.
Through appropriate coordination of tensor composition,
principled weight-tying patterns, and a non-linear cloning
operator, χ-nets can be efficiently implemented, trained, and
evaluated as a deep non-linear neural architecture, but anal-
ysed, recomposed and interpreted as a linear tree tensor net-
work, combining the best of both worlds.

Using a non-linear cloning operator, multi-variable poly-
nomials are learned as multilinear maps that can be reinter-
preted as linear maps over a tensor product space. Inspired
by the linear no-cloning theorem (Coecke and Kissinger
2018), we introduce the non-linear cloning operator, a purely
diagrammatic manipulation:
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This unfolds into a multilinear map to which multiple copies
of the input are fed. Cloning has already been leveraged im-
plicitly in network design and interpretability (Pearce et al.
2024; Cheng et al. 2024; Dubey, Radenovic, and Maha-
jan 2022). Through (de)composition, tensor networks avoid
exponential parameter growth when learning higher-order
multilinear maps (Chrysos et al. 2020; Grelier, Nouy, and
Chevreuil 2018). Since any multi-linear map can be repre-
sented as a linear map over a tensor product space, the net-
work can be viewed as a linear map with weight-tying in-
duced by the cloning operator over a high-dimensional ker-
nel vector space.

The architecture of a χ-net χ : I → O from input space
I to output spaceO is shown in Figure 1. The input space I
is embedded into a hidden bond space H1 by a linear em-
bedding map e : I → H1. This feeds into L layers of
the cloning operator followed by a third-order tensor core
fi : Hi → Hi+1 for i = 1, 2, . . . , L. The output space
O is obtained by unembedding HL+1 using a linear unem-
bedding map u : HL+1 → O. For notational simplicity,
the maps e and u are also referred to as f0 and fL+1, re-
spectively. When the output O is a probability distribution,
the unembedding map u can be fed into a softmax function,
omitted here for simplicity.

Intuitively, a χ-net replaces the standard hidden layer con-
sisting of a linear map and a non-linear activation function
by a cloning operator and a multilinear map. The network’s
forward pass is efficiently computed bottom-up, starting
from the input x ∈ I and evaluating the cores fi, in se-
quence, alternating with the cloning operator, as shown in
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Figure 1: String diagram of a 3-layer χ-net with input x ∈ I,
linear embedding and unembedding maps e : I → H1 and
u : H4 → O, and multilinear cores fi : Hi → Hi+1

for i = 1, 2, 3. On the left side, the network is interpreted
bottom-up, reflecting the efficient forward pass evaluation.
The right side contains the unfolded tree tensor network,
where contraction is no longer restricted to unidirectional
evaluation. The expansion introduces weight-tying patterns
per layer.

Figure 1. By unrolling the cloning operators using Equa-
tion 1, the network can be interpreted as a tree tensor net-
work featuring weight-tying patterns per layer.

Every core fi is a bilinear map of its inputsHi⊗Hi. Com-
bined with the non-linear immediately preceding cloning op-
erator, fi captures quadratic interactions between inputs. A
χ-net of depth L can only express multilinear polynomials
over its inputs with monomials of degree 2L. This restric-
tion to high-degree interactions is detrimental to generalisa-
tion, as real-world problems often depend on lower-degree
terms (Lin, Tegmark, and Rolnick 2017; Li, Zhu, and Cam-
bria 2021). Adding a constant input as a bias term overcomes
this limitation: x ← (1, x). With this modification, an L-
layer χ-net can express multilinear polynomials of degree
up to 2L. We impose further structure on the cores to restrict
the number of learnable parameters. Specifically, each core
fi is parametrised using a transposed Khatri-Rao product of
two matrices Ai and Bi:

fi
=

Ai Bi

Hi Hi Hi Hi

Hi+1 Hi+1

(2)

Here, the white circle represents the third-order tensor iden-
tified by a Kronecker delta δljk over input indices j and k
and output index l and coincides with an element-wise mul-
tiplication of the input vectors (Coecke and Kissinger 2018).
This parameterization, known as a bilinear layer (Shazeer
2020; Sharkey 2023), is increasingly popular in neural net-
work design but is less expressive than a full bilinear map.
Due to the preceding cloning operator, the bilinear layer’s



parameterisation can be symmetrised, with respect to its in-
puts, post-training without affecting its expressivity:
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)
, ∀i, j, k

Throughout, we assume this symmetry is enforced.

3 ODT Algorithm
We present the novel Orthogonalisation, Diagonalisation,
and Truncation (ODT) algorithm, inspired by the hier-
archical singular value decomposition (HSVD) for tree-
structured tensor networks (Oseledets and Tyrtyshnikov
2009; Grasedyck 2010). The ODT algorithm efficiently
compresses trained χ-nets and extracts their low-rank inter-
pretable features. The overall time complexity of the algo-
rithm is O(L · h4), with hidden dimension h and depth L,
discussed in Appendix F. Each step is discussed individu-
ally, and a compression error bound is given. Accompanying
diagrammatic proofs and further explanations are presented
in Appendix G.

Orthogonalisation The objective is to make the cores fi
orthonormal for i = 0, . . . , L without changing the network
behaviour. This is done bottom-up, starting from the input
embedding e = f0 and proceeding to the final core fL, by
applying the RQ decomposition to each matricised core fi,
where fi is replaced by the unitary Qi and contracting the
non-orthogonal part Ri into the next core fi+1. To ensure
that the bond dimensions do not grow during this process,
reduced RQ decomposition is used so that the adjoints of
the new cores f⊥

i = Qi are isometric with orthonormal
columns. The result is a network in which all cores fi are
isometries, except for the unembedding u = fL+1, which
contains the non-orthogonal part of the network.

Diagonalisation This step computes an orthogonal pro-
jection matrix Pi for each bond Hi that projects onto the
left singular vectors of the χ-net, matricised with respect to
a single Hi bond. These projectors are computed by diago-
nalising the Gram matrix Gi of the χ-net for that bond. This
calculation, illustrated in Figure 11, consists of three steps.
First, the χ-net is composed with its adjoint and the tensor
contraction at a bond Hi is removed. This results in a self-
adjoint Gram matrix Gi : Hi → Hi. Second, its spectral
decomposition Gi = ViΛiV

∗
i is computed. Vi is the uni-

tary that diagonalises Gi and contains the left-singular vec-
tors of the matricised χ-net, and Λi is a diagonal matrix of
the corresponding real and positive singular values, sorted
in decreasing order of magnitude. Finally, the self-adjoint,
idempotent and therefore orthogonal projector Pi on the left
singular vectors are constructed as:

Pi = ViV
∗
i (3)

Inserting Pi into bond Hi of the χ-net does not affect its
behaviour (Coecke and Kissinger 2018, Prop. 5.77).

Truncation Given the singular vectors and values of each
bond Hi, the last step is to reduce the rank ri of each pro-
jection Pi to project only onto the ri most important singu-
lar vectors. This is achieved by truncating the unitary Vi to
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Figure 2: The accuracy curve shows that it is possible to
truncate about 70% of the model’s dimensions without com-
promising accuracy. About 90% of dimensions can be trun-
cated with a small drop in accuracy.

the first ri columns (preserving isometric properties) so that
dim(H′

i) = ri in Equation 3, while the truncated projector
is the low-rank approximation that minimises the Frobenius
distance to the original projector. Finally, the truncated pro-
jectors Pi are partially contracted in both f⊥

i−1 and f⊥
i . In

this way, the new bond dimensions of H′
i are reduced to ri

in the truncated χ′-net. Note that the truncated χ′-net is a
low-rank approximation of the original χ-net that retains the
symmetric isometric properties imposed by the symmetrisa-
tion and orthogonalisation steps.

We establish the compression error bounds by following
the proof for HSVD (Grasedyck 2010; Grelier, Nouy, and
Chevreuil 2018). Let ϵ > 0 be any threshold. If each G′

i is
the truncated Gi with rank ri such that:

∥Gi∥2F − ∥G′
i∥2F ≤

ϵ2

2(L+1) − 1
∥Gi∥2F

where the denominator is the number of projections in the
unfolded tensor network, then the truncated χ′-net is a low-
rank approximation of the original χ-net with relative preci-
sion ϵ:

∥χ− χ′∥F ≤ ϵ∥χ∥F
The prospect of bounding the loss is left for future work.

4 Experiments
We consider a 3-layer model trained on the SVHN dataset
(a real-world variant of MNIST). This model achieves about
85% test accuracy. Details about the setup can be found in
Appendix A. The diagonalised cores are sparse, and the trun-
cation discards about 70% of bond dimensions with no de-
crease in accuracy (Figure 2). This section discusses leverag-
ing this structure to extract learned patterns from the model.

Weight interpretation The χ-net consists of an embed-
ding matrix (e = f0), whose rows are called atoms, and core
tensors (f1-f3), whose symmetric input slices are called in-
teraction matrices. We call a composition of atoms a feature
and define its activation as its composition with an input.
An atom’s interpretation depends on its subsequent interac-
tion matrix; we distinguish between three kinds. Diagonal
entries show an input’s self-multiplication, with the weight
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Figure 3: The six most important atoms (e=f0) and inter-
action matrices (f1-f3) for each layer of the decomposed
model. The unembedding (u=f4) is contracted into f3 for
brevity. The atoms are reshaped into the image’s dimensions
for visual clarity; they contain patterns such as edge detec-
tors and proto-digits. The middle interaction matrices are
highly sparse and are dominated by constant interactions.
The root (f3) is denser, combining many learned features.

determining positive or negative value. Off-diagonal entries
act as gates by multiplying different inputs together. Entries
on the first row/column are scalar values since they multiply
with a constant (the bias). All figures show positive weights
in blue and negative weights in red.

Tensor anatomy Our diagonalised model’s atoms are in-
terpretable, and its interaction matrices (except the root) are
sparse, as shown in Figure 3. Interestingly, the constant di-
mension stays separated despite not being hard-coded into
the diagonalisation; it does not match with any input except
the appended bias (not shown in the figure). The other atoms
have coherent spatial structures; some resemble proto-digits,
while others are localised edge detectors. Constant interac-
tions dominate the interaction matrices of f1 and f2, com-
prising about 90% of their norm. This effectively corre-
sponds to sparsely summing certain atoms; note that this is a
fully linear operation. Local decompositions miss this struc-
ture, as discussed in Appendix E. The root (f3) is denser,
capturing more intricate interactions. Its effective input di-
mension is about 13, indicating that it is still structured.

Digit extraction We extract interpretable features from
this model corresponding to the output classes. Our ap-
proach is inspired by Pearce et al. (2024), who consider the
highest eigenvector for a given output class and show them
to be interpretable in single-layer models. Our models span
multiple layers, so we cannot simply reuse this approach.
However, given that linear interactions dominate the first
few layers, it is possible to directly use this to project the
vectors onto the input space. This approach yields highly-
interpretable digits (Figure 4). The other eigenvectors of
digits are covered in Appendix D. In short, using the near-
linearity found by the decomposition provides an excellent
lens through which to understand latent features.

Figure 4: The most important eigenvector of the root core
(u ◦ f3) per digit. These are linearly traced through the pre-
vious cores onto the input space. These represent the proto-
typical digits from the training data.

5 Conclusion
Summary This paper introduces χ-nets, an interpretable
neural network architecture that maintains competitive ac-
curacy. We present the ODT algorithm, which efficiently
diagonalises χ-nets, revealing interpretable low-rank linear
structures in multilayer models and allowing model com-
pression by ranking hidden dimensions. Through tensor
composition, weight-tying, and a non-linear cloning opera-
tor, χ-nets can be implemented as deep neural networks but
analysed as tree tensor networks, combining the advantages
of both.

Ongoing work Despite the scalability of the proposed ar-
chitecture and algorithm, this paper focuses on small mod-
els. While the ODT algorithm identifies shallow neural cir-
cuits, deeper models may involve complex multilayer inter-
actions, which will be harder to interpret comprehensively.
Ongoing work includes extending this approach to modern
architectures, exploring probabilistic generative modelling
(Loconte et al. 2024), and involving the dataset in the de-
composition to capture input statistics or integrate metadata.

Appendix
A Experimental setup

Dataset To train our model, we use the SVHN dataset,
which is essentially a harder version of MNIST. The mo-
tivation is that this provides a reasonable middle ground
between MNIST, which is solvable using linear models,
and ImageNet, which requires huge models. Furthermore,
SVHN has easily discernible classes, making it a perfect
testbed for our purposes. We concatenate the ”train” and
”extra” splits to train and use the ”test” split to measure ac-
curacy. Our input processing step grayscales the images and
adds Gaussian noise; we use no other regularization.

Architecture The discussed model consists of 3 hidden
(bilinear) layers surrounded by an embedding and unembed-
ding (head). These hidden layers all use biases of the form.
The embedding projects the input onto a 256-dimensional
latent space, and the unembedding projects this onto 10 the
output classes. This is followed by a softmax operation to ac-
quire the prediction probabilities. We use a variant of Batch-
Norm as normalisation that only divides by the L2 norm



1 layer 2 layers 3 layers 4 layers
χ-net 83.8% 84.2% 85.4% 86.5%
Baseline 85.7% 86.4% 87.3% 88.0%

Table 2: Accuracy of χ-nets and a ReLU baseline across
depths. A linear model only attains 23%.

(akin to RMSNorm). After training, this single average is
contracted into its neighbouring matrix.

Hyperparameters
input noise norm 0.3
weight decay 1.0
learning rate 0.001
normalisation RmsBatchNorm
batch size 2048
optimiser AdamW
schedule cosine
epochs 20

Table 1: Training setup for the studied model(s).

B χ-net ablations
This work aims to establish deep χ-nets as a viable and inter-
pretable alternative to ordinary multi-layer perceptrons. Pre-
vious works (Pearce et al. 2024; Shazeer 2020; Cheng et al.
2024) provide evidence that multilinear networks can retain
competitive accuracy when scaling both dataset complexity
and model size. Specifically, Pearce et al. (2024) finds trans-
formers that use bilinear layers to be 6% less sample effi-
cient. In a data-abundant regime, training for slightly longer
can offset this. However, in a data-constrained regime, train-
ing for more epochs may not close that gap. Empirically,
we find that ReLU-based networks benefit from training for
more epochs while χ-nets sometimes do not.

We perform a set of ablations on our small models to show
that χ-nets achieve near-accuracy parity with their baseline
counterparts (Table 2). These experiments follow the setup
from Appendix A, only varying the depth.

C Explaining predictions
We employ our extracted features to evaluate their useful-
ness in explaining a given classification output. As build-
ing blocks in our explanation, we use the eigenvectors for
all digits, of which the highest ones are shown in Figure 4
and Figure 6. We then measure the activation of each fea-
ture, which is computed as their inner product with the in-
put. These activations are then multiplied by the eigenvalues
for that feature.

In Figure 5, we consider a particular 3 almost resembling
a 9 (possibly due to the grayscaling). This shows a feature
for the digit 9 has the highest positive impact. However, a
long tail of negative features inhibits the digit 9, resulting in
a slightly higher logit for the digit 3.
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Figure 5: Using extracted features from the model to ex-
plain the classification logits. The left shows the importance
scores for all features (split by positive and negative con-
tribution), the most important ones of which are shown in
the middle section. The right shows the logits along with the
evaluated input.

Bond 0 Bond 1 Bond 2 Bond 3
SVD 83.4 165.9 100.5 229.2
ODT 2.1 3.3 13.3 5.7

Table 3: Comparison of the effective (L2) bond dimensions
for SVD and ODT.

D Additional features
Each digit has multiple eigenvectors; this section discusses
the top eigenvectors and the eigenvalues for the digits 2, 5
and 8 (shown in Figure 6). The first positive eigenvector of-
ten indicates a prototypical instance of the given digit, the
second the most salient stroke, and the third depends on the
digit. Strokes are often detected by Gabor-like filters, match-
ing across a range of possible locations.

The negative eigenvectors are slightly harder to interpret
but correspond to a stroke that would strongly change the
given digit to another. For instance, the negative eigenvec-
tors of a 5 correspond to a stroke closing the top part; if that
were present, the feature would likely become a 9.

E ODT in numbers
While the ODT algorithm has a solid theoretical founda-
tion, this section discusses how that translates to practice.
We compare ODT to SVD and perform numerous ablations
concerning the truncation procedure.

Rank We compare the ODT algorithm versus the com-
monly used SVD to measure the bond dimensions of our
model (Figure 7). SVD has a very long tail, indicating none
of the core tensors are low-rank by themselves. In contrast,
the singular values from ODT immediately drop to zero; it
is only by diagonalising that their structured nature becomes
apparent. The effective dimensions are shown in Table 3.

An effective bond dimension smaller than 2 indicates the
model is fully linear (only the constant dimension is used).
This is almost the case in the first two layers. Computing the
effective dimension without the constant results in about 14
for all layers. We believe this to reflect the dataset’s intrinsic
dimensionality.



20
0.00

2.18

1.58

1.02

20

0.00

-1.58
-1.38

-1.07

20
0.00

2.11

1.48
1.14

20

0.00

-1.59
-1.38

-0.93

20
0.00

1.51

1.03
0.87

20

0.00

-1.39

-0.90
-0.72

Figure 6: Most important projected eigenvectors for the dig-
its 2 (top), 5 (middle) and 8 (bottom). The left graphs indi-
cate the magnitude of the eigenvalues, split by positive and
negative. The right side depicts the eigenvectors correspond-
ing to the indicated eigenvalues.

Loss In addition to Figure 2, we provide the resulting loss
after any truncation (Figure 8). This paints a similar picture
as the accuracy comparison, but there is a dip in the loss
after truncating about 90% of dimensions. We are currently
uncertain about its cause. One hypothesis is that the network
has a generalizing backbone and a long tail of spurious cor-
relations. Removing a part of these correlations may desta-
bilise the model, but removing all of them is beneficial. Once
parts of the backbone are removed, the loss spikes.

Norm We measure which dimensions contribute to the
Frobenius norm of the whole tensor (Figure 9). This reveals
only a handful of dimensions contribute.
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Figure 7: The normalized singular values of the bond dimen-
sion (increasing opacity with depth) for SVD (purple) and
ODT (green). SVD does not find a clean low-rank structure,
while ODT does.
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Figure 9: The tensor (Frobenius) norm as a function of re-
moved dimensions. The norm is concentrated in only a frac-
tion of the network.



F ODT in complexity
The overall time complexity of the ODT algorithm is O(L ·
h4), which is linear in the depth L of the network and quartic
in the hidden dimension h. This section explains the com-
plexity of the algorithm’s steps per layer.

Orthogonalisation The complexity of a reduced RQ de-
composition (for a matrix with dimensions n and m) is
O(max(n,m) · min(n,m)2). Each matricised core has di-
mensions h and h2, resulting in a complexity ofO(h4). Con-
tracting the Ri matrix into the next core fi+1 (a third-order
tensor) likewise has a complexity of O(h4).

Diagonalisation Due to the imposed symmetry of the
cores f⊥

i , the projector Pi only needs to be calculated once
per layer. Furthermore, one can avoid computing repeated
tensor contractions by computing the Gram matrices Gi iter-
atively from top to bottom using the isometric properties of
the cores f⊥

i . Consequently, each Gram matrix can be com-
puted in O(h4) time. The spectral decomposition of a Gram
matrix can be computed in O(h3) time, and contracting Vi

into their neighbouring cores takes O(h4).

Truncation If the eigenvalues Λi from the previous step
are stored, computing the truncation can be done in O(h)
since it only involves removing dimensions. Contracting
each projection into the adjacent cores can be done O(h4).

In summary, the ODT algorithm has a bottom-up step (or-
thogonalisation) with complexityO(L ·h4), a top-down step
(diagonalisation) and a truncation step with the same com-
plexity and a truncation step with negligible similar com-
plexity. Despite the algorithm’s quartic complexity, runtime
rarely constrains performance. The O(h3) memory require-
ment becomes the primary bottleneck for wide models.

G ODT in pictures and code
Each of the three steps in the ODT algorithm discussed in
Section 3 is illustrated with string diagrammatic equations
and pseudocode.

Orthogonalisation In Figure 10 and Algorithm 1, cores fi
(for i = 0, . . . , L) are converted into isometries to achieve
the isometric property shown in Figure 12, using the elimi-
nation rule for the adjoint of the cloning operator:

H = H H (4)

Diagonalisation The diagonalising projection matrices
Pi = ViV

∗
i for each bond Hi are constructed based on the

eigenvectors of the gram matrix Gi, efficiently calculated as
shown in Figure 11 and Algorithm 2.

Truncation The truncated projections Pi are contracted
into the adjacent cores f⊥

i−1 and f⊥
i in Figure 13. When

all Pi are contracted in parallel, a new χ′- net is formed as
shown in Figure 14 and Algorithm 3.

Algorithm 1: Orthogonalisation

Require: Cores f0, . . . , fL+1

1: f ̸⊥
0 ← f0

2: for i = 0 to L do
3: Ri, Qi ← RQ(f ̸⊥

i )
4: if i = L then
5: f ̸⊥

L+1 ← fL+1 ◦Ri {Unembedding}
6: else
7: f ̸⊥

i+1 ← fi+1 ◦ (Ri ⊗Ri)
8: end if
9: f⊥

i ← Qi

10: end for
11: return f⊥

0 , . . . , f⊥
L , f ̸⊥

L+1

Algorithm 2: Diagonalisation

Require: Isometric cores f⊥
0 , . . . , f⊥

L

Require: Unembedding f ̸⊥
L+1

1: for i = L+ 1 to 1 do
2: if i = L+ 1 then
3: GL+1 ← f ̸⊥∗

L+1 ◦ f
̸⊥
L+1 {Unembedding}

4: else
5: Gi ← f⊥∗

i ◦Gi+1 ◦ f⊥
i

6: end if
7: Vi,Λi ← EVD(Gi)
8: end for
9: return V1, . . . , VL+1,Λ1, . . . ,ΛL+1

Algorithm 3: Truncation

Require: Isometric cores f⊥
0 , . . . , f⊥

L

Require: Unembedding f ̸⊥
L+1

Require: Isometries V1, . . . , VL+1 of r1, . . . , rL+1 most
important singular vectors

1: f ′
0 ← f⊥

0
2: for i = 1 to L+ 1 do
3: f ′

i−1 ← V ∗
i ◦ f ′

i−1
4: if i = L+ 1 then
5: f ′

L+1 ← f ̸⊥
L+1 ◦ VL+1 {Unembedding}

6: else
7: f ′

i ← f⊥
i ◦ (Vi ⊗ Vi)

8: end if
9: end for

10: return f ′
0, . . . , f

′
L+1
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Figure 10: Orthogonalisation of a 3-layer χ-net by bottom-up application of the reduced RQ decomposition.
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shown in Figure 12. Step 2 is the spectral decomposition of the self-adjoint Gram matrix.
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