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Abstract

Large language models (LLMs) have facilitated a wide range of applications with
distinct service-level objectives (SLOs), from latency-sensitive online tasks like
interactive chatbots to throughput-oriented offline workloads like data synthesis.
The existing deployment model, which dedicates machines to each workload,
simplifies SLO management but often leads to poor resource utilization.

This paper introduces HyGen, an interference-aware LLM serving system that
enables efficient co-location of online and offline workloads while preserving SLOs.
HyGen incorporates two key innovations: (1) performance control mechanisms,
including a latency predictor to estimate batch execution time and an SLO-aware
profiler to quantify latency interference, and (2) SLO-aware offline scheduling
policies that maximize serving throughput and prevent starvation. Our evaluation on
production workloads shows that HyGen achieves up to 3.9-5.8 x throughput gains
over online and hybrid serving baselines, while ensuring latency SLOs. The code
of HyGen is publicly available athttps://github. com/UIUC-MLSys/HyGen.

1 Introduction

Large language models (LLMs) have emerged as transformative tools across diverse domains,
handling both latency-critical online requests (e.g., chatbot interactions [32} 39]) and throughput-
oriented offline tasks (e.g., document summarization [18]]). Online serving demands low and stable
response times, measured by Time to First Token (TTFT) and Time Between Tokens (TBT), while
offline tasks prioritize high throughput and resource utilization, often processing large batches with
relaxed latency constraints. The disparity in these requirements has led most production deployments
to segregate online and offline serving onto separate clusters to avoid interference [41} 51} 154, 169].

However, real-world LLM workloads demonstrate significant temporal variations in request load.
Our analysis of production traces shows that in addition to the popular diurnal request arrival patterns,
online request rates can vary by up to 3x within minutes (Section [3). To meet latency requirements
under such bursty loads, service providers have to provision GPU resources for peak demand, as
minute-level resource scaling is often impractical due to infrastructure complexity and engineering
overhead [15} 64, |66]—leading to substantial underutilization during off-peak hours.

This resource overprovisioning suggests an opportunity to improve resource efficiency via hybrid
serving—co-locating online and offline workloads on the same inference engine instance. By
opportunistically padding online requests with offline requests during periods of low online load, the
system could maintain high GPU utilization while preserving latency guarantees for online requests.
However, realizing this opportunity requires addressing several fundamental challenges.
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First, LLM services exhibit diverse latency requirements across applications [32]. Interactive chatbots
require consistent response times with both low initial latency (TTFT) and smooth token generation
(TBT), while batch processing tasks prioritize throughput over latency. These requirements often
manifest in different statistical metrics—from strict P99 latency bounds to mean performance targets—
making it difficult to establish unified resource-sharing policies.

Second, LLM workloads are inherently unpredictable in both their arrival patterns and resource
demands. Request arrival rates exhibit both diurnal patterns and unpredictable short-term fluctuations.
This variability is further complicated by uncertainty in resource demands—input sequences vary
widely in length, and the number of output tokens can hardly be predicted until generation completes.

Third, co-locating online and offline workloads introduces interference. For instance, offline requests
may delay time-sensitive online requests; using large batch sizes to improve the throughput of offline
requests can increase the latency of online requests. Effectively managing this interference while
ensuring latency guarantees demands meticulous orchestration of resource sharing.

This paper presents HyGen, an interference-aware LLM serving system that elastically co-locates
online and offline workloads. HyGen introduces several key techniques: (1) a latency predictor
that accurately estimates the execution time of different request batches, (2) an interference-aware
profiler that quantifies the performance interference of co-location, and (3) an adaptive scheduler that
maximizes offline throughput while maintaining strict latency guarantees for online requests.

Our evaluation on production workloads shows that HyGen improves serving throughput by 3.87-
5.84x over existing advances [2], while guaranteeing strict SLO compliance. To summarize, this
paper makes the following contributions:

» Key insights on the feasibility and benefits of co-locating online and offline LLM workloads,
derived from systematic characterization of production traces.

* A statistical latency prediction model that accurately captures the relationship between batch
composition and execution latency, accounting for quadratic complexity in prefill and linear
scaling in decode phases.

* A novel scheduling system that dynamically co-locates online and offline workloads, formulated
as a constrained optimization problem that maximizes throughput with prefix sharing while
preserving strict latency SLOs and providing theoretical guarantees for fairness.

* Experimental evaluation on real-world workloads demonstrating up to 5.84 x throughput improve-
ment over state-of-the-art alternatives.

2 Related Work

LLM Inference Optimization. Recent advances in LLM inference through kernel optimization [12}
61]], compilation frameworks [33}, 159} [72]], and scheduling algorithms [30, 31} 155]] have substantially
improved LLM serving performance. Among these, a particularly important development is predictive
scheduling, which aims to estimate request difficulty [[13}38]] or generation length [16} 23} 27,43, 45]].
Contrasting these efforts, HyGen uniquely predicts batch execution time, providing precise control
over request interference during co-located workloads. Additionally, the concept of request prefix
sharing has been explored by [17,128}[71]], where shared prefixes across requests optimize resource use.
HyGen takes this a step further by applying a prefix sharing maximization strategy to opportunistically
schedule offline requests, utilizing residual capacity from a primary, SLO-bound online workload.
Moreover, HyGen introduces a fairness-aware extension to the standard prefix-sharing maximization
(PSM) method, addressing the issue of starvation often encountered in naive designs.

In parallel, the increasing demand for offline LLM inference has driven two key trends. First,
platforms like Huggingface Accelerate [25], DeepSpeed ZeRO-Inference [4], and FlexGen [51]
enable efficient inference on commodity hardware through memory offloading across GPUs, CPUs,
and disk. Second, cloud providers, including OpenAI’s Batch API [40], have launched specialized
services optimized for throughput rather than latency, processing millions of requests daily for
large-scale data processing tasks.

Workloads Co-location. In data center environments, co-locating latency-sensitive applications
with batch applications has been explored to improve resource utilization [8, 9, 42| 68]. However,
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Figure 1: Request rate varies significantly Figure 2: HyGen Overview. Online and offline requests
in Microsoft Azure’s LLM service over one- are processed asynchronously, with offline requests op-
hour and two-minute periods. portunistically scheduled to respect latency budgets.

these approaches generally overlook the unique characteristics of LLM inference. In the context of
LLM inference, several works have investigated the co-location of various model types and tasks.
For instance, Punica [7], S-LORA [49]], and dLoRA [58]] batch requests from different LoRAs, while
MuxServe [14] multiplexes resources across multiple LLMs. In contrast, HyGen focuses on batching
online and offline requests, addressing distinct optimization problems that are not interchangeable.

3 Background and Motivation

This section first introduces the background of LLM serving deployment (Section[3.1)), then illustrates
how these characteristics motivate our system designs (Section 3.2).

3.1 LLM Serving

Large-scale inference clusters consist of multiple serving instances, with a router intelligently direct-
ing incoming requests to the most suitable instances [33}165]. Each instance, which could be based
on architectures like vVLLM [29] or SGLang [71]], typically employs iteration-level scheduling [63]]
and chunked prefill [2]. This setup enables decode requests to perform an additional decoding step,
while prefill requests are limited to a fixed token budget. These two types of requests are processed
together within a single iteration, optimizing resource utilization.

LLM serving deployment can be categorized into online serving and offline serving scenarios.
Online serving targets real-time user interactions, such as chatbots, code assistants, and interactive
applications [35,[39]. This interactive nature often requires a short Time to First Token (TTFT) as
well as a short Time Between Tokens (TBT). Offline serving prioritizes throughput over latency,
measured in queries per second (QPS) or tokens per second (TPS). For example, OpenAl’s Batch
API processes requests with relaxed latency requirements (up to 24 hours) at significantly lower
costs compared to standard APIs [40]. Applications include model benchmarking [21} [34]], document
processing [10,[67], data cleaning [36,[70], and data synthesis [3l].

3.2 Motivation and Challenges

LLM serving systems face a critical resource utilization challenge due to the highly variable nature of
their workloads. Figure[T|reports our analysis of Microsoft Azure’s LLM service [41]], showing that



request rates can fluctuate dramatically—varying up to 3x within minutes while following broader
diurnal patterns. This variability creates an inherent tension in resource provisioning: serving clusters
must be sized to handle peak loads, leading to resource underutilization during off-peak periods.

This load variability suggests an opportunity to improve resource utilization by co-locating online
requests with offline requests. For each serving instance in the cluster, during periods of low
online traffic, it can opportunistically schedule offline tasks to harvest idle resources. While recent
methodologies in simultaneous batching of prefill and decode requests set the premise for dynamic
request co-location [2], doing so at scale introduces several fundamental challenges:

1. Diverse Latency Requirements: Applications and even requests of an application have distinct
latency requirements. For example, paid users require strict latency SLOs while free users accept
more relaxed guarantees. How to respect diverse latency requirements in flight?

2. Massive Uncertainties: LLM serving faces temporal uncertainty—online requests arrive in
unpredictable bursts with varying urgency levels—as well as resource demand uncertainty due to
unpredictable output lengths. How to perform efficient scheduling in the wild?

3. Request Interference: Co-locating online and offline workloads introduces performance inter-
ference. Large batches of offline requests can cause severe head-of-line blocking, delaying the
processing of time-sensitive online requests. Worse, batching requests of long inputs with short in-
teractive queries can elongate the latency of all requests in the batch by an order of magnitude [2].
How to account for interference in co-locating requests?

4 The HyGen Design

4.1 Overview

HyGen introduces a novel approach to integrate online and offline requests while maintaining strict
latency guarantees. As shown in Figure[2] HyGen employs a dual-queue architecture that separates
latency-sensitive and throughput-oriented requests. This design accommodates diverse SLOs and
variable workloads while remaining compatible with existing scheduling policies within each queue.
We note that HyGen functions as an instance-level scheduler, receiving requests from an upstream
system-level router (e.g., Preble [53]]). As a result, both the request concurrency and scheduling
overhead at each instance are inherently bounded. HyGen’s two-phase scheduling operates as follows
(see Appendix [A.T|for the asynchronous two-queue workflow and message passing details):

* The online phase prioritizes latency-sensitive requests, forming an initial batch using established
policies such as First-Come-First-Serve (FCFES) [29] or fairness request scheduling [50]. We
introduce a priority-based preemption mechanism that protects online request performance
by selectively preempting offline requests. Currently, HyGen preserves execution state for
preempted requests, while its architecture supports various preemption mechanisms—including
state discarding, preservation, and swapping—as categorized by InferCept [1]].

* The offline phase uses our latency predictor to allocate remaining capacity to throughput-oriented
requests. This predictor accurately estimates the latency impact of each potential offline request
addition, determining either decode request latency costs or maximum chunked prefill lengths
that fit within the available latency budget without violating online SLOs.

Algorithm(I]formalizes our scheduling approach, with implementation details and complexity analysis
(O(n) where n is the number of requests) provided in Appendices|A.1]and[A.4] Appendix [ presents
a novel cluster serving paradigm that addresses the longstanding tradeoff between SLO compliance
and resource utilization based on HyGen.

4.2 Performance Control Mechanisms

Co-locating online and offline requests under diverse SLO requirements requires precise control over
resource allocation. The key challenge lies in accurately estimating the latency impact of scheduling
decisions to ensure SLO compliance. This section introduces a latency predictor for estimating batch
execution latency and an SLO-aware profiler for translating the estimates into scheduling decisions.



Algorithm 1 HyGen SLO-aware scheduler

1: function SLO_AWARE_SCHEDULE

2:  Input: running requests R, request queue @,
3: latency budget ¢, chunk size ¢, memory budget m
4:  Output: batched requests B

5: B+ {}
6.
7
8

for » € R.decode do
treq < PREDICTOR .predict(r, DECODE) /I predict latency of the decoding request
if t,.q <t or PHASE == ONLINE then

9: /I schedule request if it is: 1. online, or 2. offline and enough latency budget left
10: tt—treg
11: B < BU{(r, 0, treq)}
12 for r € R.prefill UQ do
13: TRY_SCHEDULE: /I try to schedule a prefilling or waiting request
14: /I get the max number of tokens allowed under memory and latency budget
15: l,treq < PREDICTOR.get_max_tokens(t, c, m, 1)
16: if { > 0 then
17: / schedule request
18: t et —treg
19: c—c—1
20: m <+ m— GET_NUM_BLOCKS()
21: B+ BU{(1,1, treq)}
22: else
23: if PHASE == ONLINE and R # B then
24: PERFORM_PREEMPTION(R, m) // preempt request with lower priority
25: goto TRY_SCHEDULE /I try to schedule again
26: else
27: break

28:  return B

Latency Predictor. The design of our latency predictor is guided by three key requirements. First,
it must provide fast inference to support real-time scheduling decisions. Second, it needs to be robust
across varying workload patterns to maintain reliable performance. Third, it should be adaptable to
different hardware configurations to accurately capture their unique performance characteristics.

The execution time of an LLM serving batch is primarily determined by two distinct processing stages
with different computational patterns. The prefill stage exhibits quadratic complexity due to attention
computations, with latency growing quadratically with input sequence length. The total load of this
stage depends on both the number of requests and their individual sequence lengths. In contrast, the
decode stage shows linear scaling, with computational requirements growing proportionally with the
number of tokens. We can model the batch execution time below to capture these characteristics:

Tbatch = f(SpanaS§7S§7Np7Nd) (1)

where S, and S represent the total number of prefill and decode tokens in the batch, respectively.
The quadratic terms (Sg and S2) account for non-linear scaling effects, particularly in the prefill
phase. V,, and N represent the number of prefill and decode requests in the batch, respectively.

We employ linear regression as the prediction model because of its efficiency and effectiveness. Train-
ing data for the model is collected by systematically profiling target hardware across diverse batch
compositions, varying in the number of requests in different phases, sequence length distributions,
and total batch sizes. The linear model enables rapid evaluation of varying batch compositions during
scheduling, while its simple feature set ensures stable predictions across varying conditions. Further
discussion on the implementation and expandability of the LR predictor can be found in Appendix [B]

SLO-aware Profiling. The latency predictor provides accurate latency estimates for filling offline
requests. Our SLO-aware profiler leverages a latency budget to ensure SLO compliance in scheduling.
The profiler first analyzes the given combination of workload and SLO to establish viable latency



budget ranges. Given that larger batch sizes and longer inputs will increase latency, the profiler
test-runs latency budgets within the range to check their compliance with the given SLO and employs
binary search to decide an upper limit that meets the overall SLO for online requests. During
deployment, this latency budget is used as the batch latency limit in the two-phase scheduling
process (Section[4.1) to ensure SLO compliance. This profiling enables three key capabilities: (1)
It determines appropriate latency thresholds that maintain SLO compliance for various workloads
and limitations (e.g., power constraints [41]]). (2) It provides flexible adaptation by adjusting budgets
based on changing workload characteristics and performance requirements. (3) It establishes a robust
foundation for hybrid scheduling by accounting for both online and offline workload patterns.

4.3 SLO-aware Offline Scheduling Policies

After scheduling online requests, our offline scheduling policy repurposes the residual capacity to
maximize throughput while ensuring fairness [S0]. To further optimize the serving throughput for
offline requests, HyGen employs an SLO-aware Prefix Sharing Maximization (PSM) strategy. Prefix
sharing is a widely adopted technique for reusing the KV cache of shared input prefixes between
requests [[17,169] 711 [73]].

Prefix Sharing Maximization Strategy. Our PSM strategy organizes offline requests into a prefix
tree following the structure of a Trie tree with each leaf node representing a request, capturing prefix
sharing characteristics of all offline requests. The priority of each request is determined by the
Depth-First Search (DFS) order of the prefix tree, where requests with the greatest prefix sharing
potential are scheduled together. Subsequently, HyGen performs SLO-aware offline scheduling
(Section using this order to maximize prefix cache reuse, reducing redundant computation and
improving throughput. The prefix tree structure also ensures fast insertion and deletion in runtime
scheduling. A formalized algorithm is in Appendix[A.2] For example, consider a system that can
process two offline requests per batch with the following request queue: (What is ML, code,
What is Al, debug). Under traditional FCFS scheduling, requests are processed in arrival order:
(What is ML, code), (What is Al, debug), resulting in no prefix sharing opportunities.
In contrast, PSM’s prefix-aware scheduling reorders requests as: (What is ML, What is Al), (

code, debug), enabling KV cache reuse through shared prefixes.

The PSM strategy demonstrates strong extendability. Under certain scenarios, the vanilla PSM
strategy may lead to starvation for requests with minimal prefix-sharing potential. Consider a request
queue: (What is ML, What is Al, code, What is DL). When new requests arrive with similar
prefixes (What is LLM, What is DNN), a naive prefix-sharing policy would continuously prioritize
requests sharing the What is prefix, potentially starving the code request indefinitely. This
issue can be mitigated by an extended version of our PSM policy, combining maximum prefix sharing
with request freshness by using a utility ratio to ensure a balance between efficiency and fairness.
Based on the utility ratio, a new offline request would be selected from the DFS order of the prefix
tree or the most stale request from a self-balanced binary search tree sorted by freshness. A detailed
algorithm is in Appendix[A.3] These enhancements can make the PSM strategy more practical for
real-world deployments, retaining its efficiency while improving fairness and adaptability.

5 Performance Evaluation

5.1 Evaluation Setup

Implementation and Testbeds. We implement HyGen on top of vLLM [29,57]] and Sarathi [2,46]],
with 1,300 lines of additional code. We evaluate HyGen on three server configurations: one with 4
NVIDIA A100 GPUs (40GB VRAM each), one with 4 NVIDIA A40 GPUs (48GB VRAM each),
and one with 1 NVIDIA A5000 GPU (24GB VRAM). All servers have 64 CPU cores, 256GB DDR4
RAM, and a 1.5TB NVMe SSD.

Models and Workloads. For end-to-end evaluation, we use Llama2-7B [56]] and Qwen-14B [6]]
models on A100 and A40 GPUs, respectively. Online workloads are based on the conversation trace
from Azure LLM inference trace 2023 [41]], a one-hour production trace with real-world requests
and timestamps. We randomly sampled the trace to achieve the desired QPS that suits our hardware
serving capacity. Specifically, within a time duration of 7" seconds, we would sample 7" x () requests
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Figure 4: HyGen improves serving throughput under varying SLOs.

to suit a desired QPS Q. For offline workloads, we use arXiv summarization [11]], a dataset for long
document summarization. In our ablation studies, we evaluate HyGen across different model scales
ranging from Sheared-LLaMA-2.7B [60], Mistral-7B [26] to Yi-34B [62]]. The Mooncake trace [44]
is further used as the online trace, providing industrial request length distributions and arrival patterns,
while CNN/DailyMail [22| 147]] and MMLU [20, 21]] are used as offline traces in the ablation studies.
For interference evaluation, we focus on Time to First Token (TTFT) and Time Between Tokens
(TBT), including their mean and 99th percentile (P99) values. Throughput is measured in tokens per
second (TPS) and queries per second (QPS).

Baselines. For pure online inference, we use Sarathi [2] as our baseline. For pure offline serving,
we use Sarathi-offline to evaluate the maximum offline serving capacity, where an optimal chunk
size is profiled for offline workload to maximize throughput. The hyperparameter search of Sarathi-
offline achieves ~12% throughput gain compared to the default setup, ensuring optimal baseline
performance for fair comparison. We then compare HyGen with two baselines for interference and
throughput evaluation, respectively: (1) Sarathi++: We implement our online-first scheduling policy
on Sarathi to support hybrid serving, including the request management and preemption handling
policies introduced in Section[4.1] (2) HyGen*: To evaluate the throughput benefit of our HyGen
design, we further improve Sarathi++ to an SLO-aware serving system, HyGen*. Besides inheriting
the serving policies from Sarathi++, HyGen* serves offline requests at a specific offline QPS to
control overall interference. The offline QPS is profiled using a similar design with the HyGen
profiler to guarantee bounded SLO interference.

5.2 End-to-end Performance

HyGen respects latency requirements in co-locating requests. We evaluate HyGen under four
SLO metrics (mean TBT, P99 TBT, mean TTFT, and P99 TTFT) with varied interference tolerance
ratios. Figure [3| shows that HyGen controls interference and guarantees to meet specific SLOs across
our settings. Compared with Sarathi++, an SLO-unaware system that yields the same result for all
metrics and tolerance ratios, HyGen shows efficient SLO-aware latency control.
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HyGen improves serving throughput. Figure | shows the offline throughput of HyGen for various
metrics and tolerance ratios. Through efficient request co-location, HyGen improves overall serving
throughput by up to 3.87x compared to pure online serving. Under the same SLO, HyGen consistently
achieves higher throughput compared to HyGen*, yielding up to 5.84 x offline throughput gain.
Furthermore, HyGen achieves up to 84.3% total throughput compared to Sarathi-offline, a pure
offline serving system whose high throughput benefits from an optimal chunk size profiled for offline
requests only. This verifies that our fine-grained latency predictor and SLO-aware profiler designs
achieve higher serving efficiency compared to their simplified counterparts.

5.3 Performance Breakdown

Accuracy of latency predictor. We evaluate the accuracy of our latency predictor on Llama2-7B
and Qwen-14B using Azure LLM Inference trace mixed with arXiv summarization dataset. Figure[3]
shows that our latency predictor achieves a mean absolute percentage error of only 1.78% and 1.07%,
confirming its high accuracy.

Impact of prefix sharing. To test HyGen’s compatibility with prefix sharing, we conducted a
simulation experiment using Azure LLM Inference as the online trace and MMLU [20, 21]] as the
offline dataset on a Llama2-7B model. In our simulation, we deducted the shared prompt prefix
length between consecutive offline requests to simulate prefix sharing. Figure [ shows that HyGen
yields up to 4x offline throughput gain with its prefix sharing maximization scheduling policy.

Impact of SLO-aware profiler. To demonstrate the effect of HyGen’s SLO-aware profiler, we
compared it with a simple strategy that sets the desired mean TBT SLO as the batch latency budget.
Figure [/| shows the performance gap between individual batch latencies and overall mean TBT,
illustrating how the SLO-aware profiler bridges this gap for controlled SLO in hybrid serving.

Breakdown by time. Figure [§|shows a temporal throughput breakdown of HyGen. At runtime,
HyGen dynamically adjusts offline throughput based on online workload and overall latency budget,
batching offline requests more aggressively during online QPS troughs and reducing offline throughput
during online bursts, harnessing compute resources in an adaptive manner.
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5.4 Ablation Studies

Impact of model parallelisms. To evaluate HyGen’s effectiveness in distributed inference, we
deployed the Yi-34B model [62]] on a server with 4 NVIDIA A40 GPUs using tensor-parallelism (TP)
[52] and pipeline-parallelism (PP) [5} 24} 37] with degree 2 for each dimension. Using Azure LLM
Inference and arXiv summarization workloads, Figure [0]shows that HyGen maintains its ability to
meet SLOs and achieves higher offline throughput (up to 1.89 ) than the baseline.

Impact of SLO requirements. We further evaluate HyGen'’s ability to meet stringent SLOs under
varying online QPS settings on the four aforementioned metrics, each with 5% interference tolerance.
Figure [I0]shows that HyGen meets stringent SLOs for all metrics. We further demonstrate HyGen’s
ability to meet multiple SLOs at the same time. By testing HyGen with a fixed P99 TTFT interference
ratio (8%) and mean TBT interference ratios ranging from 10% to 50%, Figure [I1|shows that at a
lower mean TBT tolerance, HyGen’s performance is bounded by mean TBT SLOs; after reaching the
fixed P99 TTFT SLO, mean TBT stops increasing in order to keep P99 TTFT under control.

Impact of models and datasets. We further evaluate HyGen’s adaptability on two more experi-
ments: The first using Mistral-7B model [26] with Mooncake trace [44], a trace containing request
lengths and timestamps taken from real-world servers, as the online trace, and arXiv summarization
as the offline trace; The second experiment uses Llama2-7B model with Azure LLM Inference trace
and replaced the offline dataset with CNN/DailyMail summarization dataset [22} 147]. Figure
shows the varying request arrival rates of Mooncake trace over one-hour and ten-minute periods,
further demonstrating the fluctuating nature of LLM services. Figure [12|and Figure (14| show that
HyGen achieves superior performance than its counterparts under these settings.

Impact of hardware testbeds. To further evaluate HyGen’s effectiveness under different hardware
configurations, memory limitations and model sizes, we further conducted experiments on A5000
GPU with 24 GB VRAM and Sheared-LLaMA-2.7B model [60]. Figure|15|shows that HyGen is
able to guarantee SLO attainment and achieve higher throughput, with up to 2.18 x offline throughput
gain and 1.30x overall throughput gain compared to the baseline.

Impact of predictor accuracy. We tested HyGen’s robustness using several pre-trained LR latency
predictors with varying prediction accuracy taken from other workloads and tested them on Azure
LLM Inference trace and arXiv summarization dataset. Figure [T6] shows how predictor accuracy
(measured in mean absolute percentage error) affects offline throughput under the same P99 TBT
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LLaMA-2.7B model. racy. throughput.

SLO. HyGen remains robust across different accuracy settings. Also, our LR-based latency predictor
is lightweight for training, with only ~15ms training time for over 80,000 samples on CPUs. HyGen’s
lightweight latency predictor also only incurs ~18us runtime latency per iteration on our experiment
CPU, guaranteeing efficient runtime scheduling.

Impact of online arrival rate. Figure|l7|shows the effect of online QPS on offline throughput with
5% P99 TBT tolerance. As online load increases, HyGen adjusts offline throughput based on the
system’s residual serving capacity while maintaining higher throughputs. Understandably, a high
online arrival rate limits the headroom for co-location as it approaches system serving capacity.

6 Conclusion

This paper introduces HyGen, an LLM serving system that enables efficient co-location of online
and offline workloads. We employ control mechanisms to predict and manage interference impacts,
and a scheduling policy to opportunistically schedule offline serving. Evaluation on production
workloads demonstrates that HyGen improves serving throughput by 3.87-5.84 x while maintaining
strict latency SLOs.
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Limitations

While HyGen demonstrates substantial improvements in throughput and latency compliance through
co-locating online and offline LLM workloads, several limitations remain. First, our approach
assumes stable performance predictions from the latency predictor, which may degrade under highly
dynamic or adversarial inputs. Second, HyGen focuses on a single model co-location scenario;
extending support to heterogeneous models or multi-tenant environments could introduce additional
interference patterns. Lastly, our evaluation is limited to specific production workloads—generalizing
to other LLM architectures or serving frameworks may require further adaptation and tuning.

Broader Impact

This paper proposes HyGen, a LLM serving system for efficient co-location of online and offline
requests. Through efficient co-location and SLO control mechanisms, HyGen improves resource
utilization and system serving throughput. We believe that the deployment of HyGen will help any
kind of LLM service providers by improving serving throughput and providing LLM service with a
wider range of options (online/offline). Since our paper provides an efficient serving system for LLM
applications without modification to the structure or the outputs of the model, there are no possible
negative societal impact that needs to be mentioned in our paper as far as we are concerned.

Code and Dataset Licenses

Codebase. HyGen’s implementation is based on vVLLMJ57] and Sarathi-Serve[46], both using
Apache-2.0 License.

Datasets. We list the license of used datasets as follows:

arXiv summarization dataset[11]: Apache-2.0 License;

Azure LLM Inference trace[56]: CC-BY-4.0;

MMLU dataset [20, 21]: MIT License.
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NeurlIPS Paper Checklist

1. Claims

Question: Do the main claims made in the abstract and introduction accurately reflect the
paper’s contributions and scope?

Answer: [Yes]

Justification: Our abstract and introduction claim the key innovations and results of our
proposed system, HyGen. We have included detailed explanation of our design in Section 4]
and presented comprehensive experimental results in Section 3]

Guidelines:

e The answer NA means that the abstract and introduction do not include the claims
made in the paper.

* The abstract and/or introduction should clearly state the claims made, including the
contributions made in the paper and important assumptions and limitations. A No or
NA answer to this question will not be perceived well by the reviewers.

* The claims made should match theoretical and experimental results, and reflect how
much the results can be expected to generalize to other settings.

* It is fine to include aspirational goals as motivation as long as it is clear that these goals
are not attained by the paper.

2. Limitations
Question: Does the paper discuss the limitations of the work performed by the authors?
Answer: [Yes]

Justification: We have provided detailed discussion of the limitations in this paper. We
have also conducted holistic ablation studies in Section [5.4]to reflect on each factor of our
evaluation setup, including hardware configurations, models, datasets, traces, etc.

Guidelines:

* The answer NA means that the paper has no limitation while the answer No means that
the paper has limitations, but those are not discussed in the paper.

* The authors are encouraged to create a separate "Limitations" section in their paper.

The paper should point out any strong assumptions and how robust the results are to
violations of these assumptions (e.g., independence assumptions, noiseless settings,
model well-specification, asymptotic approximations only holding locally). The authors
should reflect on how these assumptions might be violated in practice and what the
implications would be.

* The authors should reflect on the scope of the claims made, e.g., if the approach was
only tested on a few datasets or with a few runs. In general, empirical results often
depend on implicit assumptions, which should be articulated.

* The authors should reflect on the factors that influence the performance of the approach.
For example, a facial recognition algorithm may perform poorly when image resolution
is low or images are taken in low lighting. Or a speech-to-text system might not be
used reliably to provide closed captions for online lectures because it fails to handle
technical jargon.

* The authors should discuss the computational efficiency of the proposed algorithms
and how they scale with dataset size.

If applicable, the authors should discuss possible limitations of their approach to
address problems of privacy and fairness.

* While the authors might fear that complete honesty about limitations might be used by
reviewers as grounds for rejection, a worse outcome might be that reviewers discover
limitations that aren’t acknowledged in the paper. The authors should use their best
judgment and recognize that individual actions in favor of transparency play an impor-
tant role in developing norms that preserve the integrity of the community. Reviewers
will be specifically instructed to not penalize honesty concerning limitations.

3. Theory assumptions and proofs
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Question: For each theoretical result, does the paper provide the full set of assumptions and
a complete (and correct) proof?

Answer: [NA]
Justification: Our paper does not include major theoretical results.
Guidelines:

* The answer NA means that the paper does not include theoretical results.

* All the theorems, formulas, and proofs in the paper should be numbered and cross-
referenced.

* All assumptions should be clearly stated or referenced in the statement of any theorems.

* The proofs can either appear in the main paper or the supplemental material, but if
they appear in the supplemental material, the authors are encouraged to provide a short
proof sketch to provide intuition.

* Inversely, any informal proof provided in the core of the paper should be complemented
by formal proofs provided in appendix or supplemental material.

» Theorems and Lemmas that the proof relies upon should be properly referenced.
. Experimental result reproducibility

Question: Does the paper fully disclose all the information needed to reproduce the main ex-
perimental results of the paper to the extent that it affects the main claims and/or conclusions
of the paper (regardless of whether the code and data are provided or not)?

Answer: [Yes]

Justification: We have provided detailed explanation of our evaluation setup for each
experiment in Section E} including testbeds, models, datasets, workloads, etc.

Guidelines:

* The answer NA means that the paper does not include experiments.
* If the paper includes experiments, a No answer to this question will not be perceived
well by the reviewers: Making the paper reproducible is important, regardless of
whether the code and data are provided or not.
If the contribution is a dataset and/or model, the authors should describe the steps taken
to make their results reproducible or verifiable.
Depending on the contribution, reproducibility can be accomplished in various ways.
For example, if the contribution is a novel architecture, describing the architecture fully
might suffice, or if the contribution is a specific model and empirical evaluation, it may
be necessary to either make it possible for others to replicate the model with the same
dataset, or provide access to the model. In general. releasing code and data is often
one good way to accomplish this, but reproducibility can also be provided via detailed
instructions for how to replicate the results, access to a hosted model (e.g., in the case
of a large language model), releasing of a model checkpoint, or other means that are
appropriate to the research performed.

While NeurIPS does not require releasing code, the conference does require all submis-

sions to provide some reasonable avenue for reproducibility, which may depend on the

nature of the contribution. For example

(a) If the contribution is primarily a new algorithm, the paper should make it clear how
to reproduce that algorithm.

(b) If the contribution is primarily a new model architecture, the paper should describe
the architecture clearly and fully.

(c) If the contribution is a new model (e.g., a large language model), then there should
either be a way to access this model for reproducing the results or a way to reproduce
the model (e.g., with an open-source dataset or instructions for how to construct
the dataset).

(d) We recognize that reproducibility may be tricky in some cases, in which case
authors are welcome to describe the particular way they provide for reproducibility.
In the case of closed-source models, it may be that access to the model is limited in
some way (e.g., to registered users), but it should be possible for other researchers
to have some path to reproducing or verifying the results.
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5. Open access to data and code

Question: Does the paper provide open access to the data and code, with sufficient instruc-
tions to faithfully reproduce the main experimental results, as described in supplemental
material?

Answer: [Yes]

Justification: The code of HyGen is publicly available at https://github.com/UIUC-
MLSys/HyGen!

Guidelines:

» The answer NA means that paper does not include experiments requiring code.

* Please see the NeurIPS code and data submission guidelines (https://nips.cc/
public/guides/CodeSubmissionPolicy) for more details.

* While we encourage the release of code and data, we understand that this might not be
possible, so “No” is an acceptable answer. Papers cannot be rejected simply for not
including code, unless this is central to the contribution (e.g., for a new open-source
benchmark).

* The instructions should contain the exact command and environment needed to run to
reproduce the results. See the NeurIPS code and data submission guidelines (https:
//nips.cc/public/guides/CodeSubmissionPolicy) for more details.

* The authors should provide instructions on data access and preparation, including how
to access the raw data, preprocessed data, intermediate data, and generated data, etc.

* The authors should provide scripts to reproduce all experimental results for the new
proposed method and baselines. If only a subset of experiments are reproducible, they
should state which ones are omitted from the script and why.

* At submission time, to preserve anonymity, the authors should release anonymized
versions (if applicable).

* Providing as much information as possible in supplemental material (appended to the
paper) is recommended, but including URLSs to data and code is permitted.
6. Experimental setting/details

Question: Does the paper specify all the training and test details (e.g., data splits, hyper-
parameters, how they were chosen, type of optimizer, etc.) necessary to understand the
results?

Answer: [Yes]

Justification: We have included the evaluation setup and details for each experiment in
Section 3

Guidelines:

* The answer NA means that the paper does not include experiments.

* The experimental setting should be presented in the core of the paper to a level of detail
that is necessary to appreciate the results and make sense of them.

* The full details can be provided either with the code, in appendix, or as supplemental
material.

7. Experiment statistical significance

Question: Does the paper report error bars suitably and correctly defined or other appropriate
information about the statistical significance of the experiments?

Answer: [Yes]

Justification: Our main metrics include SLO compliance and throughput gain, which have
both been well-defined in previous literature and related works. We have included detailed
metrics and data for our experimental results in Section [5]

Guidelines:

* The answer NA means that the paper does not include experiments.

* The authors should answer "Yes" if the results are accompanied by error bars, confi-
dence intervals, or statistical significance tests, at least for the experiments that support
the main claims of the paper.
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8.

10.

* The factors of variability that the error bars are capturing should be clearly stated (for
example, train/test split, initialization, random drawing of some parameter, or overall
run with given experimental conditions).

* The method for calculating the error bars should be explained (closed form formula,
call to a library function, bootstrap, etc.)

* The assumptions made should be given (e.g., Normally distributed errors).

« It should be clear whether the error bar is the standard deviation or the standard error
of the mean.

It is OK to report 1-sigma error bars, but one should state it. The authors should
preferably report a 2-sigma error bar than state that they have a 96% CI, if the hypothesis
of Normality of errors is not verified.

¢ For asymmetric distributions, the authors should be careful not to show in tables or
figures symmetric error bars that would yield results that are out of range (e.g. negative
error rates).

* If error bars are reported in tables or plots, The authors should explain in the text how
they were calculated and reference the corresponding figures or tables in the text.
Experiments compute resources

Question: For each experiment, does the paper provide sufficient information on the com-
puter resources (type of compute workers, memory, time of execution) needed to reproduce
the experiments?

Answer: [Yes]
Justification: We have included the testbeds and hardware configurations in Section[5.1]
Guidelines:

* The answer NA means that the paper does not include experiments.

 The paper should indicate the type of compute workers CPU or GPU, internal cluster,
or cloud provider, including relevant memory and storage.

* The paper should provide the amount of compute required for each of the individual
experimental runs as well as estimate the total compute.

* The paper should disclose whether the full research project required more compute
than the experiments reported in the paper (e.g., preliminary or failed experiments that
didn’t make it into the paper).

. Code of ethics

Question: Does the research conducted in the paper conform, in every respect, with the
NeurIPS Code of Ethics https://neurips.cc/public/EthicsGuidelines]?

Answer: [Yes]

Justification: We have reviewed the NeurIPS Code of Ethics and confirm that our research
complies with the Code of Ethics.

Guidelines:

¢ The answer NA means that the authors have not reviewed the NeurIPS Code of Ethics.

* If the authors answer No, they should explain the special circumstances that require a
deviation from the Code of Ethics.

* The authors should make sure to preserve anonymity (e.g., if there is a special consid-
eration due to laws or regulations in their jurisdiction).

Broader impacts

Question: Does the paper discuss both potential positive societal impacts and negative
societal impacts of the work performed?

Answer: [Yes]
Justification: We have provided relevant discussion in the "Broader Impact" section.
Guidelines:

* The answer NA means that there is no societal impact of the work performed.
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11.

12.

* If the authors answer NA or No, they should explain why their work has no societal
impact or why the paper does not address societal impact.

» Examples of negative societal impacts include potential malicious or unintended uses
(e.g., disinformation, generating fake profiles, surveillance), fairness considerations
(e.g., deployment of technologies that could make decisions that unfairly impact specific
groups), privacy considerations, and security considerations.

» The conference expects that many papers will be foundational research and not tied
to particular applications, let alone deployments. However, if there is a direct path to
any negative applications, the authors should point it out. For example, it is legitimate
to point out that an improvement in the quality of generative models could be used to
generate deepfakes for disinformation. On the other hand, it is not needed to point out
that a generic algorithm for optimizing neural networks could enable people to train
models that generate Deepfakes faster.

* The authors should consider possible harms that could arise when the technology is
being used as intended and functioning correctly, harms that could arise when the
technology is being used as intended but gives incorrect results, and harms following
from (intentional or unintentional) misuse of the technology.

* If there are negative societal impacts, the authors could also discuss possible mitigation
strategies (e.g., gated release of models, providing defenses in addition to attacks,
mechanisms for monitoring misuse, mechanisms to monitor how a system learns from
feedback over time, improving the efficiency and accessibility of ML).

Safeguards

Question: Does the paper describe safeguards that have been put in place for responsible
release of data or models that have a high risk for misuse (e.g., pretrained language models,
image generators, or scraped datasets)?

Answer: [NA]

Justification: Our paper presents an efficient serving system for request co-location in LLM
serving, which does not involve further training or modification to the model. Our paper
does not involve scraped datasets.

Guidelines:

* The answer NA means that the paper poses no such risks.

* Released models that have a high risk for misuse or dual-use should be released with
necessary safeguards to allow for controlled use of the model, for example by requiring
that users adhere to usage guidelines or restrictions to access the model or implementing
safety filters.

* Datasets that have been scraped from the Internet could pose safety risks. The authors
should describe how they avoided releasing unsafe images.

* We recognize that providing effective safeguards is challenging, and many papers do
not require this, but we encourage authors to take this into account and make a best
faith effort.

Licenses for existing assets

Question: Are the creators or original owners of assets (e.g., code, data, models), used in
the paper, properly credited and are the license and terms of use explicitly mentioned and
properly respected?

Answer: [Yes]
Justification: We have provided explicit information and citation of each asset used in this
paper.
Guidelines:
* The answer NA means that the paper does not use existing assets.
* The authors should cite the original paper that produced the code package or dataset.

* The authors should state which version of the asset is used and, if possible, include a
URL.

* The name of the license (e.g., CC-BY 4.0) should be included for each asset.
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13.

14.

15.

* For scraped data from a particular source (e.g., website), the copyright and terms of
service of that source should be provided.

 If assets are released, the license, copyright information, and terms of use in the
package should be provided. For popular datasets, paperswithcode.com/datasets
has curated licenses for some datasets. Their licensing guide can help determine the
license of a dataset.

* For existing datasets that are re-packaged, both the original license and the license of
the derived asset (if it has changed) should be provided.

* If this information is not available online, the authors are encouraged to reach out to
the asset’s creators.
New assets

Question: Are new assets introduced in the paper well documented and is the documentation
provided alongside the assets?

Answer: [Yes]

Justification: The codebase of HyGen is publicly available at https://github.com/UIUC-
MLSys/HyGen with detailed documentation.

Guidelines:

* The answer NA means that the paper does not release new assets.

* Researchers should communicate the details of the dataset/code/model as part of their
submissions via structured templates. This includes details about training, license,
limitations, etc.

* The paper should discuss whether and how consent was obtained from people whose
asset is used.

At submission time, remember to anonymize your assets (if applicable). You can either
create an anonymized URL or include an anonymized zip file.
Crowdsourcing and research with human subjects

Question: For crowdsourcing experiments and research with human subjects, does the paper
include the full text of instructions given to participants and screenshots, if applicable, as
well as details about compensation (if any)?

Answer: [NA]
Justification: Our paper does not involve crowdsourcing nor research with human subjects.
Guidelines:

* The answer NA means that the paper does not involve crowdsourcing nor research with

human subjects.

* Including this information in the supplemental material is fine, but if the main contribu-
tion of the paper involves human subjects, then as much detail as possible should be
included in the main paper.

* According to the NeurIPS Code of Ethics, workers involved in data collection, curation,
or other labor should be paid at least the minimum wage in the country of the data
collector.

Institutional review board (IRB) approvals or equivalent for research with human
subjects

Question: Does the paper describe potential risks incurred by study participants, whether
such risks were disclosed to the subjects, and whether Institutional Review Board (IRB)
approvals (or an equivalent approval/review based on the requirements of your country or
institution) were obtained?

Answer: [NA]
Justification: Our paper does not involve crowdsourcing nor research with human subjects.
Guidelines:

* The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.
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* Depending on the country in which research is conducted, IRB approval (or equivalent)
may be required for any human subjects research. If you obtained IRB approval, you
should clearly state this in the paper.

* We recognize that the procedures for this may vary significantly between institutions
and locations, and we expect authors to adhere to the NeurIPS Code of Ethics and the
guidelines for their institution.

* For initial submissions, do not include any information that would break anonymity (if
applicable), such as the institution conducting the review.

16. Declaration of LLLM usage
Question: Does the paper describe the usage of LLMs if it is an important, original, or
non-standard component of the core methods in this research? Note that if the LLM is used

only for writing, editing, or formatting purposes and does not impact the core methodology,
scientific rigorousness, or originality of the research, declaration is not required.

Answer: [NA]

Justification: The core method development in this research does not involve LLMs as any
important, original, or non-standard components.

Guidelines:

* The answer NA means that the core method development in this research does not
involve LLMs as any important, original, or non-standard components.

¢ Please refer to our LLM policy (https://neurips.cc/Conferences/2025/LLM)
for what should or should not be described.
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Appendix

A Algorithms

A.1 HyGen Two-phase Scheduling Algorithm

This section gives a detailed and formalized demonstration of the two-phase scheduling algorithm
introduced in Section[4.1] In each scheduling step, the workflow invokes the SLO-aware scheduling
process in Algorithm [I| twice (line 13 and line 18) to form a hybrid batch with online and offline
request co-location while respecting latency and memory limits. To reduce the scheduling overhead
of HyGen, we employ a message queue for asynchronous communication between the main process
and the offline scheduler. After each scheduling step, the main process sends the metadata of batched
requests to the message queue. The offline scheduler first calculates the expected status of each
request based on scheduling decisions from the previous batch, and then runs a scheduling simulation
to generate offline request scheduling decisions using our latency predictor and the profiled latency
budget. The offline scheduling decisions are then sent back to the main process using the message
queue and used for the next scheduling step. To support pipeline parallelization, a scheduling history
archive of K steps is kept by the offline scheduler for pipeline parallelization degree I, in order to
have a holistic view of every request running in each pipeline stage at the time.

Algorithm 2 HyGen two-phase scheduler

1: global Q,, (online request queue), Qs (offline request queue)

2: global R,,, (online request running list), R, (offline request running list)

3: global Qcnd, Qrecy (Message queues)

4: global L (latency budget), M (memory budget), C' (chunk size), M,y (offline memory)
5: function ASYNC_SCHEDULER
6
7
8

while True do
scheduled requests S < Qsenq-get(block=True)
: UPDATE_REQUEST_STATUS(S, Ron, Rofyf)
9: batched requests B + {}

10: latency budget ¢ < L

11: memory budget m <— GET_FREE_MEMORY() + M,

12: chunk size ¢ < C

13: B <+ BUSLO_AWARE_SCHEDULE(R,,, Qon, t, ¢, m)
14: if m < M,y then

15: PREEMPT_OFFLINE(Ry ¢, m, Moy y)

16: m<—m — Mysy

17: B < BUSLO_AWARE_SCHEDULE(R s, Qofy, t, c, m)
18: Qrecv.send(B, t, m)

19: function SCHEDULER

20:  Output: batched requests B

21:  scheduled requests B, latency budget ¢, memory budget m < Q;¢cy-get(block=True)
22:  if REQUEST_ARRIVAL then

23: UPDATE_BUDGET(B, t, m)
24: if t < 0orm < 0 then
25: PREEMPT_UNTIL_FIT(B, t, m)

26:  Qseng-send(B)
27:  return B
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A.2 SLO-Aware Prefix Sharing Maximization Algorithm

This section details the SLO-aware prefix sharing maximization algorithm design in HyGen. We
construct a prefix tree 7T}, to capture prefix sharing characteristics among offline requests. During
scheduling, offline requests are selected in the DFS order of the prefix tree, and deleted once being
scheduled. Additionally, running requests keep their original DFS order in future scheduling process,
effectively utilizing prefix sharing.

Algorithm 3 Prefix-sharing-aware offline scheduler

1: Construct prefix tree 1},
2: function PREFIX_SHARING_OFFLINE_SCHEDULE

3:

A

11:
12:
13:
14:
15:
16:
17:
18:
19:
20:
21:
22:
23:
24
25:
26:
27:
28:
29:
30:
31:
32:
33:

Input: running requests R, latency budget ¢, remaining chunk size ¢, memory budget m
Output: batched requests B
B {)
for r € Rdo
if r.state == DECODE then
treq < PREDICTOR.predict(r, DECODE)
ift > t,.4 then
break
tt—treg
B+ BU{(7,0, treq)}
else if r.state == PREFILL then
l,treq < PREDICTOR.get_max_prefill(t, c, m, )

if { > 0 then
tt—treg
c+c—1

m < m— GET_NUM_BLOCKS(])
B BU{(r, 1, treq)}
else
break
while 7}, is not empty do
r < T),.get_next_request()
l,treq <+ PREDICTOR.get_max_prefill(t, ¢, m, r)
if [ > 0 then
tit —treg
c—c—1
m < m— GET_NUM_BLOCKS(])
B+ BU{(1,1,treq)}
T,,.remove_request(r)
else
break
return B
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A.3 Extended SLO-Aware Prefix Sharing Maximization Algorithm

This section details the extended version of the SLO-aware prefix sharing maximization algorithm,
enhanced with fairness-aware scheduling. For offline requests, we construct a prefix tree 7T}, for prefix
sharing, and a self-balancing BST T’y for request freshness. A utility ratio between 0 and 1 is used to
balance the chance between these two data structures. During scheduling, the extended prefix sharing
maximization algorithm retrieves waiting offline requests from either T}, or T, based on the utility
ratio. The selected request is then deleted from both data structures to ensure synchronization. This
solution balances prefix sharing and fairness without disrupting the DFS order of the prefix tree while
avoiding possible starvation.

Algorithm 4 Prefix-sharing-aware offline scheduler

1: Construct prefix tree T}, and self-balanced BST T

2: function PREFIX_SHARING_OFFLINE_SCHEDULE

3:  Input: running requests R, latency budget ¢, remaining chunk size ¢, memory budget m,
utility value u

4 Output: batched requests B

5. B+ {}

6: forr e Rdo

7.

8

if r.state == DECODE then
: treq < PREDICTOR.predict(r, DECODE)
9: ift > t,., then

10: break

11: t =t —treg, B < BU{(r, 0, treg))

12: else if r.state == PREFILL then

13: l,treq < PREDICTOR.get_max_prefill(z, ¢, m, )
14: if [ > 0 then

15: t 1t —treq, ¢ < c— 1, m < m— GET_NUM_BLOCKS(), B < BU {(7, [, treq)}
16: else

17: break

18:  while T}, is not empty do

19: rand < RANDOM_NUMBER(O, 1)

20: if rand < u then

21: r < T},.get_next_request()

22: else

23: r < T'r.get_next_request()

24: l,treq < PREDICTOR.get_max_prefill(¢, ¢, m, )
25: if [ > 0 then

26: t <t —treq, ¢ & c— 1, m < m— GET_NUM_BLOCKS(l), B - BU{(7, [, t;¢q)}
27: T),.remove_request(r)

28: T’y remove_request(r)

29: else

30: break

31: return B
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A.4 Complexity Analysis of the Two-Phase Scheduling Algorithm

In this section, we present an analysis of the computational complexity of HyGen’s two-phase
scheduler. The time complexity of its core components is as follows:

* Latency Prediction: O(1) inference using a pre-trained LR model.

* PSM: The initial construction of the prefix tree is O(/N L), where N is the number of offline
requests and L is the average number of tokens. Each insertion or deletion costs O(L). In
implementation, getting the next request in the DFS order only takes O(1), since the DFS
order is put in a pre-processed list derived from the prefix tree and can be synced up with
the prefix tree asynchronously.

e PSM with Fairness: In the fairness-aware PSM algorithm, a self-balancing BST is used
for picking the stalest request. Each lookup, insertion, or deletion takes O(logn). In
implementation, the requests can be kept in an FCFS queue, which syncs up with the BST
asynchronously to guarantee correctness, so that each lookup still only takes O(1) time.

Overall, for the two-phase scheduling using existing policies, the time complexity remains O(n) as
asynchronous updates can be performed for advanced policies like fairness-aware PSM.

B Further Discussion of the Latency Predictor

Effective co-location in HyGen hinges on a latency predictor that is both highly accurate and compu-
tationally lightweight, as it enables real-time scheduling decisions without introducing significant
overhead. To this end, we employ a linear regression (LR) model, which provides inference in
constant time, O(1), making it ideal for a dynamic serving environment. This section details the
model’s formulation and its adaptability to the complexities of real-world deployment scenarios.

Model Formulation. The execution time of a serving batch, Ty, is primarily determined by the
computational patterns of its prefill and decode stages. We model this relationship as a function of
the batch’s composition:

Tbatch - f(Span7Sf)aNpaNd) (2)
where S}, and Sy represent the total number of tokens in the prefill and decode phases, respectively,
and N, and Ny are the corresponding request counts. The quadratic term Sg is crucial for capturing
the non-linear scaling of the self-attention mechanism, which dominates the computational cost of the
prefill stage. In contrast, the decode stage, which processes one token per request at a time, exhibits
linear scaling with the batch size (/N4). The model’s coefficients are pre-trained on data gathered by
systematically profiling the target hardware and LLLM across a diverse set of batch compositions, a
lightweight process that ensures applicability to any deployment environment.

Robustness Through System-Level Design. While a linear model offers unparalleled efficiency,
its accuracy in the face of dynamic system conditions (e.g., GPU temperature variations, resource
contention) is a critical consideration. HyGen ensures robustness not through a more complex model,
but through a synergistic system design. The SLO-aware profiler (Section {.2)) first establishes a
macro-level operational latency budget, which implicitly captures the system’s current performance
characteristics. The LR predictor then operates at a micro-level, making fine-grained decisions on
batch composition within this pre-calibrated budget.

This two-level approach effectively decouples the real-time scheduling decision from low-level
hardware variability. As shown in Figure [T6] this design allows the system to maintain robust
performance and meet SLOs even in scenarios with predictor error rates exceeding 20%. Furthermore,
the feature set is extensible; environmental factors like hardware load can be readily integrated into
the model if required for specific use cases.

Adaptability to Modern Model Architectures. The feature set defined in Equation 2]is sufficiently
general to generalize across various modern LLM architectures without modification. For instance,
for Mixture-of-Experts (MoE) models [48]], where a fixed number of experts are activated per token,
the resulting computational cost scales linearly with the total number of tokens processed and is
effectively modeled by the S, and Sy features. Similarly, in hybrid architectures that combine
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linear-complexity components (e.g., Mamba [19]) with quadratic-complexity attention, our model
naturally captures both computational patterns; the linear cost is reflected in the learned coefficient for
Sp, while the quadratic cost of the Transformer blocks is captured by the Sg term. This adaptability
underscores the predictor’s robust design, ensuring its relevance as LLLM architectures continue to
evolve.

C Taming the Throughput-Latency Tradeoff in LLM Serving with HyGen

Traditional instance scaling solutions address bursty workloads by launching new instances, which
can cause tens of seconds to several minutes cold-start delays [15} 164} 66]. To handle these delays,
providers often keep standby instances online, leading to wasted resources during off-peak periods.

In contrast, HyGen optimizes resource utilization by running offline workloads on idle resources and
reallocating them to online requests in real-time, within a single inference iteration. This eliminates
cold-start delays while ensuring high resource utilization.

HyGen complements instance scaling solutions by automating the transition between online and
offline workloads, reducing the need for manual intervention. While instance scaling manages large
load fluctuations, HyGen ensures efficient resource use during low-traffic periods, optimizing overall
system performance in fixed-size clusters.
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