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Abstract

Accelerating large language model (LLM) inference is critical for real-world
deployments requiring high throughput and low latency. Contextual sparsity, where
each token dynamically activates only a small subset of the model parameters,
shows promise but does not scale to large batch sizes due to union of active neurons
quickly approaching dense computation. We introduce Polar Sparsity, highlighting
a key shift in sparsity importance from MLP to Attention layers as we scale batch
size and sequence length. While MLP layers become more compute-efficient under
batching, their sparsity vanishes. In contrast, attention becomes increasingly more
expensive at scale, while their head sparsity remains stable and batch-invariant.
We develop Selective Head Attention with hardware-efficient, sparsity-aware GPU
kernels, delivering up to 2.2× end-to-end speedups for models like OPT, LLaMA-
2 & 3, Qwen, Mistral across various batch sizes and sequence lengths without
compromising accuracy. To our knowledge, this is the first work to demonstrate that
contextual sparsity can scale effectively to large batch sizes, delivering substantial
inference acceleration with minimal changes, making Polar Sparsity practical for
large-scale, high-throughput LLM deployment systems. Our code is available at:
https://github.com/susavlsh10/Polar-Sparsity.

1 Introduction

Modern LLMs have emerged as powerful tools capable of excelling at diverse tasks, leading to their
widespread adoption in modern systems [56, 46, 15, 52]. However, their massive scale, typically
involving billions of parameters, makes them computationally expensive and highlights the need for
more efficient and cost-effective deployment solutions.

While sparsity and pruning have been extensively studied, their use in production LLMs remains
limited due to poor workload generalization and inefficient hardware utilization caused by irregular
memory access [26, 61, 55, 59, 37, 58, 35]. A recent line of research has uncovered the phenomenon
of contextual activation sparsity, where each input token dynamically activates only a small subset of
input-dependent neurons, enabling efficient acceleration without compromising model quality [39].
Activation sparsity emerges as a promising acceleration technique for LLMs with structured sparsity
which enables coalesced memory access and measurable wall-clock speedups.

Activation sparsity has been shown to be effective in reducing inference latency, but its application
has been largely limited to single-query workloads [39, 54, 4]. Modern inferencing systems depend
on batching to maximize hardware efficiency and reduce serving costs [31, 10, 69, 45]. Neural

39th Conference on Neural Information Processing Systems (NeurIPS 2025).

https://github.com/susavlsh10/Polar-Sparsity


(a) Transformer decode latency breakdown

Router

Head 1 Head 2 Head .. Head N

Head 1 Head 2 Head .. Head N

Head 1 Head 2 Head .. Head N

Head 1 Head 2 Head .. Head N

QKV 
projection

Output 
projection

Selective 
Attention

Input 
batch

Active

Inactive

(b) Selective Head Attention

Figure 1: (a) Decode latency breakdown on A100 GPUs (OPT-66B, sequence length = 1920). As
batch size increases, attention layers dominate end-to-end latency. (b) Selective Head Attention only
activates the most critical heads for each request and accelerates high throughput inference.

scaling laws have driven the rise of massive models that rely on multi-GPU inference, rendering
single-query execution prohibitively expensive for real-world deployment [30, 21, 13]. Recent work
on activation sparsity focus on reducing latency by optimizing neuron activations in MLP and linear
projection layers as these modules dominate runtime in small batch sizes. However, as shown in
Figure 1a, this strategy breaks down under batched workloads. While batching improves the compute
efficiency of linear layers, it has the opposite effect on attention, which scales with sequence length
and batch size. Furthermore, union neuron sparsity, which varies dynamically with batches and layers,
diminishes with batching (Figure 2), limiting the practical gains of existing approaches. This work
explores techniques for integrating contextual sparsity into batched inference, enhancing both system
throughput and computational efficiency.

Polar Sparsity refers to the shift in sparsity importance from MLP layers to Attention layers as batch
size and sequence length increase. Current state-of-the-art sparsity methods primarily focus on model
parameter sparsity, where only a subset of model parameters is activated to reduce computation and
memory IO. We define head sparsity as the phenomenon where, for a given token, only a subset
of attention heads contribute significantly to the output while the remaining heads have negligible
effect. In large-batch inference, the cost of accessing model parameters is largely amortized, since
the entire batch utilizes the same model weights. In contrast, each batch has a unique key-value (KV)
cache, making attention layers memory I/O expensive. While contextual sparsity in model parameters
diminishes as batch sizes increase, attention head sparsity remains stable and batch invariant. We
introduce Selective Head Attention (Figure 1b), which activates only the most critical heads for each
request, preserving overall sparsity and improving compute and memory efficiency.

We leverage these properties to build contextual sparsity-aware Selective GEMM and Selective
FlashAttention kernels that reduce memory I/O and compute, enabling scalable and high-throughput
inference. To the best of our knowledge, we are the first work to show that contextual sparsity is
scalable with batch size, offering even higher gains at larger batch sizes. Our main contributions are
as follows:

1. We show that activation sparsity in the MLP layers degrades with batch size due to union
activations, while attention head sparsity remains stable and batch-invariant.

2. We design Selective GEMM kernels with a layer-wise top-k optimization strategy for
dynamic MLP activations, achieving up to 5.5× speedup.

3. We introduce Selective FlashAttention kernels that support Head/Group sparsity with per-
query activation, reducing memory I/O and compute, achieving up to 2.8× speedup.

4. Polar Sparsity delivers up to 2.2× improvement in batched decoding throughput with
negligible accuracy loss, and can be seamlessly integrated into a wide range of LLMs,
including those without ReLU activations, to unlock substantial inference acceleration.
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2 Background and Related Works

Contextual sparsity can be leveraged at runtime through sparsity predictors or learned routers that
dynamically select the neurons to activate based on the input vectors. Similar to Mixture-of-Experts
(MoE) architectures, it activates only a subset of the model conditioned on the input, but differs by
operating at a finer granularity, selecting individual neurons rather than routing to large expert blocks.

Early models employing ReLU activations demonstrated high activation sparsity, with over 90%
of the feed-forward network outputs being zero-valued, allowing significant computational savings.
This indicates that, for a given input, only a small fraction of neurons contribute meaningfully at each
decoding step. However, recent LLMs adopt smoother activations like SwiGLU, which yield denser
activations and limit the benefits of sparsity. To reintroduce sparsity, several recent studies have
proposed returning to ReLU or developing sparse variants [44, 53, 3]. Several subsequent works have
been performed to further increase the sparsity by introducing novel sparsity-enhancing techniques
and activation functions [33, 37, 68, 50, 66]. Additional discussions can be found in Appendix A.

Several works explore token sparsity in attention, leveraging the fact that many tokens contribute little
to model output [14, 47, 22, 1, 62, 40]. This is orthogonal to head sparsity. MoA [65] and MoH [29]
introduce MoE-style routing over attention heads, improving accuracy and theoretical efficiency but
without wall-clock gains—showing that reduced FLOPs do not always yield faster inference. DejaVu
[39] and TEAL [37] also exploit head sparsity but only within the projection layers: they compute
QKV vectors for selected heads and copy the corresponding KV cache into smaller buffers, incurring
costly memory I/O and limited scalability. Moreover, skipping heads during QKV projection can lead
to incomplete context in later decoding. To address these issues, we retain dense QKV projections
for KV-cache consistency and apply head sparsity within the attention kernel. We further design an
I/O-efficient Selective FlashAttention kernel that scales efficiently to large batches while preserving
sparsity benefits. Finally, while prior activation sparsity methods target single-query inference, we
extend activation sparsity to the large-batch regime via batch-invariant head sparsity and custom GPU
kernels, enabling scalable, high-throughput LLM inference.

3 Motivation and Problem Formulation

The inference process in LLMs consists of two stages: prefill and decode. The prefill stage processes
the input prompt in a single forward pass to build and cache the KV representations at each transformer
layer, and is typically compute-bound. The decode stage then generates tokens autoregressively using
the cached KV data; this stage is generally I/O-bound, as each token requires minimal computation
but frequent memory access. While prefill has quadratic complexity in sequence length, it is highly
parallelizable across tokens and GPUs; by contrast, the decode stage is sequential, I/O-bound,
and dominates wall-clock latency in large batch, long-sequence generation. This work focuses on
optimizing the autoregressive decode stage under batched inference, aiming to improve throughput
and efficiency in real-world serving scenarios.

Figure 1a shows the decode latency breakdown across key modules—MLP, attention, QKV projection,
output projection, and others (including communication, layer norm, and embedding projections)—for
the OPT-66b model. At small batch sizes, latency is dominated by linear layers, making prior work
on activation sparsity highly effective in reducing decoding latency. However, as batch size increases,
linear layers benefit from improved compute efficiency, while attention latency grows nearly linearly,
quickly becoming the dominant bottleneck. This shift underscores a critical insight: optimizing linear
layers alone is insufficient at scale. Our work builds on this observation and focuses on improving
decoding efficiency by addressing attention’s growing cost in batched autoregressive inference.

3.1 Accelerating MLP Layers

In the decode stage, the input to the MLP block is a 3D tensor x ∈ RB×1×d, where B is the batch size
and d is the model dimension. The two projection matrices in the MLP block are W1,W2 ∈ Rd×D,
where D is the hidden dimension of the feed-forward network.

With contextual sparsity, only a subset of neurons in the MLP block are activated for a given input.
Let S ⊆ [D] denote the set of active neurons for a single sequence or token in the decode stage.
Under batching, we compute the union of active neurons across all sequences in the batch. That is, a
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(a) OPT 66b batch neuron activations (b) ReLU Llama-2-7b batch neuron activations

Figure 2: Batch neuron activations in MLP layers in sparse models. Union neuron sparsity in MLP
layers decreases rapidly with batch size, illustrating why MLP sparsity is less effective at scale.

neuron is retained if it is activated for any sequence in the current batch. Let SB ⊆ [D] denote this
union set for batch size B. The sparsified MLP computation becomes:

MLPSB
(x) = σ (xW1,SB

)W⊤
2,SB

,

where W1,SB
,W2,SB

∈ Rd×|SB | are the dynamically pruned weight matrices corresponding to the
active neurons in the batch, and σ is the activation function. As batch size increases, the union
SB typically grows, reducing the overall sparsity and limiting computational savings. Figure 2a
shows the average union activation across transformer layers for different batch sizes in the OPT 66b
model during the decode stage. We observe a strong layer-wise trend: early layers maintain high
sparsity, while deeper layers exhibit progressively higher union activation. Even at large batch sizes,
union activation in early layers remains low as the average per-token activation is under 1%. This
trend is encouraging, as it reveals an opportunity to accelerate early layers through sparsity, even
in large-scale batching. In contrast, sparsity patterns in sparsified LLaMA-2-7B models are more
sensitive to batching. Figure 2b shows that replacing SwiGLU with ReLU yields high initial sparsity
that quickly diminishes with batching. See Appendix B for additional discussion on MLP sparsity.

3.2 Accelerating Attention Layers

In the decode stage, the input to the attention layer is a batch of inputs x ∈ RB×1×d, where B is the
batch size and d is the model dimension. After applying the QKV projections and reshaping, the
query tensor has shape Q ∈ RB×H×1×dh , while the key and value tensors are updated and retrieved
from the KV cache with shape K,V ∈ RB×Hkv×N×dh , where H is the number of attention heads,
Hkv is the number of key-value heads, dh = d/H is the per-head dimension, and N is the current
sequence length of each batch 1. Each query attends to its own key-value tensor, with self-attention
computed independently and in parallel across both heads and batch dimensions.

For each attention head i ∈ [H] in each batch b ∈ [B], the attention is computed as:

Attention(Qb,i,:,:,Kb,i,:,:, Vb,i,:,:) = softmax

(
Qb,i,:,:K

⊤
b,i,:,:√

dh

)
Vb,i,:,:,

Since each sequence in the batch attends over its own KV tensors, the attention computation and
memory I/O scale linearly with both batch size and sequence length during decode. Importantly,
exploiting head-level sparsity can significantly reduce both compute and memory I/O at scale. Unlike
MLP sparsity, this form of sparsity is invariant to batching, as each sequence computes attention
independently. Thus, attention head sparsity remains a reliable target for acceleration even at large
batch sizes.

1Some implementations represent the tensors as Q ∈ RB×1×H×dh and K,V ∈ RB×N×Hkv×dh
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(a) Head Sparsity vs Perplexity (b) Attention layer importance

Figure 3: (a) Perplexity increases gradually when only activating the most important attention
heads/layer, showing that many heads can be skipped with minimal degradation. (b) Layer 0 has high
importance score across a range of models, motivating the use of dense attention in early layers.

To study head sparsity, we conduct an experiment where, at each transformer layer, only the top-k
attention heads, ranked by output L2 norm, are activated, while the outputs of non-activated heads are
masked to zero. We then measure the model’s perplexity on a subset of the Wikitext-2 dataset [42].
Figure 3a illustrates the relationship between perplexity and head sparsity, with the relative increase
in perplexity annotated at each sparsity level. We observe that by activating the most important
heads at each layer, the perplexity does not increase drastically up to 50% head sparsity, across
all the tested models. Interestingly, we observe that head sparsity increases with model size. For
example, the OPT-66b model shows only a 5% increase in perplexity at 30% head activation, while
the smaller OPT-6.7b model experiences a more substantial 37.4% increase. This trend aligns with
the expectation that larger models, which possess more attention heads, inherently activate more
heads at comparable activation levels. As a result, larger models present a greater opportunity for
acceleration through increased sparsity.

Recent work has also highlighted variation in attention importance across layers. We compute
per-layer attention importance using the scoring method from [23]. As shown in Figure 3b, layer 0
consistently exhibits the highest importance score across a range of models. Based on this observation,
we apply dense attention at layer 0 and enforce uniform head sparsity in all subsequent layers.

4 Polar Sparsity

We define Polar Sparsity as the emergence of distinct sparsity effectiveness regimes in large-scale
LLM inference: MLP sparsity accelerates small-batch, low-latency inference, whereas Attention
head sparsity unlocks high-throughput inference at scale. In this section, we present our system for
accelerating high-throughput LLM inference via scalable contextual sparsity.

4.1 Dynamic Sparsity in MLP Blocks

Our fine-grained MLP router builds on recent advances in sparse inference [39, 54, 4], enabling
selective activation at the neuron level. Given a hidden state for a batch, x ∈ RB×1×d, the router is
implemented as a lightweight two-layer feedforward network with a bottleneck intermediate layer,
and we trained it using a binary cross-entropy loss with the AdamW optimizer. Further details are
provided in Appendix C.

Prior methods often use static top-k activation thresholds across all layers, which is suboptimal for
batched inference due to the dynamic and layer-specific nature of neuron activations that scale with
batch size. To address this, we propose a dynamic top-k mechanism that adapts the number of active
neurons per layer based on target recall. A simple greedy algorithm (Algorithm 2) selects the minimal
top-k neurons per layer to meet a target recall, using the router’s output logits and ground-truth
activations. We optimize these thresholds offline to maintain high recall (99%) while minimizing
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(a) Select GEMM kernel (b) Select FlashAttention kernel

Figure 4: Polar Sparsity Kernels. Kernels demonstrate near linear speedup with respect to sparsity,
A100 GPUs, OPT 66b, batch size 64, seqlen 1920

computation. At inference time, we aggregate the predicted activations across the batch to produce a
single neuron index tensor that identifies the active neurons for the entire batch.

To efficiently compute sparse MLP activations, we design a custom GPU kernel that fuses indexing
and matrix multiplication (Algorithm 3), avoiding the overhead of separate gather-scatter operations.
Unlike prior work limited to sparse GEMV, our kernel supports batched GEMM workloads and
achieves near-linear speedups with increasing sparsity, with improvements of up to 5.5× over the
dense baseline (Figure 4a). Implementation details are provided in Appendix D.

4.2 Stable Sparsity with Selective Head Attention

We design our attention routers as single-layer fully connected networks that predict head activations
based on attention output norms. The router is trained similarly to the MLP routers: for each input,
the top-k attention heads with the highest output norms are considered active and used as supervision
targets. The attention router produces scalar logits for each attention head, which are used to select
the top-k heads for each batch. Since attention routing is performed independently for each instance,
different batches may activate entirely different sets of heads. This results in a batch head index
tensor that records the active head indices for each batch. Selective Head Attention (SHA) then uses
this tensor to perform attention exclusively on the activated heads within a unified kernel.

Algorithm 1 Selective Head FlashAttention (Decode)

Require: Q ∈ RB×H×1×d, K,V ∈ RB×H×Nkv×d, batch_head_index ∈ ZB×top_k, MSRAM , s = 1/
√
d

Output: O ∈ RB×H×1×d (written to HBM)
1: Determine target batch index b and top-k index k assigned to this unit from the grid dimensions.
2: head_idx← batch_head_index[b, k] ▷ Get the actual head index to compute
3: Bc = ⌊MSRAM/(4d)⌋; (Oacc, lacc,macc)← (⃗0, 0,−∞); Tc = ⌈Nkv/Bc⌉
4: Load q ∈ R1×d from Q[b, head_idx, 0, :] ▷ Get the activated query vector for the batch
5: for j = 1 to Tc do
6: kstart = (j − 1)Bc, kend = min(jBc, Nkv); Load Kj ,Vj from K,V[b, head_idx, kstart : kend, :]
7: Sj = s(q@KT

j ); m̃j = max(Sj); P̃j = exp(Sj − m̃j); l̃j =
∑

P̃j

8: mnew = max(macc, m̃j); α = emacc−mnew ; β = em̃j−mnew ; lnew = αlacc + βl̃j
9: Oacc ← (αlaccOacc + β(P̃j@Vj))/lnew; lacc ← lnew; macc ← mnew

10: end for
11: Write Oacc to O[b, head_idx, 0, :]

Given the inputs Q ∈ RB×H×1×dh and K,V ∈ RB×H×N×dh in HBM, we aim to compute the
attention output O ∈ RB×H×1×d for only the activated attention heads for each batch. Our goal
is to reduce the amount of memory access and compute by the factor of induced head sparsity. To
achieve this, we fuse the head activation logic into a single GPU kernel and perform selective head
attention using a sparsity-aware variant of FlashAttention. During batched decoding, each batch
and each head is processed in parallel by a different CUDA thread-block or a Triton program. As
outlined in Algorithm 1, we modify the FlashAttention algorithm [11] to incorporate head sparsity
by indexing into the relevant heads during kernel initialization using a batch head index tensor. All
memory access logic is updated accordingly to ensure only data from active heads are read from and
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Figure 5: Accuracy vs Attention Density. Left: OPT 66b model with dynamic sparse MLP + Select
Head Attention. Middle: LLaMA 2-7b model with Select Head Attention Right: LLaMA 3.1 70b
model with Select Group Attention. Dense attention in layer 0 used for all models.

written to, enabling efficient selective head computation within a unified kernel. Figure 4b shows
the forward pass runtime of our SHA kernel compared to dense and standard sparse baselines. The
SHA kernel exhibits near-linear speedup with respect to head sparsity, achieving 2.8× improvement
at 30% sparsity over the dense baseline. For newer models with group query attention (GQA), we
embrace group sparsity as query heads within a group share the KV cache [2].

5 Evaluation

Experiment Setting: We first evaluate Polar Sparsity on pretrained models, including OPT [64],
LLaMA-2 [57], LLaMA-3 [21], Mistral [28] across multiple model sizes. The evaluation is conducted
on nine downstream tasks: COPA [20], OpenBookQA [43], PIQA [7], RTE [19], Winogrande [48],
HellaSwag [63], MMLU [24], ARC-easy, ARC-challenging [9]. We utilize the lm-eval-harness
framework to measure the accuracy of the models on these benchmarks [17]. We further evaluate
instruction-tuned models on MMLU-PRO [60] and LongBench [6]. Specifically, we assess LLaMA-
3.1-8B-Instruct, Mistral-7B-Instruct, and Qwen-2.5-14B-Instruct [46].

To train the routers, we collected 400,000 token samples from random text sequences extracted
from the Wikitext-2 training dataset. All experiments are performed on NVIDIA DGX A100 80GB
GPU node servers. Sparsity is applied to both the MLP and attention layers only in OPT models.
For all other models, we apply only attention head sparsity, since their MLP layers use non-ReLU
activations, making MLP sparsification less effective (Appendix B). We scale each model up to batch
size of 512 until it reaches the memory limit. We built on top of the FlashAttention triton kernel and
utilized CUDA graphs to measure the decoding throughput with the included routers.

5.1 Benchmark Evaluation

Figure 5 shows the zero-shot accuracy on downstream tasks as we vary the attention density. At
each data point, we activate the attention heads/groups with the highest output logits as predicted by
the routers. For OPT models, we also apply dynamic layer-wise sparsity to MLP layers. Across all
models, we observe that most tasks can be solved accurately even under high attention head sparsity
with minimal degradation up to a critical threshold. The evaluation results show that this critical point
varies with the architecture and size of the model. Stable average accuracy is maintained down to
30% attention density for OPT-66b, 50% for smaller OPT-6.7b, LLaMA-2 7b/13b models, and 62.5%
for GQA models like LLaMA 3.1 70b.

Table 1 and 2 presents the accuracy of the sparsified models at their respective critical attention density
thresholds. Polar Sparsity achieves performance comparable to the dense baseline, with average accu-
racy differences within 1%. Instruction-tuned models also sustain strong performance on LongBench
under Polar Sparsity, underscoring its effectiveness on challenging generative benchmarks.

We observe that some challenging tasks like RTE, MMLU, MMLU PRO are more sensitive to head
sparsity and require more active heads. This task-dependent sensitivity is particularly encouraging,
as it suggests that most tasks can be served with only the most critical heads, while harder tasks
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Table 1: LLM zero-shot evaluation at critical thresholds. Polar Sparsity (PS) is competitive with the
dense baseline with average accuracy within 1%.

Model COPA OBQA PIQA RTE WG HS MMLU ARC-E ARC-C Average

OPT 6.7B 0.81 0.276 0.763 0.552 0.653 0.499 0.265 0.657 0.305 0.531

OPT 6.7B + PS-0.5 0.83 0.282 0.755 0.527 0.636 0.488 0.252 0.647 0.300 0.524

OPT 66B 0.85 0.304 0.787 0.603 0.690 0.557 0.263 0.711 0.369 0.570

OPT 66B + PS-0.3 0.83 0.296 0.769 0.592 0.677 0.546 0.264 0.693 0.361 0.560

LLaMA 2 7B 0.87 0.314 0.781 0.628 0.690 0.572 0.418 0.763 0.433 0.608

LLaMA 2 7B + PS-0.5 0.89 0.312 0.779 0.552 0.687 0.568 0.356 0.762 0.439 0.594

LLaMA 2 13B 0.91 0.350 0.791 0.653 0.722 0.600 0.521 0.794 0.485 0.647

LLaMA 2 13B + PS-0.5 0.92 0.352 0.790 0.578 0.728 0.600 0.473 0.783 0.473 0.633

LLaMA 3.1 70B 0.92 0.370 0.831 0.697 0.799 0.665 0.753 0.872 0.606 0.724

LLaMA 3.1 70B + PS-0.625 0.91 0.340 0.823 0.729 0.793 0.650 0.732 0.853 0.590 0.712

Mistral 7B 0.92 0.332 0.803 0.686 0.738 0.609 0.591 0.796 0.489 0.663

Mistral 7B + PS-0.5 0.92 0.340 0.801 0.671 0.736 0.608 0.562 0.793 0.483 0.657

Table 2: Evaluation of instruction-tuned LLMs at critical sparsity thresholds. Polar Sparsity maintains
strong performance on generative tasks.

Model MMLU PRO LongBench-e

Mistral-7B-inst 0.247 0.392
Mistral-7B-inst + PolarSparse-0.5 0.244 0.388

Llama-3.1-8B-inst 0.409 0.443
Llama-3.1-8B-inst + PolarSparse-0.625 0.384 0.429

Qwen-2.5-14B-inst 0.497 0.421
Qwen-2.5-14B-inst + PolarSparse-0.625 0.457 0.414

could potentially activate more for higher accuracy within the same batch. Given that head sparsity is
batch-invariant, this opens the door to context-aware, per-sequence head activation, paving the way
for lossless sparse inference, a direction we discuss in future work.

Although recent activation sparsity literature vary in their model and benchmark selection, we found
that several recent methods include LLaMA-2-7b for evaluation. This allows us to perform a fair
comparison in Table 3. Polar Sparsity outperforms or is competitive with the state-of-the-art activation
sparsity methods across most benchmarks. Importantly, our approach maintains accuracy and scales
efficiently with batch size — a key limitation of existing techniques.

Table 3: Benchmark results on LLaMA-2-7b using different sparsity approaches. Zero-shot evaluation
unless noted. “–” indicates the metric was not reported in the original paper. Zero-shot OpenBookQA,
RTE are unreported in prior work. Bolded numbers indicate the highest among sparse methods.
Underlined values denote accuracy within 1% of the dense baseline, competitive performance.

Method COPA PIQA Winogrande HellaSwag MMLU (5-shot) ARC-e ARC-c
Dense baseline 0.87 0.781 0.690 0.572 0.458 0.763 0.433

ProbePruning-40% [32] – 0.749 0.575 – – 0.617 0.355
ReLUfication [44] 0.83 0.779 0.686 0.548 0.386 0.738 0.396
ProSparse [53] 0.77 0.757 0.640 – 0.455 – –
CATS-50% [33] – 0.769 0.675 0.571 0.421 0.744 0.412
TEAL-50% [37] – 0.778 0.673 – 0.405 – –
GRIFFIN-50% [16] 0.86 0.778 – 0.571 – 0.745 0.428
R-Sparse-50% [67] – 0.773 0.674 0.543 – 0.746 0.408

PolarSparse-50% 0.89 0.779 0.687 0.568 0.381 0.762 0.439
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(a) OPT 6.7b (b) OPT 66b

Figure 6: OPT models sparse decoding throughput, seq len 1920 using pipeline parallelism. (a) OPT
6.7b, critical threshold 50%. (b) OPT 66b, critical threshold 30%. Polar Sparsity delivers up to 2.2×
higher throughput than dense and up to 2× than standard activation sparsity at scale.

(a) LLaMA-2-7b (b) LLaMA-3.1-70b

Figure 7: LLaMA models sparse decode throughput results using pipeline parallelism. (a) LLaMA-2-
7b seq len 3968, critical threshold 50%.(b) LLaMA-3.1-70b seq len 8192, critical threshold 62.5%.
Polar Sparsity delivers up to 1.85× higher throughput than dense baseline at scale.

5.2 Generation Throughput

In this section, we present the decoding throughput of various models at different batch sizes
and sequence lengths at their respective critical threshold. We used sequence lengths of 1920 for
OPT, 3968 for LLaMA-2, and 8192 for LLaMA-3 to evaluate sparsity and system performance on
increasing workload scales. Additional results for varying sequence lengths are in Appendix E.2.

Figure 6 shows the throughput results of OPT models using Deja Vu-style [39] activation sparsity and
Polar Sparsity with the dense baseline at different batch sizes. We substitute DejaVu’s sparse GEMV
with our Selective GEMM with dynamic top-k to support efficient batched execution. At batch size
1, Polar Sparsity performance is similar to that of conventional activation sparsity. As batch size
increases, the effectiveness of conventional activation sparsity diminishes due to the reduced union
sparsity across sequences. In contrast, Polar Sparsity leverages the stable, batch-invariant sparsity of
attention heads and scales efficiently. Polar Sparsity delivers up to 2.2× higher decoding throughput
than dense and 2× more than DejaVu at large batch sizes. In LLaMA-2 models, where sparsity
is applied only to attention layers, speedups become apparent at larger batch sizes, reaching up to
1.85×. Figure 7b presents throughput results for LLaMA 3.1 70B. Despite higher attention density
(62.5%), Polar Sparsity achieves a 1.51× speedup at large batch sizes. While we primarily report
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throughput, Polar Sparsity naturally reduces inter-token latency by a similar margin and accelerates
per-query generation. Appendix E provides a detailed evaluation across models and workloads.

6 Limitations and Future Work

Polar Sparsity is most effective in large-scale, high-throughput settings, particularly during batched
decoding. Its benefits diminish for small-batch inference due to limited GPU workload and reduced
parallelism. Additionally, we fix the top-k activated heads/groups per layer, whereas a dynamic, input-
or layer-adaptive strategy could yield better efficiency and accuracy. Head sparsity could also be
combined with token sparsity for potential multiplicative gains. Our experiments use benchmarks
with context lengths up to 16k tokens. As newer LLMs reach million-token contexts, extending our
analysis to these ultra-long settings is an important direction for future work. We expect our approach
to provide efficiency gains in attention variants like Multi-Query [49] and Multi-Latent Attention
[12]; however, the critical threshold could be higher similar to GQA. GQA models have naturally
less KV diversity in the attention layers and group sparsity is also inherently weaker compared to
head sparsity, as it may overlook important heads that reside in inactive groups. This limitation likely
contributes to the faster accuracy degradation observed in GQA models. Our current evaluation
focuses on greedy decoding. Extending Polar Sparsity to beam search and speculative decoding,
where sparsity patterns may differ, offers an exciting direction for future research.

Our approach maintains average accuracy within 1% of the original model at the critical threshold,
and this minor drop could potentially be recovered through targeted fine-tuning. Further gains may
be possible by training models to induce higher attention head or group sparsity. Since head/group
sparsity is batch invariant, there is a promising opportunity to explore task-aware query-sensitive
routing, allocating more heads to harder queries and fewer to easier ones within the same batch.
Moreover, decoding difficulty can vary across tokens, even within a single sequence. Some tokens
may be predicted with fewer active heads, allowing higher sparsity to be applied adaptively at each
decoding step. A fine-grained router that dynamically selects heads based on context and difficulty
could unlock lossless sparse inference with even greater throughput. We see this as a promising
direction toward more adaptive, efficient, and task-aware LLM inference systems.

7 Conclusion

Our work highlights the scalability and effectiveness of contextual sparsity for accelerating batched
LLM inference. We introduce Polar Sparsity, a key insight showing that as batch size and sequence
length grow, the importance of sparsity transitions from MLP layers, where union activation increases,
to Attention layers, where head-level sparsity remains stable and batch-invariant.To exploit this prop-
erty, we develop Selective Head Attention with sparsity-aware GPU kernels that execute computations
only for activated heads and neurons. Together, these optimizations deliver consistent speedups across
a wide range of models, batch sizes, and sequence lengths with minimal impact on accuracy. Our
results are competitive with state-of-the-art approaches and delivers up to 2.2× end-to-end speedups
in large-scale settings, affirming the practical viability of Polar Sparsity for efficient and scalable
LLM serving. This method is a step towards realizing scalable, high-performance, batched LLM
inference that meets the growing demands of modern applications.
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Question: Do the main claims made in the abstract and introduction accurately reflect the
paper’s contributions and scope?

Answer: [Yes]

Justification: The abstract and introduction clearly state the core contributions of the paper,
including the design of Polar Sparsity inferencing system for large language models and the
achieved throughput improvements. These claims are substantiated by experimental results
and discussions in Sections 5, and limitations are acknowledged in section 6.

Guidelines:

• The answer NA means that the abstract and introduction do not include the claims
made in the paper.

• The abstract and/or introduction should clearly state the claims made, including the
contributions made in the paper and important assumptions and limitations. A No or
NA answer to this question will not be perceived well by the reviewers.

• The claims made should match theoretical and experimental results, and reflect how
much the results can be expected to generalize to other settings.

• It is fine to include aspirational goals as motivation as long as it is clear that these goals
are not attained by the paper.

2. Limitations
Question: Does the paper discuss the limitations of the work performed by the authors?

Answer: [Yes]

Justification: The limitations are discussed in Section 6, where we note that our approach
does not accelerate the prefill stage and may yield smaller gains for short-sequence and
small batch decoding tasks. We also highlight that sparsity thresholds are statically defined
per model, and future work could explore dynamic sparsity adaptation across decoding
steps.
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• The authors are encouraged to create a separate "Limitations" section in their paper.
• The paper should point out any strong assumptions and how robust the results are to

violations of these assumptions (e.g., independence assumptions, noiseless settings,
model well-specification, asymptotic approximations only holding locally). The authors
should reflect on how these assumptions might be violated in practice and what the
implications would be.

• The authors should reflect on the scope of the claims made, e.g., if the approach was
only tested on a few datasets or with a few runs. In general, empirical results often
depend on implicit assumptions, which should be articulated.

• The authors should reflect on the factors that influence the performance of the approach.
For example, a facial recognition algorithm may perform poorly when image resolution
is low or images are taken in low lighting. Or a speech-to-text system might not be
used reliably to provide closed captions for online lectures because it fails to handle
technical jargon.

• The authors should discuss the computational efficiency of the proposed algorithms
and how they scale with dataset size.

• If applicable, the authors should discuss possible limitations of their approach to
address problems of privacy and fairness.

• While the authors might fear that complete honesty about limitations might be used by
reviewers as grounds for rejection, a worse outcome might be that reviewers discover
limitations that aren’t acknowledged in the paper. The authors should use their best
judgment and recognize that individual actions in favor of transparency play an impor-
tant role in developing norms that preserve the integrity of the community. Reviewers
will be specifically instructed to not penalize honesty concerning limitations.

3. Theory assumptions and proofs
Question: For each theoretical result, does the paper provide the full set of assumptions and
a complete (and correct) proof?

Answer: [NA]

Justification: This paper focuses on empirical and systems-level contributions for acceler-
ating large language model inference through contextual activation sparsity and does not
include any formal theoretical results or proofs.

Guidelines:

• The answer NA means that the paper does not include theoretical results.
• All the theorems, formulas, and proofs in the paper should be numbered and cross-

referenced.
• All assumptions should be clearly stated or referenced in the statement of any theorems.
• The proofs can either appear in the main paper or the supplemental material, but if

they appear in the supplemental material, the authors are encouraged to provide a short
proof sketch to provide intuition.

• Inversely, any informal proof provided in the core of the paper should be complemented
by formal proofs provided in appendix or supplemental material.

• Theorems and Lemmas that the proof relies upon should be properly referenced.

4. Experimental result reproducibility
Question: Does the paper fully disclose all the information needed to reproduce the main ex-
perimental results of the paper to the extent that it affects the main claims and/or conclusions
of the paper (regardless of whether the code and data are provided or not)?

Answer: [Yes]

Justification: The experimental setup, model configurations, sparsity strategies, and hardware
details are described in detail in Sections 4 and 5. We also include discussions and additional
results in the appendix to facilitate reproducibility of our main findings.
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• The answer NA means that the paper does not include experiments.
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• If the paper includes experiments, a No answer to this question will not be perceived
well by the reviewers: Making the paper reproducible is important, regardless of
whether the code and data are provided or not.

• If the contribution is a dataset and/or model, the authors should describe the steps taken
to make their results reproducible or verifiable.

• Depending on the contribution, reproducibility can be accomplished in various ways.
For example, if the contribution is a novel architecture, describing the architecture fully
might suffice, or if the contribution is a specific model and empirical evaluation, it may
be necessary to either make it possible for others to replicate the model with the same
dataset, or provide access to the model. In general. releasing code and data is often
one good way to accomplish this, but reproducibility can also be provided via detailed
instructions for how to replicate the results, access to a hosted model (e.g., in the case
of a large language model), releasing of a model checkpoint, or other means that are
appropriate to the research performed.
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sions to provide some reasonable avenue for reproducibility, which may depend on the
nature of the contribution. For example
(a) If the contribution is primarily a new algorithm, the paper should make it clear how

to reproduce that algorithm.
(b) If the contribution is primarily a new model architecture, the paper should describe

the architecture clearly and fully.
(c) If the contribution is a new model (e.g., a large language model), then there should

either be a way to access this model for reproducing the results or a way to reproduce
the model (e.g., with an open-source dataset or instructions for how to construct
the dataset).

(d) We recognize that reproducibility may be tricky in some cases, in which case
authors are welcome to describe the particular way they provide for reproducibility.
In the case of closed-source models, it may be that access to the model is limited in
some way (e.g., to registered users), but it should be possible for other researchers
to have some path to reproducing or verifying the results.

5. Open access to data and code
Question: Does the paper provide open access to the data and code, with sufficient instruc-
tions to faithfully reproduce the main experimental results, as described in supplemental
material?
Answer: [Yes]
Justification: We provide anonymized code and scripts in the supplemental material along
with instructions to reproduce the main experimental results. The code includes setup details,
model configurations, and commands for running key benchmarks.
Guidelines:

• The answer NA means that paper does not include experiments requiring code.
• Please see the NeurIPS code and data submission guidelines (https://nips.cc/
public/guides/CodeSubmissionPolicy) for more details.

• While we encourage the release of code and data, we understand that this might not be
possible, so “No” is an acceptable answer. Papers cannot be rejected simply for not
including code, unless this is central to the contribution (e.g., for a new open-source
benchmark).

• The instructions should contain the exact command and environment needed to run to
reproduce the results. See the NeurIPS code and data submission guidelines (https:
//nips.cc/public/guides/CodeSubmissionPolicy) for more details.

• The authors should provide instructions on data access and preparation, including how
to access the raw data, preprocessed data, intermediate data, and generated data, etc.

• The authors should provide scripts to reproduce all experimental results for the new
proposed method and baselines. If only a subset of experiments are reproducible, they
should state which ones are omitted from the script and why.

• At submission time, to preserve anonymity, the authors should release anonymized
versions (if applicable).
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• Providing as much information as possible in supplemental material (appended to the
paper) is recommended, but including URLs to data and code is permitted.

6. Experimental setting/details
Question: Does the paper specify all the training and test details (e.g., data splits, hyper-
parameters, how they were chosen, type of optimizer, etc.) necessary to understand the
results?

Answer: [Yes]

Justification: Section 4 describes the model architectures and router designs, while Section
5 outlines the inference setup across different models, including how OPT models apply
sparsity to both MLP and Attention layers, whereas Llama models sparsify only the Attention
layers. The experiments cover varying batch sizes and sequence lengths. Additional router
training details and results are provided in the appendix.

Guidelines:

• The answer NA means that the paper does not include experiments.
• The experimental setting should be presented in the core of the paper to a level of detail

that is necessary to appreciate the results and make sense of them.
• The full details can be provided either with the code, in appendix, or as supplemental

material.

7. Experiment statistical significance
Question: Does the paper report error bars suitably and correctly defined or other appropriate
information about the statistical significance of the experiments?

Answer: [Yes]

Justification: We report error bars in selected figures such as the neuron batch activation
graphs, where activation patterns vary slightly across batches. For throughput results, we
use CUDA Graphs for inference, which show minimal variability across different runs. To
ensure robustness, we evaluate our method across a range of batch sizes, sequence lengths,
and model scales, as detailed in Section 5 and Appendix E.

Guidelines:

• The answer NA means that the paper does not include experiments.
• The authors should answer "Yes" if the results are accompanied by error bars, confi-

dence intervals, or statistical significance tests, at least for the experiments that support
the main claims of the paper.

• The factors of variability that the error bars are capturing should be clearly stated (for
example, train/test split, initialization, random drawing of some parameter, or overall
run with given experimental conditions).

• The method for calculating the error bars should be explained (closed form formula,
call to a library function, bootstrap, etc.)

• The assumptions made should be given (e.g., Normally distributed errors).
• It should be clear whether the error bar is the standard deviation or the standard error

of the mean.
• It is OK to report 1-sigma error bars, but one should state it. The authors should

preferably report a 2-sigma error bar than state that they have a 96% CI, if the hypothesis
of Normality of errors is not verified.

• For asymmetric distributions, the authors should be careful not to show in tables or
figures symmetric error bars that would yield results that are out of range (e.g. negative
error rates).

• If error bars are reported in tables or plots, The authors should explain in the text how
they were calculated and reference the corresponding figures or tables in the text.

8. Experiments compute resources
Question: For each experiment, does the paper provide sufficient information on the com-
puter resources (type of compute workers, memory, time of execution) needed to reproduce
the experiments?
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Answer: [Yes]

Justification: We provide hardware details in Section 5, including GPU models (NVIDIA
A100 DGX Node). Experiments were conducted on internal compute nodes with 80 GB of
GPU memory with pipeline parallelism (Section 5) and tensor parallelism (Section E). While
exact execution time per run is not provided, we describe throughput benchmarks across
models and batch sizes. Preliminary experiments and router training consumed additional
compute.

Guidelines:

• The answer NA means that the paper does not include experiments.
• The paper should indicate the type of compute workers CPU or GPU, internal cluster,

or cloud provider, including relevant memory and storage.
• The paper should provide the amount of compute required for each of the individual

experimental runs as well as estimate the total compute.
• The paper should disclose whether the full research project required more compute

than the experiments reported in the paper (e.g., preliminary or failed experiments that
didn’t make it into the paper).

9. Code of ethics
Question: Does the research conducted in the paper conform, in every respect, with the
NeurIPS Code of Ethics https://neurips.cc/public/EthicsGuidelines?

Answer: [Yes]

Justification: The research adheres to the NeurIPS Code of Ethics. It involves no human
subjects, private data, or potentially harmful applications, and all models and benchmarks
used are publicly available and appropriately cited.

Guidelines:

• The answer NA means that the authors have not reviewed the NeurIPS Code of Ethics.
• If the authors answer No, they should explain the special circumstances that require a

deviation from the Code of Ethics.
• The authors should make sure to preserve anonymity (e.g., if there is a special consid-

eration due to laws or regulations in their jurisdiction).

10. Broader impacts
Question: Does the paper discuss both potential positive societal impacts and negative
societal impacts of the work performed?

Answer: [Yes]

Justification: We discuss broader impacts in Appendix F, highlighting both the positive
potential of enabling efficient and accessible LLM inference, as well as risks related to the
increased scalability of generative models. We also emphasize the importance of responsible
deployment practices.

Guidelines:

• The answer NA means that there is no societal impact of the work performed.
• If the authors answer NA or No, they should explain why their work has no societal

impact or why the paper does not address societal impact.
• Examples of negative societal impacts include potential malicious or unintended uses

(e.g., disinformation, generating fake profiles, surveillance), fairness considerations
(e.g., deployment of technologies that could make decisions that unfairly impact specific
groups), privacy considerations, and security considerations.

• The conference expects that many papers will be foundational research and not tied
to particular applications, let alone deployments. However, if there is a direct path to
any negative applications, the authors should point it out. For example, it is legitimate
to point out that an improvement in the quality of generative models could be used to
generate deepfakes for disinformation. On the other hand, it is not needed to point out
that a generic algorithm for optimizing neural networks could enable people to train
models that generate Deepfakes faster.
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• The authors should consider possible harms that could arise when the technology is
being used as intended and functioning correctly, harms that could arise when the
technology is being used as intended but gives incorrect results, and harms following
from (intentional or unintentional) misuse of the technology.

• If there are negative societal impacts, the authors could also discuss possible mitigation
strategies (e.g., gated release of models, providing defenses in addition to attacks,
mechanisms for monitoring misuse, mechanisms to monitor how a system learns from
feedback over time, improving the efficiency and accessibility of ML).

11. Safeguards
Question: Does the paper describe safeguards that have been put in place for responsible
release of data or models that have a high risk for misuse (e.g., pretrained language models,
image generators, or scraped datasets)?
Answer: [NA]
Justification: This work does not introduce or release any new pretrained models, datasets, or
generative systems with high risk for misuse. All experiments are conducted using publicly
available models under standard licensing terms.
Guidelines:

• The answer NA means that the paper poses no such risks.
• Released models that have a high risk for misuse or dual-use should be released with

necessary safeguards to allow for controlled use of the model, for example by requiring
that users adhere to usage guidelines or restrictions to access the model or implementing
safety filters.

• Datasets that have been scraped from the Internet could pose safety risks. The authors
should describe how they avoided releasing unsafe images.

• We recognize that providing effective safeguards is challenging, and many papers do
not require this, but we encourage authors to take this into account and make a best
faith effort.

12. Licenses for existing assets
Question: Are the creators or original owners of assets (e.g., code, data, models), used in
the paper, properly credited and are the license and terms of use explicitly mentioned and
properly respected?
Answer: [Yes]
Justification: We use publicly released models such as OPT and LLaMA, which are cited
appropriately in the main text. We respect their licenses, and do not modify or redistribute
model weights. All third-party libraries and benchmarks are used in accordance with their
respective licenses.
Guidelines:

• The answer NA means that the paper does not use existing assets.
• The authors should cite the original paper that produced the code package or dataset.
• The authors should state which version of the asset is used and, if possible, include a

URL.
• The name of the license (e.g., CC-BY 4.0) should be included for each asset.
• For scraped data from a particular source (e.g., website), the copyright and terms of

service of that source should be provided.
• If assets are released, the license, copyright information, and terms of use in the

package should be provided. For popular datasets, paperswithcode.com/datasets
has curated licenses for some datasets. Their licensing guide can help determine the
license of a dataset.

• For existing datasets that are re-packaged, both the original license and the license of
the derived asset (if it has changed) should be provided.

• If this information is not available online, the authors are encouraged to reach out to
the asset’s creators.

13. New assets

20

paperswithcode.com/datasets


Question: Are new assets introduced in the paper well documented and is the documentation
provided alongside the assets?
Answer: [Yes]
Justification: We release new Triton kernels for Selective GEMM and Selective Head/Group
Attention as part of our sparsity-aware inference system. These assets are documented
with usage instructions, kernel configurations, and integration guidance in the supplemental
material and accompanying repository.
Guidelines:

• The answer NA means that the paper does not release new assets.
• Researchers should communicate the details of the dataset/code/model as part of their

submissions via structured templates. This includes details about training, license,
limitations, etc.

• The paper should discuss whether and how consent was obtained from people whose
asset is used.

• At submission time, remember to anonymize your assets (if applicable). You can either
create an anonymized URL or include an anonymized zip file.

14. Crowdsourcing and research with human subjects
Question: For crowdsourcing experiments and research with human subjects, does the paper
include the full text of instructions given to participants and screenshots, if applicable, as
well as details about compensation (if any)?
Answer: [NA]
Justification: This work does not involve any crowdsourcing, user studies, or research with
human subjects.
Guidelines:

• The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

• Including this information in the supplemental material is fine, but if the main contribu-
tion of the paper involves human subjects, then as much detail as possible should be
included in the main paper.

• According to the NeurIPS Code of Ethics, workers involved in data collection, curation,
or other labor should be paid at least the minimum wage in the country of the data
collector.

15. Institutional review board (IRB) approvals or equivalent for research with human
subjects
Question: Does the paper describe potential risks incurred by study participants, whether
such risks were disclosed to the subjects, and whether Institutional Review Board (IRB)
approvals (or an equivalent approval/review based on the requirements of your country or
institution) were obtained?
Answer: [NA]
Justification: This work does not involve any research with human subjects and therefore
does not require IRB approval or equivalent review.
Guidelines:

• The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

• Depending on the country in which research is conducted, IRB approval (or equivalent)
may be required for any human subjects research. If you obtained IRB approval, you
should clearly state this in the paper.

• We recognize that the procedures for this may vary significantly between institutions
and locations, and we expect authors to adhere to the NeurIPS Code of Ethics and the
guidelines for their institution.

• For initial submissions, do not include any information that would break anonymity (if
applicable), such as the institution conducting the review.
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16. Declaration of LLM usage
Question: Does the paper describe the usage of LLMs if it is an important, original, or
non-standard component of the core methods in this research?
Answer: [NA]
Justification: While the research focuses on improving inference efficiency for existing large
language models, the models themselves are used in standard ways for evaluation purposes.
No LLM was used as a component in developing core methods or generating original model
outputs in a novel or non-standard manner.
Guidelines:

• The answer NA means that the core method development in this research does not
involve LLMs as any important, original, or non-standard components.

• Please refer to our LLM policy (https://neurips.cc/Conferences/2025/LLM)
for what should or should not be described.
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A Extended Related Works

Inference efficiency has been a central focus in machine learning systems, with a diverse set of
strategies such as sparsity, pruning, quantization, distillation, speculative decoding, SSD-based
offloading, and advanced memory management techniques proposed to reduce computational cost,
memory footprint, and latency [8, 38, 27, 34, 18, 25, 51, 31]. These techniques address distinct
bottlenecks and are often complementary, enabling combined use for greater gains.

A.1 Contextual Activation Sparsity

Recent work on activation sparsity in large language models has explored a variety of mechanisms to
reduce inference costs without sacrificing accuracy. Early studies revealed that only a small fraction
of neurons in transformer MLP layers are active for any given input, establishing the foundation for
sparsity-aware inference [36]. Building on this, ReLUfication and ProSparse showed that replacing
GELU or SwiGLU with ReLU or progressively encouraging ReLU-like behavior exposes inherent
sparsity and improves inference efficiency, even without retraining [44, 53].

Training-free methods such as TEAL and R-Sparse apply post-hoc magnitude-based pruning across
models like LLaMA-2 and LLaMA-3 and preserve accuracy [37, 67]. CATS improves on this by
making the threshold contextually adaptive, dynamically pruning low-activation neurons based on
input features [33]. Deja Vu and ShadowLLM train lightweight predictors to anticipate important
neurons and attention heads token-by-token, enabling dynamic sparsity at inference time [39, 3].
Our work draws inspiration from previous predictive approaches. Complementary to predictor-
based sparsity, LTE and GRIFFIN optimize structured sparsity patterns during pretraining or in a
prompt-aware manner, enabling the model to internalize which parts of the architecture to use for
different inputs [68, 16]. Finally, hardware-aware methods like PowerInfer leverage the heavy-tailed
distribution of neuron activations to map “hot” neurons onto GPU memory while streaming “cold”
ones from the CPU, delivering efficient offloading based inference [54].

Existing methods for improving batch efficiency using contextual sparsity are limited in scope.
PowerInfer considers batch sizes up to 32 but targets CPU-based offloading systems, where the
baseline is already constrained by CPU and PCIe bandwidth [54]. Herd attempts to group sequences
with similar sparsity patterns to increase overlap [5], but operates at batch sizes ≤4 and is difficult
to apply in dynamic, real-world random queries, where identifying on-the-fly sequences that share
similar activation patterns becomes prohibitively challenging. These approaches sparsify only the
MLP block and speedup decreases with larger batch sizes. In contrast, our method handles arbitrary
sequences and scales effectively to large batch sizes, aligning with realistic deployment scenarios.

A.2 Attention Head Sparsity and Token Sparsity

Several recent works explore token sparsity to reduce KV cache and attention computation during
generative inference. HashAttention introduces semantic sparsity by mapping tokens to a learned
Hamming space, enabling efficient selection of pivotal tokens using hash collisions [14]. A2SF
proposes accumulative attention scoring with a forgetting factor to fairly rank token importance
across time steps in autoregressive decoders [47]. Keyformer and VATP both address token pruning
by extending beyond attention scores: Keyformer selects a small set of “key tokens” based on
attention concentration [1] , while VATP incorporates the value vector norm into token importance
estimation [22]. Native Sparse Attention introduces a hardware-aligned sparse attention mechanism
with trainable sparsity patterns suited for long-sequence modeling [62], and MoBA applies mixture-
of-expert routing principles to attention tokens by dynamically selecting relevant blocks for each
query [40]. These approaches are largely orthogonal to our method and can potentially be combined
with Polar Sparsity for multiplicative gains.

Two recent methods, Mixture of Attention Heads (MoA) [65] and MoH: Mixture-of-Head Attention
[29], treat attention heads as experts and learn routers to activate a subset per token. MoA requires
full model training from scratch, while MoH involves extensive fine-tuning of pre-trained models
to learn dynamic head weighting. Although both demonstrate accuracy improvements, they offer
limited efficiency gains due to reliance on dense attention kernels. In contrast, our method keeps the
model backbone fixed, trains only lightweight routers for head activation, and leverages our custom
Select Head Attention kernel to achieve real wall-clock speedups. We believe prior work was limited
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by the absence of efficient sparse attention primitives, and with the integration of our kernel, these
and future approaches have the potential to achieve both high accuracy and meaningful efficiency
gains. We hope this unlocks new opportunities and renews momentum in head sparsity research for
accelerating LLM inference.

B Extended Study on Batch Activation

B.1 MLP Activations

(a) OPT 6.7b (b) Prosparse Llama-2-7b

Figure 8: OPT and Prosparse Llama Neuron Batch Activations

To better understand the behavior of activation sparsity under batching, we conduct an empirical study
across multiple models and sparsification strategies. In this study, a neuron is considered active if its
output is greater than zero. We collect true MLP activation statistics by running a forward pass over
randomly selected samples from the WikiText-2 dataset. For each model, we group the samples into
batches of varying sizes and compute the average union neuron activation and its standard deviation
for each layer.

OPT models, which use ReLU activations, exhibit strong inherent sparsity. As shown in Figure 8a,
early layers are significantly sparser than deeper ones, a trend consistent across all OPT models.
While increasing batch size reduces overall sparsity, the early layers retain enough sparsity to benefit
from selective execution. To test the limits of sparsity, we simulated a batch of 10,000 samples and
observed that the activations in the initial layers do approach dense and are not, in fact, dead neurons.
However, for practical batch sizes, these layers are sufficiently sparse to support accelerated inference.
Recent work has shown that sparsity in ReLU-based models tends to increase during pretraining [41].
The OPT models, having undergone extensive large-scale pretraining, likely benefit from this effect,
resulting in more structured and persistent activation sparsity.

Figure 8b shows that Prosparse introduces deeper-layer sparsity, but with high variance and similarly
degrading trends at larger batch sizes. Unlike OPT, these Sparse-LLaMA variants are only lightly
fine-tuned on smaller datasets, which likely limits the emergence of stable sparsity patterns observed
in fully pretrained models. Given these observations, we focus our selective execution in LLaMA
models on attention head sparsity, where the activation structure remains more consistent across
batches.

B.2 Attention Head Activations

Figure 9 presents heat maps of the head activation counts for the attention heads across all layers in
the OPT 6.7B and Llama 2 7B models on 100,000 random token samples from the WikiText-2 dataset.
The visualizations reveal that activation patterns vary substantially both from layer to layer and from
head to head. In both architectures, some heads are activated significantly more often than others,
leading to a skewed distribution of usage. Most layers show a relatively uniform spread of activations
across all heads. These findings suggest that future work should focus on designing dynamic head
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(a) OPT-6.7b (b) Llama-2-7b

Figure 9: Head activation heat map

allocation strategies that adapt to each layer’s unique activation and importance profile, rather than
relying on a fixed global threshold.

C Sparsity Prediction

Our MLP router follows the design used in prior contextual sparsity work [39, 54]. Each router is
a two-layer feedforward network with a hidden dimension of 1024, trained independently for each
transformer layer. To partially hide the latency of the MLP router, we overlap its execution with the
Attention layer. It is trained using supervised learning with ground-truth neuron activations derived
from dense MLP outputs. At inference time, the router produces scalar logits for each neuron, which
are used to rank and select the top-k neurons for activation. The attention head routers use a single
layer feedforward network as described in Section 4.2. Since the attention routers are much smaller
than the MLP routers, we simply run them synchronously before each attention layer. The routers are
optimized as binary classifiers using a binary cross-entropy loss, with the AdamW optimizer. We use
a batch size of 64, a learning rate of 1e-4, and early stopping over a maximum of 20 epochs. The
LLM parameters are frozen during router training. Supervision data is collected from inference runs
on the WikiText-2 dataset, as described in Section 5. To determine minimal top-k values for the MLP
layers, we apply a simple greedy algorithm (Algorithm 2) that incrementally adjusts the threshold to
meet the target recall of 99%. This calibration is performed offline for each OPT model variant.

Algorithm 2 Greedy Top-k Selection to Meet Target Recall

Require: R (router), H (hidden states), T (true activations), k0 (initial top-k), rtarget (target recall),
δ (step size)

1: k ← k0
2: r ← 0
3: while r < rtarget do
4: Â← R(H) ▷ Predict activations
5: r ← COMPUTERECALL(Â, T, k)
6: k ← k + δ
7: end while
8: return k

C.1 Router Ablation Study

Figure 10 shows the decode latency of MLP and Attention blocks along with their respective routers,
and includes the measured inference latency of sparse kernels across selected sparsity levels. The
MLP router introduces approximately four times higher latency compared to the attention router.
At higher activation levels, the combined latency of the MLP router and sparse MLP approaches,
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Figure 10: OPT 66b, MLP and Attention Decode Latency with Router at Different Sparsity Levels.
Batch size 64, Seq len 1920. MLP router 4 × more expensive than Attention router.

and in some cases exceeds, that of the dense MLP. To address this, we overlap the MLP router
execution with the attention block, following a strategy similar to Deja Vu [39], in order to hide
its cost. However, under batched inference, it is not always possible to fully mask the MLP router
latency due to high GPU utilization. In practice, we observe that overlapping saves approximately 0.1
ms of router latency.

In contrast, the attention router is significantly smaller and more efficient, enabling synchronous
execution without incurring high overhead. This results in substantial performance gains: at 50%
head activation, the attention block achieves a latency reduction of approximately 1.4 ms, even after
including the router cost. Under similar conditions, the MLP router yields only a modest improvement
of around 0.21 ms. This further highlights the scalability of head sparsity for large batch workloads.

D Sparse Kernels

Standard implementations of selective matrix multiplication typically involve separate indexing of
W1,SB

,W2,SB
followed by dense GEMM operations, introducing unnecessary memory overhead.

To avoid this, we fuse the indexing and GEMM into a single kernel that dynamically processes
only the activated neurons specified by the neuron index tensor as shown in Algorithm 3. To
ensure coalesced memory access, we store the weight matrices with the neuron dimension, d, as
the innermost (contiguous) dimension. Unlike prior work that often targets sparse matrix-vector
(GEMV) operations, our kernel is optimized for matrix-matrix (GEMM) operations, enabling efficient
execution for arbitrary batch sizes.

Algorithm 3 Sparse Fused GEMM Kernel

1: Input: A ∈ RM×K , B ∈ RK×N , index vector I
2: Output: C ∈ RM×|I|

3: Initialize thread IDs, memory offsets
4: Gather indexed columns or rows of B using I
5: Compute C = A×Bselected via block-wise multiplication
6: Apply activation function (e.g., ReLU)
7: Store result back to memory

Figure 11 demonstrates that our selective MLP and attention kernels exhibit strong performance and
deliver consistent speedups across NVIDIA GPU families (A5000, A100, and H100). As MLP and
Attention density increases, latency scales near linearly, indicating that the kernels maintain high
efficiency and effectively exploit sparsity without incurring significant overheads.
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(a) Selective MLP Kernel (b) Selective Attention Kernel

Figure 11: Selective MLP and Attention Kernel Performance across GPU Families. OPT 66b, batch
size 64, sequence length 1920.

E Extended Throughput and Latency Evaluation

E.1 Pipeline Parallel Execution

(a) OPT 30b (b) LLaMA 2-13b

Figure 12: Additional Sparse Decoding Throughput Results. (a) OPT 30b critical attention density
40%, seq len 1920 (b) LLaMA-2-13b attention density 50%, seq len 3968

In this section, we present our results using a pipeline parallel setup without micro-batching. Pipeline
parallelism is a technique that divides a large model into sequential stages, distributing the com-
putation across multiple GPUs to improve memory efficiency and throughput, and it is the most
commonly used technique for inferencing.

Figure 6, 12a shows the decoding throughput for the OPT model family. For the OPT-6.7B model,
despite around 90% sparsity in the MLP layer, the speedup is modest for small batch sizes due to
insufficient workload to fully utilize the GPU’s parallel capabilities, highlighting the diminishing
returns of sparsity in smaller models when the GPU is already underutilized. However, at larger batch
sizes, speedups increase to 1.83× as attention computation becomes more memory-intensive. In
contrast, the larger OPT-66B model shows more significant improvements, with speedups ranging
from 1.66× at batch size 1 to 2.2× at batch size 64, indicating better scaling with workload size.

Figure 7, 12b show the decoding throughput and speedup for the Llama model family. Since we
sparsify only the attention layers, speedups are limited at smaller batch sizes due to the overhead
of the router and the dominance of MLP layers in computational cost. As batch size increases, the
computational burden shifts towards the attention layers, making sparsity more effective. For Llama
2 models, this results in speedups of up to 1.85×.
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E.1.1 Tensor Parallel Execution

(a) OPT 66b , TP world size = 2 (b) OPT 66b , TP world size = 4

Figure 13: OPT 66b model with Tensor Parallel Sparse Decoding Throughput.

Figure 13 shows the decoding throughput and speedup for the OPT-66B model with tensor parallelism
(TP) set to 2 and 4. Tensor parallelism splits individual model layers across multiple devices so each
computes a portion of the operation in parallel, reducing memory and computation per device, and is
commonly used during training. As the TP degree increases, we observe that the speedup for smaller
batch sizes decreases. This is because the workload is divided among multiple GPUs, and applying
sparsity further reduces the workload per GPU, leading to diminishing returns when the workload
is already small. This is similar to what we observed in the OPT-6.7B model, where sparsity had
limited impact at low batch sizes due to under utilization. However, at larger batch sizes, where the
computational and memory I/O costs become more significant, Polar Sparsity achieves speedups of
up to 1.8x, highlighting its effectiveness in reducing overhead at scale.

E.2 Decode Latency Analysis

The figure 14 illustrates the decode latency of OPT 6.7b and OPT 66b models using dense, standard
activation sparsity (Deja Vu), and our proposed Polar Sparsity methods across varying sequence
lengths, with a fixed batch size of 16. Across both model scales, Polar Sparsity consistently achieves
lower latency than both Dense and Deja Vu baselines, offering up to 2× speedup over Dense and up
to 1.52× over Deja Vu in this workload. The figure 15 show the decode latency of LLaMA-2-7B and
LLaMA-3.1-70B models across increasing sequence lengths using dense and Polar Sparsity, with
batch size fixed to 16. Polar Sparsity consistently outperforms the dense baseline, achieving up to

(a) OPT 6.7b (b) OPT 66b

Figure 14: OPT models decode, inter-token latency with fixed batch size of 16. Polar Sparsity reduces
latency up to 2× compared to dense baseline and up to 1.52× compared to Deja Vu in this workload.
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(a) LLaMA-2-7b (b) LLaMA-3-70b

Figure 15: LLaMA models decode, inter-token latency with fixed batch size of 16. Polar Sparsity
reduces latency up to 1.77× compared to the dense baseline in this workload.

1.77× speedup. As with throughput, even greater gains can be expected at larger batch sizes as the
attention module dominates latency.

F Broader Impacts

Our work improves the efficiency of LLM inference by leveraging contextual activation sparsity,
enabling faster and more resource-efficient deployment. This has the potential to make LLMs
more accessible in low-resource settings, and support wider adoption in academic and industrial
applications. By lowering computational costs, our approach contributes toward more sustainable AI
development.

At the same time, accelerating LLM inference can lower the barrier to mass deployment of generative
models, which may increase the risk of misuse, such as generating disinformation or harmful content
at scale. While our method does not alter model behavior or training data, we recognize that efficiency
gains can amplify existing ethical concerns. We encourage responsible deployment practices and
safeguards when integrating such techniques into real-world systems.
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