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Abstract

The rapid rise of large language models (LLMs) and their ability to capture se-
mantic relationships has led to their adoption in a wide range of applications.
Text-attributed graphs (TAGs) are a notable example where LLMs can be com-
bined with Graph Neural Networks (GNNs) to improve the performance of node
classification. In TAGs, each node is associated with textual content, and such
graphs are commonly seen in various domains such as social networks, citation
graphs, recommendation systems, etc. Effectively learning from TAGs would
enable better representations of both structural and textual representations of the
graph and improve decision-making in relevant domains. We present GaLoRA,
a parameter-efficient framework that integrates structural information into LLMs.
GaLoRA demonstrates competitive performance on node classification tasks with
TAGs, performing on par with state-of-the-art models with just 0.24% of the
parameter count required by full LLM fine-tuning. We experiment with three
real-world datasets to showcase GaLoRA’s effectiveness in combining structural
and semantical information on TAGs.

1 Introduction

TAGs present a unique challenge in machine learning by requiring the simultaneous representation of
both graph structure and rich textual information [1} 2]]. Traditional approaches typically leverage
GNNss to capture structural dependencies [3]] or Pretrained Language Models (PLMs) to process se-
mantic content [4]]. Joint models that combine both have shown promise but are often computationally
expensive and difficult to scale.

We propose GaLoRA (Graph-aware Low-Rank Adaptation), a modular and efficient framework that
enables LLMs to incorporate structural information from graphs without requiring joint training.
GaLoRA follows a two-phase design: the first in which a GNN learns structure-aware embeddings that
are later injected into the LLM during fine-tuning using Low-Rank Adaptation [5]. This decoupling
reduces training overhead while preserving the benefits of structure-semantic fusion.

Through experiments on various TAG datasets, we demonstrate that GaLoRA achieves performance
on par with recent baselines [[6] while requiring significantly fewer parameters, making it ideal for
deployment in resource-constrained real-world settings.

2 Related Work

Recent approaches have explored combining GNNs and PLMs to address the challenges of learning
on text-attributed graphs. One such method is GLEM [7]], which uses the Expectation-Maximization
(EM) framework to train the GNN and LLM in alternating steps. GLEM uses pseudo-labels to itera-
tively refine both models without requiring joint backpropagation, thereby reducing computational
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cost. However, its reliance on pseudo-label quality makes it sensitive to noise, and its iterative nature
may still be computationally heavy for large-scale graphs.

Another efficient integration method is TAPE [8]], which leverages LLMs as a service to generate
explanations and predictions via prompting, and then uses a smaller language model to convert these
explanations into embeddings consumable for GNNs. This modular approach avoids fine-tuning
the LLM, significantly reducing computation. However, its strong dependence on manually crafted
prompts and the variable interpretability of LLM-generated explanations can lead to inconsistent
performance.

More recently, GraphAdapter [6] introduced a parameter-efficient strategy that freezes the LLM and
incorporates a lightweight GNN adapter to inject graph structure into the LLM’s hidden representa-
tions. While this approach offers scalability and generalization, it may limit the model’s ability to
adapt to task-specific semantic knowledge, as the LLM remains frozen throughout. In contrast to the
discussed works, our proposed framework, GaLoRA, aims to preserve modularity and efficiency by
decoupling the training of GNN and LLM modules, while still allowing direct integration of structural
information into the LLM through LoRA-based adaptation during fine-tuning.

3 Methodology

To provide a modular approach that is efficient, we present GaLoRA, a framework to fine-tune
LLMs with graph context using parameter-efficient training. The framework decouples structural
and semantic learning; it trains the GNN and LLLM modules separately and integrates the learned
representation by injecting structural embeddings into the language model during fine-tuning. With
the use of this framework, the goal is to fine-tune the language model such that it aligns with both the
textual content and the structural information of the TAG. To ensure the language model adaptation
is efficient, the framework utilises LoRA [3]] by adding small trainable low-rank matrices into the
frozen layers of the pretrained language model. This enables the LLM to efficiently train and achieve
the small delta required for the task-specific adaptation.

The framework operates in two distinct phases. In the first phase, a GNN model is trained on the
TAG for the node classification task to extract rich structure-aware node embeddings. In the second
phase, the LLM is fine-tuned on a separate node classification task using the node text embeddings as
the input. During the fine-tuning, the structure-aware embeddings are injected into selected layers of
LLMs, enabling them to incorporate the structural information along with the semantic understanding
of the attached text. This modular design decouples structure and language learning while still
allowing the LLM to benefit from the structural context.

3.1 Phase-1: GNN Training

The first component of the framework is a GNN that models the structural dependencies between
nodes. Each node is represented by a feature vector derived from the textual content associated with
it. These initial node embeddings are obtained using a LLM encoder, identical to the language model
employed in the second phase of the framework. In our experiments, we primarily use GraphSAGE
[3] as the GNN, due to its effectiveness in aggregating information from neighboring nodes.
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Figure 1: GaLoRA Phase-1 training



Figure[I|shows that the architecture has two message passing layers present in the GNN model, which
help capture the 1-hop and 2-hop neighborhood for each node. The first layer output is stored in an
intermediate matrix called Pass-1, and the second layer output is similarly stored in the Pass-2 matrix.
The information aggregation from the neighbors is done using mean pooling, which is then followed
by a non-linear transformation.

Pass-1 (1-hop aggregation):

H() = ReLU (W(°> . CONCAT (XU, MEAN{X,, : u € N (11)}) n b<°>) 1)

Pass-2 (2-hop aggregation):

H = ReL.U (W) - CONCAT(H{V, MEAN{H(") : u € N'(v)}) + b)) 2)

where:

X, € R?is the text embedding of node v,
N (v) denotes the set of neighbors of node v,

MEAN({-} is the neighborhood aggregation function,
o WO W are trainable weight matrices for each layer,
e 5 p(1) are learnable bias vectors,

* ReLU(") is the non-linear activation function,

Hgl) and H. 1(,2) are the GraphSAGE embeddings after 1-hop and 2-hop aggregation, respec-
tively.

The output embeddings from the Pass-2 layer for each node are passed through a classifier to perform
the supervised node classification task. This training objective ensures that the embeddings produced
by both Pass-1 and Pass-2 capture meaningful structural information for accurate classification. The
classifier used in our research is a lightweight MLP layer.

3.2 Phase-2: LLM fine-tuning

In the second phase, the structure-aware node embeddings obtained from GNN are integrated into
the LLM to align the eventual output embeddings based on the structural context in addition to the
textual content. Instead of fine-tuning the entire LLM, we integrated LoRA only into certain layers
of the model. In our setup, we introduce structural information into the LLM by integrating node
representations derived from the GNN (both Pass-1 and Pass-2) directly into the middle and upper
layers of the language model. The architecture is shown in Figure [2]
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Figure 2: GaLoRA Phase-2 training




To integrate the two modalities efficiently, we use a low-rank adaptation mechanism as follows:

Z:WC'(Q'WAH1+(1—Q)'WBH2) (3)
where:

» H; € R¥T represents the hidden states from the previous layer of the LLM,

» Hy € R9*T represents the structural node embeddings from the GNN broadcast across all
T tokens

» W, € R™* projects the LLM input to a lower dimension,

* Wg € R"*Y projects the graph embedding to the same low-rank space,

s Wc € R¥*" projects the fused representation back to the original dimension,

* « € [0,1] is a learnable gate that balances between the text and structure inputs,
» Z € R9*T s the final adapted input passed into the frozen LLM layer.

* d: dimensionality of the LLM hidden states,

* g: dimensionality of GNN output embeddings (per node),

* r: low-rank dimension used for parameter-efficient adaptation,

» T': token sequence length for each node’s textual content.

This formulation allows us to inject structure-aware representations into the language model in a
parameter-efficient manner, without modifying or retraining the full LLM architecture. As r << d
and r << g, where d is the dimension of input embeddings and g of graph embeddings, the number
of parameters being trained is far less than that during fine-tuning the entire LLM model. The middle
layers of LLM are injected with the Pass-1 embeddings and the upper layers with Pass-2 embeddings.
This is based on the understanding that middle layers help form context between words, and upper
layers help with context formation of higher layers.

The structural embedding from the GNN and the token embeddings from the LLM input layer are
each projected into a shared lower-dimensional space of rank r, where r < d and r < g, with d and
g being the LLM layer input embedding dimension and GNN module output embedding dimension,
respectively. These low-rank projections are then fused via a learnable gate and transformed to the
LLM layer output dimension before being passed into the next layer. This injection mechanism
enables GaLoRA to efficiently incorporate neighborhood context into the semantic understanding
pipeline without retraining the full LLM, significantly reducing computational overhead.

3.3 Design choices and limitations

One of the key design choices of the framework is the injection of Pass-1 and Pass-2 embeddings in
the middle and upper layers of the LLM encoder in Phase-2, respectively. This allows the LLM to be
aware of the immediate neighborhood through Pass-1 embeddings while it forms an understanding
of the local context of the tokens. At later stages, having a wider view of the graph through Pass-2
embeddings enables the LLM encoder to reason over a wider context during the final semantic stages.

Another important design element is the use of a learnable gate parameter. In the integration of graph
embeddings in the LLM encoder, this helps the LLM regulate the structural influence on LLM for the
node classifications. Despite its effectiveness, this framework is currently only evaluated for node
classification tasks.

We use the cross-entropy loss in both phases of GaLoRA because it is the standard choice for node
classification tasks and is used by most benchmark models. This allowed us to make fair comparisons
with previous work.

We have also adopted stratified splits to balance label distributions, though this may introduce some
risk of information leakage in GNNs due to message passing. Future work could mitigate this with
benchmark or structure-aware splits. Further work will also explore extending GaLoRA beyond node
classification to tasks such as link prediction, graph classification, and advanced fusion designs, as
well as validating performance on newly proposed TAG benchmarks and diverse datasets.



4 Experimentation

4.1 Datasets

We evaluate GaLoRA on three text-attributed graph (TAG) datasets: Instagram, Reddit [9], and ArXiv
[LO]. Each dataset contains node-level textual content and edges representing structural relationships.
Table [T]summarizes their key statistics.

Instagram: Nodes represent users with bios as text; the task is binary classification of commercial
vs. non-commercial users.

Reddit: Nodes represent users with text from their last three posts; the task is binary classification of
popular vs. non-popular users.

ArXiv: Nodes represent papers with titles and abstracts as text; task is 40-class paper categorization.
Due to resource constraints, we evaluate on a 46K-node subgraph released by prior work.

Table 1: Summary of datasets used in experiments.

Dataset #Nodes #Edges #Tokens Split (%) # Classes Metric

ArXiv 46,198 78,548 35,920,710  54/18/28 40 Accuracy
Instagram 11,339 144,010 579,263 80/10/10 2 ROC-AUC
Reddit 33,434 198,448 6,748,436 80/10/10 2 Accuracy

4.2 Experimental Setup

All experiments were conducted in Google Colab using NVIDIA A100 GPUs (52 GB VRAM).
Implementations utilised PyTorch [11]], PyTorch Geometric [12], and HuggingFace Transformers
[L3] libraries, with tokenization handled by the respective pretrained model’s tokenizer.

We used GraphSAGE [3] with two message passing layers to generate structure-aware node embed-
dings of size 64. For the language modeling component, we experimented with both GPT-2 [[14] and
RoBERTa [15], applying LoRA-based adaptation to 6 transformer layers (3 middle and 3 upper). The
output embeddings from the GNN were aligned with the tokenized text representations and injected
into the LLMs during fine-tuning.

Token lengths varied across datasets (96 for Instagram, 128 for Reddit, and 256 for ArXiv) based on
the average node text length. Dataset splits and evaluation metrics are discussed in their respective
sections, while training hyperparameters and ablation studies (e.g., LORA rank) are detailed in the
appendix.

4.3 Results

This section discusses the results of the method and its performance compared to baseline models. All
experiments use GraphSAGE as the GNN. While prior work pairs it with Llama-13B as the pretrained
language model, we use smaller LMs (GPT-2 and RoBERTa) due to computational constraints.

4.3.1 Performance evaluation

Table [2] reports a LLM-controlled comparison where both GaLoRA and GraphAdapter use the
same PLM (RoBERTa or GPT-2). Instagram is evaluated with ROC-AUC; Reddit and ArXiv with
Accuracy. We use GraphAdapter as the primary baseline, as it reports state-of-the-art results on the
TAG benchmarks utilized. GaLoRA is competitive with, and often surpasses, GraphAdapter across
datasets and backbones, with the largest margins on ArXiv and Instagram under GPT-2. We use a
fixed stratified train/val/test split and five training seeds (0—4), reporting mean and variance across
the multiple runs.



Table 2: LLM-controlled comparison (same LLLM across methods). Instagram uses ROC-AUC;
Reddit/ArXiv use Accuracy. For GaLoRA, results are mean + std over 5 seeds (0—4). Baseline results
(GNN, GraphAdapter) are taken directly from their reported values.

ArXiv Instagram Reddit
Model RoBERTa GPT-2 RoBERTa GPT-2 RoBERTa GPT-2

GNN (PLM)f 0.7129 0.0013) 0.7174 0.0019) 0.6123 (0.0063) 0.6019 (0.0124) 0.6191 (0.0043) 0.6282 (0.0036)
GraphAdapterT 0.7273 (0.0021) 0.7325 (0.0022) 0.6292 (0.0033) 0.6276 (0.0034) 0.6379 (0.0061) 0.6441 (0.0022)
GaLoRA (Ours) 0.7234 (0.0014) 0.7550 (0.0048) 0.6392 (0.0093) 0.6420 (0.0046) 0.6464 (0.0035) 0.6611 (0.0049)

t Baseline numbers are quoted from the GraphAdapter [[6] paper; we did not retrain these models. ArXiv:
Results use the 46k-node subgraph provided by GraphAdapter to keep experiments feasible on our hardware.

4.3.2 Parameter Efficiency Comparison

Table [3] compares pretrained language models (PLMs) and the number of trainable parameters
relative to each method’s own backbone size. GaLoRA trains only 0.18M parameters in the GNN
(Phase 1) and 0.115M for the LoRA layers in the LLM (Phase 2), for a total of 0.295M trainable
parameters (0.238% of GPT-2). In contrast, GLEM fine-tunes the entire DeBERTa-Large model,
while GraphAdapter trains only a GNN and fusion layer (0.015% of LLaMA-13B) but does not fine-
tune the LLM to capture semantic knowledge from the textual content. GaLoRA combines low-rank
adaptation with structural embeddings, achieving competitive performance with the smallest trainable
parameter footprint among methods that perform semantic fine-tuning. Note that the percentage of
GaLoRA is reported with respect to GPT-2; when applied to larger models such as LLaMA-13B, the
fraction of trainable parameters would be even smaller, since only a subset of layers is adapted and
GNN training remains unchanged.

Table 3: Comparison of PLMs and trainable parameters. Relative % is computed w.r.t. each method’s
own PLM parameter count. Phase 1: GNN module; Phase 2: LoRA-injected LLM layers.

Model PLM # PLM Params  # Trainable Params  Relative to own PLM
GLEM DeBERTa-Large 435M 435M 100%
GraphAdapter LLaMA 2-13B 13B 2M 0.015%
GaLoRA (Ours) GPT-2 124M 0.295M 0.238%

Summary: GalLoRA delivers competitive accuracy to state-of-the-art structural modeling ap-
proaches while training less than one percent of its LLM’s parameters. Its two-phase design enables
structural and semantic adaptation with minimal computational cost, making it a practical and scalable
solution for resource-constrained settings.

5 Conclusion

In this work, we introduced GaLoRA (Graph-aware Low-Rank Adaptation), a modular and parameter-
efficient framework for enhancing LLM performance on text-attributed graphs. By decoupling
structural and semantic learning into two phases and injecting GNN-derived structural embeddings
during fine-tuning, GaLoRA achieves strong classification results while significantly reducing training
overhead. Our experiments demonstrate that even smaller language models like GPT-2 benefit
meaningfully from structural context, highlighting GalLoRA’s potential in resource-constrained
settings. The framework’s modular design also opens up future extensions to other graph tasks,
such as link prediction or clustering, and potential exploration of richer GNN backbones or fusion
strategies. Overall, GaLoRA offers a promising direction for scalable, structure-aware language
model adaptation.
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