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Abstract

Recent advances of Reinforcement Learning (RL) have highlighted its potential
in complex reasoning tasks, yet effective training often relies on external super-
vision, which limits the broader applicability. In this work, we propose a novel
self-rewarding reinforcement learning framework to enhance Large Language
Model (LLM) reasoning by leveraging the consistency of intermediate reasoning
states across different reasoning trajectories. Our key insight is that correct re-
sponses often exhibit consistent trajectory patterns in terms of model likelihood:
their intermediate reasoning states tend to converge toward their own final an-
swers (high consistency) with minimal deviation toward other candidates (low
volatility). Inspired by this observation, we introduce CoVo, an intrinsic reward
mechanism that integrates Consistency and Volatility via a robust vector-space
aggregation strategy, complemented by a curiosity bonus to promote diverse explo-
ration. CoVo enables LLMs to perform RL in a self-rewarding manner, offering a
scalable pathway for learning to reason without external supervision. Extensive
experiments on diverse reasoning benchmarks show that CoVo achieves perfor-
mance comparable to or even surpassing supervised RL. Our code is available at
https://github.com/sastpg/CoVo.

1 Introduction

Reinforcement Learning (RL) has emerged as a promising paradigm for enhancing the reasoning
capabilities of Large Language Models (LLMs), particularly in complex tasks such as mathematical
analysis [14, 7, 34, 12, 58] and algorithmic programming [5, 3, 76]. Recently, DeepSeek-R1 [11] and
its follow-up works [64, 55, 60, 17, 6, 67] have demonstrated that RL with outcome-based rewards
(i.e., those derived from verifiable answers [11, 23] or reward models [29, 32]) can incentivize LLMs
to develop advanced reasoning capabilities, leading to the spontaneous emergence of complex “aha
moment” behaviors. However, a critical bottleneck persists: existing RL works heavily rely on human-
annotated labels or pretrained reward models to provide supervision signals. These requirements
limit scalability, as high-quality labels are costly to obtain, and reward models often suffer from
biases or distributional mismatches in open-ended reasoning scenarios [61, 68, 73, 28, 74, 77, 27].

To address this challenge, several recent works have explored the concept of self-rewarding [61, 54,
69, 9], where the model estimates the correctness of its own answers without external supervision. For
instance, TTRL [77] uses majority voting over sampled responses to reward high-frequency answers,
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Figure 1: (Left) A conceptual illustration of distinct reasoning patterns: Correct trajectories con-
sistently lead to their own final answer, while incorrect trajectories diverge to different solutions.
Different colored nodes along the trajectories denote intermediate reasoning states that are closest to
different candidate final answers. (Right) A self-rewarding method that comprises an intrinsic reward
to distinguish answer correctness and a curiosity reward to promote diverse exploration.

while EMPO [68] leverages the semantic clusters of answers as a proxy reward signal. However,
these methods assign rewards solely based on final answers, overlooking the intermediate reasoning
states of reasoning trajectories [47, 49], which is often where errors originate or propagate. As a
result, existing self-rewarding techniques for reinforcement learning are highly susceptible to reward
hacking, where models may learn to exploit superficial shortcuts that yield unreliable high rewards
without genuinely improving reasoning quality (e.g., directly outputting “0” for all math problems can
deceive majority voting into rewarding it.). This leads us to a fundamental yet unresolved question:

Can intermediate reasoning states be used to derive self-supervised rewards that guide LLMs
to generate correct reasoning trajectory without any external supervision?

In this work, we conceptualize the reasoning trajectory of LLMs as a sequence of intermediate
reasoning states with a final answer. To analyze these trajectories, we introduce a distance matrix
using model likelihood between each intermediate state and different final answers. Our key finding
is that correct and incorrect responses exhibit distinct trajectory patterns in terms of consistency (i.e.,
how many intermediate reasoning states lead to their own final answer) and volatility (i.e., how far
intermediate reasoning states deviate from their own final answer), as shown in Fig. 1. Unlike prior
self-rewarding works that rely only on final answers, this suggests that intermediate reasoning states
can provide a rich internal signal for evaluating and guiding reasoning trajectories.

Therefore, we propose a novel self-rewarding RL framework, abbreviated as CoVo, which employs
Consistency and Volatility as intrinsic rewards to facilitate LLM reasoning. Technically, CoVo
introduces a robust vector-space aggregation strategy that geometrically encodes consistency and
volatility of reasoning trajectories, enabling effective reward estimation while reducing sensitivity
to outlier trajectories. To further encourage diverse exploration, we augment CoVo with a curiosity
bonus that incentivizes the model to traverse uncertain yet informative reasoning trajectories based
on token probability distribution. Moreover, our theoretical analysis reveals that CoVo in fact treats
reasoning trajectories as latent variables within a variational inference objective, thereby grounding
rewards on both reasoning paths and final answers. Our core contributions are summarized as:

• We identify an interesting yet underexplored observation that correct responses from LLMs often
exhibit consistent trajectory patterns, indicating that intermediate reasoning states can serve as a
reliable foundation for self-supervised reward construction.

• We propose CoVo, a novel self-rewarding reinforcement learning framework that integrates
Consistency and Volatility as intrinsic rewards with a curiosity-driven exploration bonus, enabling
LLMs to optimize reasoning trajectories without relying on external labels or reward models.

• Extensive experiments on both math-specific and general-purpose benchmarks demonstrate that
CoVo significantly improves the reasoning capabilities of LLMs, leading to performances on par
with and even sometimes surpassing supervised RL with verifiable answers.
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2 Preliminaries

In this section, we provide a brief background on LLM reasoning and RL problem formulation.

Intermediate reasoning states. We begin by formalizing the concept of intermediate reasoning states
and the final answer within a reasoning trajectory. Let πθ represent a language model parameterized
by θ. Given an input prompt x and a reasoning trajectory τ generated by πθ, we assume the
reasoning trajectory can be divided into T discrete steps t0, t1, ..., tT−1 and a final answer y using
predefined rules (e.g., newline characters). We then denote the i-th intermediate reasoning state as
si = [x, t0, t1, ..., ti−1]. Following the framework established in Zhou et al. [72], we define distance
to final answer y at state si as:

d(si, y) = −
1

|y|

|y|∑
j=1

log πθ(y[j] | si, y[: j]), (1)

where y is the final answer of reasoning trajectory τ , |y| denotes its length. Suppose we sample N
reasoning trajectories for an input prompt x and obtain K distinct final answers {y0, y1, ..., yK−1},
we then define Distance Matrix D ∈ RT×K for a single trajectory as D[i, k] = d(si, yk), where
0 ≤ i < T, 0 ≤ k < K, and D[:, 0] denotes the distance to its own final answer. This matrix captures
the distances from each intermediate state within one reasoning trajectory to various potential answers
generated by other trajectories. It thus provides a fine-grained representation that enables us to analyze
how the intermediate reasoning states distinguish patterns of correct responses from erroneous ones.
When sampling N reasoning trajectories for a prompt, we will obtain N corresponding distance
matrices. In what follows, we focus on prompts where πθ generates multiple final answers, as cases
with all identical sampling answers typically lack meaningful learning signals.

Reinforcement Learning for LLMs. Let V be a finite vocabulary of tokens. Model πθ receives
an input prompt x ∈ X and produces a distribution over answers y ∈ Y , where X ,Y ⊆ V∗ are
the sets of possible input prompts and output sequences, respectively. Following convention in the
RLHF literature, we also refer to πθ as a policy model. Given a reward model (or function) r, the
policy πθ is updated by policy gradient methods, such as PPO [40], RLOO [21], GRPO [42], and
Reinforce++ [15]. The optimization object is:

JRL(θ;x) = Ey∼πθ(·|x) [r(x, y)− λKL (πθ(y|x)∥πθref(y|x))] , (2)

where πref is the initial policy.We adopt the Reinforce++ [15] algorithm as the backbone in our paper,
which combines clipped updates with normalized advantage values through following loss function:

LRL(θ) = −Et

[
min

(
πθ(ai|si)
πθold(ai|si)

Âi, clip
(

πθ(ai|si)
πθold(ai|si)

, 1− ϵ, 1 + ϵ

)
Âi

)]
, (3)

where πθold is the previous policy model, si is the i-th intermediate reasoning states, ai ∼ πθ(·|si)
is the selected next token, ϵ is the clipping coefficient, and the normalized advantage value Âi is
calculated based on the reward r.

3 Self-Rewarding Reinforcement Learning

In this section, we aim to elucidate our insight: How the intermediate states in reasoning trajectories
help self-rewarding? By empirically analyzing distinctive trajectory patterns between correct and
incorrect responses, we demonstrate that intermediate reasoning states provide valuable information
to distinguish the correctness of responses. After gaining insight into different trajectory patterns, we
define two features in the reasoning trajectory and further combine them as self-rewarding signals.

3.1 Empirical Analysis: Trajectory Patterns of Different Samples

To investigate whether specific discrepancies exist between correct and incorrect reasoning trajectories,
we conduct an empirical study. Specifically, we select two representative reasoning benchmarks
MATH [14] and MMLU [13]: the former covers tasks in various mathematical reasoning fields with
different difficulty levels; the latter covers general subjects that require world knowledge to reason.

We now examine how intermediate reasoning states in reasoning trajectories converge toward their
own final answers. To this end, we sample multiple reasoning trajectories for each input prompt
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Figure 2: Normalized distance curve of correct and incorrect trajectories with varying state numbers.

and categorize them based on the number of intermediate reasoning states T . We then compute the
normalized distance d(si, y)/miny′ ̸=y d(si, y

′) and connect all values as a changing curve, where y
is the corresponding final answer of the intermediate reasoning state si, and y′ denotes alternative
answers generated by other trajectories. Figure 2 shows the curve comparisons of correct and incorrect
reasoning trajectories across varying numbers of intermediate reasoning states, with a value less than
1 indicating an intermediate reasoning state is closest to its own answer.

We find that correct and incorrect responses exhibit distinct trajectory patterns: For correct responses,
the reasoning trajectories rapidly “approach” the final answer at early-to-mid states and consistently
lead to their own final answer; In contrast, incorrect responses typically exhibit greater fluctuation
and delayed convergence, with intermediate reasoning states remaining relatively distant from the
final answer for an extended period. This provides strong evidence that the features (consistency and
volatility) inside a reasoning trajectory can serve as effective reward signals. We provide results on
more reasoning domains to validate this in Section 4.3.

3.2 Trajectory Features: Consistency and Volatility

Now we introduce two quantitative features from the distance matrix D that measure the distinct
patterns inside a reasoning trajectory τ .

Consistency. We first obtain the consistency of a trajectory between the intermediate reasoning states
and the final answer. Con(τ) is the percentage of intermediate states that lead to the corresponding
answer y among all different answers:

Con(τ) =
1

T

T−1∑
i=0

I
(
D[i, 0] = min

0≤k<K
D[i, k]

)
, (4)

where I(·) is the indicator function and D[:, 0] denotes distance to the answer of trajectory τ itself.

Volatility. We then obtain the volatility of a trajectory between the intermediate states and the final
answer. V ol(τ) measures the extent to which the intermediate reasoning states deviate from their
corresponding final answer:

V ol(τ) =
1

T
max

{
i ∈ [0, T − 1] | D[i, 0] ̸= min

0≤k<K
D[i, k]

}
. (5)

This formula identifies the last state in the reasoning trajectory that deviates from the corresponding
answer, and expresses it as a ratio of the total number of intermediate reasoning states.

We briefly discuss the practical significance of these two features in evaluating the quality of reasoning
trajectories. Specifically, Con(τ) captures the prevalence of intermediate reasoning states that favor
their own final answer y over other alternatives. Higher consistency can be interpreted as indication
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of a more deliberative reasoning process. In contrast, V ol(τ) reflects how far the reasoning trajectory
“strays” toward their answers during the reasoning process evolves. Higher volatility indicates a more
erratic and less stable reasoning trajectory prone to flawed or biased decisions.

3.3 Self Rewarding in Reinforcement Learning

In Section 3.1 and 3.2, we have demonstrated that correct reasoning trajectories exhibit higher
consistency and lower volatility compared to incorrect ones. We now aim to leverage this pattern to
develop a self-rewarding reinforcement learning mechanism tailored for reasoning scenarios.

3.3.1 Intrinsic Reward for Self-Evaluation

To formulate a reward signal that distinguishes answer correctness in a batch of reasoning trajectories,
we wish to jointly utilize consistency and volatility as the intrinsic reward. During dynamic RL
sampling, however, different reasoning trajectories can yield the same final answers, while certain
samples may exhibit significant noise in these features due to stochasticity, potentially leading to
misjudgment. Inspired by GRPO [42], which uses intra-group relative rewards to estimate baselines,
we group trajectories by their final answers and assign intra-group rewards. Specifically, we partition
the sampled N reasoning trajectories into groups based on their final answers, resulting in K distinct
groups. Let G denote the number of samples in a group that share the same final answer.

A straightforward approach is to linearly aggregate the numerical difference between consistency and
volatility within each group. We define the reward function rLint as the subtraction of consistency and
volatility for each trajectory group:

rLint =
1

G
·
G−1∑
i=0

(Con(τi)− V ol(τi)) . (6)

This linear aggregation directly reflects the intuition that higher consistency and lower volatility
indicate a more reliable reasoning trajectory. However, it suffers from sensitivity to extreme outliers,
i.e., abnormally low consistency or high volatility can distort the group’s overall reward. To mitigate
this, we propose a vectorial aggregation that embeds consistency and volatility into a vector space.
Under this formulation, each trajectory is represented by a vector composed of these two features:

vi = Con(τi) · [cos(V ol(τi)), sin(V ol(τi))] , (7)

these trajectory-specific vectors are then summed within a group to produce a combined vector:

Vgroup =

G−1∑
i=0

vi =

(∑
i

Con(τi) cos(V ol(τi)),
∑
i

Con(τi) sin(V ol(τi))

)
. (8)

The magnitude of this combined vector serves as the final reward signal rVint for the group:

rVint=
1

G
∥Vgroup∥=

1

G

√√√√(G−1∑
i=0

Con(τi) cos(V ol(τi))

)2

+

(
G−1∑
i=0

Con(τi) sin(V ol(τi))

)2

. (9)

The geometric formulation of rVint preserves the interplay between consistency and volatility while
exhibiting greater robustness to outliers. Moreover, it retains the same monotonic behavior with
respect to variations in Con(τ) and V ol(τ) as rLint. A formal proof is provided in Appendix B.

3.3.2 Curiosity Reward for Self-Exploration

Our intrinsic reward relies on contrasting diverse reasoning trajectories to identify reliable samples
based on their internal consistency and volatility. A recent study [62] reveals that model diversity may
decrease as training proceeds, leading to homogeneous results. This poses difficulty for the intrinsic
reward to perform meaningful comparisons across distinct answers. To address this, we introduce a
curiosity reward to promote a broader exploration of the solution space during RL sampling.

A primary measure of curiosity is the average token probabilities under transitions from intermediate
reasoning states, which can be denoted as d(si, si+1). This quantifies how the model “anticipates”
the subsequent reasoning states. Ideally, the curiosity reward should be assigned to the states where
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the model exhibits lower probabilities for exploration. To prevent the curiosity reward from being
overly dominant by a few tokens with extremely low probabilities, we introduce a penalty term pKL
based on the KL divergence from a uniform distribution. The curiosity reward is then defined as:

rcur = d(si, si+1)− pKL = − 1

|si+1| − |si|

|si+1|∑
j=|si|

log πθ(si+1[j] | si+1[: j])− ln[KL(Pi+1,U)+ 1],

(10)
where U is the uniform distribution, Pi+1 represents token probability distribution of the state si+1.

Overall, our self-rewarding reinforcement learning framework integrates both self-evaluation reward
and self-exploration reward into a total reward rcovo = rint + rcur. The detailed algorithmic process of
reward calculation is provided in Appendix C.

4 Experiments

4.1 Environmental Setups

Datasets. For training, we only adopt instructions from the training set of Open-Reasoner-Zero [17]
as our training data, without relying on any labels. For evaluation, we employ a variety of datasets that
can be categorized into three popular reasoning domains: (1) Mathematical reasoning benchmarks
include GSM8K [7], MATH-500 [14], Olympiad Bench [12] and AMC-231; (2) Commonsense
reasoning benchmarks include MMLU-Pro [50] and CommonsenseQA [45]; (3) Science reasoning
benchmarks include GPQA [39]. These datasets provide essential assessments on the reasoning
capabilities of LLMs. More information about our training and evaluation dataset is in Appendix D.

Models and Baselines. CoVo is generally applicable to a wide range of LLMs with different
backbones. In our experiments, we select three popular open-source LLMs: Llama3.2-3B-Instruct [8],
Qwen2.5-3B-Instruct [57], and Qwen2.5-7B-Instruct [57]. By focusing on LLMs with relatively
small parameters under 10B, we expect that CoVo enables the smaller model to learn to reason
via self-rewarding RL, ultimately achieving results comparable to or exceeding supervised RL in
complex reasoning tasks. We compare CoVo against three categories of baselines in our experiments:
(1) In-context learning methods, including Zero-shot CoT [52], Few-shot CoT, and CoT+SC@4 [46];
(2) supervised RL methods that use ground-truth label to compute rule-based reward, including
GRPO [42], RLOO [21], Reinforce [66] and Reinforce++ [15]; (3) Self-rewarding RL methods,
including IRPO [33], EMPO [68] and TTRL [77].

Evaluation Metric. We will evaluate both the Performance and Reasoning Diversity of CoVo in our
experiments. For performance evaluation, we employ Pass@1 accuracy under a sampling temperature
of 0 across all benchmark datasets as our metric, with correctness determined through comparison
between generated outputs and ground truth using Math-Verify [22]. The detailed implementation
settings and more evaluation results can be found in Appendix A.

4.2 Main Results

Performance Comparison. We conduct a comprehensive evaluation of the effectiveness of CoVo
across different reasoning domains. Table 1 presents comparative results between our method and
state-of-the-art baselines. We find CoVo achieves performance comparable to or even surpassing
supervised RL methods and is applicable to different model backbones. For example, when applied
to Llama3.2-3B-Instruct, CoVo achieves 51.2% accuracy on par with rule-based GRPO (51.8%) on
MATH benchmarks. Notably, Qwen2.5-3B-Instruct initially achieves 65.4% accuracy on the MATH
benchmark using the few-shot CoT prompting technique. After training by CoVo, its performance
improves to 68.2%, which outperforms rule-based supervised RL methods like RLOO and GRPO.
We also provide experiments on Qwen2.5-7B-Instruct to demonstrate the effectiveness of CoVo when
model parameter scaling in Appendix A.

Reasoning Boundary. As presented in Fig. 3, our experiments demonstrate that both TTRL and CoVo
improve pass@k scores on the challenging AIME-24 benchmark2 across all k. CoVo outperforms
both TTRL and the initial model as k increases, validating its advantage in expanding the reasoning

1https://huggingface.co/datasets/AI-MO/aimo-validation-amc
2https://huggingface.co/datasets/AI-MO/aimo-validation-aime
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Table 1: Results of all methods in diverse reasoning domains. Italics denotes that this method is
training-free, “*” denotes that this method requires sampling multiple outputs for inferences, “†”
denotes that this method utilizes self-rewarding without external labels, underline represents the best
performance among all baselines, bold represents the best performance among all methods.

Model I: Llama3.2-3B-Instruct (Accuracy ↑)

Method MATH-500 GSM8K AMC-23 Olympiad MMLU-Pro GPQA CommonsenseQA

1. Zeroshot-CoT 47.0 75.8 17.5 15.7 34.9 28.8 71.2
2. Fewshot-CoT 48.2 77.7 17.5 17.5 36.4 31.5 72.5
3. CoT+SC@4 * 49.6 78.9 20.0 18.8 37.1 31.9 73.6
4. GRPO 51.8 79.2 25.0 19.0 36.8 31.5 74.2
5. RLOO 51.4 79.4 22.5 19.3 36.2 31.5 73.9
6. IRPO 47.2 77.5 17.5 16.3 34.7 30.1 71.8
7. Reinforce 51.4 79.1 20.0 19.1 36.6 31.7 73.9
8. Reinforce++ 51.6 79.6 22.5 19.4 37.1 31.9 74.1
9. EMPO † 51.2 79.3 22.5 19.3 37.2 31.5 73.8
10. TTRL † 51.0 79.5 25.0 19.1 36.4 31.7 74.1
CoVo (Ours) † 51.2 79.6 25.0 19.6 37.2 32.1 74.4

Model II: Qwen2.5-3B-Instruct (Accuracy ↑)

Method MATH-500 GSM8K AMC-23 Olympiad MMLU-Pro GPQA CommonsenseQA

1. Zeroshot-CoT 63.6 84.8 40.0 27.9 41.7 29.7 73.6
2. Fewshot-CoT 65.4 86.2 37.5 28.6 43.4 30.8 75.3
3. CoT+SC@4 * 66.2 86.9 40.0 29.0 43.8 30.6 75.7
4. GRPO 67.4 88.7 45.0 29.3 43.2 31.3 75.5
5. RLOO 66.8 89.1 42.5 28.6 42.6 30.8 75.6
6. IRPO 65.8 87.2 37.5 27.4 41.5 29.2 73.8
7. Reinforce 67.0 88.4 42.5 29.5 43.2 31.3 75.8
8. Reinforce++ 67.6 88.7 45.0 29.2 43.6 31.5 75.2
9. EMPO † 67.4 88.5 42.5 29.3 43.9 31.3 75.3
10. TTRL † 67.8 88.6 45.0 29.5 43.2 31.3 75.5
CoVo (Ours) † 68.2 88.7 47.5 29.6 43.5 31.7 75.7
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Figure 3: Pass@k curve of Qwen2.5-
3B-Instruct model and its counter-
parts trained with different methods.

diversity. We attribute this enhanced diversity to our reward
mechanism that incentivizes novel reasoning paths, as formal-
ized in Eq. (10). Further visualization (Appendix A) indicates
that the reasoning paths of our method exhibit a more dispersed
distribution, showing that CoVo promotes diverse reasoning
strategies rather than collapsing into homogeneous solutions.

Domain Generalization. While our training dataset solely
consisting of data from the mathematical reasoning domain,
CoVo has also shown strong generalization ability across other
reasoning domains. Notably, in comparisons between com-
monsense reasoning and science reasoning tasks, all bench-
marks exhibit comparable performance gains relative to other
strong baselines, indicating that the reasoning capabilities of
CoVo acquired from mathematical training can also effectively
transfer to unseen general problem sets.

4.3 Analysis

Features Discrepancy. In Section 3, we have conducted qualitative and quantitative analysis on
the discrepancies of consistency and volatility across different reasoning trajectories. Now we
report the specific statistical data (i.e., the values of consistency and volatility in all responses) on
four widely-used reasoning datasets in Table 2, aiming to provide more rigorous empirical support
for our insights. To facilitate a more intuitive understanding of the underlying patterns behind
the data, we further visualize the statistics in the form of a two-dimensional distribution in Fig. 4.
The experimental investigations on the two features reveal clear discrepancies between correct and
incorrect responses, which further validate the effectiveness of consistency and volatility as intrinsic
indicators to distinguish correct and incorrect reasoning trajectories.
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Table 2: The statistical data of consistency and volatility between correct and incorrect responses.

Feature Responses MATH-500 MMLU GPQA CommonsenseQA

Consistency Correct 0.832±0.194 0.818±0.112 0.787±0.126 0.889±0.133
Incorrect 0.215±0.136 0.236±0.087 0.218±0.093 0.274±0.129

Volatility Correct 0.271±0.238 0.310±0.255 0.386±0.268 0.227±0.195
Incorrect 0.821±0.117 0.822±0.087 0.867±0.129 0.761±0.156
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Figure 4: The distribution of consistency and volatility for correct and incorrect responses across
diverse domains, where green and red curves denote the distributions for correct responses and
incorrect responses, respectively.
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Figure 5: Training dynamics with different types of reward signals using Qwen2.5-3B-Instruct.

Training Dynamics. We further present the training variation curves of CoVo on four key metrics dur-
ing training process. The results in Fig. 5 demonstrate that our reward accuracy remains consistently
high and exhibits greater stability against potential reward hacking compared to majority-voting-based
reward signals. This stands in contrast to other self-rewarding methods like TTRL and EMPO, which
rely on majority voting and answer probabilities for reward assignment.

4.4 Ablation Study

Our self-rewarding mechanism integrates two reward signals: an intrinsic reward and a curiosity
reward. Note that the intrinsic reward is implemented using two alternative forms, including a linear
aggregation rLint and a vectorial aggregation rVint. To evaluate their contribution to the performance,
we conduct ablation studies. Table 3 reports the results of CoVo across different reasoning domains
under five different reward configurations. The results show that in almost all reasoning tasks,
the combination of intrinsic and curiosity rewards consistently outperforms the individual reward
signal, indicating a complementary and positive influence from both intrinsic and curiosity rewards.
Moreover, we observe that employing the intrinsic reward rVint based on vectorial aggregation yields
superior accuracy on mathematical and scientific reasoning tasks, which suggests that rVint is less
susceptible to sample noise in scenarios that require substantial arithmetic and analytical reasoning.
These findings support our claim in Section 3.3 that rVint can be more robust than rLint.

5 Theoretical Analysis

In this section, we present theoretical foundations on self-rewarding reinforcement learning. To
maintain conciseness, the full proof of all propositions are deferred to Appendix B.
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Table 3: Ablation study of reward combinations, bold represents the best performance.

Reward Llama3.2-3B-Instruct

rVint rLint rcur MATH-500 GSM8K AMC-23 Olympiad MMLU-Pro GPQA CommonsenseQA

✓ ✓ 51.2 79.6 25.0 19.6 37.2 32.1 74.4
✓ ✓ 51.0 79.2 25.0 18.8 37.8 31.5 74.2

✓ 51.6 79.5 22.5 20.6 36.2 32.4 73.8
✓ 50.8 78.3 20.0 18.4 36.9 31.5 73.3

✓ 46.2 69.5 15.0 8.1 28.7 19.6 65.5

Reward Qwen2.5-3B-Instruct

rVint rLint rcur MATH-500 GSM8K AMC-23 Olympiad MMLU-Pro GPQA CommonsenseQA

✓ ✓ 68.2 88.7 47.5 29.6 43.5 31.7 75.7
✓ ✓ 67.8 88.9 42.5 29.0 43.8 31.0 75.9

✓ 68.0 88.4 42.5 29.3 42.9 31.3 75.1
✓ 66.4 87.9 40.0 28.3 43.1 30.6 74.7

✓ 61.8 80.6 32.5 23.9 36.8 23.4 70.4

5.1 Rethinking Majority Voting in RL Optimization

Proposition 1 (Model Collapse). Given an input prompt x ∈ X , the policy model sample n responses
{y1, y2, . . . , yn} ⊆ πθ(·|x) and denote C(y) =

∑n
i=1 I{yi = y}. Suppose y∗ ∈ Y that satisfies

y∗ = argmaxy∈Y πθ(y|x) and a reward function r : X × Y defined by

r(x, y) =

{
1, if y = argmaxy′∈Y C(y′),

0, otherwise.
(11)

such that the following hold:

• When using gradient ascent to maximize the RLHF objective with respect to the reward function r,
πθ(y

∗ | x) converges to 1 as training proceeds.

• If y∗ is not the ground truth, reward hacking will happen as training proceeds.

Remark. Intuitively, the optimization object of majority-voting-based reward in reinforcement
learning is maxθ Ey∼π(·|x) [log πθ(y

∗|x)], which diverges from true answer distribution when model
priors misalign with ground truth. This explains why naively optimizing for majority voting causes
performance collapse as training proceeds in Fig 5.

5.2 Theoretical Foundations of Self-Rewarding Reinforcement Learning

Proposition 2 (Variational Optimization for Reasoning). Let πθ(y|x) denote a language model that
generates final answers y conditioned on input prompt x, with s representing latent intermediate
reasoning states. Suppose the reasoning state is guided by a prior distribution πθ(0)(s|x) and define
the reward function r(s, x, y) ∈ [0, 1] ∝ log πθ(y|x⊕ s), the following optimizing bound holds:

log πθ(y|x) ≥ Es,y∼πθ(·|x) [r(s, y, x)]︸ ︷︷ ︸
Reward Assignment

−DKL
[
πθ(s|x) ∥πθ(0)(s|x)

]︸ ︷︷ ︸
KL Regularization

, (12)

where ⊕ denotes the concatenation of the input prompt x with the reasoning state s.

Remark. This formulation exactly represents the standard optimization objective defined in Eq. (2),
illustrating that our self-rewarding RL can be viewed as performing approximate variational inference
over latent reasoning trajectories. By leveraging this framework, our reward used for optimization is
grounded in the intermediate reasoning states s and final answers y, providing a theoretical foundation
for consistent reasoning.

5.3 Complexity and Convergence of CoVo

Complexity. The computational overhead of our self-rewarding mechanism primarily stems from
the distance matrices across reasoning trajectories. Let N denote the number of sampled paths per
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prompt, T the maximum reasoning steps, and K the number of distinct answer candidates. For each
trajectory, computing the distance matrix D ∈ RT×K requires O(TK) computations. Aggregating
all N trajectories per sample batch incurs O(NTK) computational complexity.

Convergence. To theoretically characterize the optimization behavior, we establish the following
proposition built upon the theory in Razin et al. [37].
Proposition 3 (Convergence). Let X denote prompt sets, and γ > 0 represent the expected increase
of real reward r∗. For a prompt x ∈ X , let yγ denote the final answer in a reasoning trajectory with
higher consistency and lower volatility. Define T ′ as the initial time where Ey∼πθ(·|x) [r

∗(x, y)] ≥
Ey∼πθ(0)(·|x) [r

∗(x, y)] + γ. We assume the following conditions hold:

• Our reward function ranks yγ highest among all candidates;

• Our reward function has a low probability of misclassifying incorrect trajectories;

• The KL regularization coefficient is sufficiently small.

Then the convergence time for achieving the expected increase in real reward satisfies the upper
bound T ′ ≤ O(πθ(0)(y

γ |x)−1).

Remark. The inverse dependence on πθ(0)(y
γ |x) implies that trajectories initially assigned higher

likelihood under the base policy converge faster. This aligns with perspectives in recent studies [62,
10]: RL efficiently amplifies existing reasoning capability rather than instilling entirely new behaviors.

6 Related Work

RL for Reasoning. Reinforcement Learning [44, 40, 20, 19] has emerged as a prominent paradigm
to enhance the capabilities of LLMs. Initial efforts [32, 4] demonstrated the efficacy of RL by
applying PPO [40] to align the behavior of the language model with human preference. Subsequent
works [18, 42, 25, 65] apply RL to improve the capability of LLMs to solve complex reasoning tasks,
focusing on reward model [29, 25, 43] and RL algorithm [59, 63, 42]. Recently, Deepseek-R1 [11]
shows that RL with verifiable rewards can incentivize LLMs with advanced reasoning capabilities.
Despite its success, existing methods rely heavily on human-annotated labels or external reward
models, which constrains their scalability to new scenarios [61]. In contrast, our method mitigates
this dependency by deriving reward signals directly from the policy model itself.

Self-Rewarding LLM. Self-rewarding LLM aims to generate its own reward signals to guide learning
and optimization. Early methods [61, 54, 56] leverage the policy model itself, often through “LLM-
as-a-Judge” prompting, to generate both the evaluation criteria and the final rewards. CREAM [51]
and SCIR [70] employ ensembles of multiple internal reward models to estimate a more reliable
reward signal. PSRLM [69] and CSR [71] further extend self-rewarding mechanisms to intermediate
reasoning steps to enable fine-grained reward signals. However, prompting LLMs to generate rewards
can be resource-intensive. Consequently, such approaches are typically employed in offline iterative
DPO [35]. Although TTRL [77] and EMPO [68] propose methods to compute rewards directly from
multiple sampled outputs within an online RL framework, their reliance solely on the distribution of
final answers can lead to reward hacking. In contrast, our method incorporates the distinct patterns
inherent in reasoning trajectories to get more robust reward signals.

7 Conclusion

This work proposes a novel self-rewarding reinforcement learning method to enhance the reasoning
capabilities of LLMs without relying on external signals. Our insight stems from distinct patterns
observed in reasoning trajectories: Correct trajectories typically exhibit high consistency and low
volatility, while incorrect ones demonstrate erratic and delayed convergence. Leveraging this, we
introduce an intrinsic reward to distinguish the correctness of responses, along with a curiosity reward
that promotes diverse exploration. Extensive experiments show that CoVo achieves performance
on par with or even surpasses rule-based RL methods and demonstrates stability compared to
other self-rewarding methods. Our method establishes a new paradigm for autonomous reasoning
development in LLMs by grounding optimization on the inherent patterns of reasoning trajectories,
which eliminates the need for external supervision.
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[22] Hynek Kydlíček. Math-Verify: Math Verification Library, 2025. URL https://github.com/
huggingface/math-verify.

[23] Nathan Lambert, Jacob Morrison, Valentina Pyatkin, Shengyi Huang, Hamish Ivison, Faeze Brahman,
Lester James V Miranda, Alisa Liu, Nouha Dziri, Shane Lyu, et al. T\" ulu 3: Pushing frontiers in open
language model post-training. arXiv preprint arXiv:2411.15124, 2024.

[24] Jia LI, Edward Beeching, Lewis Tunstall, Ben Lipkin, Roman Soletskyi, Shengyi Costa Huang, Kashif
Rasul, Longhui Yu, Albert Jiang, Ziju Shen, Zihan Qin, Bin Dong, Li Zhou, Yann Fleureau, Guillaume
Lample, and Stanislas Polu. Numinamath, 2024.

[25] Hunter Lightman, Vineet Kosaraju, Yuri Burda, Harrison Edwards, Bowen Baker, Teddy Lee, Jan Leike,
John Schulman, Ilya Sutskever, and Karl Cobbe. Let’s verify step by step. In International Conference on
Learning Representations, 2024.

[26] Hunter Lightman, Vineet Kosaraju, Yuri Burda, Harrison Edwards, Bowen Baker, Teddy Lee, Jan Leike,
John Schulman, Ilya Sutskever, and Karl Cobbe. Let’s verify step by step. In International Conference on
Learning Representations, 2024.

[27] Shunyu Liu, Wenkai Fang, Zetian Hu, Junjie Zhang, Yang Zhou, Kongcheng Zhang, Rongcheng Tu,
Ting-En Lin, Fei Huang, Mingli Song, and Dacheng Tao. A survey of direct preference optimization. arXiv
preprint arXiv:2503.11701, 2025.

[28] Shunyu Liu, Yaoru Li, Kongcheng Zhang, Zhenyu Cui, Wenkai Fang, Yuxuan Zheng, Tongya Zheng,
and Mingli Song. Odyssey: Empowering minecraft agents with open-world skills. In International Joint
Conference on Artificial Intelligence, 2025.

[29] Chengqi Lyu, Songyang Gao, Yuzhe Gu, Wenwei Zhang, Jianfei Gao, Kuikun Liu, Ziyi Wang, Shuaibin Li,
Qian Zhao, Haian Huang, et al. Exploring the limit of outcome reward for learning mathematical reasoning.
arXiv preprint arXiv:2502.06781, 2025.

[30] Leland McInnes, John Healy, and James Melville. Umap: Uniform manifold approximation and projection
for dimension reduction. arXiv preprint arXiv:1802.03426, 2018.

[31] Jincheng Mei, Chenjun Xiao, Csaba Szepesvári, and Dale Schuurmans. On the global convergence rates of
softmax policy gradient methods. In International Conference on Machine Learning, 2020.

[32] Long Ouyang, Jeffrey Wu, Xu Jiang, Diogo Almeida, Carroll L. Wainwright, Pamela Mishkin, Chong
Zhang, Sandhini Agarwal, Katarina Slama, Alex Ray, John Schulman, Jacob Hilton, Fraser Kelton,
Luke Miller, Maddie Simens, Amanda Askell, Peter Welinder, Paul F. Christiano, Jan Leike, and Ryan
Lowe. Training language models to follow instructions with human feedback. In Conference on Neural
Information Processing Systems, 2022.

12

https://github.com/huggingface/math-verify
https://github.com/huggingface/math-verify


[33] Richard Yuanzhe Pang, Weizhe Yuan, He He, Kyunghyun Cho, Sainbayar Sukhbaatar, and Jason Weston.
Iterative reasoning preference optimization. In Conference on Neural Information Processing Systems,
2024.

[34] Arkil Patel, Satwik Bhattamishra, and Navin Goyal. Are NLP models really able to solve simple math
word problems? In North American Chapter of the Association for Computational Linguistics, 2021.

[35] Rafael Rafailov, Archit Sharma, Eric Mitchell, Christopher D. Manning, Stefano Ermon, and Chelsea Finn.
Direct preference optimization: Your language model is secretly a reward model. In Conference on Neural
Information Processing Systems, 2023.

[36] Faisal Rahutomo, Teruaki Kitasuka, Masayoshi Aritsugi, et al. Semantic cosine similarity. In International
student conference on advanced science and technology, 2012.

[37] Noam Razin, Zixuan Wang, Hubert Strauss, Stanley Wei, Jason D Lee, and Sanjeev Arora. What makes a
reward model a good teacher? an optimization perspective. arXiv preprint arXiv:2503.15477, 2025.

[38] Nils Reimers and Iryna Gurevych. Sentence-bert: Sentence embeddings using siamese bert-networks. In
Conference on Empirical Methods in Natural Language Processing, 2019.

[39] David Rein, Betty Li Hou, Asa Cooper Stickland, Jackson Petty, Richard Yuanzhe Pang, Julien Dirani,
Julian Michael, and Samuel R Bowman. Gpqa: A graduate-level google-proof q&a benchmark. In
Conference on Language Modeling, 2024.

[40] John Schulman, Filip Wolski, Prafulla Dhariwal, Alec Radford, and Oleg Klimov. Proximal policy
optimization algorithms. arXiv preprint arXiv:1707.06347, 2017.

[41] Claude E Shannon. A mathematical theory of communication. The Bell system technical journal, 1948.

[42] Zhihong Shao, Peiyi Wang, Qihao Zhu, Runxin Xu, Junxiao Song, Xiao Bi, Haowei Zhang, Mingchuan
Zhang, YK Li, Y Wu, et al. Deepseekmath: Pushing the limits of mathematical reasoning in open language
models. arXiv preprint arXiv:2402.03300, 2024.

[43] Yi Su, Dian Yu, Linfeng Song, Juntao Li, Haitao Mi, Zhaopeng Tu, Min Zhang, and Dong Yu. Cross-
ing the reward bridge: Expanding rl with verifiable rewards across diverse domains. arXiv preprint
arXiv:2503.23829, 2025.

[44] Richard S Sutton, Andrew G Barto, et al. Reinforcement learning: An introduction, volume 1. MIT press
Cambridge, 1998.

[45] Alon Talmor, Jonathan Herzig, Nicholas Lourie, and Jonathan Berant. Commonsenseqa: A question
answering challenge targeting commonsense knowledge. In North American Chapter of the Association
for Computational Linguistics, 2019.

[46] Xuezhi Wang, Jason Wei, Dale Schuurmans, Quoc V. Le, Ed H. Chi, Sharan Narang, Aakanksha Chowd-
hery, and Denny Zhou. Self-consistency improves chain of thought reasoning in language models. In
International Conference on Learning Representations, 2023.

[47] Yiming Wang, Pei Zhang, Baosong Yang, Derek F Wong, and Rui Wang. Latent space chain-of-embedding
enables output-free llm self-evaluation. arXiv preprint arXiv:2410.13640, 2024.

[48] Yiming Wang, Pei Zhang, Baosong Yang, Derek F Wong, and Rui Wang. Latent space chain-of-embedding
enables output-free llm self-evaluation. arXiv preprint arXiv:2410.13640, 2024.

[49] Yiming Wang, Pei Zhang, Baosong Yang, Derek F. Wong, Zhuosheng Zhang, and Rui Wang. Embedding
trajectory for out-of-distribution detection in mathematical reasoning. In Conference on Neural Information
Processing Systems, 2024.

[50] Yubo Wang, Xueguang Ma, Ge Zhang, Yuansheng Ni, Abhranil Chandra, Shiguang Guo, Weiming Ren,
Aaran Arulraj, Xuan He, Ziyan Jiang, Tianle Li, Max Ku, Kai Wang, Alex Zhuang, Rongqi Fan, Xiang
Yue, and Wenhu Chen. Mmlu-pro: A more robust and challenging multi-task language understanding
benchmark. In Conference on Neural Information Processing Systems, 2024.

[51] Zhaoyang Wang, Weilei He, Zhiyuan Liang, Xuchao Zhang, Chetan Bansal, Ying Wei, Weitong Zhang,
and Huaxiu Yao. Cream: Consistency regularized self-rewarding language models. arXiv preprint
arXiv:2410.12735, 2024.

[52] Jason Wei, Xuezhi Wang, Dale Schuurmans, Maarten Bosma, Brian Ichter, Fei Xia, Ed H. Chi, Quoc V. Le,
and Denny Zhou. Chain-of-thought prompting elicits reasoning in large language models. In Conference
on Neural Information Processing Systems, 2022.

13



[53] Mingqi Wu, Zhihao Zhang, Qiaole Dong, Zhiheng Xi, Jun Zhao, Senjie Jin, Xiaoran Fan, Yuhao Zhou,
Huijie Lv, Ming Zhang, et al. Reasoning or memorization? unreliable results of reinforcement learning
due to data contamination. arXiv preprint arXiv:2507.10532, 2025.

[54] Tianhao Wu, Weizhe Yuan, Olga Golovneva, Jing Xu, Yuandong Tian, Jiantao Jiao, Jason Weston, and
Sainbayar Sukhbaatar. Meta-rewarding language models: Self-improving alignment with llm-as-a-meta-
judge. arXiv preprint arXiv:2407.19594, 2024.

[55] Tian Xie, Zitian Gao, Qingnan Ren, Haoming Luo, Yuqian Hong, Bryan Dai, Joey Zhou, Kai Qiu, Zhirong
Wu, and Chong Luo. Logic-rl: Unleashing llm reasoning with rule-based reinforcement learning. arXiv
preprint arXiv:2502.14768, 2025.

[56] Wei Xiong, Hanning Zhang, Chenlu Ye, Lichang Chen, Nan Jiang, and Tong Zhang. Self-rewarding
correction for mathematical reasoning. arXiv preprint arXiv:2502.19613, 2025.

[57] An Yang, Baosong Yang, Beichen Zhang, Binyuan Hui, Bo Zheng, Bowen Yu, Chengyuan Li, Dayiheng
Liu, Fei Huang, Haoran Wei, et al. Qwen2. 5 technical report. arXiv preprint arXiv:2412.15115, 2024.

[58] Huanjin Yao, Jiaxing Huang, Wenhao Wu, Jingyi Zhang, Yibo Wang, Shunyu Liu, Yingjie Wang, Yuxin
Song, Haocheng Feng, Li Shen, et al. Mulberry: Empowering mllm with o1-like reasoning and reflection
via collective monte carlo tree search. arXiv preprint arXiv:2412.18319, 2024.

[59] Qiying Yu, Zheng Zhang, Ruofei Zhu, Yufeng Yuan, Xiaochen Zuo, Yu Yue, Tiantian Fan, Gaohong Liu,
Lingjun Liu, Xin Liu, et al. Dapo: An open-source llm reinforcement learning system at scale. arXiv
preprint arXiv:2503.14476, 2025.

[60] Qiying Yu, Zheng Zhang, Ruofei Zhu, Yufeng Yuan, Xiaochen Zuo, Yu Yue, Tiantian Fan, Gaohong Liu,
Lingjun Liu, Xin Liu, et al. Dapo: An open-source llm reinforcement learning system at scale. arXiv
preprint arXiv:2503.14476, 2025.

[61] Weizhe Yuan, Richard Yuanzhe Pang, Kyunghyun Cho, Xian Li, Sainbayar Sukhbaatar, Jing Xu, and Jason
Weston. Self-rewarding language models. In International Conference on Machine Learning, 2024.

[62] Yang Yue, Zhiqi Chen, Rui Lu, Andrew Zhao, Zhaokai Wang, Shiji Song, and Gao Huang. Does
reinforcement learning really incentivize reasoning capacity in llms beyond the base model? arXiv preprint
arXiv:2504.13837, 2025.

[63] Yu Yue, Yufeng Yuan, Qiying Yu, Xiaochen Zuo, Ruofei Zhu, Wenyuan Xu, Jiaze Chen, Chengyi Wang,
TianTian Fan, Zhengyin Du, et al. Vapo: Efficient and reliable reinforcement learning for advanced
reasoning tasks. arXiv preprint arXiv:2504.05118, 2025.

[64] Weihao Zeng, Yuzhen Huang, Qian Liu, Wei Liu, Keqing He, Zejun Ma, and Junxian He. Simplerl-zoo:
Investigating and taming zero reinforcement learning for open base models in the wild. arXiv preprint
arXiv:2503.18892, 2025.

[65] Jingyi Zhang, Jiaxing Huang, Huanjin Yao, Shunyu Liu, Xikun Zhang, Shijian Lu, and Dacheng Tao.
R1-vl: Learning to reason with multimodal large language models via step-wise group relative policy
optimization. arXiv preprint arXiv:2503.12937, 2025.

[66] Junzi Zhang, Jongho Kim, Brendan O’Donoghue, and Stephen Boyd. Sample efficient reinforcement
learning with reinforce. In AAAI conference on artificial intelligence, 2021.

[67] Kongcheng Zhang, Qi Yao, Baisheng Lai, Jiaxing Huang, Wenkai Fang, Dacheng Tao, Mingli Song, and
Shunyu Liu. Reasoning with reinforced functional token tuning. arXiv preprint arXiv:2502.13389, 2025.

[68] Qingyang Zhang, Haitao Wu, Changqing Zhang, Peilin Zhao, and Yatao Bian. Right question is already
half the answer: Fully unsupervised llm reasoning incentivization. arXiv preprint arXiv:2504.05812, 2025.

[69] Shimao Zhang, Xiao Liu, Xin Zhang, Junxiao Liu, Zheheng Luo, Shujian Huang, and Yeyun Gong.
Process-based self-rewarding language models. arXiv preprint arXiv:2503.03746, 2025.

[70] Xin Zhou, Yiwen Guo, Ruotian Ma, Tao Gui, Qi Zhang, and Xuanjing Huang. Self-consistency of the
internal reward models improves self-rewarding language models. arXiv preprint arXiv:2502.08922, 2025.

[71] Yiyang Zhou, Zhiyuan Fan, Dongjie Cheng, Sihan Yang, Zhaorun Chen, Chenhang Cui, Xiyao Wang, Yun
Li, Linjun Zhang, and Huaxiu Yao. Calibrated self-rewarding vision language models. In Amir Globersons,
Lester Mackey, Danielle Belgrave, Angela Fan, Ulrich Paquet, Jakub M. Tomczak, and Cheng Zhang,
editors, Conference on Neural Information Processing Systems, 2024.

14



[72] Zhanke Zhou, Zhaocheng Zhu, Xuan Li, Mikhail Galkin, Xiao Feng, Sanmi Koyejo, Jian Tang, and
Bo Han. Landscape of thoughts: Visualizing the reasoning process of large language models. arXiv
preprint arXiv:2503.22165, 2025.

[73] Hanwei Zhu, Xiangjie Sui, Baoliang Chen, Xuelin Liu, Peilin Chen, Yuming Fang, and Shiqi Wang. 2afc
prompting of large multimodal models for image quality assessment. IEEE Transactions on Circuits and
Systems for Video Technology, 34(12):12873–12878, 2024.

[74] Hanwei Zhu, Haoning Wu, Yixuan Li, Zicheng Zhang, Baoliang Chen, Lingyu Zhu, Yuming Fang,
Guangtao Zhai, Weisi Lin, and Shiqi Wang. Adaptive image quality assessment via teaching large
multimodal model to compare. In Advances in Neural Information Processing Systems, pages 32611–
32629, 2024.

[75] Yaoming Zhu, Sidi Lu, Lei Zheng, Jiaxian Guo, Weinan Zhang, Jun Wang, and Yong Yu. Texygen: A
benchmarking platform for text generation models. In International ACM SIGIR Conference on Research
and Development in Information Retrieval, 2018.

[76] Terry Yue Zhuo, Minh Chien Vu, Jenny Chim, Han Hu, Wenhao Yu, Ratnadira Widyasari, Imam Nur Bani
Yusuf, Haolan Zhan, Junda He, Indraneil Paul, et al. Bigcodebench: Benchmarking code generation with
diverse function calls and complex instructions. arXiv preprint arXiv:2406.15877, 2024.

[77] Yuxin Zuo, Kaiyan Zhang, Shang Qu, Li Sheng, Xuekai Zhu, Biqing Qi, Youbang Sun, Ganqu Cui, Ning
Ding, and Bowen Zhou. Ttrl: Test-time reinforcement learning. arXiv preprint arXiv:2504.16084, 2025.

15



Appendix

Table of Contents

A More Experimental Results and Discussion 17

A.1 Environmental Setups . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 17

A.2 Additional Results . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 17

A.3 Discussion . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 19

A.4 Limitations and Future Work . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 19

B Proof and Analysis 20

B.1 Technical Setting and Notations . . . . . . . . . . . . . . . . . . . . . . . . . . . 20

B.2 Useful Lemmas . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 20

B.3 Monotonicity and Robustness of Intrinsic Reward . . . . . . . . . . . . . . . . . . 21

B.4 Proof of Proposition 1 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 24

B.5 Proof of Proposition 2 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 25

B.6 Proof of Proposition 3 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 26

C Algorithm: Reward Computation 29

D Datasets Details 29

D.1 Training . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 29

D.2 Evaluation . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 30

E Case study 30

F Broader Impact 32

16



A More Experimental Results and Discussion

A.1 Environmental Setups

Evaluation Metric. We evaluate both the Performance and Reasoning Diversity of CoVo in our
experiments. For performance evaluation, We employ Pass@1 accuracy under a sampling temperature
of 0 across all benchmark datasets as our metric, with correctness determined through comparison
between generated outputs and ground truth. We also evaluate the model capacity ceiling using
Pass@k score on AIME-24 under a sampling temperature of 1. Our evaluation prompts on initial
model across different reasoning domains are listed in Table 4. For diversity evaluation, we select
Average Cosine Similarity (ACS) [36], Entropy [41] and Self-BLEU [75] as metrics. ACS measures
the semantic similarity among different reasoning paths; Entropy quantifies the distributional variabil-
ity over reasoning tokens; Self-BLEU assesses lexical overlap among samples. Together, the three
metrics complement each other and can reflect the reasoning diversity beyond performance.

Table 4: Evaluation prompts on initial model across different reasoning domains.

Domains CoT Prompts

Mathematics Question: {}\nPlease reason step by step, and put your final answer within \boxed{}.

Commonsense & Science
Question: {}\nAnswer the multiple choice question. The last line of your response should
be of the following format: ’Answer: $LETTER’ (without quotes) where LETTER is one
of ABCD. Think step by step before answering.

Implementation Details. All experiments run on 8×A100-80GB GPUs. We use OpenRLHF [16] to
implement our algorithms for RL training. Here we provide detailed hyper-parameters in Table 5.

Table 5: Hyperparameters used in the training of CoVo.

Settings Hyperparameters

Sampling

top_k = -1
top_p = 1.0

temperature = 1.0
max_new_tokens = 4,096

n_samples_per_prompt = 16

RL algorithm Reinforce++

Training

rollout_batch_size = 16
micro_rollout_batch_size = 16

train_batch_size = 32
micro_train_batch_size = 8

learning_rate = 5e-7
init_kl_coef = 1e-4

epochs = 1

Optimization
adam_offload, packing_samples,
flash_attn, colocate_all_models,

vllm_enable_sleep, deepspeed_enable_sleep

A.2 Additional Results

Larger Model Sizes. To demonstrate the effectiveness of CoVo when model parameter scaling, we
also conduct experiments on Qwen2.5-7B-Instruct and Qwen2.5-14B-Instruct [57]. The results in
Table 6 and Fig. 6 right show that even with an increase in parameters, our method still achieves
performance on par with or even surpassing the supervised RL baselines in most cases. Given the
growing demand for large-scale RL in industry, this scalability demonstrates the effectiveness of our
approach and its potential for broad real-world deployment.

Reasoning Diversity. In addition to performance improvements, we investigate whether our method
promotes diverse reasoning strategies rather than collapsing to stereotypical solutions. We quanti-
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Table 6: Results of all methods in diverse reasoning domains. Italics denotes that this method is
training-free, “*” denotes that this method requires sampling multiple outputs for inferences, “†”
denotes that this method utilizes self-rewarding without external labels, underline represents the best
performance among all baselines, bold represents the best performance among all methods.

Model III: Qwen2.5-7B-Instruct (Accuracy ↑)

Method MATH-500 GSM8K AMC-23 Olympiad MMLU-Pro GPQA CommonsenseQA

1. Zeroshot-CoT 74.4 91.1 55.0 39.4 55.6 36.2 81.3
2. Fewshot-CoT 75.6 91.6 50.0 40.9 56.4 36.4 82.1
3. CoT+SC@4 * 76.4 92.1 52.5 39.7 56.9 36.8 82.6
4. GRPO 76.6 92.3 57.5 41.3 57.1 36.6 82.9
5. RLOO 76.2 91.8 55.0 40.9 57.4 36.4 82.4
6. IRPO 74.2 91.4 47.5 39.6 56.6 34.8 81.2
7. Reinforce 76.4 92.3 57.5 41.3 56.9 36.8 82.7
8. Reinforce++ 76.6 92.6 60.0 40.9 57.2 36.6 82.5
9. EMPO † 76.4 92.5 55.0 41.2 57.4 37.1 82.8
10. TTRL † 76.6 92.8 57.5 40.9 56.7 36.6 81.9
CoVo (Ours) † 76.8 92.5 60.0 41.2 57.0 36.8 82.8

Table 7: Diversity of reasoning path, bold represents the best performance of RL training methods.

Model: Qwen2.5-3B-Instruct (ACS ↓ / Entropy ↑ / Self-BLEU ↓)

Method MATH GSM8K AMC Olympiad Bench MMLU-Pro GPQA CommonsenseQA

1. CoT 0.892 / 0.150 / 0.688 0.921 / 0.161 / 0.756 0.866 / 0.196 / 0.748 0.867 / 0.229 / 0.599 0.844 / 0.313 / 0.500 0.798 / 0.492 / 0.432 0.852 / 0.739 / 0.419
2. GRPO 0.938 / 0.033 / 0.920 0.946 / 0.034 / 0.903 0.914 / 0.047 / 0.919 0.912 / 0.057 / 0.757 0.891 / 0.105 / 0.692 0.845 / 0.208 / 0.644 0.801 / 0.384 / 0.559
3. TTRL 0.914 / 0.065 / 0.927 0.922 / 0.071 / 0.894 0.888 / 0.089 / 0.869 0.887 / 0.104 / 0.687 0.873 / 0.173 / 0.695 0.831 / 0.302 / 0.593 0.849 / 0.511 / 0.456
Ours 0.911 / 0.082 / 0.789 0.915 / 0.096 / 0.806 0.864 / 0.102 / 0.816 0.892 / 0.122 / 0.699 0.843 / 0.200 / 0.562 0.819 / 0.337 / 0.579 0.760 / 0.582 / 0.501

tatively analyze the diversity of reasoning paths across different domains trained after CoVo using
three key metrics mentioned in the last section. The results in Table 7 show that the model diversity
exceeds that of rule-based RL methods and self-rewarding baselines, indicating broader solution
space exploration. More intuitively, we encode the model responses using Sentence Transformers [38]
and apply UMAP [30] for 2D reduction and visualization. As depicted in Fig. 6 left, the reasoning
paths of our method exhibit a more dispersed distribution, in contrast to the concentrated clusters
observed in GRPO.
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Figure 6: (Left) Visualization of reasoning diversity on different methods. (Right) Performance of
Qwen2.5-14B-Instruct on different methods.

Computational Resources. In Section 5.3, we have qualitatively analyzed the computational
complexity of CoVo. The computational overhead of our self-rewarding mechanism primarily stems
from the calculation of distance matrices. Now we provide quantitative analysis on the reward
computational time we need within a training step in Table 8. Our reward calculation only involves

Table 8: Reward computational resources comparisons.

Method Time per step Proportion per step

Ground Truth Reward 2.06 s 1.3%
Majority Voting Reward 4.38 s 2.8%
CoVo (Ours) 49.22 s 24.6%

the prefilling stage, which is signif-
icantly faster than the decoding pro-
cess. Since the distance matrix is com-
puted independently and can take ad-
vantage of parallelism, the reward cal-
culation indeed accounts for a small
proportion of the time required in a
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training step (nearly 24.6%). In the future, it will be possible to asynchronously compute the distance
matrix during sampling to further reduce the time required for distance matrix computation.

A.3 Discussion

Q1: Why our methods have the potential to outperform rule-based RL?

First, rule-based RL methods do not assess the quality of the reasoning process. This poses a risk that
incorrect reasoning paths may coincidentally lead to correct answers and thus receive undeserved
high rewards. Secondly, we evaluate the correctness using intermediate reasoning states. In contrast,
we place greater emphasis on the quality of the reasoning process rather than the final answer, which
leads to more consistent improvements in reasoning ability.

Q2: How does the method handle universally incorrect samples during RL?

Our reward mechanism may assign zero advantage to completely wrong answers due to the low
consistency of intermediate reasoning states, which avoids misleading updates. This contrasts with
majority voting, which amplifies dominant errors.

Q3: Would CoVo have an implicit bias toward longer reasoning chains?

The core rewards in CoVo are defined based on the consistency between intermediate reasoning
states and the final answer, not the length of the reasoning chains. Consistency measures how often
intermediate states stay "close" to the final answer. A longer chain with redundant steps that still align
with the final answer might maintain high consistency, but this is not rewarded because it is longer —
it is rewarded because it remains coherent. Volatility measures how much intermediate states deviate
from the final answer. A longer chain with erratic deviations (e.g., the model contradicts itself before
settling on an answer) would have high volatility and be penalized, regardless of length. Thus, our
reward signal incentivizes stable, answer-aligned reasoning but is agnostic to the response length.
The evolution of response length in Table 9 also supports this.

Table 9: The evolution of response length during the training process of Qwen2.5-3B-Instruct.

Training Step 0 50 100 150 200 250 300 350 400 450

Response Length (Token) 733 805 766 786 815 868 781 871 799 824

A.4 Limitations and Future Work

The performance of RL-based method is inherently tied to the competence of the base policy.
When the initial model exhibits fundamental limitations in task understanding or reasoning capacity,
suboptimal outcomes are universally observed across RL methodologies, not uniquely in CoVo.
This underscores a broader consensus in the field: the foundational capabilities of the base model
serve as a critical prerequisite for effective RL fine-tuning. Advances in pre-training techniques
have consistently demonstrated that stronger base models provide more robust starting points for
subsequent RL optimization, a principle CoVo explicitly embraces. To validate the robustness
of our framework against variations in initial policy quality, we conducted extensive experiments
across model scales ranging from 3B to 14B parameters. Results show that CoVo yields consistent
performance gains across all tested base models, including those with lower initial competence. This
empirical evidence indicates that while CoVo, like all RL systems, benefits from stronger base policies,
it maintains effectiveness and generalizability even when starting from less optimal initial states.
Despite RL techniques, including CoVo, may not instill entirely new reasoning capabilities beyond
what pre-training provides, their role in significantly enhancing the sampling efficiency and eliciting
those pre-trained abilities is of paramount practical importance. We believe that self-rewarding RL
methods like CoVo could prove valuable for downstream applications where human expert annotation
of gold-standard answers is cost-prohibitive and unsustainable [68].

While our proposed method shows promising improvements in reasoning performance and training
stability in LLMs, its generalizability to visual language models (VLMs) needs further exploration.
Thus, our future research will focus on extending the self-rewarding mechanism to VLMs, where
reasoning involves both linguistic and perceptual understanding. Additionally, we plan to investigate
its effectiveness in semi-supervised scenarios with limited labels, which presents a more realistic and
challenging scenario for practical applications.
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B Proof and Analysis

B.1 Technical Setting and Notations

Large Language Models. For a prompt x ∈ X , LLMs generate output distributions in an autoregres-
sive manner, which can be formulated as:

πθ(y|x) =
|y|∏
i=1

πθ(yi|x, y<i) =

|y|∏
i=1

softmax(fθ(x, y<i)), (13)

where fθ is a neural network that maps the sequence of tokens to the logits of the next token, and y<l

denotes the prefix of the output sequence up to position l − 1. This parameterization corresponds to
large-scale language models (e.g., Transformers) used in practice. However, the non-concavity of
the RL objective poses significant challenges for theoretical analysis [37, 1]. To simplify, existing
studies [37, 31, 1] often consider a tabular policy that assigns an independent, trainable logit to each
possible output y. The tabular policy can be regarded as a special case of the autoregressive policy,
where the output distribution is directly parameterized, thus facilitating gradient analysis.

Reinforcement Learning Object. Let V be a finite vocabulary of tokens. We use πθ to denote a
language model, parameterized by θ, that receives a prompt x ∈ X and produces a distribution over
outputs y ∈ Y , where X ,Y ⊆ V∗ are the sets of possible input prompts and outputs, respectively.
Following convention in the RL literature, we also refer to πθ as a policy. For a prompt x ∈ X and
reward function r : X × Y ∈ {0, 1}, we denote the RL objective for a single prompt x ∈ X by:

JRL(θ;x) = Ey∼πθ(·|x) [r(x, y)] . (14)
Optimization. We follow the settings in Razin et al. [37] and also adopt the gradient flow approx-
imation of the policy gradient method, assuming an relatively small learning rate. The resulting
dynamical system is described by:

d

dt
θ(t) = ∇JRL(θ(t)), t ≥ 0, (15)

where θ(t) denotes the parameters of the policy at timestep t during training and θ(0) is θref. The
gradient flow formulation facilitates the analysis of the optimization dynamics by eliminating the
stochastic noise inherent in gradient-based updates.

Notations. We use ei to denote the i-th standard basis vector, ∥ · ∥2 denotes the Euclidean (ℓ2) norm.
r∗ represents real rewards derived from label, rcovo represents the reward function of CoVo.

Overall, our theoretical settings involve two main simplifications. First, we assume the KL coefficient
is relatively small and will not be dominant. Second, the analysis is based on tabular policies.

B.2 Useful Lemmas

Lemma 1. Given a tabular policy πθ and a prompt x ∈ X , the following holds:
∇JRL(θ;x) = πθ(·|x) · r(x, ·)− πθ(·|x) · Ey∼πθ(0)(·|x)[r(x, y)]. (16)

Proof. We first compute the gradient of JRL(θ;x) with respect to the parameter vector θ:,x, which
corresponds to the column of parameters for prompt x:

∇JRL(θ;x) = ∇ Ey∼πθ(·|x) [r(x, y)] = Ey∼πθ(·|x) [r(x, y)∇ lnπθ(y|x)] . (17)

Thus, we can write

∇JRL(θ;x) =
∑
y∈Y

πθ(y|x) · r(x, y) · ∇ lnπθ(y|x). (18)

According to the properties of tabular policy [44], we have ∇ lnπθ(y|x) = ey − πθ(·|x). So
∇JRL(θ;x) can be expressed as:

∇JRL(θ;x) =
∑
y∈Y

πθ(y|x) · r(x, y) · (ey − πθ(·|x))

=
∑
y∈Y

πθ(y|x) · r(x, y) · ey −
∑
y∈Y

πθ(y|x) · r(x, y) · πθ(·|x)

= πθ(·|x) · r(x, ·)− πθ(·|x) · Ey∼πθ(0)(·|x)[r(x, y)],

(19)
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which concludes the proof.

Lemma 2. Assuming gradient flow is applied to maximize the RL objective over a set of prompts X .
Then, for any prompt x ∈ X , outputs y ⊆ Y , and time T ≥ 0, such that the following holds:

d

dt
πθ(t)(y|x) = πθ(t)(y|x)2

[
r(x, y)− Ey∼πθ(t)(·|x)[r(x, y)]

]
− πθ(t)(y|x)

∑
y′∈Y

πθ(t)(y
′|x)2

[
r(x, y′)− Ey∼πθ(t)(·|x)[r(x, y)]

]
,

(20)

and
πθ(T )(y|x) ≤ πθ(0)(y|x) · exp (2T ) . (21)

Proof. Since d
dtπθ(t)(y|x) = πθ(t)(y|x) · d

dt lnπθ(t)(y|x), applying the chain rule and Lemma 1 we
get:

d

dt
πθ(t)(y|x) = πθ(t)(y|x) ·

〈
∇ lnπθ(t)(y|x),

d

dt
θ(t)

〉
= πθ(t)(y|x) ·

〈
ey − πθ(t)(·|x),∇JRL(θ(t), x)

〉
= πθ(t)(y|x)

〈
ey − πθ(t)(·|x), πθ(·|x) ·

[
r(x, ·)− Ey∼πθ(0)(·|x)[r(x, y)] · 1

]〉
= πθ(t)(y|x)2

[
r(x, y)− Ey∼πθ(t)(·|x)[r(x, y)]

]
︸ ︷︷ ︸

(I)

− πθ(t)(y|x)
∑
y′∈Y

πθ(t)(y
′|x)2

[
r(x, y′)− Ey∼πθ(t)(·|x)[r(x, y)]

]
︸ ︷︷ ︸

(II)

.

(22)

Since |r(x, y)− Ey∼πθ(t)(·|x)[r(x, y)]| ≤ 1, the value of (I) + (II) can be bounded as:

(I)+ (II) ≤ πθ(t)(y|x)2 + πθ(t)(y|x) ≤ 2πθ(t)(y|x). (23)

Then we use Grönwall’s inequality and derive:

d

dt
πθ(t)(y|x) ≤ πθ(t)(y|x) · 2 =⇒ πθ(T )(y|x) ≤ πθ(0)(y|x) · exp (2T ) . (24)

Then we complete the proof.

B.3 Monotonicity and Robustness of Intrinsic Reward

In Section 3.3, we propose intrinsic reward formulations rLint and rVint that employ two different feature
combination strategies as reward signals. Specifically, the linear nature of rLint effectively captures the
monotonic characteristics of both the consistency (Con(τ)) and volatility (V ol(τ)) in a trajectory τ .
In contrast, the monotonicity of these two features in rVint is not as pronounced. Now we formally
prove that rVint and rLint maintain equivalent monotonic dependencies on Con(τ) and V ol(τ), while
rVint exhibits greater robustness to outliers. Inspired by the incremental method employed in Wang
et al. [48] to establish monotonicity and robustness, we also adopt this idea for the proof.

We assume n reasoning paths in a group, each represented as a pair of consistency and volatility
(Ci, Vi), where 1 ≤ i ≤ n. The intrinsic reward for a group is denoted as rint(C,V) with C = [Ci]

n
i=1

and V = [Vi]
n
i=1. Applying increments ∆c to Ci and ∆v to Vi, the resulting change in the intrinsic

reward is:
∆rint (Ci) = rint (C+∆c · ei,V)− rint (C,V) , (25)

∆rint (Vi) = rint (C,V +∆v · ei)− rint (C,V) . (26)

where ei ∈ Rn denotes the i-th standard basis vector with i-th component being 1 and the others 0.
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B.3.1 Monotonicity Analysis

For linear intrinsic reward, its group reward can be denoted as:

rLint(C,V) =

n∑
j=1

Ci

n
−

n∑
j=1

Vi

n
, (27)

Thus, the reward variations with feature increments are:

∆rLint(Ci) =
∆c

n
,∆rLint(Vi) = −

∆v

n
, (28)

which ensures ∆rLint(Ci) > 0 and ∆rLint(Vi) < 0. That is, higher consistency and lower volatility
indicate a higher rLint reward.

For vector-space intrinsic reward, its group reward can be denoted as:

rVint(C,V) =

√√√√(∑n
j=1 Cj cosVj

n

)2

+

(∑n
j=1 Cj sinVj

n

)2

=
1

n

√∑
j

C2
j +

∑
k,t,k ̸=t

2CkCt cosVk cosVt +
∑

k,t,k ̸=t

2CkCt sinVk sinVt

=
1

n

√∑
j

C2
j +

∑
k,t,k ̸=t

2CkCt cos (Vk − Vt).

(29)

We denote A =
∑

k,t,k ̸=t̸=i 2CkCt cos(Vk−Vt) and B =
∑

j,j ̸=i 2(Ci+∆c)Cj cos(Vi−Vj), then
the reward variations with feature increments are:

∆rVint(Ci) =rVint (C+∆c · ei,V)− rVint (C,V)

=
1

n

√ ∑
j=1,j ̸=i

C2
j + (Ci +∆c)2 +A+B −

1

n

√∑
j

C2
j +

∑
k,t,k ̸=t

2CkCt cos (Vk − Vt)

=
−C2

i + (Ci +∆c)2 +A−
∑

k,t,k ̸=t 2CkCt cos (Vk − Vt) +B)

n2rVint (C+∆c · ei,V) + n2rVint (C,V)

=
−C2

i + (Ci +∆c)2 +
∑

j,j ̸=i 2Cj∆c cos(Vi − Vj)

n2rVint (C+∆c · ei,V) + n2rVint (C,V)

=
∆c
(
∆c+ 2Ci + 2

∑
j,j ̸=i Cj cos(Vi − Vj)

)
n2rVint (C+∆c · ei,V) + n2rVint (C,V)

,

(30)

and
∆rVint(Vi) =rVint (C,V +∆v · ei)− rVint (C,V)

=
1

n

√∑
j

L2
j +A+

∑
j,j ̸=i

2CiCj cos(Vi +∆v − Vj)−

1

n

√∑
j

C2
j +

∑
k,t,k ̸=t

2CkCt cos(Vk − Vt)

=
A−

∑
k,t,k ̸=t 2CkCt cos(Vk − Vt) +

∑
j,j ̸=i 2CiCj cos(Vi +∆v − Vj)

n2rVint (C,V +∆v · ei) + n2rVint (C,V)

=

∑
i,j,i ̸=j 2CiCj [cos(Vi +∆v − Vj)− cos(Vi − Vj)]

n2rVint (C,V +∆v · ei) + n2rVint (C,V)

=
−4
∑

i,j,i ̸=j CiCj sin(Vi − Vj +
∆v
2 ) sin(∆v

2 )

n2rVint (C,V +∆v · ei) + n2rVint (C,V)
.

(31)
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In practice, Vi ∈ [0, 1] guarantees that cos(Vi−Vj) > 0, which always leads to ∆rVint(Ci) > 0. When
∆v causes Vi to deviate from the current group, it tends to be sizable. Therefore (Vi− Vj +

∆v
2 ) > 0,

which leads to ∆rVint(Vi) < 0. Thus in our scenario, the monotonicity of rVint on both magnitude and
angle features is consistent with rLint.

B.3.2 Robustness Analysis

In Section 3.3, we point out that rLint may be more sensitive to outliers. Empirically, we validate this
claim in the ablation study in Section 4.3. Here we provide the theoretical proof.

We already know that correct trajectories tend to exhibit higher consistency in intermediate reasoning
states. Consequently, for a set of incorrect trajectories, the presence of abnormally large consistency
values in some samples can lead to spurious reward assignments. Therefore, a reward signal capable
of better controlling its increment under these circumstances would mitigate the risk of incorrect
reward assignments. Therefore, we compare ∆rLint(Ci) and ∆rVint(Ci) under the same increments ∆c,
the smaller one indicates stronger robustness. We denote

rVint(C,V) =
1

n

√∑
j

C2
j +

∑
k,t,k ̸=t

2CkCt cos (Vk − Vt) =
1

n

√
S, (32)

where

S =
∑
j

C2
j +

∑
k,t,k ̸=t

2CkCt cos (Vk − Vt)

=

Ci +
∑
j,j ̸=i

Cj cos(Vi − Vj)

2

+
∑
j,j ̸=i

C2
j +

∑
k,t,k ̸=t ̸=i

2CkCt cos(Vk − Vt)−

∑
j,j ̸=i

Cj cos(Vi − Vj)

2

.

(33)

Note that

∑
j,j ̸=i

C2
j +

∑
k,t,k ̸=t ̸=i

2CkCt cos(Vk − Vt)−

∑
j,j ̸=i

Cj cos(Vi − Vj)

2

=
∑
j,j ̸=i

C2
j +

∑
k,t,k ̸=t ̸=i

2CkCt cos(Vk − Vt)

−

 ∑
j=1,j ̸=i

C2
j cos

2(Vi − Vj) +
∑

k,t,k ̸=t̸=i

2CkCt cos(Vi − Vk) cos(Vi − Vt)


=

∑
j=1,j ̸=i

C2
j

[
1− cos2(Vi − Vj)

]
+

∑
k,t,k ̸=t̸=i

2CkCt [cos(Vk − Vt)− cos(Vi − Vk) cos(Vi − Vt)]

=
∑

j=1,j ̸=i

C2
j

[
1− cos2(Vi − Vj)

]
+

∑
k,t,k ̸=t̸=i

2CkCt [cos((Vi − Vt)− (Vi − Vk))− cos(Vi − Vk) cos(Vi − Vt)]

=
∑

j=1,j ̸=i

C2
j sin

2(Vi − Vj) +
∑

k,t,k ̸=t̸=i

2CkCt sin(Vi − Vk) sin(Vi − Vt)

=

 ∑
j=1,j ̸=i

Cj sin(Vi − Vj)

2

.

(34)
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Therfore, we substitute Eq. (34) into Eq. (32) and obtain the following lower bound:

rVint(C,V) =
1

n

√√√√√Ci +
∑
j,j ̸=i

Cj cos(Vi − Vj)

2

+

∑
j,j ̸=i

Cj sin(Vi − Vj)

2

≥ 1

n

Ci +
∑
j,j ̸=i

Cj cos(Vi − Vj)

 .

(35)

Then, we use this lower bound to deflate ∆rVint(Ci) in Eq. (30):

∆rLint(Ci) =
∆c
(
∆c+ 2Ci + 2

∑
j,j ̸=i Cj cos(Vi − Vj)

)
n2R (C+∆c · ei,V) + n2R (C,V)

≤
∆c
(
∆c+ 2Ci + 2

∑
j,j ̸=i Cj cos(Vi − Vj)

)
n2 · 1n

(
Ci +∆c+

∑
j,j ̸=i Cj cos(Vi − Vj)

)
+ n2 · 1n

(
Ci +

∑
j,j ̸=i Cj cos(Vi − Vj)

)
=

∆c

n
.

(36)

Note that the right side of Eq. (36) is exactly right side of ∆rLint(Ci) in Eq. (28), which suggests
∆rVint(Ci) ≤ ∆rLint(Ci). According to the aforementioned analysis, we can conclude that rVint is more
robust than rLint when facing abnormally large outliers.

B.4 Proof of Proposition 1

Proposition 1 (Model Collapse). Given an input prompt x ∈ X , the policy model sample n responses
{y1, y2, . . . , yn} ⊆ πθ(·|x) and denote C(y) =

∑n
i=1 I{yi = y}. Suppose y∗ ∈ Y that satisfies

y∗ = argmaxy∈Y πθ(y|x) and a reward function r : X × Y defined by

r(x, y) =

{
1, if y = argmaxy′∈Y C(y′),

0, otherwise.
(37)

such that the following hold:

• When using gradient ascent to maximize the RLHF objective with respect to the reward function r,
πθ(y

∗ | x) converges to 1 as training proceeds.

• If y∗ is not the ground truth, reward hacking will happen as training proceeds.

Proof. We denote the RL object as:

JRL(θ;x) = Ey∼πθ(·|x) [r(x, y)] , (38)

By the log-derivative we derive the gradient:

∇JRL(θ;x) = Ey∼πθ(·|x) [r(x, y)∇ lnπθ(y|x)]

=
∑
y∈Y

πθ(y|x) · r(x, y) · ∇ lnπθ(y|x). (39)

We denote the parameters θ updates from timestep t to t+ 1 as:

θt+1 = θt + η · ∇JRL(θ;x) = θt + η ·
∑
y∈Y

πθ(y|x) · r(x, y) · ∇ lnπθ(y|x), (40)

where η is the learning rate. According to Taylor’s formula, we obtain the following equation:

lnπθ(t+1)(y|x) ≈ lnπθ(t)(y|x) +∇ lnπθ(t)(y|x)T · (θ(t+ 1)− θ(t)). (41)
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By substituting Eq. (40) into Eq. (41) we can get the log-probability for certain output y∗:

lnπθ(t+1)(y
∗|x) ≈ lnπθ(t)(y

∗|x) + η∇ lnπθ(t)(y
∗|x)T ·

∑
y∈Y

πθ(y|x)r(x, y)∇ lnπθ(y|x)

= lnπθ(t)(y
∗|x) + η

(
πθ(y

∗|x)r(x, y∗)∇ lnπθ(y
∗|x) · ∇ lnπθ(y

∗|x)T

+
∑

y,y ̸=y∗

πθ(y|x)r(x, y)∇ lnπθ(y|x) · ∇ lnπθ(y
∗|x)T

)

= lnπθ(t)(y
∗|x) + η

(
πθ(y

∗|x)r(x, y∗)∥∇ lnπθ(y
∗|x)∥22︸ ︷︷ ︸

(I)

+
∑

y,y ̸=y∗

πθ(y|x)r(x, y)∇ lnπθ(y|x) · ∇ lnπθ(y
∗|x)T︸ ︷︷ ︸

(II)

)
(42)

In our setup, y∗ is defined as the response that has the highest count C(y) among the n sampled
responses, which means r(x, y∗) = 1 and r(x, y) = 0 for y ̸= y∗. Therefore, term (I) is non-negative
and term (II) is 0, which indicates the value of (I) + (II) is larger than 0.

Since π(y∗ | x) ≤ 1, we have lnπθ(t)(y
∗ | x) ≤ ln 1 = 0. Thus the sequence {lnπθ(t)(y

∗ | x)}∞t=0
is monotonically increasing and bounded above by 0. By the Monotone Convergence Theorem,
{lnπθ(t)(y

∗ | x)} will converge to its upper bound 0:

lim
t→∞

lnπθ(t)(y
∗ | x) = 0 =⇒ lim

t→∞
πθ(t)(y

∗ | x) = 1. (43)

To conclude, if y∗ is not the “ground-truth” desired output but merely the sample-mode that maximizes
C(y), the above shows that the policy will collapse to always output y∗, regardless of whether it
semantically or factually answers the prompt correctly. In other words, the model has “hacked” the
reward by finding a high-frequency sample that maximizes rewards r, rather than by producing the
true correct response.

B.5 Proof of Proposition 2

We aim to establish a variational lower bound for the conditional likelihood log πθ(y|x), by introduc-
ing a latent variable s representing latent reasoning paths. The idea is to show that optimizing this
lower bound corresponds to assigning rewards to consistent reasoning paths, enabling the model to
learn not only answer generation but also the intermediate states leading to those answers.
Proposition 2 (Variational Optimization for Reasoning). Let πθ(y|x) denote a language model that
generates final answers y conditioned on input prompt x, with s representing latent intermediate
reasoning states. Suppose the reasoning state is guided by a prior distribution πθ(0)(s|x) and define
the reward function r(s, x, y) ∈ [0, 1] ∝ log πθ(y|x⊕ s), the following optimizing bound holds:

log πθ(y|x) ≥ Es,y∼πθ(·|x) [r(s, y, x)]︸ ︷︷ ︸
Reward Assignment

−DKL
[
πθ(s|x) ∥πθ(0)(s|x)

]︸ ︷︷ ︸
KL Regularization

, (44)

where ⊕ denotes the concatenation of the input prompt x with the reasoning state s.

Proof. We first introduce the latent variable s as latent reasoning states. We begin by expressing the
marginal likelihood of the output y conditioned on input x by marginalizing over reasoning states s
with respect to a prior distribution πθ(0)(s|x):

log πθ(y|x) = log

∫
πθ(y|x, s)πθ(0)(s|x) ds, (45)

where πθ(y|x, s) denotes the probability of generating output y given input x augmented with the
intermediate reasoning states s, i.e., πθ(y|x, s) := πθ(y|x⊕ s).
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After that, we introduce a variational distribution πθ(s|x) over the latent states and rewrite the integral
using importance sampling:

log πθ(y|x) = log

∫
πθ(s|x)
πθ(s|x)

πθ(y|x, s)πθ(0)(s|x) ds

= logEs,y∼πθ(·|x)

[
πθ(y|x, s)πθ(0)(s|x)

πθ(s|x)

]
.

(46)

Applying Jensen’s inequality yields the evidence lower bound (ELBO):

log πθ(y|x) ≥ Es,y∼πθ(·|x)
[
log πθ(y|x, s) + log πθ(0)(s|x)− log πθ(s|x)

]
, (47)

which simplifies to:

log πθ(y|x) ≥ Es,y∼πθ(·|x) [log πθ(y|x⊕ s)]−DKL

[
πθ(s|x)∥πθ(0)(s|x)

]
. (48)

Recall that the reward function is defined as: r(s, x, y) ∝ log πθ(y|x ⊕ s). Without affecting the
optimization, log πθ(y|x ⊕ s) can be directly regarded as part of the reward function (since the
constant ratio will not affect the final learning goal), then the above bound yields:

log πθ(y|x) ≥ Es,y∼πθ(·|x) [r(s, x, y)]−DKL

[
πθ(s|x)∥πθ(0)(s|x)

]
, (49)

which completes the derivation. This formulation shows that optimizing the output likelihood can
be interpreted as assigning rewards to latent reasoning states while regularizing their distribution
toward a prior. Hence, self-rewarding reinforcement learning corresponds to performing approximate
variational inference over reasoning trajectories, thereby coupling answer generation and reasoning
trajectory inference in a principled manner.

B.6 Proof of Proposition 3

To analyze the convergence of CoVo, we establish the following proposition. The core idea of this
proof is adapted from Razin et al. [37], with simplifications tailored to the context of our work.
Proposition 3 (Convergence). Let X denote prompt sets, and γ > 0 represent the expected increase
of real reward r∗. For a prompt x ∈ X , let yγ denote the final answer in a reasoning trajectory with
higher consistency and lower volatility. Define T ′ as the initial time where Ey∼πθ(·|x) [r

∗(x, y)] ≥
Ey∼πθ(0)(·|x) [r

∗(x, y)] + γ. We assume the following conditions hold:

• Our reward function ranks yγ highest among all candidates;

• Our reward function has a low probability of misclassifying incorrect trajectories;

• The KL regularization coefficient is sufficiently small.

Then the convergence time for achieving the expected increase in real reward satisfies the upper
bound T ′ ≤ O(πθ(0)(y

γ |x)−1).

Proof. We first formalize these assumptions. Define Y+ ⊆ Y be a set of outputs such that each
yγ ∈ Y+ s.t. r∗(x, yγ) > Ey∼πθ(0)(·|x)[r

∗(x, y)] + γ and rcovo(x, y
γ) > Ey∼πθ(0)(·|x)[rcovo(x, y)],

Y− ⊆ Y be a set of outputs s.t. Y− = {y′ ∈ Y | rcovo(x, y
′) > Ey∼πθ(0)(·|x)[rcovo(x, y)]}\Y+.

Assume that the initial probability of Y− is small:

πθ(0)(Y−|x) ≤
σ(1− ρ)πθ(0)(Y+|x)2

4|Y+|
exp (−2T ′) , (50)

where ρ = Ey∼πθ(0)(·|x) [r
∗(x, y)] + γ ∈ [0, 1] and σ = (1 − ρ)(maxy∈Y+ rcovo(x, y) −

Ey∼πθ(0)(·|x)[rcovo(x, y)]) = (1− ρ)(1− Ey∼πθ(0)(·|x)[rcovo(x, y)]).

Since
Ey∼πθ(t)(·|x) [r

∗(x, y)] = πθ(t)(Y+|x) · 1− (1− πθ(t)(Y+|x)) · 0
≥ ρ = Ey∼πθ(0)(·|x) [r

∗(x, y)] + γ,
(51)
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we can find that πθ(t)(Y+|x) ≥ ρ implies Ey∼πθ(t)(·|x) [r
∗(x, y)] ≥ Ey∼πθ(0)(·|x) [r

∗(x, y)] + γ.
Thus, it suffices to show that πθ(t)(Y+|x) reaches ρ within a finite time T ′.

For t ∈ [0, T ′) and y ∈ Y+, by Lemma 2 we know:

d

dt
πθ(t)(y|x) = πθ(t)(y|x)2

[
rcovo(x, y)− Ey∼πθ(t)(·|x)[rcovo(x, y)]

]
− πθ(t)(y|x)

∑
y′∈Y

πθ(t)(y
′|x)2

[
rcovo(x, y

′)− Ey∼πθ(t)(·|x)[rcovo(x, y)]
]
.

(52)

Summing all outputs in Y+ then derives the following:

d

dt
πθ(t)(Y+|x) =

∑
yγ∈Y+

πθ(t)(y|x)2
[
rcovo(x, y

γ)− Ey∼πθ(t)(·|x)[rcovo(x, y)]
]

− πθ(t)(Y+|x)
∑
y′∈Y

πθ(t)(y
′|x)2

[
rcovo(x, y

′)− Ey∼πθ(t)(·|x)[rcovo(x, y)]
]

= (1− πθ(t)(Y+|x))
∑
y∈Y+

πθ(t)(y|x)2
[
rcovo(x, y)− Ey∼πθ(t)(·|x)[rcovo(x, y)]

]
︸ ︷︷ ︸

(A)

− πθ(t)(Y+|x)
∑

y′∈Y\Y+

πθ(t)(y
′|x)2

[
rcovo(x, y

′)− Ey∼πθ(t)(·|x)[rcovo(x, y)]
]

︸ ︷︷ ︸
(B)

.

(53)

To derive the lower bound of d
dtπθ(t)(y|x), we begin to analyze the terms A and B above.

First, the value of term A is:

A = rcovo(x, y)− Ey∼πθ(t)(·|x)[rcovo(x, y)]

= rcovo(x, y)
∑
y′∈Y

πθ(t)(y
′|x)−

∑
y′∈Y

πθ(t)(y
′|x) rcovo(x, y

′)

=
∑
y′∈Y

πθ(t)(y
′|x) (rcovo(x, y)− rcovo(x, y

′))

=
∑

y′∈Y\Y+

πθ(t)(y
′|x) (rcovo(x, y)− rcovo(x, y

′)) .

(54)

Through the definitions of Y+ and Y−, for any y′ ∈ Y\(Y+ ∪ Y−), we know that
rcovo(x, y

′) ≤ Ey∼πθ(0)(·|x) [rcovo(x, y)], which impiles rcovo(x, y) − rcovo(x, y
′) ≥ rcovo(x, y) −

Ey∼πθ(0)(·|x) [rcovo(x, y)]. Thus we can derive the following inequality:

A =
∑

y′∈Y\Y+

πθ(t)(y
′|x)(rcovo(x, y)− rcovo(x, y

′))

=
∑

y′∈Y−

πθ(t)(y
′|x)(rcovo(x, y)− rcovo(x, y

′))

+
∑

y′∈Y\(Y+∪Y−)

πθ(t)(y
′|x)(rcovo(x, y)− rcovo(x, y

′))

≥
∑

y′∈Y−

πθ(t)(y
′|x)(rcovo(x, y)− rcovo(x, y

′))

+
∑

y′∈Y\(Y+∪Y−)

πθ(t)(y
′|x)(rcovo(x, y)− Ey∼πθ(0)(·|x) [rcovo(x, y)])

=
∑

y′∈Y−

πθ(t)(y
′|x)(Ey∼πθ(0)(·|x)[rcovo(x, y)]− rcovo(x, y

′))

+ (1− πθ(t)(Y+|x))(rcovo(x, y)− Ey∼πθ(0)(·|x)[rcovo(x, y)]).

(55)
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Since we assume that πθ(t)(Y+|x) reaches ρ at timestep T ′, πθ(t)(Y+|x) < ρ for t ∈ [0, T ′). We
also have |Ey∼πθ(0)(·|x)[rcovo(x, y)]− rcovo(x, y

′)| ≤ 1 for y ∈ Y , we obtain:

A ≥ (1− ρ)(rcovo(x, y)− Ey∼πθ(0)(·|x)[rcovo(x, y)])− πθ(t)(Y−|x)
= σ − πθ(t)(Y−|x).

(56)

Second, the value of term B is:

B = πθ(t)(y
′|x)2

[
rcovo(x, y

′)− Ey∼πθ(t)(·|x)[rcovo(x, y)]
]

= πθ(t)(y
′|x)2

∑
y/∈Y−

πθ(t)(y|x)(rcovo(x, y
′)− rcovo(x, y))

+ πθ(t)(y
′|x)2

∑
y∈Y−

πθ(t)(y|x)(rcovo(x, y
′)− rcovo(x, y)).

(57)

According to the definition of Y−, we have rcovo(x, y
′) − rcovo(x, y) = 0 for any y /∈ Y− and

rcovo(x, y
′)− Ey∼πθ(t)(·|x)[rcovo(x, y)] ≤ 1 for y ∈ Y−, the above equation leads to:

B ≤ πθ(t)(y
′|x)2 ≤ πθ(t)(y

′|x). (58)
By deriving the lower bound and upper bound of terms A and B respectively, we obtain the lower
bound of Eq. (53):

d

dt
πθ(t)(Y+|x) ≥ (1− ρ)

∑
y∈Y+

πθ(t)(y|x)2(σ − πθ(t)(Y−|x))− ρ · πθ(t)(Y−|x)

≥ (1− ρ)

|Y+|
(σ − πθ(t)(Y−|x))πθ(t)(Y+|x)2 − πθ(t)(Y−|x).

(59)

From Lemma 2, we know that

πθ(t)(Y−|x) ≤ πθ(0)(Y−|x) · exp (2T ′) =
σ(1− ρ)πθ(0)(Y+|x)2

4|Y+|
≤ σ

4
≤ σ

2
. (60)

Substituting the above inequality into Eq. (59), we obtain:
d

dt
πθ(t)(Y+|x) ≥ (1− ρ)σ

4|Y+|
πθ(t)(Y+|x)2. (61)

Denote π(t) = πθ(t)(Y+ | x), we can rewrite Eq. (61) as:

dπ(t)

dt
≥ (1− ρ)σ

4|Y+|
π(t)2. (62)

We divide both sides of the equation by π(t)2 and get:
1

π(t)2
dπ(t)

dt
≥ (1− ρ)σ

4|Y+|
=⇒ d

dt

(
1

π(t)

)
≥ (1− ρ)σ

4|Y+|
. (63)

Next, we integrate both sides of the inequality. Assume that π(t) evolves from its initial value π(0)
at time t = 0 to the value ρ at some time t = T ′. The integration becomes:∫ T ′

0

d

dt

[
π(t)−1

]
dt ≥

∫ T ′

0

(1− ρ)σ

4|Y+|
dt. (64)

Substituting the results of both integrals into the inequality, we get:
1

π(0)
− 1

ρ
≥ (1− ρ)σ

4|Y+|
T ′. (65)

Finally, solving for T ′ we obtain:

T ′ ≤ 4|Y+|
(1− ρ)σ

(
1

π(0)
− 1

ρ

)
=

4|Y+|
(1− ρ)σ

(
1

πθ(0)(Y+|x)
− 1

ρ

)
= O(π0(y

γ |x)−1). (66)

This inequality indicates that when t = T ′, πθ(t)(Y+|x) ≥ ρ, which means the increase by γ of the
real reward. Then we complete the proof.
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Algorithm 1 Intrinsic Reward Computation
Input: G: The number of trajectories in a group with the same answer

D1,D2, ...,DG ∈ RT×K : Distance Matrix of all trajectories
1: rLint ← 0
2: for i← 0 to G− 1 do
3: Con← 0
4: Vol← 0
5: VG ← 0
6: for t← 0 to T − 1 do
7: if D[t, 0] == minD[t, :] then
8: Con← Con + 1/T
9: else

10: Vol← t/T
11: end if
12: end for
13: rLint ← rLint + Con−Vol
14: VG ← VG + [Con · cos(Vol),Con · sin(Vol)]
15: end for
16: rLint ← rLint/G
17: rVint ← ∥VG∥2/G
Output: rLint, r

V
int

Algorithm 2 Curiosity Reward Computation
Input: T : The number of intermediate reasoning states in a trajectory

s1, s2, ..., sT : All intermediate reasoning states
1: rcur ← 0
2: for i← 0 to T − 1 do
3: Distance← 0
4: P = []
5: for t← len(si) to len(si+1) do
6: logprob = log πθ(si+1[t]|si+1[: t])
7: Distance← Distance + logprob
8: P.append(logprob)
9: end for

10: Distance← Distance/(len(si+1)− len(si))
11: KLP = ln[KL(P,U) + 1]
12: rcur ← rcur +Distance−KLP
13: end for
14: rcur ← rcur/T
Output: rcur

C Algorithm: Reward Computation

To facilitate reproducibility, we provide the detailed algorithm for computing intrinsic reward and
curiosity reward in Algorithm 1 and Algorithm 2, respectively.

D Datasets Details

We select six datasets in three different domains for evaluation in our experiments, and list details
about our evaluation datasets in Table 10. We briefly describe the information of each dataset.

D.1 Training

The training dataset of Open-Reasoner-Zero [17] comprises public data from various sources, includ-
ing AIME (up to 2023), MATH [14], Numina-Math collection [24], Tulu3 MATH [23], OpenR1-
Math-220k [2] and other opensource datasets. It also includes additional synthesized reasoning tasks
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using programmatic approaches to augment the dataset. Note that most of our training dataset was
released after Qwen2.5 series, making our training data a comparatively clean starting point for RL
experiments to avoid potential data contamination [53].

D.2 Evaluation
• Mathematical Domain: MATH-500 [26] dataset contains 500 high school–level math problems,

covering 7 major areas such as precalculus, algebra, and number theory. GSM8K [7] contains
1319 elementary school math problems, each requiring 2 to 8 steps to solve and mainly involving
basic arithmetic operations. The AMC–233 dataset contains 40 high school–level math competition
problems, which are challenging and diverse in form. Olympiad Bench [12] includes challenging
math problems sourced from international Olympiads, Chinese Olympiads, and the Chinese College
Entrance Examination.

• Commonsense Domain: MMLU-Pro [50] covers a wide range of fields, including natural sciences,
social sciences, humanities, and some interdisciplinary content, which can effectively assess both
the knowledge base and reasoning abilities of LLMs. CommonsenseQA [45] mainly includes a
series of commonsense questions involving various aspects such as daily life, social culture, and
natural phenomena, which aim to assess LLM’s understanding of commonsense knowledge.

• Science Domain: GPQA [39] is a multiple-choice, Q&A dataset of very hard questions written
and validated by experts in biology, physics, and chemistry, which measures LLM’s knowledge
and reasoning capabilities in scientific fields.

Table 10: The detailed information of seven evaluation datasets.

Dataset # Train # Test # Domain

MATH 7500 5000 Mathematics
GSM8K 7473 1319 Mathematics

Olympiad Bench - 675 Mathematics
AMC - 40 Mathematics

MMLU-Pro - 12032 Commonsense
CommonsenseQA 9741 1140 Commonsense

GPQA - 448 Science

E Case study

Here we provide a detailed reasoning case showing the reasoning trajectories change before and after
training.

Case study: Initial Qwen2.5-3B-Instruct

# Problem: The coordinates of a parallelogram are (5, 3), (6, 8), (7, 4) and (x, y) and x > 7. What is the
value of x+ y?

# Output: To determine the coordinates of the fourth vertex of the parallelogram, we need to utilize the
property that the diagonals of a parallelogram bisect each other. This means that the midpoint of one
diagonal is the same as the midpoint of the other diagonal.Let’s denote the four vertices of the parallelogram
as A(5, 3), B(6, 8), C(7, 4), and D(x, y).First, we calculate the midpoint of diagonal AC. The formula
for the midpoint of a line segment with endpoints (x1, y1) and (x2, y2) is

(
x1+x2

2
, y1+y2

2

)
.Using vertices

A(5, 3) and C(7, 4):

MAC =

(
5 + 7

2
,
3 + 4

2

)
=

(
12

2
,
7

2

)
= (6, 3.5)

Now, we need to find the midpoint of diagonal BD and set it equal to MAC . Using vertices B(6, 8) and
D(x, y):

MBD =

(
6 + x

2
,
8 + y

2

)
Since MBD = MAC = (6, 3.5), we can set up two equations:

3https://huggingface.co/datasets/AI-MO/aimo-validation-amc
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6 + x

2
= 6

8 + y

2
= 3.5

We solve these equations sequentially. For the x-coordinate:

6 + x

2
= 6

Multiply both sides by 2:

6 + x = 12

Subtract 6 from both sides:

x = 6

But we know that x > 7, so this is not a valid solution for x. For the y-coordinate:

8 + y

2
= 3.5

Multiply both sides by 2:

8 + y = 7

Subtract 8 from both sides:

y = −1

The values x = 13 and y = −1 satisfy the conditions x > 7 and align with the previous midpoint
calculation. Therefore, the sum of x+ y is:

x+ y = 13 + (−1) = 12

The final answer is:

12

Case study: Qwen2.5-3B-Instruct Trained by CoVo

# Problem: The coordinates of a parallelogram are (5, 3), (6, 8), (7, 4) and (x, y) and x > 7. What is the
value of x+ y?

# Output: To determine the coordinates of the fourth vertex of the parallelogram, we can use the property
that the diagonals of a parallelogram bisect each other. This means that the midpoint of one diagonal is the
same as the midpoint of the other diagonal.
The given vertices of the parallelogram are A = (5, 3), B = (6, 8), and C = (7, 4). Let the fourth vertex
be D = (x, y). The midpoint of diagonal AC is given by:(

5 + 7

2
,
3 + 4

2

)
=

(
12

2
,
7

2

)
=

(
6,

7

2

)
The midpoint of diagonal BD is given by: (

6 + x

2
,
8 + y

2

)
Since the midpoints of the diagonals are the same, we have:(

6 + x

2
,
8 + y

2

)
=

(
6,

7

2

)
This gives us two equations:

6 + x

2
= 6 and

8 + y

2
=

7

2
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Solving the first equation for x:

6 + x

2
= 6 =⇒ 6 + x = 12 =⇒ x = 6

However, we are given that x > 7, so x = 6 is not a valid solution under the given condition. Let’s solve
the second equation for y:

8 + y

2
=

7

2
=⇒ 8 + y = 7 =⇒ y = −1

Since x > 7 is a condition that must be satisfied, we need to re-evaluate the problem with the condition
x > 7. The correct approach is to use the vector property of parallelograms. The vector from A to C is the
same as the vector from B to D. The vector from A to C is:

(7− 5, 4− 3) = (2, 1)

Therefore, the vector from B to D is also (2, 1). Since B = (6, 8), the coordinates of D are:

(x, y) = (6 + 2, 8 + 1) = (8, 9)

Thus, the value of x+ y is:

x+ y = 8 + 9 = 17

The final answer is:

17

F Broader Impact

Our work introduces CoVo, a novel self-rewarding reinforcement learning framework that enables
Large Language Models (LLMs) to improve their reasoning capabilities without relying on human-
annotated labels or pretrained reward models. It has the potential to enhance reasoning quality in
scenarios with limited labels, such as scientific education, programming, healthcare, and beyond. The
intrinsic reward mechanism also encourages models to develop more coherent and logically grounded
reasoning processes, which may contribute to improved model interpretability and robustness.
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NeurIPS Paper Checklist

1. Claims
Question: Do the main claims made in the abstract and introduction accurately reflect the
paper’s contributions and scope?

Answer: [Yes]

Justification: See abstract and introduction.

Guidelines:

• The answer NA means that the abstract and introduction do not include the claims
made in the paper.

• The abstract and/or introduction should clearly state the claims made, including the
contributions made in the paper and important assumptions and limitations. A No or
NA answer to this question will not be perceived well by the reviewers.

• The claims made should match theoretical and experimental results, and reflect how
much the results can be expected to generalize to other settings.

• It is fine to include aspirational goals as motivation as long as it is clear that these goals
are not attained by the paper.

2. Limitations
Question: Does the paper discuss the limitations of the work performed by the authors?

Answer: [Yes]

Justification: See Appendix A.

Guidelines:

• The answer NA means that the paper has no limitation while the answer No means that
the paper has limitations, but those are not discussed in the paper.

• The authors are encouraged to create a separate "Limitations" section in their paper.
• The paper should point out any strong assumptions and how robust the results are to

violations of these assumptions (e.g., independence assumptions, noiseless settings,
model well-specification, asymptotic approximations only holding locally). The authors
should reflect on how these assumptions might be violated in practice and what the
implications would be.

• The authors should reflect on the scope of the claims made, e.g., if the approach was
only tested on a few datasets or with a few runs. In general, empirical results often
depend on implicit assumptions, which should be articulated.

• The authors should reflect on the factors that influence the performance of the approach.
For example, a facial recognition algorithm may perform poorly when image resolution
is low or images are taken in low lighting. Or a speech-to-text system might not be
used reliably to provide closed captions for online lectures because it fails to handle
technical jargon.

• The authors should discuss the computational efficiency of the proposed algorithms
and how they scale with dataset size.

• If applicable, the authors should discuss possible limitations of their approach to
address problems of privacy and fairness.

• While the authors might fear that complete honesty about limitations might be used by
reviewers as grounds for rejection, a worse outcome might be that reviewers discover
limitations that aren’t acknowledged in the paper. The authors should use their best
judgment and recognize that individual actions in favor of transparency play an impor-
tant role in developing norms that preserve the integrity of the community. Reviewers
will be specifically instructed to not penalize honesty concerning limitations.

3. Theory assumptions and proofs
Question: For each theoretical result, does the paper provide the full set of assumptions and
a complete (and correct) proof?

Answer: [Yes]
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Justification: See Appendix B.
Guidelines:

• The answer NA means that the paper does not include theoretical results.
• All the theorems, formulas, and proofs in the paper should be numbered and cross-

referenced.
• All assumptions should be clearly stated or referenced in the statement of any theorems.
• The proofs can either appear in the main paper or the supplemental material, but if

they appear in the supplemental material, the authors are encouraged to provide a short
proof sketch to provide intuition.

• Inversely, any informal proof provided in the core of the paper should be complemented
by formal proofs provided in appendix or supplemental material.

• Theorems and Lemmas that the proof relies upon should be properly referenced.
4. Experimental result reproducibility

Question: Does the paper fully disclose all the information needed to reproduce the main ex-
perimental results of the paper to the extent that it affects the main claims and/or conclusions
of the paper (regardless of whether the code and data are provided or not)?
Answer: [Yes]
Justification: See Section 4.1, Appendix A and Appendix C.
Guidelines:

• The answer NA means that the paper does not include experiments.
• If the paper includes experiments, a No answer to this question will not be perceived

well by the reviewers: Making the paper reproducible is important, regardless of
whether the code and data are provided or not.

• If the contribution is a dataset and/or model, the authors should describe the steps taken
to make their results reproducible or verifiable.

• Depending on the contribution, reproducibility can be accomplished in various ways.
For example, if the contribution is a novel architecture, describing the architecture fully
might suffice, or if the contribution is a specific model and empirical evaluation, it may
be necessary to either make it possible for others to replicate the model with the same
dataset, or provide access to the model. In general. releasing code and data is often
one good way to accomplish this, but reproducibility can also be provided via detailed
instructions for how to replicate the results, access to a hosted model (e.g., in the case
of a large language model), releasing of a model checkpoint, or other means that are
appropriate to the research performed.

• While NeurIPS does not require releasing code, the conference does require all submis-
sions to provide some reasonable avenue for reproducibility, which may depend on the
nature of the contribution. For example
(a) If the contribution is primarily a new algorithm, the paper should make it clear how

to reproduce that algorithm.
(b) If the contribution is primarily a new model architecture, the paper should describe

the architecture clearly and fully.
(c) If the contribution is a new model (e.g., a large language model), then there should

either be a way to access this model for reproducing the results or a way to reproduce
the model (e.g., with an open-source dataset or instructions for how to construct
the dataset).

(d) We recognize that reproducibility may be tricky in some cases, in which case
authors are welcome to describe the particular way they provide for reproducibility.
In the case of closed-source models, it may be that access to the model is limited in
some way (e.g., to registered users), but it should be possible for other researchers
to have some path to reproducing or verifying the results.

5. Open access to data and code
Question: Does the paper provide open access to the data and code, with sufficient instruc-
tions to faithfully reproduce the main experimental results, as described in supplemental
material?
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Answer: [Yes]
Justification: See code link in abstract and Appendix D.
Guidelines:

• The answer NA means that paper does not include experiments requiring code.
• Please see the NeurIPS code and data submission guidelines (https://nips.cc/
public/guides/CodeSubmissionPolicy) for more details.

• While we encourage the release of code and data, we understand that this might not be
possible, so “No” is an acceptable answer. Papers cannot be rejected simply for not
including code, unless this is central to the contribution (e.g., for a new open-source
benchmark).

• The instructions should contain the exact command and environment needed to run to
reproduce the results. See the NeurIPS code and data submission guidelines (https:
//nips.cc/public/guides/CodeSubmissionPolicy) for more details.

• The authors should provide instructions on data access and preparation, including how
to access the raw data, preprocessed data, intermediate data, and generated data, etc.

• The authors should provide scripts to reproduce all experimental results for the new
proposed method and baselines. If only a subset of experiments are reproducible, they
should state which ones are omitted from the script and why.

• At submission time, to preserve anonymity, the authors should release anonymized
versions (if applicable).

• Providing as much information as possible in supplemental material (appended to the
paper) is recommended, but including URLs to data and code is permitted.

6. Experimental setting/details
Question: Does the paper specify all the training and test details (e.g., data splits, hyper-
parameters, how they were chosen, type of optimizer, etc.) necessary to understand the
results?
Answer: [Yes]
Justification: See Appendix A.
Guidelines:

• The answer NA means that the paper does not include experiments.
• The experimental setting should be presented in the core of the paper to a level of detail

that is necessary to appreciate the results and make sense of them.
• The full details can be provided either with the code, in appendix, or as supplemental

material.
7. Experiment statistical significance

Question: Does the paper report error bars suitably and correctly defined or other appropriate
information about the statistical significance of the experiments?
Answer: [Yes]
Justification: See Section 4.3.
Guidelines:

• The answer NA means that the paper does not include experiments.
• The authors should answer "Yes" if the results are accompanied by error bars, confi-

dence intervals, or statistical significance tests, at least for the experiments that support
the main claims of the paper.

• The factors of variability that the error bars are capturing should be clearly stated (for
example, train/test split, initialization, random drawing of some parameter, or overall
run with given experimental conditions).

• The method for calculating the error bars should be explained (closed form formula,
call to a library function, bootstrap, etc.)

• The assumptions made should be given (e.g., Normally distributed errors).
• It should be clear whether the error bar is the standard deviation or the standard error

of the mean.
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• It is OK to report 1-sigma error bars, but one should state it. The authors should
preferably report a 2-sigma error bar than state that they have a 96% CI, if the hypothesis
of Normality of errors is not verified.

• For asymmetric distributions, the authors should be careful not to show in tables or
figures symmetric error bars that would yield results that are out of range (e.g. negative
error rates).

• If error bars are reported in tables or plots, The authors should explain in the text how
they were calculated and reference the corresponding figures or tables in the text.

8. Experiments compute resources
Question: For each experiment, does the paper provide sufficient information on the com-
puter resources (type of compute workers, memory, time of execution) needed to reproduce
the experiments?
Answer: [Yes]
Justification: See Section 5.3 and Appendix A.
Guidelines:

• The answer NA means that the paper does not include experiments.
• The paper should indicate the type of compute workers CPU or GPU, internal cluster,

or cloud provider, including relevant memory and storage.
• The paper should provide the amount of compute required for each of the individual

experimental runs as well as estimate the total compute.
• The paper should disclose whether the full research project required more compute

than the experiments reported in the paper (e.g., preliminary or failed experiments that
didn’t make it into the paper).

9. Code of ethics
Question: Does the research conducted in the paper conform, in every respect, with the
NeurIPS Code of Ethics https://neurips.cc/public/EthicsGuidelines?
Answer: [Yes]
Justification: The work adheres fully to the NeurIPS Code of Ethics.
Guidelines:

• The answer NA means that the authors have not reviewed the NeurIPS Code of Ethics.
• If the authors answer No, they should explain the special circumstances that require a

deviation from the Code of Ethics.
• The authors should make sure to preserve anonymity (e.g., if there is a special consid-

eration due to laws or regulations in their jurisdiction).
10. Broader impacts

Question: Does the paper discuss both potential positive societal impacts and negative
societal impacts of the work performed?
Answer: [Yes]
Justification: See Appendix F.
Guidelines:

• The answer NA means that there is no societal impact of the work performed.
• If the authors answer NA or No, they should explain why their work has no societal

impact or why the paper does not address societal impact.
• Examples of negative societal impacts include potential malicious or unintended uses

(e.g., disinformation, generating fake profiles, surveillance), fairness considerations
(e.g., deployment of technologies that could make decisions that unfairly impact specific
groups), privacy considerations, and security considerations.

• The conference expects that many papers will be foundational research and not tied
to particular applications, let alone deployments. However, if there is a direct path to
any negative applications, the authors should point it out. For example, it is legitimate
to point out that an improvement in the quality of generative models could be used to
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generate deepfakes for disinformation. On the other hand, it is not needed to point out
that a generic algorithm for optimizing neural networks could enable people to train
models that generate Deepfakes faster.

• The authors should consider possible harms that could arise when the technology is
being used as intended and functioning correctly, harms that could arise when the
technology is being used as intended but gives incorrect results, and harms following
from (intentional or unintentional) misuse of the technology.

• If there are negative societal impacts, the authors could also discuss possible mitigation
strategies (e.g., gated release of models, providing defenses in addition to attacks,
mechanisms for monitoring misuse, mechanisms to monitor how a system learns from
feedback over time, improving the efficiency and accessibility of ML).

11. Safeguards
Question: Does the paper describe safeguards that have been put in place for responsible
release of data or models that have a high risk for misuse (e.g., pretrained language models,
image generators, or scraped datasets)?

Answer: [NA]

Justification: This work does not involve risks for misuse.

Guidelines:

• The answer NA means that the paper poses no such risks.
• Released models that have a high risk for misuse or dual-use should be released with

necessary safeguards to allow for controlled use of the model, for example by requiring
that users adhere to usage guidelines or restrictions to access the model or implementing
safety filters.

• Datasets that have been scraped from the Internet could pose safety risks. The authors
should describe how they avoided releasing unsafe images.

• We recognize that providing effective safeguards is challenging, and many papers do
not require this, but we encourage authors to take this into account and make a best
faith effort.

12. Licenses for existing assets
Question: Are the creators or original owners of assets (e.g., code, data, models), used in
the paper, properly credited and are the license and terms of use explicitly mentioned and
properly respected?

Answer: [Yes]

Justification: The assets utilized in this paper are appropriately referenced and accessible to
the public.

Guidelines:

• The answer NA means that the paper does not use existing assets.
• The authors should cite the original paper that produced the code package or dataset.
• The authors should state which version of the asset is used and, if possible, include a

URL.
• The name of the license (e.g., CC-BY 4.0) should be included for each asset.
• For scraped data from a particular source (e.g., website), the copyright and terms of

service of that source should be provided.
• If assets are released, the license, copyright information, and terms of use in the

package should be provided. For popular datasets, paperswithcode.com/datasets
has curated licenses for some datasets. Their licensing guide can help determine the
license of a dataset.

• For existing datasets that are re-packaged, both the original license and the license of
the derived asset (if it has changed) should be provided.

• If this information is not available online, the authors are encouraged to reach out to
the asset’s creators.

13. New assets
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Question: Are new assets introduced in the paper well documented and is the documentation
provided alongside the assets?
Answer: [NA]
Justification:
Guidelines:

• The answer NA means that the paper does not release new assets.
• Researchers should communicate the details of the dataset/code/model as part of their

submissions via structured templates. This includes details about training, license,
limitations, etc.

• The paper should discuss whether and how consent was obtained from people whose
asset is used.

• At submission time, remember to anonymize your assets (if applicable). You can either
create an anonymized URL or include an anonymized zip file.

14. Crowdsourcing and research with human subjects
Question: For crowdsourcing experiments and research with human subjects, does the paper
include the full text of instructions given to participants and screenshots, if applicable, as
well as details about compensation (if any)?
Answer: [NA]
Justification: This work does not involve research with human subjects.
Guidelines:

• The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

• Including this information in the supplemental material is fine, but if the main contribu-
tion of the paper involves human subjects, then as much detail as possible should be
included in the main paper.

• According to the NeurIPS Code of Ethics, workers involved in data collection, curation,
or other labor should be paid at least the minimum wage in the country of the data
collector.

15. Institutional review board (IRB) approvals or equivalent for research with human
subjects
Question: Does the paper describe potential risks incurred by study participants, whether
such risks were disclosed to the subjects, and whether Institutional Review Board (IRB)
approvals (or an equivalent approval/review based on the requirements of your country or
institution) were obtained?
Answer: [NA]
Justification:
Guidelines:

• The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

• Depending on the country in which research is conducted, IRB approval (or equivalent)
may be required for any human subjects research. If you obtained IRB approval, you
should clearly state this in the paper.

• We recognize that the procedures for this may vary significantly between institutions
and locations, and we expect authors to adhere to the NeurIPS Code of Ethics and the
guidelines for their institution.

• For initial submissions, do not include any information that would break anonymity (if
applicable), such as the institution conducting the review.

16. Declaration of LLM usage
Question: Does the paper describe the usage of LLMs if it is an important, original, or
non-standard component of the core methods in this research? Note that if the LLM is used
only for writing, editing, or formatting purposes and does not impact the core methodology,
scientific rigorousness, or originality of the research, declaration is not required.
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Answer: [NA]
Justification: The LLM is used only for writing and formatting purposes and does not impact
the core methodology or originality of this research.
Guidelines:

• The answer NA means that the core method development in this research does not
involve LLMs as any important, original, or non-standard components.

• Please refer to our LLM policy (https://neurips.cc/Conferences/2025/LLM)
for what should or should not be described.
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