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passage: Ensuring Completeness and Responsiveness of Public
SPARQL Endpoints with SPARQL ContinuationQueries

Anonymous Author(s)

Abstract

Being able to query online public knowledge graphs such as Wiki-
data or DBpedia is extremely valuable. However, these queries can
be interrupted due to the fair use policies enforced by SPARQL end-
point providers, leading to incomplete results. While these policies
help maintain the responsiveness of public SPARQL endpoints, they
compromise the completeness of query results, which limits the fea-
sibility of various downstream tasks. Ideally, we should not have to
choose between completeness and responsiveness. To address this
issue, we introduce and formalize the concept of SPARQL continua-

tion queries. When a SPARQL endpoint interrupts a query, it returns
partial results along with a SPARQL continuation query to retrieve
the remaining results. If the continuation query is also interrupted,
the process repeats, generating further continuation queries until
the complete results are obtained. In our experimentation, we show
that our continuation server passage ensures completeness and
responsiveness while delivering high performance.
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1 Introduction

Context and motivation: Linked Open Data (LOD) principles
have led to the publication of billions of RDF triples [8, 24]. The
ability to query online public SPARQL endpoints such as Wikidata
or DBpedia is extremely valuable. However, SPARQL queries are
often too long or complex, which violates the fair use policy applied
by public SPARQL endpoint providers [4]. While these policies
are mandatory to ensure service responsiveness, they compromise
the completeness of query results, wasting resources to compute
incomplete queries.
To illustrate, consider the query Q1 of Figure 1 that retrieves the
women leading cities in Europe. This query times out on Wikidata
after 60 seconds, returning only partial results. The partial results of
Q1 remain useless for answering the query. When completeness is
not ensured, many downstream tasks, such as processing aggregate
queries [12], creating portals [15], indexing [18], or computing
summaries for federation engines [21], cannot be performed.

Permission to make digital or hard copies of all or part of this work for personal or
classroom use is granted without fee provided that copies are not made or distributed
for profit or commercial advantage and that copies bear this notice and the full citation
on the first page. Copyrights for components of this work owned by others than the
author(s) must be honored. Abstracting with credit is permitted. To copy otherwise, or
republish, to post on servers or to redistribute to lists, requires prior specific permission
and/or a fee. Request permissions from permissions@acm.org.
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© 2024 Copyright held by the owner/author(s). Publication rights licensed to ACM.
ACM ISBN 978-x-xxxx-xxxx-x/YY/MM
https://doi.org/10.1145/nnnnnnn.nnnnnnn

SELECT ?mayor WHERE {
?country wdt:P30 wd:Q46. # countries of Europe |tp1|=30650
?city wdt:P17 ?country. # and their cities |tp2|=17913461
?city wdt:P6 ?mayor. # whose mayor |tp3|=32464
?mayor wdt:P21 wd:Q6581072 } # is a woman |tp4|=2433035

Figure 1: The Query𝑄1 about women leading cities in Europe

times out after 60 seconds on Wikidata.

Related works: Different approaches have been proposed to en-
sure both completeness and responsiveness: Linked Data Fragments
(LDF) [14, 27] and variants [1, 13], web preemption principle [19],
Smart-KG [7] or WiseKG [6]. All these approaches deliver different
trade-offs in terms of performance but raise two important issues:
the execution time of a single query can be seriously impacted com-
pared to current SPARQL engines, and more importantly, they are
not compliant with SPARQL endpoints, which is a strong limitation
for adoption. The research question is how to provide a SPARQL
endpoint able to deliver completeness, responsiveness, and high
performance.

Approach and contributions: Inspired by the concept of con-
tinuations in programming languages and web [22, 25], we intro-
duce the notion of SPARQL continuation queries. The idea is simple:
when a SPARQL endpoint server reaches its time quota, it returns
partial results along with a SPARQL query designed to return miss-
ing results, i.e., a continuation query. If the user wants to obtain
missing results, she sends the continuation query to the SPARQL
server, which may return partial results and another continuation
query. The complete results of the original query are obtained by
combining the partial results from all continuation queries. To the
best of our knowledge, this is the first proposal to combine respon-
siveness, completeness, and compliance with the SPARQL standard.
The contributions of this paper are as follows:

• We introduce and formalize the concept of continuation
queries and define the continuation query problem.

• We propose passage as a solution to the continuation query
problem. We provide a formal framework that models par-
tial executions and continuous evaluations. We prove its
correctness and termination, and we analyze its complexity.

• We developed a SPARQL query engine built on the Blaze-
graph storage system, capable of executing core SPARQL
queries with continuations. The remaining SPARQL opera-
tors are executed through the Comunica smart client [26].

• We compare the performance of passage against state-of-
the-art SPARQL engines on the Wikidata benchmark [3].
Experimental results show that passage achieves perfor-
mance comparable to Blazegraph and outperforms Apache
Jena while ensuring completeness and responsiveness.

This paper is organized as follows: Section 2 defines the contin-
uation query problem. Section 3 presents passage, our approach

1

https://doi.org/10.1145/nnnnnnn.nnnnnnn
https://doi.org/10.1145/nnnnnnn.nnnnnnn
https://doi.org/10.1145/nnnnnnn.nnnnnnn


117

118

119

120

121

122

123

124

125

126

127

128

129

130

131

132

133

134

135

136

137

138

139

140

141

142

143

144

145

146

147

148

149

150

151

152

153

154

155

156

157

158

159

160

161

162

163

164

165

166

167

168

169

170

171

172

173

174

Conference’17, July 2017, Washington, DC, USA Anon.

175

176

177

178

179

180

181

182

183

184

185

186

187

188

189

190

191

192

193

194

195

196

197

198

199

200

201

202

203

204

205

206

207

208

209

210

211

212

213

214

215

216

217

218

219

220

221

222

223

224

225

226

227

228

229

230

231

232

for solving the continuation query problem. Section 4 reviews the
state-of-the-art SPARQL query engines that ensure both respon-
siveness and completeness. Section 5 presents our experimental
results. Section 6 concludes and outlines future work.

2 The Continuation Query Problem

Weassume that the reader is familiar with RDF and core SPARQL [17,
20], i.e. triple patterns, basic graph patterns, joins, unions, filters,
and optionals. SPARQL evaluation semantics are detailed in [17, 20].
In short, the evaluation of a SPARQL query 𝑄 over a graph 𝐺 is
defined as a function J𝑄K

𝐺
which returns a bag of mappings.

The key idea of our approach is quite simple: when a SPARQL
endpoint has to interrupt a query, instead of only returning par-
tial results, it also returns a continuation query that can compute
missing results.

Definition 2.1 (Continuation query). Let T𝑄U
𝐺
be a partial evalua-

tion function of𝑄 over𝐺 , i.e., it returns partial results. The SPARQL
continuation query 𝑄𝑐 of T𝑄U

𝐺
returns the missing results of 𝑄

over 𝐺 : J𝑄K
𝐺
= T𝑄U

𝐺
⊎ J𝑄𝑐K𝐺 .

Problem 1 (Continuation qeries). As continuation queries

might be longer than allowed by time quotas, the problem is: how to

compute a finite sequence of continuation queries 𝑄1
𝑐 , . . . , 𝑄

𝑛
𝑐 , where

𝑄𝑖+1
𝑐 is the continuation query of𝑄𝑖

𝑐 , and𝑄
1
𝑐 the continuation query of

𝑄 , such that it provides correct and complete results: J𝑄K
𝐺
= T𝑄U

𝐺

⊎
1≤𝑖≤𝑛

T𝑄𝑖
𝑐U𝐺 .

3 passage: SPARQL Continuation Queries

passage overhauls the notion of partial evaluation to include con-
tinuation queries that allow retrieving the remaining results of a
partial evaluation.

Like the traditional SPARQL evaluation [17, 20], the continous
evaluation of a query 𝑄 over a graph 𝐺 includes an additional pa-
rameter: a bag of mappings Ω that represents intermediate results
(also called environment [17]). Initially, Ω is a singleton set contain-
ing the empty mapping 𝜇∅ with an empty domain that is compatible
with any mapping. Therefore, L𝑄M𝜇∅

𝐺
corresponds to the evaluation

of the query without restrictions J𝑄K
𝐺
.

Definition 3.1 (Continuous evaluation L𝑄MΩ
𝐺
). The continuous eval-

uation of a query 𝑄 over a graph 𝐺 with a bag of mappings Ω as
an environment, denoted L𝑄MΩ

𝐺
, returns (Ω𝑝 , 𝑄𝑐 ). Ω𝑝 is a partial

query result, i.e., a bag of solution mappings compatible with Ω
(Ω𝑝 ⊆ Ω ⊲⊳ J𝑄K

𝐺
) and 𝑄𝑐 is 𝑄’s continuation query, such that

Ω ⊲⊳ J𝑄K
𝐺
= Ω𝑝 ⊎ J𝑄𝑐K𝐺 .

3.1 Requirement

The rewriting rules that create continuation queries of passage rely
on the assumption that the evaluation of a triple pattern is determin-
istic and returns a list of mappings: JtpK𝜇

𝐺
= [𝜇1, . . . 𝜇card(JtpK

𝐺
⊲⊳ 𝜇 ) ].

While this constraint on triple pattern evaluations is stronger than
SPARQL’s [5], many SPARQL engines such as Blazegraph or Apache
Jena rely on data structures such as B-Trees that already return
such a list of elements deterministically.

With this assumption, the evaluation of a Slice of triple pattern
also becomes deterministic and returns a list of mappings. Then, a

wd:Q5

wd:H1

wd:H2

wd:H3

wd:O1

wd:O2

wd:O3

wdt
:P3

1

wdt:P31

wdt:P31

wdt
:P1

06

wdt:P106

wdt:P106

Figure 2: An example of graph comprising 6 triples about

humans (wd:Q5) and occupations (wdt:P106).

solution to the continuation queries problem for triple patterns con-
sists of evaluating disjoint slices of the triple pattern and concate-
nate their lists of solution mappings as: JtpK𝜇

𝐺
= JSlice(tp, 0, 𝑖)K𝜇

𝐺
·

JSlice(tp, 𝑖, card(JtpK
𝐺
⊲⊳ 𝜇) − 𝑖)K𝜇

𝐺
where 0 ≤ 𝑖 < card(JtpK

𝐺
⊲⊳ 𝜇).

3.2 Core SPARQL Evaluation

Core SPARQL includes triple patterns, joins, unions, optionals, and
filters [20]. However, the specification of the evaluation for SPARQL
continuation queries starts with the empty case, allowing simplifi-
cation of logical plans:

Definition 3.2 (Empty continuation L𝑃M∅
𝐺
and L{}MΩ

𝐺
). Let 𝑃 be a

graph pattern, and Ω be a bag of mappings, the evaluation of:
• an empty environment is L𝑃M∅

𝐺
= (∅, {});

• an empty graph pattern is L{}MΩ
𝐺
= (Ω, {}).

The smallest unit of core SPARQL is the triple pattern, whose
evaluation produces mappings. The continuation query requires the
offset of Slice(𝑃, offset, limit), which we simplify to Slice(𝑃, offset)
when the limit equals the remaining the number of results.

Definition 3.3 (Triple pattern evaluation LtpMΩ
𝐺
). Let a triple pat-

tern evaluation JtpK𝜇
𝐺
= [𝜇1, . . . 𝜇𝑘 ] where 𝑘 = 𝑐𝑎𝑟𝑑 (JtpK

𝐺
⊲⊳ 𝜇)

and i, 0 ≤ 𝑖 ≤ 𝑘 , a point when the continuous evaluation of tp with
environment 𝜇 can be stopped. The continuous evaluation of a triple
pattern tp with an environment 𝜇 is defined as:

LtpM𝜇
𝐺
= (⦃𝜇1, . . . 𝜇𝑖⦄, Slice(Extend(𝜇, tp), 𝑖))

where Slice(Extend(𝜇, tp), 𝑖) =

{} if 𝑖 ≥ card(JtpK

𝐺
⊲⊳ 𝜇)

Extend(𝜇, tp) if 𝑖 = 0
Slice(tp, 𝑖) if 𝜇 = 𝜇∅

Definition 3.4 (Sliced triple pattern evaluation). Let a sliced triple
pattern evaluation JSlice(Extend(𝜇, tp), 𝑖)K𝜇

′

𝐺
= [𝜇𝑖+1, . . . 𝜇𝑖+𝑗 , . . . 𝜇𝑛]

where 𝑛 = card(𝜇′ ⊲⊳ 𝜇 ⊲⊳ JtpK
𝐺
), the continuous evaluation of

Slice(Extend(𝜇, tp), 𝑖) with environment 𝜇′ can be stopped at any
point 1 ≤ 𝑗 ≤ 𝑛 − 𝑖 . That is, for any 𝑗 between 1 and 𝑛 − 𝑖:

LSlice(Extend(𝜇, tp), 𝑖)M𝜇
′

𝐺
=
(⦃𝜇𝑖+1, . . . 𝜇𝑖+𝑗⦄,
Slice(Extend(𝜇, tp), 𝑖 + 𝑗))

Definition 3.5 (Extend evaluation LExtend(𝐸, 𝑃)M𝜇
𝐺
). The evalua-

tion of an extend with a mapping 𝜇 over a graph pattern 𝑃 is:

LExtend(𝜇, 𝑃)M𝜇
′

𝐺
= (𝜇 ⊲⊳ Ω𝑝 , Extend(𝜇,𝑄𝑝 )) where L𝑃M𝜇

′

𝐺
= (Ω𝑝 , 𝑄𝑝 )

LExtend(𝜇)M𝜇
′

𝐺
= LExtend(𝜇, {})M𝜇

′

𝐺

2



233

234

235

236

237

238

239

240

241

242

243

244

245

246

247

248

249

250

251

252

253

254

255

256

257

258

259

260

261

262

263

264

265

266

267

268

269

270

271

272

273

274

275

276

277

278

279

280

281

282

283

284

285

286

287

288

289

290

passage : Ensuring Completeness and Responsiveness of Public SPARQL Endpoints with SPARQL ContinuationQueries Conference’17, July 2017, Washington, DC, USA

291

292

293

294

295

296

297

298

299

300

301

302

303

304

305

306

307

308

309

310

311

312

313

314

315

316

317

318

319

320

321

322

323

324

325

326

327

328

329

330

331

332

333

334

335

336

337

338

339

340

341

342

343

344

345

346

347

348

Example 3.6. To illustrate, let us consider the Graph 𝐺𝑒𝑥 of Fig-
ure 2 that contains 6 triples, 3 triples of which are about humans:
wd:H1, wd:H2, and wd:H3. An end-user wants to enumerate all hu-
man beings in the graph with the SPARQL query:
SELECT * WHERE { ?human wdt:P31 wd:Q5 } # get all human beings

The continuous evaluation of this query LtpM𝜇∅
𝐺

where tp = (?human

wdt:P31 wd:Q5) may be interrupted at any point between 1 and
card(tp) = 3. For example, being interrupted after the first mapping
we obtain:

LtpM𝜇∅
𝐺

= (⦃{?human → wd:H1}⦄, Slice(Extend(𝜇∅, tp), 1))
= (⦃{?human → wd:H1}⦄, Slice(tp, 1))

The end-user receives a first partial result {?human → wd:H1},
along with the continuation query that corresponds to the following
SPARQL query:
SELECT * WHERE { ?human wdt:P31 wd:Q5 } OFFSET 1 # skip first result

To retrieve missing results, the end-user sends back this regular
SPARQL query. It is designed to skip the first produced result thanks
to the offset clause. Again, the continuous evaluation stops after
having computed one mapping, resulting in:

LSlice(tp, 1)M𝜇∅
𝐺

= (⦃{?human → wd:H2}⦄, Slice(tp, 2))
The end-user receives a second partial result {?human → wd:H2}
with a SPARQL continuation query corresponding to:
SELECT * WHERE { ?human wdt:P31 wd:Q5 } OFFSET 2 # skip two results

The end-user sends back this SPARQL query designed to skip the
two first results. When the continuous evaluation stops again after
having produced one mapping, the result is:

LSlice(tp, 1)M𝜇∅
𝐺

= (⦃{?human → wd:H3}⦄, Slice(tp, 3))
= (⦃{?human → wd:H3}⦄, {})

The continuation query becomes the empty graph pattern, since
the offset reached the cardinality of the triple pattern. When the
end-user receives the third result, she acknowledges that she got
correct and complete results since the last continuation query is
empty.
The solution of the continuation queries problem has not been
computed beforehand, but it is obtained from the partial executions
completed within the allowed time quota. For this example, the
sequence of continuation queries is Slice(tp, 1), Slice(tp, 2), {}. The
partial evaluation of these queries provides the two solutions that
complete the partial evaluation of tp.

Core SPARQL includes conjunctive queries with the join operator
between two graph patterns. Since the results of one side depends
on the results of the other side, we devise a general rule for envi-
ronments with multiple mappings as the union of the evaluations
over every mapping:

L𝑃MΩ𝐺 = (Ωℎ ⊎ Ω𝑡 ,Union(𝑄ℎ, 𝑄𝑡 )) where

Ω = 𝜇 ⊎ Ω𝑜

L𝑃M𝜇
𝐺
= (Ωℎ, 𝑄ℎ)

L𝑃MΩ𝑜

𝐺
= (Ω𝑡 , 𝑄𝑡 )

The evaluation of a join operator can be stopped at any point during
the evaluation of its operands. For clarity, let us assume that the
left operand is evaluated first, with the resulting mappings passed

as the environment to the right operand. Both operands could be
stopped. In this case, the continuation query of a join operator
includes the remaining evaluation of its left operand (which still
needs to be operated with the right operand ) and the remaining
evaluation of the right operand with the new environment.

Definition 3.7 (Join evaluation LJoin(𝑃𝑙 , 𝑃𝑟 )M𝜇𝐺 ). The continuous
evaluation of a join between two graph patterns 𝑃𝑙 and 𝑃𝑟 with
environment 𝜇 is:

LJoin(𝑃𝑙 , 𝑃𝑟 )M𝜇𝐺 = (Ω𝑙𝑟 , 𝑄𝑐 ) where

L𝑃𝑙 M

𝜇

𝐺
= (Ω𝑙 , 𝑄𝑙 )

L𝑃𝑟 M
Ω𝑙

𝐺
= (Ω𝑙𝑟 , 𝑄𝑙𝑟 )

𝑄𝑐 = Union(Join(𝑄𝑙 , 𝑃𝑟 ), 𝑄𝑙𝑟 )
The SPARQL continuation query of a conjunctive query includes

a union, therefore, we define the continuous evaluation of disjunc-
tions. The continuation query of a union operator unions solution
mappings and continuation queries of both operands:

Definition 3.8 (Union evaluation LUnion(𝑃𝑙 , 𝑃𝑟 )M𝜇𝐺 ). The contin-
uous evaluation of a union between two graph patterns 𝑃𝑙 and 𝑃𝑟
with a mapping 𝜇 as environment is:

LUnion(𝑃𝑙 , 𝑃𝑟 )M𝜇𝐺 = (Ω𝑙 ⊎ Ω𝑟 , 𝑄𝑐 ) where

L𝑃𝑙 M

𝜇

𝐺
= (Ω𝑙 , 𝑄𝑙 )

L𝑃𝑟 M
𝜇

𝐺
= (Ω𝑟 , 𝑄𝑟 )

𝑄𝑐 = Union(𝑄𝑙 , 𝑄𝑟 )
We consider the evaluation of basic graph patterns (BGPs) as an

instance of a join evaluation where 𝑃𝑙 is the first triple pattern and
𝑃𝑟 corresponds to the remaining triple patterns.

Example 3.9. To illustrate the evaluation of conjunctive queries,
let us consider the Graph 𝐺𝑒𝑥 of Figure 2. An end-user wants to
retrieve all human beings along with their occupations – a query
𝑄
bgp

that times out after 60 seconds on theWikidata public SPARQL
endpoint:
SELECT * WHERE {
?human wdt:P31 wd:Q5 . # tp1: all human beings
?human wdt:P106 ?occupation } # tp2: along with their occupations

The continuous evaluation of the query Join(tp1, tp2) where tp1 =
(?human wdt:P31 wd:Q5) and tp2 = (?human wdt:P106 ?occupation)
is LJoin(tp1, tp2)M

𝜇∅
𝐺
. Assuming an interruption after having read

the first mapping of tp1, the resulting continuous evaluation is:

LJoin(tp1, tp2)M
𝜇∅
𝐺

=
(∅,Union(Join(Slice(tp1), 1), tp2),

Extend({?human → wd:H1}, tp2))
The end-user receives no results yet, with a SPARQL continuation
query corresponding to:
SELECT * WHERE {
{ SELECT * WHERE { # part I
BIND ( wd:H1 AS ?human ) # skip reading the first triple
?human wdt:P106 ?occupation }

} UNION {
{ SELECT * WHERE { ?human wdt:P31 wd:Q5 } OFFSET 1 } # part IIA
?human wdt:P106 ?occupation }} # part IIB

The end-user sends back this query𝑄1
bgp

to the passage endpoint to
get complete results. Again, assuming an interruption after having
read the first mapping of tp2, the result of the continuous evaluation
is the following:

L𝑄1
bgp

M𝜇∅
𝐺

=

(⦃{?human → wd:H1, ?occupation → wd:O1}⦄,
Union(Join(Slice(tp1, 1), tp2),

Extend({?human → wd:H1}, Slice(tp2, 1))))
3
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The resulting continuation query𝑄2
bgp

is mostly similar to𝑄1
bgp

since
only the left graph pattern of the union progressed; and this graph
pattern is already a sliced triple pattern. The end-user receives a
result, and a SPARQL continuation query corresponding to:

SELECT * WHERE {
{ SELECT * WHERE { # part I

BIND ( wd:H1 AS ?human )
?human wdt:P106 ?occupation } OFFSET 1 # skip the first result

} UNION {
{ SELECT * WHERE { ?human wdt:P31 wd:Q5 } OFFSET 1 } # part IIA
?human wdt:P106 ?occupation }} # part IIB

The end-user sends back this continuation query 𝑄2
bgp

to the pas-
sage endpoint to get complete results. This time, the endpoint
manages to fully compute the query L𝑄2

bgp
M𝜇∅
𝐺

= (J𝑄2
bgp

K𝜇∅
𝐺
, {}), i.e.,

the end-user receives two additional results {?human → wd:H1,
?occupation → wd:O2} and {?human → wd:H3, ?occupation →
wd:O3}; and acknowledges query termination with the empty con-
tinuation query.

Definition 3.10 (Optional evaluation LLeftJoin(𝑃𝑙 , 𝑃𝑟 )M𝜇𝐺 ). The eval-
uation of a left join (or optional) between two graph patterns 𝑃𝑙
and 𝑃𝑟 with a mapping 𝜇 as environment is:

LLeftJoin({}, 𝑃𝑟 )M𝜇𝐺 =


(⦃𝜇⦄, {}) if L𝑃𝑟 M

𝜇

𝐺
= (∅, {})

(⦃𝜇⦄ d|><| Ω𝑟 , {}) if L𝑃𝑟 M
𝜇

𝐺
= (Ω𝑟 , {})

(∅, LeftJoin(Extend(𝜇 ),𝑄𝑟 ) ) if L𝑃𝑟 M
𝜇

𝐺
= (∅,𝑄𝑟 )

L𝑃𝑟 M
𝜇

𝐺
otherwise

LLeftJoin(𝑃𝑙 , 𝑃𝑟 )M𝜇𝐺 = (Ω𝑙𝑟 , 𝑄𝑐 )

w
he

re


L𝑃𝑙 M

𝜇

𝐺
= (Ω𝑙 , 𝑄𝑙 )

LLeftJoin({}, 𝑃𝑟 )MΩ𝑙

𝐺
= (Ω𝑙𝑟 , 𝑄𝑙𝑟 )

𝑄𝑐 = Union(LeftJoin(𝑄𝑙 , 𝑃𝑟 ), 𝑄𝑙𝑟 )

Example 3.11. To illustrate, let us consider the Graph 𝐺𝑒𝑥 of
Figure 2. An end-user wants to retrieve all human beings, and their
occupations, if they have any, with the SPARQL query 𝑄𝑜𝑝𝑡 :

SELECT * WHERE {
?human wdt:P31 wd:Q5 # tp1: all human beings
OPTIONAL { # opt: with or without

?human wdt:P106 ?occupation }} # tp2: their occupations

Assuming that the query execution is interrupted after the first
triple of tp1, the evaluation L𝑄

opt
M𝜇∅
𝐺

= LLeftJoin(tp1, tp2)M
𝜇∅
𝐺

is:

L𝑄
opt

M𝜇∅
𝐺

=

(∅,Union(LeftJoin(Extend({?human → wd:H1}),
Extend({?human → wd:H1}, tp2)),

LeftJoin(Slice(tp1, 1), tp2)))

After simplifying, the resulting continuation query 𝑄1
opt

is mostly
similar to the first continuation query 𝑄1

bgp
since the graph to ex-

plore is identical. However, Joins are replaced by LeftJoins in this
SPARQL query:

SELECT * WHERE {
{ BIND ( wd:H1 AS ?human )

OPTIONAL { ?human wdt:P106 ?occupation }
} UNION {

{ SELECT * WHERE { ?human wdt:P31 wd:Q5 } OFFSET 1 }
OPTIONAL { ?human wdt:P106 ?occupation }}}

The end-user sends back this query 𝑄1
opt

to the passage endpoint.
After reading the first triple of the second triple pattern tp2, passage

interrupts the query execution. The continuous evaluation returns:

L𝑄1
opt

M𝜇∅
𝐺

=

(⦃{?human → wd:H1, ?occupation → wd:O1}⦄,
Union(Slice(Extend({?human → wd:H1}, tp2), 1)),

LeftJoin(Slice(tp1, 1), tp2))
The end-user receives one result and a continuation query 𝑄2

opt

where the LeftJoin of the visited graph pattern became a Join since
it produced a result. Therefore, the rest of the computation cannot
return the left mapping alone anymore. 𝑄2

opt
corresponds to the

following SPARQL query:
SELECT * WHERE {
{ SELECT * WHERE {
BIND ( wd:H1 AS ?human ) # cannot be returned alone
?human wdt:P106 ?occupation } OFFSET 1 # since it became a join

} UNION {
{ SELECT * WHERE { ?human wdt:P31 wd:Q5 } OFFSET 1 }
OPTIONAL { ?human wdt:P106 ?occupation }}

After having read anothermapping for tp2, the first part of the union
is removed as it can no longer produce any result. The continuous
evaluation returns:

L𝑄2
opt

M𝜇∅
𝐺

=
(⦃{?human → wd:H1, ?occupation → wd:O2}⦄,
LeftJoin(Slice(tp1, 1), tp2)))

Then, if the evaluation continues mapping by mapping:

L𝑄3
opt

M𝜇∅
𝐺

=

(∅,Union(LeftJoin(Extend({?human → wd:H2}),
Extend({?human → wd:H2}, tp2)),

LeftJoin(Slice(tp1, 2), tp2)))

L𝑄4
opt

M𝜇∅
𝐺

=

(⦃{?human → wd:H2}⦄,
LeftJoin(Extend({?human → wd:H3},

Extend({?human → wd:H3}, tp2)))
L𝑄5

opt
M𝜇∅
𝐺

= (⦃{?human → wd:H3, ?occupation → wd:O3}⦄, {})
The continuous evaluation returned complete and correct results
with 4 results, where 1 result is about a human wd:H2 without
occupations.

Core SPARQL also includes filters to remove some solution map-
pings. We only consider expressions that do not include graph
patterns in their definition, such as not exists.

Definition 3.12 (Filter evaluation LFilter(𝐸, 𝑃)M𝜇
𝐺
). The evaluation

of a filter with an expression 𝐸 over a graph pattern 𝑃 is:

LFilter(𝐸, 𝑃)M𝜇
𝐺
= (Filter(𝐸,Ω𝑝 ), Filter(𝐸,𝑄𝑝 )) where L𝑃M𝜇

𝐺
= (Ω𝑝 , 𝑄𝑝 )

3.3 Properties of Continuation Queries

By implementing continuation queries, an endpoint becomes re-
sponsive and compliant with the SPARQL standard. It avoids con-
voy effects by interrupting query executions when they reach the
timeout threshold. However, it is crucial that it provides correct
and complete results when executing the sequence of continuation
queries.

Theorem 3.13 (Correctness). Given a SPARQL query 𝑄 =𝑄0
𝑐 ,

a sequence of continuation queries, 𝑄1
𝑐 , . . . , 𝑄

𝑛
𝑐 where 𝑄𝑖+1

𝑐 is the con-

tinuation query of 𝑄𝑖
𝑐 , and their associated partial solution map-

pings Ω𝑖
𝑐 = T𝑄𝑖−1

𝑐 U
𝐺
; the continuous evaluation provides complete

and sound results, i.e., J𝑄K
𝐺
=
⊎

1≤𝑖≤𝑛 Ω
𝑖
𝑐 .

Proof. Please refer to Appendix A. □
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For end-users to acknowledge completeness of results, and to
bound the overhead in terms of generated traffic, two issues remain:
(i) the sequence of continuation queries must be finite, (ii) and the
size of generated queries must be bounded.

Theorem 3.14 (Termination). Assuming a sequence of contin-

uations queries 𝑄1
𝑐 , . . . 𝑄

𝑖+1
𝑐 , this sequence is finite – the continuous

evaluation terminates – when at least one triple pattern in each con-

tinuation continuation query 𝑄𝑖
𝑐 progressed by returning at least one

mapping.

Proof. Please refer to Appendix B. □

To bound the overhead in terms of generated traffic, the size
of each continuation query must be bounded as well. However, as
illustrated in Examples 3.9 and 3.11, the continuation query can
comprise more triple patterns than its partially executed query.
𝑄
bgp

has 2 triple patterns, but its first continuation query𝑄1
bgp

has 3
triple patterns. We focus our analysis on a one-mapping-at-a-time
evaluation strategy where the pipeline of iterators in charge of
executing the query contains at most 1 mapping at any time.

Theorem 3.15 (Continuation Query Size). Given a query 𝑄

of size(𝑄) = 𝑛 triple patterns, the size of its continuation query 𝑄𝑐

satisfies size(𝑄𝑐 ) = O( 𝑛· (𝑛+1)2 ) if the bag of environment mappings

|Ω | used in 𝑄𝑐 to pass solution mappings from the left operand to the

right operand of joins and optionals satisfies |Ω | ≤ 1.

Proof. Please refer to Appendix C. □

Theorem 3.15 states that the continuation query size is quadrati-
cally upper-bounded by the number of triple patterns of the previ-
ous query. Therefore, to limit the expansion of continuation queries,
passage always evaluates the smallest branch of a union in terms
of the number of triple patterns. Using this smallest-branch-first
evaluation strategy, every continuation query is bounded by the
number of triple patterns in the initial query. For example, in 𝑄1

bgp
:

L𝑄1
bgp

M𝜇∅
𝐺

=

(⦃{?human → wd:H1, ?occupation → wd:O1}⦄,
Union(Join(Slice(tp1, 1), tp2),

Extend({?human → wd:H1}, Slice(tp2, 1))))

passage evaluates Extend(. . . , tp2) in priority. If interrupted dur-
ing this execution, it does not generate additional triple patterns
in the continuation query. If this triple pattern is executed com-
pletely, it is removed from the continuation query. Then, passage
prioritizes the second branch of the union that comprises 2 triple
patterns. If the query execution is interrupted, its continuation
query comprises a union between 1 triple pattern (replacing the
one that was completed), and 2 triple patterns (the current ones).
passage’s continuations queries of 𝑄

bgp
never comprise more than

size(𝑄
bgp

) · (size(𝑄
bgp

)+1)
2 = 3 triples patterns with a one-mapping-at-a-

time execution.
The one-mapping-at-a-time smallest-branch-first execution of

passage ensures that the size of every continuation query 𝑄𝑐 is
bounded by the size of initial query. The next section on experi-
mentations empirically demonstrates that not only execution times
of passage are on par with that of Blazegraph, but the size of
continuation queries remain small over the continuous executions.

4 Related Work

Different approaches have been developed to build SPARQL engines
that guarantee both responsiveness and completeness:

SPARQL endpoints. They follow the SPARQL protocol1, which
describes a means for conveying SPARQL queries and updates to a

SPARQL processing service and returning the results via HTTP to the

entity that requested them. Without setting quotas and by using a
first-come first-served execution policy [11], SPARQL endpoints
are subject to convoy effects [9]: one long-running query occupies
the server resources and prevents other queries from executing,
leading to long waiting time and degraded average completion time
for queries. From the queuing theory [23] with an M/G/1 queue,
the variance of the service time (job duration) directly impacts the
mean waiting time in a queue. Higher variance leads to longer wait-
ing times. Enforcing quotas in time on SPARQL endpoints reduces
the variance of query execution time and consequently improves
the responsiveness of the the SPARQL endpoint.
Unfortunately, if quota enforcement preserves the SPARQL end-
point responsiveness, SPARQL endpoints with quotas are no longer
delivering complete results and may waste computing resources to
provide partial results.

Restricted-interface servers. LinkedData Fragments (LDF) [14,
27] restrict a server interface to a fragment of the SPARQL algebra.
Therefore, query processing must be distributed between a smart
client as Comunica[26] in charge of operators not implemented by
the LDF server.
With Triple Pattern Fragments (TPF) [27], the LDF server only
serves pages of triple patterns. A smart client [26] decomposes the
SPARQL query into a sequence of triple pattern queries evaluated
by the TPF server. The TPF server ensures responsiveness and com-
pleteness as serving one page of results of a triple pattern can be
done in a bounded time thanks to adequate indexation. However,
compared to a traditional SPARQL engine, the execution time of
queries is significantly impacted due to the intense data transfer
between the smart client and the TPF server [19]. With brTPF [16],
the server can process a union of triple patterns. The smart client
can ask for several mappings at a time, significantly reducing the
number of calls to the server. With Star Pattern Fragments (SPF) [1],
the server can process star queries. The smart client can decom-
pose SPARQL queries into star queries and process them on the SPF
server. This strategy significantly reduces the data transfer between
the SPF server and the smart client. Whatever the approach TPF,
brTPF, or SPF, the smart client may perform joins on the client
side, generating high data transfer with a substantial impact on
performance compared to a traditional SPARQL engine. Moreover,
LDF servers are not compliant with the SPARQL endpoint standard,
limiting the adoption. Compared to LDF, passage operates as a
SPARQL endpoint and supports continuations for core SPARQL
operators. By declaring passage’s interface in Comunica [26], end-
users can execute any SPARQL query, i.e., Comunica decomposes
the query such that only core SPARQL subqueries are sent to pas-
sage.
Smart-KG [7] and WiseKG [6] combine an LDF server with pre-
defined and compressed partitions of triples. Thanks to a cost model,

1https://www.w3.org/TR/2013/REC-sparql11-protocol-20130321/
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Table 1: Average total execution time (min) for BGPs and

OPTs queries with different CPU configurations. Total repre-

sents the sum of execution times of both BGPs and OPTs.

1vCPU 4vCPU

Total BGPs OPTs Total BGPs OPTs

Blazegraph 238.86 141.17 97.69 89.21 51.49 37.72
Apache Jena 610.06 347.76 262.30 611.41 347.41 264.00
SaGe 407.12 277.92 129.20 409.11 278.83 130.28
passage 143.72 86.58 57.14 130.52 79.96 50.56
SaGe 60s 413.81 279.02 134.79 413.17 278.65 134.52
passage 60s 145.30 87.38 57.92 132.24 80.94 51.30

Table 2: Average size of continuation queries or saved plans,

and average number of continuation queries (#TO) for pas-

sage 60s or average number of suspended plans for SaGe 60s.

BGPs OPTs

size #TO/Total size #TO/Total

SaGe 60s 1.182kB 5.177/292.67 1.927kB 3.070/152.67

1v
CP

U

passage 60s 0.821kB 1.492/62.67 0.827kB 1.556/41.67
SaGe 60s 1.168kB 5.197/296 1.929kB 3.044/153.67

4v
CP

U

passage 60s 0.780kB 1.390/57 0.649kB 1.372/30.33

a smart client can process queries between TPF or SPF and down-
load a partition of triples from the server for processing on a smart
client. Using pre-defined and compressed partitions of triples can
significantly reduce the data transfer between an LDF server and a
smart client.
While using pre-defined partitions is an effective optimization tech-
nique that can be used by any smart client, it is difficult to integrate
into a standard SPARQL.

Web preemption. SaGe suspends SPARQL queries after a quan-
tum of time to return partial results with a saved physical plan [2,
12, 19]. The physical plan can be reloaded by the server, allowing it
to restart from where it had been stopped. SaGe ensures responsive-
ness and completeness for BGPs, some aggregate queries[12], and
a subset of property path queries[2]. However, SaGe is not compli-
ant with the SPARQL endpoint standard. It requires to extend the
interface of the server for re-loading saved plans.
In passage, saved plan are replaced by continuation queries that
are just regular SPARQL queries. When a saved plan is encoded and
compressed, a continuation query is just human readable. When a
new server interface is required to reload saved plan, a continuation
query is just executed as new SPARQL query, maybe with a plan
different from its previous query. Compared to SaGe, continuation
queries are defined in a formal framework allowing to express the
continuation problem, proving its correctness, its termination and
computing space complexities. Web preemption is defined at the
physical level, continuation queries are defined at the logical level.

5 Experiments Study

This experimental study aims to answer three questions empirically:

(1) What is the difference in execution time between passage
with quotas and passage without quotas?

(2) What are the average size and number of generated contin-
uation queries?

(3) How does the execution time of queries with passage com-
pare to that of representative SPARQL engines?

passage is implemented in Java on top of Blazegraph’s storage
and supports core SPARQL operators. To ensure logarithmic access
times to triple patterns by offset, we rely on the augmented bal-
anced trees index of Blazegraph2. Additionally, we extended the
smart client Comunica [26] to decompose queries for passage, i.e.,
SPARQL operators not supported by passage are executed within
Comunica. The code for reproducible experiments is publicly avail-
able on GitHub at: https://anonymous.4open.science/r/passage-
experiments-C0D3.

5.1 Experimental Setup

Datasets: We use the WDBench [3], a real-world large dataset
extracted from Wikidata containing around 1.25 billion triples.

Queries: We focus on basic graph pattern queries (BGPs) and
optional queries (OPTs) fromWDBench that fail to complete within
a 60-second timeout on Blazegraph, as those terminating within
60 seconds are considered to be adequately handled by current
SPARQL engines. Specifically, we randomly selected 49 BGPs and
38 OPTs, which take between one to five minutes to execute on
Blazegraph using a single vCPU core with 54 GB of RAM. The
selected BGPs contain 2 to 6 triple patterns, while the OPTs contain
2 to 19 triple patterns.

Approaches: We compare the following approaches:
• passage: We run passage query engine the Blazegraph storage
without a timeout and with a 60-second timeout, denoted
passage and passage-60s, respectively. The 60 seconds was
chosen to comply with Wikidata’s fair-use policy.

• Blazegraph: We run Blazegraph (v 2.1.4), a high-performance
SPARQL engine currently servingWikidata, without any quota
or limitations.

• Apache Jena: A popular open-source framework for building
Semantic Web and Linked Data applications3. Jena (v 5.1.0)
runs with its TDB2 data storage, and we set its query execution
timeout to 10 minutes.

• SaGe [19]: A SPARQL query engine based on Web Preemption.
We run the SaGe query engine without a time quantum and
with a 60-second time quantum, denoted SaGe and SaGe-60s,
respectively. The data is stored in read-only HDT files [10].

We did not include TPF [27] or brTPF [13] as they are already
outperformed by SaGe [19]. Similarly, we excluded Smart-KG [7]
and WiseKG [6] because they require pre-computing partitions of
triples for query processing. Serving partitions of triples is not part
of the SPARQL endpoint protocol and is irrelevant in our context.

Hardware Configuration: We run all the servers on a local
cloud instance with Ubuntu 20.04.4.LTS, an AMD EPYC 7513-Core
processor with 16 vCPUs allocated to the VM, 1 TB SSD, and 64
GB of RAM. To ensure a fair resource distribution among the dif-
ferent approaches, we conducted experiments using two different

2https://github.com/blazegraph/database/wiki/BTreeGuide
3https://jena.apache.org/
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Figure 3: Execution time for BGPs queries group by number of triple patterns in the query with 1vCPU.

Figure 4: Execution time for OPTs queries group by number of triple patterns in the query with 1vCPU.

configurations: one with a single virtual CPU (1vCPU) and another
with four virtual CPUs (4vCPU), both with 54 GB of RAM allocated
to the virtual machine. The 1vCPU setup servers as a fair baseline
for all engines, particularly those that do not utilize parallelism,
ensuring no engine gains an unfair advantage frommulti-threading.
The 4vCPU setup allows us to evaluate the potential improvement
from increased computational resources and parallel processing.

Evaluation Metrics: We always ensure that our approach pas-
sage produces complete results using Blazegraph’s results as ground
truth. Presented results correspond to the average obtained of three
successive executions of the queries workloads. We measure:
• Total workload execution time: is the total time the engine
takes to execute queries workload and get complete results.

• Number of continuation queries: is the number of continua-
tions for each query.

• Size of continuation queries: is the size of a continuation query
in kilobytes.

5.2 Experimental Results

What is the difference in execution time between passage with quotas

and passage without quotas?

Table 1 presents the average execution time for different query
workloads across the two vCPU configurations, comparing various

approaches. The difference in execution time between passage-
60s and passage for 1vCPU is 1.58 minutes. The total number of
generated continuation queries is approximately 104 (as shown in
Table 2). By dividing the 1.58 minutes overhead by 104, we find the
overhead per continuation query to be nearly 900ms.

Applying the same analysis for SaGe and SaGe-60s, the over-
head for interrupting queries in the 1vCPU setup amounts to 6.69
minutes over 413 minutes of execution. The total number of in-
terruptions for SaGe-60s for this workload is approximately 589,
resulting in an overhead of about 681 milliseconds per interruption
in SaGe, which is slightly less than that of passage-60s. Compared
to SaGe, the continuation queries in passage-60s require parsing
and optimization, which explains the slight difference in time per
interruption. However, re-optimizing continuation queries may
lead to better execution plans, representing a good trade-off in
performance.

What are the average size and number of generated continuation

queries?

Table 2 presents the average size and number of continuation
queries for BGPs and OPTs queries across different configurations.
For passage-60s, regardless of the configuration, the average num-
ber of continuation queries remains low, always fewer than 2. In

7



813

814

815

816

817

818

819

820

821

822

823

824

825

826

827

828

829

830

831

832

833

834

835

836

837

838

839

840

841

842

843

844

845

846

847

848

849

850

851

852

853

854

855

856

857

858

859

860

861

862

863

864

865

866

867

868

869

870

Conference’17, July 2017, Washington, DC, USA Anon.

871

872

873

874

875

876

877

878

879

880

881

882

883

884

885

886

887

888

889

890

891

892

893

894

895

896

897

898

899

900

901

902

903

904

905

906

907

908

909

910

911

912

913

914

915

916

917

918

919

920

921

922

923

924

925

926

927

928

contrast, SaGe-60s generates more saved plans; for instance, it gen-
erates an average of 5 for BGPs queries. As passage-60s is faster
than SaGe-60s, passage-60s is less interrupted than SaGe-60s.

Regarding query size, passage-60s consistently produces small
query sizes, averaging around 0.8 KB, irrespective of the workload
or configuration. In comparison with SaGe-60s, the size of the
suspended plans are larger than the size of continuation queries of
passage-60s, whatever the setup.

How does the execution time of queries with passage compare to

that of representative SPARQL engines?

Table 1 presents the performance of passage-60s with SaGe-60s,
Blazegraph, and Apache Jena. The quota of 60s applies only to
passage-60s and SaGe-60s, which ensure both completeness and
responsiveness. BlazeGraph and Apache Jena execute the workload
without interruption, i.e., without quota. While they ensure the
completeness, they do not guarantee the responsiveness.

On the 1vCPU configuration, passage-60s is the fastest engine
for BGPs and OPTs queries. It is slightly faster than Blazegraph
but approximately 3 times faster than Sage-60s and 4 times faster
than Jena. On the 4vCPU configuration, Blazegraph is the best-
performing engine. Blazegraph implements intra-query parallelism
and takes advantage of the 4vCPU while other engines continue to
use mainly 1vCPU. JENA and SaGe-60s have very similar execution
time with 1vCPU, passage-60s execution time is slightly improved.

For further detail, Figures 3, and 4 illustrate execution time per
query for 1vCPU for BGPs and OPTs queries, respectively. In these
figures, queries are grouped by the number of triple patterns labeled
along the x-axis, while the y-axis shows the average execution time
through 3 runs in minutes, ranging from zero to ten. The queries
are ordered by Blazegraph’s execution time within each group. Red
"t" marks appear above some bars, indicating those queries timed
out on the engine. The horizontal red line at 1min represents the
quota of 60s.

Figure 3 presents the result for BGPs queries. Blazegraph exe-
cutes a query within 1min and 5min. Jena’s execution times are
significantly higher for many queries than other engines, with fre-
quent timeouts at 10 minutes (12 out of 49 queries), likely due to
join order. SaGe-60s can terminate all the workload queries except
query q646 due to poor join ordering.

In contrast, our engine, passage-60s, delivers good overall per-
formance with an average execution time of 106.02 seconds and
only one timeout on a complex query (q646). This is also caused
by the join order; after fixing the join order, the execution time
dropped drastically from over 10 min to just 3 seconds. While Jena
outperforms passage in a few isolated cases, these are exceptions
due to specific join orders.

For OPTs queries in Figure 4, Jena times out after 10min on nearly
half of the workload (17 queries out of 38), though it occasionally
performs better than passage-60s on 2 queries due to efficient join
order. passage consistently outperforms all other engines, with an
average execution time of 90.21 seconds, completing 13 queries in
less than 60 seconds.

The detailed results for 4vCPU are available in Appendix D.
Overall, we observe that passage consistently delivers high per-

formance in the same order of magnitude as Blazegraph while
ensuring results completeness and responsiveness.

6 Conclusion and Future Work

In this paper, we introduced the concept of SPARQL continuation
query to enable public SPARQL endpoints to achieve completeness,
responsiveness and performance without wasting computation
resources. When query execution reaches the timeout, the end-
point interrupts it, returns partial results along with a continuation
query that efficiently represents the missing results in a SPARQL-
compliant format. To support continuations, passage relies on two
key assumptions: (1) Triple pattern evaluations must return an or-
dered list of mappings, a condition easily met when RDF triples are
indexed by traditional B-trees. (2) Each partial evaluation of a con-
tinuation query must ensure progress, meaning it processes at least
one scan of any triple pattern of the query. This requires efficient
access to an offset in the triple patterns, a feature already supported
in Blazegraph storage and HDT. With these two requirements in
place, any SPARQL engine can be transformed into a continuous
SPARQL engine capable of providing completeness, responsiveness,
and robust performance, as demonstrated in our experiments.

For future work, we plan to work on intra-query parallelism for
continuations queries to speed up the execution of core SPARQL
queries. Additionally, we plan to support more SPARQL clauses
such as count, group by, and distinct, gradually deporting smart
clients operations to servers to enhance performance.
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A Proof of Correctness

Proof. Given a solution to the continuation queries problem,
𝑄1
𝑐 , . . . , 𝑄

𝑛
𝑐 , and its associated solution mappings Ω𝑖

𝑐 = T𝑄𝑖−1
𝑐 U

𝐺

(with𝑄0
𝑐 =𝑄), it must hold that J𝑄K

𝐺
=
⊎

1≤𝑖≤𝑛 Ω
𝑖
𝑐 .Wemust demon-

strate that every continuation step satisfies J𝑄𝑖
𝑐K𝐺 = Ω𝑖+1

𝑐 ⊎ J𝑄𝑖+1
𝑐 K

𝐺
.

We prove it by induction on the structure of the query 𝑄 .
The base case corresponds to a triple pattern, 𝑄 = tp. By Defini-

tion 3.3, its evaluation is:

JtpK𝜇
𝐺

= ⦃𝜇1, . . . 𝜇𝑖⦄ ⊎ JSlice(Extend(𝜇, tp), 𝑖)K𝐺
⇔ {Definitions 3.3 and 3.4}

⦃𝜇1, . . . 𝜇𝑘⦄ = ⦃𝜇1, . . . 𝜇𝑖⦄ ⊎ ⦃𝜇𝑖+1, . . . 𝜇𝑘⦄

For the inductive case 𝑄 = Join(𝑃𝑙 , 𝑃𝑟 ), the inductive hypothesis
is: J𝑃𝑙 K

𝜇

𝐺
= Ω𝑙 ⊎ J𝑃𝑙𝑐 K𝐺 and J𝑃𝑟 K

Ω𝑙

𝐺
= Ω𝑙𝑟 ⊎ J𝑃𝑟𝑐 K

Ω𝑙

𝐺
. Therefore:

JJoin(𝑃𝑙 , 𝑃𝑟 )K𝜇𝐺 = {Definition 3.7}
Ω𝑙𝑟 ⊎ JUnion(Join(𝑃𝑙𝑐 , 𝑃𝑟 ), Extend(Ω𝑙 , 𝑃𝑟𝑐 ))K𝐺

= {definitions of Union, Join, and Extend}
Ω𝑙𝑟 ⊎ (J𝑃𝑙𝑐K𝐺 ⊲⊳ J𝑃𝑟K𝐺 ) ⊎ J𝑃𝑟𝑐K

Ω𝑙

𝐺

= {inductive hypothesis}
J𝑃𝑟 K

Ω𝑙

𝐺
⊎ (J𝑃𝑙𝑐 K𝐺 ⊲⊳ J𝑃𝑟 K𝐺 )

= {by J𝑃𝑟 K
Ω𝑙

𝐺
}

(Ω𝑙 ⊲⊳ J𝑃𝑟 K𝐺 ) ⊎ (J𝑃𝑙𝑐 K𝐺 ⊲⊳ J𝑃𝑟 K𝐺 )
= {distributivity join over union}
(Ω𝑙 ⊎ J𝑃𝑙𝑐 K𝐺 ) ⊲⊳ J𝑃𝑟 K𝐺 )

= {inductive hypothesis}
J𝑃𝑙 K

𝜇

𝐺
⊲⊳ J𝑃𝑟 K𝐺

For the inductive case 𝑄 = LeftJoin({}, 𝑃𝑟 ), the inductive hy-
pothesis is: J𝑃𝑟 K

Ω𝑙

𝐺
= Ω𝑟 ⊎ J𝑃𝑟𝑐 K

Ω𝑙

𝐺
and we should demonstrate that:

JLeftJoin({}, 𝑃𝑟 )K𝐺 = TLeftJoin({}, 𝑃𝑟 )U𝐺 ⊎ JLeftJoin({}, 𝑃𝑟 )𝑐K𝐺 .
By Definition 3.10, there are four cases for TLeftJoin({}, 𝑃𝑟 )U𝐺 and
LeftJoin({}, 𝑃𝑟 )𝑐 :
(Case 1) TLeftJoin({}, 𝑃𝑟 )U𝐺 = ⦃𝜇⦄ and LeftJoin({}, 𝑃𝑟 )𝑐 = {} with
J𝑃𝑟 K

𝜇

𝐺
= ∅ ⊎ J{}K

𝐺
:

JLeftJoin({}, 𝑃𝑟 )K𝐺 = {Definition 3.10}
TLeftJoin({}, 𝑃𝑟 )U𝐺 ⊎ JLeftJoin({}, 𝑃𝑟 )𝑐K𝐺

= {Case 1}
⦃𝜇⦄ ⊎ J{}K𝐺

= {inductive hypothesis}
⦃𝜇⦄ d|><| J𝑃𝑟 K

𝜇

𝐺

(Case 2)TLeftJoin({}, 𝑃𝑟 )U𝐺 = ⦃𝜇⦄ d|><| Ω𝑟 and LeftJoin({}, 𝑃𝑟 )𝑐 = {}
given that J𝑃𝑟 K

𝜇

𝐺
= Ω𝑟 ⊎ J{}K

𝐺
:

JLeftJoin({}, 𝑃𝑟 )K𝐺 = {Definition 3.10}
TLeftJoin({}, 𝑃𝑟 )U𝐺 ⊎ JLeftJoin({}, 𝑃𝑟 )𝑐K𝐺

= {Case 2}
⦃𝜇⦄ d|><| Ω𝑟 ⊎ J{}K𝐺

= {definition of {}}
⦃𝜇⦄ d|><| Ω𝑟

= {Case 2 and inductive hypothesis}
⦃𝜇⦄ d|><| J𝑃𝑟 K𝐺
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TLeftJoin({}, 𝑃𝑟 )U𝐺 ⊎ JLeftJoin({}, 𝑃𝑟 )𝑐K𝐺

= {Case 3}
∅ ⊎ JLeftJoin(Extend(𝜇), 𝑃𝑟𝑐 )K𝐺

= {definitions of LeftJoin and Extend}
⦃𝜇⦄ d|><| J𝑃𝑟𝑐 K𝐺

= {Case 3 and inductive hypothesis}
⦃𝜇⦄ d|><| J𝑃𝑟 K𝐺

(Case 4) TLeftJoin({}, 𝑃𝑟 )U𝐺 = Ω𝑟 and LeftJoin({}, 𝑃𝑟 )𝑐 = 𝑃𝑟𝑐 with
J𝑃𝑟 K

𝜇

𝐺
= Ω𝑟 ⊎ J𝑃𝑟𝑐 K𝐺 and |Ω𝑟 | > 0:

JLeftJoin({}, 𝑃𝑟 )K𝐺 = {Definition 3.10}
TLeftJoin({}, 𝑃𝑟 )U𝐺 ⊎ JLeftJoin({}, 𝑃𝑟 )𝑐K𝐺

= {Case 4}
Ω𝑟 ⊎ J𝑃𝑟𝑐 K𝐺

= {Case 4 and inductive hypothesis}
J𝑃𝑟 K

𝜇

𝐺

= {by J𝑃𝑟 K
𝜇

𝐺
}

⦃𝜇⦄ ⊲⊳ J𝑃𝑟 K𝐺
= {inductive hypothesis}
⦃𝜇⦄ ⊲⊳ (Ω𝑟 ⊎ J𝑃𝑟𝑐 K𝐺 )

= {by |Ω𝑟 | > 0 and Ω𝑟 = T𝑃𝑟U
𝜇

𝐺
}

(⦃𝜇⦄ ⊲⊳ (Ω𝑟 ⊎ J𝑃𝑟𝑐 K𝐺 )) ⊎ (⦃𝜇⦄\(Ω𝑟 ⊎ J𝑃𝑟𝑐 K𝐺 ))
= {definition of LeftJoin}
⦃𝜇⦄ d|><| (Ω𝑟 ⊎ J𝑃𝑟𝑐 K𝐺 )

= {inductive hypothesis}
⦃𝜇⦄ d|><| J𝑃𝑟 K𝐺

Given that we have proved for each of the four cases that
TLeftJoin({}, 𝑃𝑟 )U𝐺 ⊎ JLeftJoin({}, 𝑃𝑟 )𝑐K𝐺 = ⦃𝜇⦄ d|><| J𝑃𝑟 K𝐺 , we have
shown that 𝑄𝑖

𝑐 = LeftJoin({}, 𝑃𝑟 ) satisfies J𝑄𝑖
𝑐K𝐺 = Ω𝑖+1

𝑐 ⊎ J𝑄𝑖+1
𝑐 K

𝐺

For the inductive case 𝑄 = 𝑄𝑜 = LeftJoin(𝑃𝑙 , 𝑃𝑟 ), the inductive
hypothesis is: J𝑃𝑙 K

𝜇

𝐺
= Ω𝑙 ⊎ J𝑃𝑙𝑐 K𝐺 and JLeftJoin({}, 𝑃𝑟 )KΩ𝑙

𝐺
= Ω𝑙𝑟 ⊎

JLeftJoin({}, 𝑃𝑟 )𝑐KΩ𝑙

𝐺
. Therefore:

J𝑄𝑜K
𝜇

𝐺

= {Definition 3.10}
Ω𝑙𝑟 ⊎ JUnion(LeftJoin(𝑃𝑙𝑐 , 𝑃𝑟 ), Extend(Ω𝑙 , LeftJoin({}, 𝑃𝑟 )𝑐 ))K𝐺

= {definitions of Union, LeftJoin, and Extend}
Ω𝑙𝑟 ⊎ J𝑃𝑙𝑐 K𝐺 d|><| J𝑃𝑟 K𝐺 ⊎ Ω𝑙 ⊲⊳ JLeftJoin({}, 𝑃𝑟 )𝑐K𝐺

The values of Ω𝑙𝑟 and LeftJoin({}, 𝑃𝑟 )𝑐 follow the four cases detailed
for JLeftJoin({}, 𝑃𝑟 )K𝐺 , so we shall split Ω𝑙 into four bags Ω1 . . . Ω4
where each of these bags includes all the 𝜇s that fall into each of
those four cases:
For Ω1: JLeftJoin({}, 𝑃𝑟 )KΩ1

𝐺
= Ω1 ⊎ J{}K

𝐺
;

For Ω2: JLeftJoin({}, 𝑃𝑟 )KΩ2
𝐺

= Ω2 d|><| Ω𝑟 ⊎ J{}K
𝐺
;

For Ω3: JLeftJoin({}, 𝑃𝑟 )KΩ3
𝐺

= ∅ ⊎ JLeftJoin(Extend(Ω3), 𝑃𝑟𝑐 )K𝐺 ;
For Ω4: JLeftJoin({}, 𝑃𝑟 )KΩ4

𝐺
= Ω𝑟 ⊎ J𝑃𝑟𝑐 K𝐺 .Moreover: Ω𝑙𝑟 = Ω1 ⊎ (Ω2 d|><| Ω𝑟 ) ⊎ Ω𝑟 ; and

JLeftJoin({}, 𝑃𝑟 )𝑐K𝐺 = JLeftJoin(Extend(Ω3), 𝑃𝑟𝑐 )K𝐺 ⊎ J𝑃𝑟𝑐 K𝐺 .

J𝑄𝑜K
𝜇

𝐺

= {inductive hypotheses and split described above}
JLeftJoin({}, 𝑃𝑟 )KΩ1

𝐺
⊎ JLeftJoin({}, 𝑃𝑟 )KΩ2

𝐺
⊎ JLeftJoin({}, 𝑃𝑟 )KΩ3

𝐺

⊎JLeftJoin({}, 𝑃𝑟 )KΩ4
𝐺

⊎ J𝑃𝑙𝑐 K𝐺 d|><| J𝑃𝑟 K𝐺
= {split}
JLeftJoin({}, 𝑃𝑟 )KΩ𝑙

𝐺
⊎ J𝑃𝑙𝑐 K𝐺 d|><| J𝑃𝑟 K𝐺

= {definition of LeftJoin}
Ω𝑙 ⊲⊳ J{}K𝐺 d|><| J𝑃𝑟 K𝐺 ⊎ J𝑃𝑙𝑐 K𝐺 d|><| J𝑃𝑟 K𝐺

= {evaluation of {} and distributivity}
(Ω𝑙 ⊎ J𝑃𝑙𝑐 K𝐺 ) d|><| J𝑃𝑟 K𝐺

= {inductive hypotheses}
J𝑃𝑙 K𝐺 d|><| J𝑃𝑟 K𝐺
Given that we have proved

TLeftJoin(𝑃𝑙 , 𝑃𝑟 )U𝐺 ⊎ JLeftJoin(𝑃𝑙 , 𝑃𝑟 )𝑐K𝐺 = J𝑃𝑙 K𝐺 d|><| J𝑃𝑟 K𝐺 , we have
shown that 𝑄𝑖

𝑐 = LeftJoin(𝑃𝑙 , 𝑃𝑟 ) satisfies
J𝑄𝑖

𝑐K𝐺 = Ω𝑖+1
𝑐 ⊎ J𝑄𝑖+1

𝑐 K
𝐺

The inductive cases 𝑄 = Union(𝑃𝑙 , 𝑃𝑟 ), 𝑄 = Extend(𝜇, 𝑃), and
𝑄 = Filter(𝐸, 𝑃) are similar as they depend only on the continuation
query of their operands and therefore, we detail only the first one.

For the inductive case 𝑄 = 𝑄𝑢 = Union(𝑃𝑙 , 𝑃𝑟 ), the inductive
hypothesis is: J𝑃𝑙 K

𝜇

𝐺
= Ω𝑙 ⊎ J𝑃𝑙𝑐 K𝐺 and J𝑃𝑟 K

𝜇

𝐺
= Ω𝑟 ⊎ J𝑃𝑟𝑐 K𝐺 . There-

fore:

J𝑄𝑢K𝜇
𝐺

= {Definition 3.8}
Ω𝑙 ⊎ Ω𝑟 ⊎ JUnion(𝑃𝑙𝑐 , 𝑃𝑟𝑐 )K𝐺

= {definitions of Union }
Ω𝑙 ⊎ Ω𝑟 ⊎ J𝑃𝑙𝑐 K𝐺 ⊎ J𝑃𝑟𝑐 K𝐺

= {hypothesis inductive}

J𝑃𝑙 K
𝜇

𝐺
⊎ J𝑃𝑟 K

𝜇

𝐺

Therefore 𝑄𝑖
𝑐 = Union(𝑃𝑙 , 𝑃𝑟 ) satisfies J𝑄𝑖

𝑐K𝐺 = Ω𝑖+1
𝑐 ⊎ J𝑄𝑖+1

𝑐 K
𝐺

As we have shown that J𝑄𝑖
𝑐K𝐺 = Ω𝑖+1

𝑐 ⊎ J𝑄𝑖+1
𝑐 K

𝐺
is satisfied in

the base case and the inductive cases, we have completed the proof
of Theorem 3.13.

□

B Proof of Termination

Proof. Given 𝑄 = 𝑄0
𝑐 and 𝑄𝑖+1

𝑐 the continuation query of 𝑄𝑖
𝑐 ,

the sequence of continuation queries𝑄1
𝑐 , . . . 𝑄

𝑛
𝑐 is finite if the space

explored by 𝑄𝑖+1
𝑐 is strictly smaller than the space explored by 𝑄𝑖

𝑐 .
Given the definition of continuation queries, this condition does not
hold in general, but only for executions were each partial execution
is able to make some progress in the evaluation of the query.
Wemust prove that the space explored does not increase over contin-
uations, i.e., space(𝑄𝑖+1

𝑐 ) ≤ space(𝑄𝑖
𝑐 ), then identify the restrictions

needed to ensure that an execution makes progress.
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First, we define the space explored by a graph pattern as follows:

space(tp) = card(JtpK𝐺 )
space(Slice(Extend(𝜇, tp), 𝑖)) =max(card(JtpK𝐺 ⊲⊳ 𝜇) − 𝑖, 0)
space(Join(𝑃𝑙 , 𝑃𝑟 )) = space(𝑃𝑙 ) · space(𝑃𝑟 )
space(LeftJoin(𝑃𝑙 , 𝑃𝑟 )) = space(Join(𝑃𝑙 , 𝑃𝑟 ))
space(Union(𝑃𝑙 , 𝑃𝑟 )) = space(𝑃𝑙 ) + space(𝑃𝑟 )
space(Filter(𝐸, 𝑃)) = space(𝑃)
space(Extend(Ω, 𝑃)) = (1/(2 + |Ω |)) · space(𝑃)
For the base case, 𝑄𝑖 is a triple pattern tp, its continuation query

is Slice(Extend(𝜇, tp), 𝑖). This continuation query explores a smaller
space when 𝑖 is greater than zero and the same space when 𝑖 is zero.

The inductive cases Join(𝑃𝑙 , 𝑃𝑟 ) and LeftJoin(𝑃𝑙 , 𝑃𝑟 ) are similar
and we detail only the first one. We have as inductive hypothesis
that space(𝑃𝑙𝑐 ) ≤ space(𝑃𝑙 ) and space(𝑃𝑟𝑐 ) ≤ space(𝑃𝑟 ). For a con-
junctive query 𝑄 𝑗 = Join(𝑃𝑙 , 𝑃𝑟 ), we have the continuation query
𝑄 𝑗𝑐 = Union(Join(𝑃𝑙𝑐 , 𝑃𝑟 ), Extend(Ω𝑙 , 𝑃𝑟𝑐 )). By definitions of the
respective space for Union, Join, and Extend:

space(𝑄 𝑗𝑐 ) = space(𝑃𝑙𝑐 ) · space(𝑃𝑟 ) + (1/(2 + |Ω𝑙 |)) · space(𝑃𝑟𝑐 )
For space(𝑄 𝑗𝑐 ) to be smaller than space(𝑃𝑙 ) · space(𝑃𝑟 ), we identify
a restriction: space(𝑃𝑙𝑐 ) must be at most space(𝑃𝑙 ) − 1. Therefore:

space(𝑃𝑙𝑐 ) · space(𝑃𝑟 ) + (1/(2 + |Ω𝑙 |)) · space(𝑃𝑟𝑐 )
≤ {constraint}
(space(𝑃𝑙 ) − 1) · space(𝑃𝑟 ) + (1/(2 + |Ω𝑙 |)) · space(𝑃𝑟𝑐 )

= {arithmetic}
space(𝑃𝑙 ) · space(𝑃𝑟 ) − space(𝑃𝑟 ) + (1/(2 + |Ω𝑙 |)) · space(𝑃𝑟𝑐 )

For this space to be smaller than space(𝑃𝑙 ) · space(𝑃𝑟 ), it is sufficient
that (1/(2 + |Ω𝑙 |)) · space(𝑃𝑟𝑐 ) < space(𝑃𝑟 ) and this follows from
the inductive hypothesis.

The inductive cases Union(𝑃𝑙 , 𝑃𝑟 ), Filter(𝐸, 𝑃), and Extend(𝜇, 𝑃)
are similar and we detail only the first one. The continuation query
of Union(𝑃𝑙 , 𝑃𝑟 ) is Union(𝑃𝑙𝑐 , 𝑃𝑟𝑐 ).

space(Union(𝑃𝑙𝑐 , 𝑃𝑟𝑐 )) = space(𝑃𝑙𝑐 ) + space(𝑃𝑟𝑐 )
For this space to be smaller than the space explored byUnion(𝑃𝑙 , 𝑃𝑟 )
at least one of space(𝑃𝑙𝑐 ) < space(𝑃𝑙 ) or space(𝑃𝑟𝑐 ) < space(𝑃𝑟 )
must hold.

The overall restriction we need to impose to obtain a finite se-
quence of continuation queries is that the partial evaluation of
at least one triple pattern in 𝑄𝑖

𝑐 has progressed by returning at
least one mapping. If 𝑄𝑖

𝑐 is a join or optional, for these operands
their left operand must have progressed. This last restriction is
due to the way the join and optional are formalized, where the
solution mappings from the left operand are injected into the right
operand. □

C Proof of Query Size

Theorem 3.15 states that there is a bound on the number of triple
patterns in a continuation query, i.e., the size of 𝑄𝑐 , the continua-
tion query of𝑄 satisfies size(𝑄𝑐 ) = O( size(𝑄 ) · (size(𝑄 )+1)

2 ) given that
Ω the bag of environment mappings used in 𝑄𝑐 to pass solution
mappings from the left operand to the right operands is at most 1.

Proof. We must prove that, size(𝑄𝑐 ) ≤ 𝑐 · size(𝑄 ) · (size(𝑄 )+1)
2 for

some constant 𝑐 .
First, we define the size of a graph pattern as follows:

size(tp) = 1

size(Slice(Extend(𝜇, tp), 𝑖)) =

{
1 if 𝑖 < |JtpK

𝐺
⊲⊳ 𝜇 |)

0 otherwise
size(Join(𝑃𝑙 , 𝑃𝑟 )) = size(𝑃𝑙 ) + size(𝑃𝑟 )
size(LeftJoin(𝑃𝑙 , 𝑃𝑟 )) = size(Join(𝑃𝑙 , 𝑃𝑟 ))
size(Union(𝑃𝑙 , 𝑃𝑟 )) = size(Join(𝑃𝑙 , 𝑃𝑟 ))
size(Filter(𝐸, 𝑃)) = size(𝑃)
For the base case, 𝑄 = tp: size(Slice(Extend(𝜇, tp), 𝑖)) ≤ 𝑐 . This

expression holds for 𝑐 ≥ 1 because tp’s continuation query is a
sliced triple pattern Slice(Extend(𝜇, tp), 𝑖) comprising at most one
triple pattern.

For the inductive cases 𝑄 = Join(𝑃𝑙 , 𝑃𝑟 ) or 𝑄 = LeftJoin(𝑃𝑙 , 𝑃𝑟 )
with partial results from 𝑃𝑙 , |Ω𝑙 |, the inductive hypothesis is:
size(𝑃𝑙𝑐 ) ≤ 𝑐 · size(𝑃𝑙 ) · (size(𝑃𝑙 )+1)2 and size(𝑃𝑟𝑐 ) ≤ 𝑐 · size(𝑃𝑟 ) · (size(𝑃𝑟 )+1)2 .
Let 𝑙𝑐 , 𝑟𝑐 , 𝑙 , 𝑟 be size(𝑃𝑙𝑐 ), size(𝑃𝑟𝑐 ), size(𝑃𝑙 ), size(𝑃𝑟 ). According to
Definitions 3.7 and 3.10 the size of the continuation query is:

𝑙𝑐 + 𝑟 + 𝑟𝑐 · |Ω𝑙 | ≤ {inductive hypothesis}

𝑐 · 𝑙 · (𝑙 + 1)
2

+ 𝑟 + 𝑐 · 𝑟 · (𝑟 + 1)
2

· |Ω𝑙 |

≤ {arithmetic and |Ω𝑙 | ≤ 1}

𝑐 · 𝑙2
2

+ 𝑐 · 𝑙
2

+ 𝑟 + 𝑐 · 𝑟 2
2

+ 𝑐 · 𝑟
2

This size must be at most 𝑐 ·𝑙2
2 + 𝑐 · 𝑙 · 𝑟 + 𝑐 ·𝑙

2 + 𝑐 ·𝑟
2 + 𝑐 ·𝑟2

2 . Since 𝑃𝑙
has at least one triple pattern (𝑙 ≥ 1), 𝑐 ≥ 1 is enough to make this
last condition hold.
Given that 𝑐 ≥ 1, we have that the size of a continuation query of
a Join(𝑃𝑙 , 𝑃𝑟 ) or LeftJoin(𝑃𝑙 , 𝑃𝑟 ) (with size(𝑃𝑙 ) = 𝑙 and size(𝑃𝑟 ) = 𝑟 )
has a size that is bound by (𝑙+𝑟 ) · (𝑙+𝑟+1)

2 .
For the inductive cases 𝑄 = Union(𝑃𝑙 , 𝑃𝑟 ), the size of continu-

ation query depends only on the size of the continuation queries
of the operators, i.e., size(𝑃𝑙𝑐 ) + size(𝑃𝑟𝑐 ). By inductive hypothesis,
this size is bound by 𝑐 · size(𝑃𝑙 ) · (size(𝑃𝑙 )+1)

2 + 𝑐 · size(𝑃𝑟 ) · (size(𝑃𝑟 )+1)
2

and this last expression is less than 𝑐 · size(𝑃𝑙 )2
2 + 𝑐 · size(𝑃𝑙 ) ·size(𝑃𝑟 )

2

+𝑐 · size(𝑃𝑙 )
2 + 𝑐 · size(𝑃𝑟 )

2 + 𝑐 · size(𝑃𝑟 )2
2 if 𝑐 · size(𝑃𝑙 ) ·size(𝑃𝑟 )

2 ≥ 0.
Given that 𝑐 ≥ 1, this last expression holds and the size of the con-
tinuation query of Union(𝑃𝑙 , 𝑃𝑟 ) (with size(𝑃𝑙 ) = 𝑙 and size(𝑃𝑟 ) = 𝑟 )
is at most 𝑐 · (𝑙+𝑟 ) · (𝑙+𝑟+1)

2 .
For the filter and extend, the proof is similar to the one for unions

as the operand already satisfies the property. □

D Additional Experimental Results

Figures 5 and 6 detail the performance in execution time of all
approaches in the setup with 4vCPU. As expected, Blazegraph’s
performance is significantly better than the 1vCPU configuration,
with an average execution time of 63.05 seconds for BGPs queries
and 60.09 seconds for OPTs queries. It clearly benefits from the addi-
tional computational resources and parallel processing capabilities.
It surpasses all other engines across all queries, with a significant
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Figure 5: Execution time comparison for BGPs queries group by number of triple patterns in the query with 4vCPU

Figure 6: Execution time comparison for OPTs queries group by number of triple patterns in the query with 4vCPU

margin compare to Jena and SaGe-60s. All other engines do not
impement intra-query parallelism and their performances are quite
similar to whose observed in figures 3 and 4. It is worth noting
that passage-60s’s performance is slightly better in this configura-
tion, while Jena and SaGe-60s do not get any improvement. Overall,

passage’s performance without intra-query parallelism support
remains in the same of order of magnitude than Blazegraph, and it
leaves behind Jena and SaGe-60s in both configurations.
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