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Abstract

We study the problem of inverse permutation learning in decoder-only transformers.1

Given a permutation and a string to which that permutation has been applied, the2

model is tasked with producing the original (“canonical”) string. We argue that3

this task models a natural robustness property across a variety of reasoning tasks,4

including long-context retrieval, multiple choice QA and in-context learning.5

Our primary contribution is an impossibility result: under weak assumptions, we6

show that an arbitrary depth, decoder-only transformer cannot learn this task. This7

result concerns the expressive capacity of decoder-only transformer models and is8

agnostic to training dynamics or sample complexity.9

We give a pair of alternative constructions under which inverse permutation learning10

is feasible. The first of these highlights the fundamental role of the causal attention11

mask, and suggests a gap between the expressivity of encoder-decoder transformers12

and the more popular decoder-only architecture. The latter result is more surprising:13

we show that simply duplicating the input yields a construction under which inverse14

permutation learning is possible. We conjecture that this result may suggest an15

alternative mechanism by which chain-of-thought prompting or, more generally,16

intermediate “thinking” tokens can enable reasoning in large language models.17

1 Introduction18

One of the most striking features of modern large language models (LLMs) is the emergence of19

general-purpose reasoning abilities at scale. Even relatively early LLMs were capable of in-context20

learning [4], multiple choice question answering [14], long-context reasoning [20], and deductive21

logical reasoning tasks [13]. It was not obvious, a priori, that a single model could be trained to22

handle such a diverse range of tasks, since each might appear to demand distinct—and potentially23

incompatible—architectures, training recipes or inductive biases.24

In this work, we focus on a particular inductive bias: permutation invariance. Modern LLMs typically25

encode positional information through positional encodings [31]. This is, of course, a desirable26

property for a language model, as the order of words is inextricably linked to their meaning. However,27

this sensitivity to ordering can present challenges in other contexts. For example, consider in-context28

learning: given k labeled examples, a model is asked to predict the label for a final unlabeled input.29

It is typically desirable that these predictions are invariant to ordering of the examples. In multiple30

choice question answering (QA), we’d similarly like invariance to the order of answer options; in31

long-context reasoning, we might want invariance to the order of in-context facts; in deductive32

reasoning tasks a model should be invariant to the ordering of logical predicates; in generative33

verification tasks, the verifier should be invariant to the ordering of candidate solutions.34

Unfortunately, at least as an empirical matter, modern LLMs fail to satisfy any of these desiderata [25,35

5, 21, 27, 22, 19]. This sensitivity to ordering manifests as seemingly arbitrary failures, undermining36
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reliability and, ultimately, trust in these models. This problem is well-studied, with proposed solutions37

including altering the training loss to encourage permutation invariance [6], optimizing input ordering38

[12, 3, 2], and modifications to the architecture [8, 33, 10] (we discuss additional related work in39

Appendix A). However, none of these solutions address the fundamental question: can a standard40

decoder-transformer learn to guarantee permutation invariance?41

Inverse permutation learning. We observe that inverse permutation learning is a sufficient and42

natural manner in which to guarantee order invariance. For example, given a sequence of (key, value)43

pairs as in-context examples, it might first map these examples to a lexicographic ordering over keys,44

guaranteeing invariance to the order in which they are presented. We model this task as inverse45

permutation learning: given a permuted sequence and a description of the permutation which was46

applied, the model should learn to output a “canonical” version of the sequence.47

Permutation Permuted Sequence Canonical Ordering

[ 2 0 1 ] [♣ ♡ ♠ ] [♡ ♠ ♣ ]
apply inverse

[ 2 1 0 ] [♣ ♠ ♡ ] [♡ ♠ ♣ ]
apply inverse

Figure 1: Visualizing inverse permutation learning. The model is given a permutation and a permuted
sequence as input, and is tasked with inverting the permutation to recover the canonical ordering.

Note that this task is perhaps easier than our motivating examples, as the model is given both a48

description of the permutation to be “undone” as well as the permuted sequence. Nonetheless, we49

show that, under relatively weak assumptions, a transformer cannot learn to complete this task.50

1.1 Contributions51

In this work, we derive an impossibility result for inverse permutation learning with a decoder-only,52

attention-only transformer architecture. The key intuition underpinning this result is straightforward:53

all permutations (except the trivial identity permutation) require shifting at least one element from a54

later position in the sequence to an earlier position in the sequence. However, the structure of the55

causal attention mask prevents the necessary information transfer from later tokens to earlier ones.56

We complement this impossibility result with a pair of existence proofs. The first shows, perhaps57

unsurprisingly, removing the causal structure to allow for general two-way attention mechanisms58

yields a construction which solves the inverse permutation learning problem. We show that this is59

borne out empirically in a simplified transformer model, which improves from the level of random60

guessing to nearly perfect accuracy if the causal attention mask is removed.1 We also conduct a61

mechanistic analysis demonstrating that the learned weights correspond to those predicted by our62

constructive proof. This result suggests that alternative architectures, particularly encoder-decoder63

architectures, may not have the same limitations as the decoder-only architecture which underpins64

the most popular modern LLMs.65

Second, and more surprisingly, we show that copying the input — that is, providing (permutation,66

permuted sequence, permutation, permuted sequence) as input — also yields a construction for inverse67

permutation learning. Our construction illustrates that this transformation of the input provides the68

model with additional “scratch space” for computation during the forward pass. We conjecture that69

this mechanism may partially explain the success of “chain-of-thought” prompting [32], scratchpad70

prompting [24] or the use of intermediate reasoning tokens [7], which perform a similar function by71

allowing the model to perform additional computation in a single forward pass whether or not the72

intermediate tokens encode meaningful information (e.g., intermediate reasoning steps).73

2 Technical Results74

We begin with the definition of the inverse permutation function.75

1Our code is available here: https://anonymous.4open.science/r/icl-D209.
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Definition 1 (Inverse permutation function). For fixed n, an inverse permutation function takes any76

permutation matrix P ∈ {0, 1}n×n where the ith row represents the elementary unit vector eπ(i) for77

some permutation π(·) and any n-row matrix YP and to produce Y , where Y = P−1YP .78

We remark that one function satisfying Definition 1 is the trivial linear transformation (P, YP ) 7→79

P⊤YP , since P−1 = P⊤. As mentioned in Section 1, this task is arguably simpler than the more80

realistic tasks which motivate it: the description of the permutation P is given explicitly, rather than81

being determined by some function of the permuted input YP (e.g., its lexicographic index). Thus, we82

have eliminated the difficulty of determining the order in which inputs are arranged or the choice of83

canonical ordering during internal model computations. Similarly, by presenting YP as a matrix, we84

have also reduced the difficulty of the problem by providing a fixed delimiting of the set of examples85

(rather than the model having to delimit free text into the set of choices).86

The decoder-only transformer architecture underpins the most popular frontier LLMs, including87

the GPT series.2 We focus on a simplified decoder-only, “disentangled” transformer architecture88

proposed by Nichani et al. [23]. We describe this architecture below.89

A simplified transformer model. The input will consist of a matrix X ∈ RT×d where T is the90

length of the sequence and d is the input dimension. The input sequence is first passed through an91

embedding function, which consists of the concatenation of token and position embeddings. For92

simplicity, we will assume the token embeddings are just X itself and position embeddings are93

one-hot encodings of each of X’s row positions, so that the encoding of an input is94

h(0) def.
= [X, I] ∈ RT×(d+T )

where I is the T × T identity matrix. Subsequent layers of the transformer will consist of attention95

layers, which are each parameterized by a matrix A. Each attention layer consists of a softmax96

operation S(·) composed with a causal attention mask operation MASK(·):97

attn(h;A)
def.
= S(MASK(hAh⊤))h

The softmax operation is applied row-wise to a matrix. For a given vector v, we let S(v)i =98

exp(vi)/
∑

j exp(vj). For a matrix V , the causal attention mask just takes the lower-triangular99

entries of V so that MASK(V )ij = Vij if i ≥ j and −∞ above the diagonal. We will denote the100

weight matrix at the ith layer as A(i).101

Typically, the outputs of a layer are added to its inputs; i.e., the residual stream out of layer i+ 1 is102

h(i) + attn(h(i);A(i+1)). We will instead analyze a disentangled transformer, proposed by Nichani103

et al. [23], which concatenates the outputs of a layer with its inputs to form the inputs to the next104

layer:105

h(i+1) def.
= [h(i), attn(h(i);A(i+1))].

The disentangled transformer is exactly as expressive as a vanilla (layer-sum) transformer (see,106

Nichani et al. [23], Theorem 3). It is analytically useful because it clarifies the structure of the107

residual stream [9], which describes how transformers may use orthogonal subspaces of layer outputs108

as communication channels. In particular, while standard transformers store information in orthogonal109

subspaces of the residual stream, disentangled transformers store the outputs of each layer in separate110

matrix blocks. We will refer to h(i) as the residual stream at layer i. Throughout this paper, we will111

analyze disentangled transformers. For simplicity, we will consider transformers with a single head.112

All of our results hold for multi-head transformers.113

For expressibility of inverse permutation functions (Definition 1), the input to the transformer is the114

concatenation of the task inputs, represented as X = [P ;YP ]. We note that YP is represented with d115

rows since this is the dimension of the permutation matrix. Thus, T = 2d.116

2.1 The impossibility of inverse permutation learning.117

Our main theoretical result states that, for any nontrivial permutation P , no decoder-only transformer118

of any depth can output Y to a block of the residual stream. We state this result below.119

2The most popular open source models (e.g., the Llama series, Qwen series and Mixtral series) are built
on decoder-only architectures, as was OpenAI’s GPT-3 model. While the architecture for newer closed-source
models like GPT-5 or the Gemini, Claude or Grok series has not been publicly disclosed, it is folklore in the AI
research community that these models are also underpinned by variants of a decoder-only architecture.
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Theorem 1. For all k and parameter matrices {A(i)}i∈[k], and all permutation matrices P other120

than the identity permutation, there exists a target matrix Y such that a decoder-only, attention-only121

transformer parameterized by {A(i)}i∈[k] given [P ;YP ] as input does not output Y to any block of122

the residual stream.123

As described in Section 1, the intuition for this result is straightforward: for any nontrivial permutation,124

at least one element which must be moved from a later position to an earlier position. However, the125

causal attention mask precludes this: any row in the residual stream corresponding to position i must126

be invariant to changes in rows corresponding to positions j > i. This interpretation is supported127

by Theorem 3, which we state in in Appendix B. The proof of Theorem 3 gives a construction for128

inverse permutation learning if the causal attention mask is removed.129

We provide complementary empirical results in Appendix C, which demonstrate that performance130

improves from the level of random guessing to near perfect accuracy if we remove the causal attention131

mask. We also conduct a mechanistic analysis of the trained model which demonstrates that the132

learned weights can constitute a constructive proof of Theorem 3. Proofs of both Theorem 1 and133

Theorem 3 are provided in Appendix D.134

2.2 The possibility of inverse permutation learning under input copying.135

We now turn to a more surprising result — simply copying the input is also sufficient to demonstrate136

a construction that solves the inverse permutation learning task. We state this theorem below.137

Theorem 2. There exist parameter matrices A(1) and A(2) such that, for any permutation matrix P138

and target matrix Y , a two-layer decoder-only attention-only transformer parameterized by A(1), A(2)139

given [P ;YP ;P ;YP ] as input outputs Y to a block of the residual stream.140

We provide a proof in Appendix D. The proof suggests that the specific content of the “padding”141

tokens (here, the second copy of P and YP ) are unimportant. Instead, as discussed in Section 1,142

these padding tokens provide the model with additional “scratch space” with which to perform the143

necessary matrix operations. Unlike Theorem 3, this result provides a recipe for performing inverse144

permutation learning without modifying the decoder-only architecture which underpins most modern145

LLMs. We provide a conjecture regarding the broader implications of this finding below.146

3 Discussion and Future Work147

Our results identify a sharp limitation on the expressivity of decoder-only transformers: under mild148

assumptions, they cannot learn the inverse permutation function for any nontrivial permutation, even149

with unbounded depth. We give two alternative constructions under which feasibility is restored:150

removing the causal attention mask or, more surprisingly, simply duplicating the input.151

A mechanism for multi-step reasoning. As discussed in Section 2.2, this latter construction works by152

providing the model with “scratch space” in the residual stream that can be used to perform additional153

computation. We conjecture that this may have implications well beyond permutation invariance.154

If there is indeed a broader class of reasoning problems which can only be solved by duplicating155

or otherwise padding inputs, this suggests a concrete and, to our knowledge, thus far unexplored156

mechanism by which popular reasoning strategies — including chain of thought prompting [32],157

scratchpad prompting [24] and the generation of thinking tokens [7] — might enable problem solving158

in transformer models. In particular, these intermediate output tokens may enable reasoning even if159

they encode no useful semantic information about the problem.160

This interpretation avoids anthropomorphizing models as articulating “thoughts” or intermediate161

computation via output tokens; as Hubinger et al. [16] and Baker et al. [1] argue, this can also be162

dangerous, as models may misrepresent their own behavior or objectives. Instead, our work suggests163

a different path toward a mechanistic understanding of reasoning in LLMs.164

Limitations. We study the stylized transformer first proposed by Nichani et al. [23]. Our model165

preserves the most important features of the architecture, but omits MLP blocks, multi-head attention,166

and nontrivial positional embeddings, among other complexities. Our results also assume a natural167

but particular input representation. Furthermore, our constructive results concern the expressive168

capacity of transformers, but do not examine training dynamics or sample complexity required to169

achieve these configurations. We look forward to addressing these complexities in future work.170
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A Additional related work304
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they explicitly train models to output intermediate states. Another related line of work interrogates the308

coherence of internal “world models” [29, 30, 18, 28]; these internal models are desirable precisely309

because they guarantee, for example, that the behavior of the LLM is invariant to perturbations of310

inputs which correspond to the same logical state. Recent work argues that such a world model is311

necessary for general purpose agents [26]. Our work is also closely related to Giapitzakis et al. [11],312

which studies the task of learning permutations (given an input, apply a given, fixed permutation to it)313

in two-layer feedforward neural networks. In contrast, the task we study involves the “in context”314

inversion of arbitrary permutations given as inputs. Our technical results build on the “disentangled”315

transformer model, first proposed by Nichani et al. [23] to study the emergence of causal reasoning316

in transformer models.317

More generally, we build on work studying transformers [31] and their capabilities. In particular,318

the problem of reconstructing “canonical” permutations can be viewed as a building block towards319

robust in-context learning [4] and tabular foundation models models [15, 10], wherein performance320

should be invariant to permutations of in-context examples or columns.321

B Inverse permutation learning with an unrestricted attention mask.322

Our next result serves to reinforce the key intuition from Section 2.1; namely, that the causal attention323

mask precludes the transfer of information which is necessary to perform inverse permutation learning.324

First, we define the causal mask-free attention operation.325

Definition 2. We will say an attention layer is causal mask-free (CMF) if it computes326

attnCMF(h;A)
def.
= S(hAh⊤)h.

We say a decoder-only, attention-only transformer is CFM if all of its attention layers are CFM.327
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That is, attnCMF is defined identically to attn except that the MASK operation is removed. In328

that sense, the causal mask-free attention operation is no longer “causal”, and instead allows for329

unrestricted information flow between tokens.330

Our next result shows that this change is sufficient to recover a construction which solves the inverse331

permutation learning task.332

Theorem 3. There exists parameter matrices A(1) and A(2) such that, for any permutation matrix333

P and target matrix Y , a two-layer, decoder-only, attention-only, causal mask-free, transformer334

parameterized by A(1), A(2) given [P ;YP ] as input outputs Y to a block of the residual stream.335

We provide a constructive proof of this result in Appendix D. As discussed in Section 1, this result is336

perhaps unsurprising: the intuition underpinning Theorem 1 was that causal attention restricts the337

necessary flow of information; this result reinforces that interpretation by showing that removing the338

causal attention mask suffices to circumvent this impossibility result.339

We validate this result by training a disentangled transformer using stochastic gradient descent.340

We find the performance of the model after training is near perfect, and inspection of the weights341

shows that the model has indeed learned to invert permutations (although the construction it learns342

is different than the one we use in our proof). Full details of our setup, data generating process and343

approach are provided in Appendix C below.344

C Empirical validation345

Here we provide details on our empirical validation of our theoretical results. All of346

our code was forked from the code provided in Nichani et al. [23] (the model training,347

plotting and logging are all nearly identical to their code; the data generating process348

and model itself are modified to fit our question and setting). Our code is available at349

https://anonymous.4open.science/r/icl-D209/README.md.350

C.1 Setup.351

We train a disentangled transformer using the architecture described in Section 2. The only difference352

is that, in the paper, our results are about the (possibility or impossibility) of copying Y to the residual353

stream and in our empirical validation we produce an output. This is to enable taking gradients and354

applying the usual model training pipeline. To generate outputs, we define output weights W and355

multiply the residual stream output in the last layer with W : h(2)W⊤.356

We train disentangled transformers with a causal mask and without a causal mask, as defined in357

Section 2.1 and Appendix B, respectively. For each of the experiments, the training parameters, loss358

function and all other details of the implementation and training are exactly the same (including the359

random seed).360

We use squared loss to optimize the model, 216 training steps and batches of size 1024. Model361

training takes less than 5 minutes on one Nvidia A100 GPU. We set the dimension d = 10.362

To generate the inputs, we generated P by sampling uniformly at random from the set of permutations363

on d elements. To generate Y , we sampled each entry of a d× d matrix uniformly at random from364

{0, 1}.365

C.2 Results.366

Transformers with causal masks. After training the model with causal mask, mean squared error367

of the model is approximately 2.5, which is the MSE corresponding to random guessing.368

Transformers without causal masks. After training the model without the causal mask, the MSE369

of the model is about 0.00015. We reproduce the weights corresponding to the trained model in370

Figure 2. Panel (a) shows the weights for the first attention layer A(1), panel (b) is for the second371

attention layer A(2) and (c) is for the output layer W . The construction recovered by the model372

training process is different than the construction provided in our proof of Theorem 3; both are valid.373

We visualize weights with a heatmap: each small square in each figure represents a single weight374
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parameter. Thus, A(1) is a matrix of size 3d× 3d = 30× 30. In (a), we label weights corresponding375

to token and position embeddings above and to the side of the matrix. Weights that are larger are376

closer to yellow and weights that are close to zero are dark blue. Thus, the weights matrix A(1) is377

approximately equal to378

A(1) = β

[
0 0 0
0 0 I
0 0 0

]

for some β ≫ 0, where each entry corresponds to a d× d block.379

In (b), we label weights corresponding to the different blocks of the residual stream: the top/left380

blocks correspond to the input sequence and the bottom/right blocks correspond to the layer-1 outputs.381

Thus, the weights matrix A(2) is approximately equal to382

Ã(2) = β


0 0 0 0 0 0
I 0 0 0 0 0
0 0 0 0 0 0
0 0 0 0 0 0
0 0 0 0 0 0
0 0 0 0 0 0


for some β ≫ 0.383

In (c), the output weights W can be seen to be approximately equal to the all-zeros matrix except for384

the 10th block, which is the identity matrix.385

(a) Weights for first attention layer A(1) (b) Weights for second attention layer A(2)

(c) Weights for output layer W

Figure 2: Weights for decoder-only disentangled transformer trained to inverse permutations.

D Proofs386

We begin by stating a lemma we will use in the proof of our main theorem. It formalizes the notion387

that the causal mask induces an invariance of each row to any subsequent row in the residual stream.388

Lemma 1. Let h and h′ be any two inputs to the ℓth layer such that their first i rows are the same:389

h1:i = h′
1:i. Then for any weights A, attn(h;A)i = attn(h′;A)i.390
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Proof. By inspecting the activation function, we observe the ith row of the output of a given layer391

with weights A are:392

(S(MASK(hAh⊤))h)i =
1∑

j≤i exp(hiAh⊤
j )

∑
j≤i

exp(hiAh⊤
j )hj

Since this function does not depend on any row hj for j > i, attn(h;A)ℓ = attn(h′;A)ℓ.393

D.1 Proof of theorem 1394

For ease of reference, we restate each result before its proof.395

Theorem 1. For all k and parameter matrices {A(i)}i∈[k], and all permutation matrices P other396

than the identity permutation, there exists a target matrix Y such that a decoder-only, attention-only397

transformer parameterized by {A(i)}i∈[k] given [P ;YP ] as input does not output Y to any block of398

the residual stream.399

Proof. Consider some P that is not the identity matrix. Recall that rows and columns of P must400

sum to one. Let Pi denote the ith-row of P . We first prove that P must have at least one nonzero401

below-diagonal entry. That is, we claim that there exists i such that Pi = ej for j < i. To see this, let402

i be the index of the last row which is not equal to its corresponding elementary basis vector ei. (By403

the fact that P is not the identity, there must some such row index.) Since for all j > i, the jth row is404

equal to ej , the last d− i entries of Pi must be zero. Also, since Pi ̸= ei, the diagonal entry must405

be zero. Therefore, the non-zero entry of Pi must be at some entry j for j < i. This is a non-zero406

below-diagonal entry of Pi.407

Now, let i, j be any indices such that Pi = ej for j < i. In order to store Y in some block of the408

residual stream, the jth row of Y cannot be in any row of the residual stream more than d− j rows409

from the bottom. Formally, the jth row of Y must be output somewhere in the ℓ-th row of the residual410

stream for ℓ ≤ d+ j + 1. However, since YP = PY and j < i, Yj is located in the ith row of YP ,411

which is in row d+ i+ 1 of the input. Since d+ i+ 1 > d+ j + 1 ≥ ℓ, by Lemma 1, row ℓ of the412

residual stream must be invariant to row d+ i+ 1. Thus, for any fixed weight matrices {A(m)}m∈[k],413

there exists some Y such that it is not output to the residual stream.414

Theorem 3. There exists parameter matrices A(1) and A(2) such that, for any permutation matrix415

P and target matrix Y , a two-layer, decoder-only, attention-only, causal mask-free, transformer416

parameterized by A(1), A(2) given [P ;YP ] as input outputs Y to a block of the residual stream.417

Proof of Theorem 3. We proceed by construction. The first attention layer computes the row-reversed418

column embedding matrix P . For constant β1, we will have attention weights represented by the419

following block matrix420

Ã(1) = β1

[
0 0 0
0 Jd 0
0 0 0

]
where each 0 is the d× d all-zeros matrix and Jd ∈ Rd×d is the antidiagonal matrix with (A1)i,j = 1421

if i+ j = d+ 1 and 0 otherwise. This implies pre-activations422

XÃ(1)X⊤ = X

[
0 0
Jd 0
0 0

]

= β1

[
Jd 0
0 0

]
∈ RT×T

As β1 → ∞, this implies activations423

S(XÃ(1)X⊤) =

[
Jd 0
0 0

]
Finally, we have layer-1 outputs424

S(XÃ(1)X⊤)X =

[
P ′ Jd 0
0 0 0

]
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where P ′ is the matrix such that P ′
i,j is P(d+1−i),j (i.e., the row-reversed matrix).425

The second attention layer computes the column-reversed transformation of P ′, which is P⊤. Recall426

that the input to the second attention is427

h(1) =
[
X S(XÃ(1)X⊤)X

]
=

[
P Id 0 P ′ Jd 0
YP 0 Id 0 0 0

]
Define a constant β2. We will have attention weights428

Ã(2) = β2


0 0 0 0 0 0
0 0 0 0 0 0
0 0 0 0 0 0
0 0 Jd 0 0 0
0 0 0 0 0 0
0 0 0 0 0 0


This implies pre-activations429

h(1)Ã(2)h(1)⊤ = β2h
(1)


0 0
0 0
0 0
0 Jd
0 0
0 0


= β2

[
0 P⊤

0 0

]
and, as β2 → ∞, activations430

S(h(1)Ã(2)h(1)⊤) =

[
0 P⊤

0 0

]
This yields layer-2 outputs431

S(h(1)Ã(2)h(1)⊤)h(1) =

[
P⊤YP 0 P⊤ 0 0 0

0 0 0 0 0 0

]
Finally, notice P⊤YP = Y so the top-left block recovers the desired canonical order.432

Theorem 2. There exist parameter matrices A(1) and A(2) such that, for any permutation matrix P433

and target matrix Y , a two-layer decoder-only attention-only transformer parameterized by A(1), A(2)434

given [P ;YP ;P ;YP ] as input outputs Y to a block of the residual stream.435

Proof of Theorem 2. Our construction will just consist of the first three blocks [P ;YP ;P ]. By436

Lemma 1, the residual stream is invariant to adding rows to the input, so a construction for [P ;YP ;P ]437

is sufficient. (Including the final YP block is not necessary for the construction, and omitting it438

simplifies the construction.)439

X = embed(s1:T )

=

[
P
YP

P
IT

]

=

[
P Id 0d 0d
YP 0d Id 0d
P 0d 0d Id

]
∈ RT×(d+T )

The first layer produces the row-reversed matrix P ′. For constant β1, we will have attention weights440

represented by the following block matrix441

Ã(1) = β1

0 0 0 0
0 0 0 0
0 0 0 0
0 Jd 0 0


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where each 0 is the d× d all-zeros matrix and Jd ∈ Rd×d is the antidiagonal matrix with (A1)i,j = 1442

if i+ j = d+ 1 and 0 otherwise. This implies pre-activations443

XÃ(1)X⊤ = β1X

 0 0 0
0 0 0
0 0 0
Jd 0 0


= β1

[
0 0 0
0 0 0
Jd 0 0

]
∈ RT×T

And as β1 → ∞,444

S(MASK(XÃ(1)X⊤)) =

[
0 0 0
0 0 0
Jd 0 0

]
This yields layer 1 outputs:445

S(MASK(XÃ(1)X⊤))X =

[
0 0 0 0
0 0 0 0
P ′ Jd 0 0

]
∈ RT×(d+T )

The second layer will produce P⊤ in the activations so that Y is written to the residual stream. Recall:446

h(1) =

[
P Id 0d 0d 0d 0d 0d 0d
YP 0d Id 0d 0d 0d 0d 0d
P 0d 0d Id P ′ Jd 0d 0d

]
For constant β2, we will have attention weights represented by the following block matrix447

Ã(2) = β2



0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0
0 0 Jd 0 0 0 0 0
0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0


This implies pre-activations448

h(1)A(2)h(1)⊤ = β2h
(1)



0 0 0
0 0 0
0 0 0
0 0 0
0 Jd 0
0 0 0
0 0 0
0 0 0


= β2

0 0 0
0 0 0
0 P⊤ 0


and activations449

S(MASK(h(1)A(2)h(1)⊤)) =

0 0 0
0 0 0
0 P⊤ 0

 .

This implies layer-2 outputs:450

S(MASK(h(1)A(2)h(1)⊤))h(1) =

 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0
Y 0 P⊤ 0 0 0 0 0


which recovers Y as desired.451
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