The Impossibility of Inverse Permutation Learning in
Transformer Models

Rohan Alur* Chris Hays*
Bridgewater AIA Labs Massachusetts Institute of Technology
Massachusetts Institute of Technology jhays@mit.edu

ralur@mit.edu

Manish Raghavan Devavrat Shah
Massachusetts Institute of Technology Massachusetts Institute of Technology
mragh@mit.edu devavrat@mit.edu
Abstract

We study the problem of inverse permutation learning in decoder-only transformers.
Given a permutation and a string to which that permutation has been applied, the
model is tasked with producing the original (“canonical”) string. We argue that
this task models a natural robustness property across a variety of reasoning tasks,
including long-context retrieval, multiple choice QA and in-context learning.

Our primary contribution is an impossibility result: under weak assumptions, we
show that an arbitrary depth, decoder-only transformer cannot learn this task. This
result concerns the expressive capacity of decoder-only transformer models and is
agnostic to training dynamics or sample complexity.

We give a pair of alternative constructions under which inverse permutation learning
is feasible. The first of these highlights the fundamental role of the causal attention
mask, and suggests a gap between the expressivity of encoder-decoder transformers
and the more popular decoder-only architecture. The latter result is more surprising:
we show that simply duplicating the input yields a construction under which inverse
permutation learning is possible. We conjecture that this result may suggest an
alternative mechanism by which chain-of-thought prompting or, more generally,
intermediate “thinking” tokens can enable reasoning in large language models.

1 Introduction

One of the most striking features of modern large language models (LLMs) is the emergence of
general-purpose reasoning abilities at scale. Even relatively early LLMs were capable of in-context
learning [4], multiple choice question answering [14], long-context reasoning [20], and deductive
logical reasoning tasks [13]. It was not obvious, a priori, that a single model could be trained to
handle such a diverse range of tasks, since each might appear to demand distinct—and potentially
incompatible—architectures, training recipes or inductive biases.

In this work, we focus on a particular inductive bias: permutation invariance. Modern LLMs typically
encode positional information through positional encodings [31]. This is, of course, a desirable
property for a language model, as the order of words is inextricably linked to their meaning. However,
this sensitivity to ordering can present challenges in other contexts. For example, consider in-context
learning: given k labeled examples, a model is asked to predict the label for a final unlabeled input.
It is typically desirable that these predictions are invariant to ordering of the examples. In multiple
choice question answering (QA), we’d similarly like invariance to the order of answer options; in
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long-context reasoning, we might want invariance to the order of in-context facts; in deductive
reasoning tasks a model should be invariant to the ordering of logical predicates; in generative
verification tasks, the verifier should be invariant to the ordering of candidate solutions.

Unfortunately, at least as an empirical matter, modern LLMs fail to satisfy any of these desiderata [25,
5,21, 27,22, 19]. This sensitivity to ordering manifests as seemingly arbitrary failures, undermining
reliability and, ultimately, trust in these models. This problem is well-studied, with proposed solutions
including altering the training loss to encourage permutation invariance [6], optimizing input ordering
[12, 3, 2], and modifications to the architecture [8, 33, 10] (we discuss additional related work in
Appendix A). However, none of these solutions address the fundamental question: can a standard
decoder-transformer /earn to guarantee permutation invariance?

Inverse permutation learning. We observe that inverse permutation learning is a sufficient and
natural manner in which to guarantee order invariance. For example, given a sequence of (key, value)
pairs as in-context examples, it might first map these examples to a lexicographic ordering over keys,
guaranteeing invariance to the order in which they are presented. We model this task as inverse
permutation learning: given a permuted sequence and a description of the permutation which was
applied, the model should learn to output a “canonical” version of the sequence.

Permutation Permuted Sequence Canonical Ordering
apply inverse

[201] (OB —————— [V A &]

apply inverse

[210] (S ®O] ————— [V A &]

Figure 1: Visualizing inverse permutation learning. The model is given a permutation and a permuted
sequence as input, and is tasked with inverting the permutation to recover the canonical ordering.

Note that this task is perhaps easier than our motivating examples, as the model is given both a
description of the permutation to be “undone” as well as the permuted sequence. Nonetheless, we
show that, under relatively weak assumptions, a transformer cannot learn to complete this task.

1.1 Contributions

In this work, we derive an impossibility result for inverse permutation learning with a decoder-only,
attention-only transformer architecture. The key intuition underpinning this result is straightforward:
all permutations (except the trivial identity permutation) require shifting at least one element from a
later position in the sequence to an earlier position in the sequence. However, the structure of the
causal attention mask prevents the necessary information transfer from later tokens to earlier ones.

We complement this impossibility result with a pair of existence proofs. The first shows, perhaps
unsurprisingly, removing the causal structure to allow for general two-way attention mechanisms
yields a construction which solves the inverse permutation learning problem. We show that this is
borne out empirically in a simplified transformer model, which improves from the level of random
guessing to nearly perfect accuracy if the causal attention mask is removed.! We also conduct a
mechanistic analysis demonstrating that the learned weights correspond to a constructive proof. This
result suggests that alternative architectures, particularly encoder-decoder architectures, may not
have the same limitations as the decoder-only architecture which underpins the most popular modern
LLMs.

Second, and more surprisingly, we show that copying the input — that is, providing (permutation,
permuted sequence, permutation, permuted sequence) as input — also yields a construction for inverse
permutation learning. Our construction illustrates that this transformation of the input provides the
model with additional “scratch space” for computation during the forward pass. We conjecture that
this mechanism may partially explain the success of “chain-of-thought” prompting [32], scratchpad
prompting [24] or the use of intermediate reasoning tokens [7], which perform a similar function by
allowing the model to perform additional computation in a single forward pass whether or not the
intermediate tokens encode meaningful information (e.g., intermediate reasoning steps).

'Our code is available here: https://github.com/johnchrishays/icl.
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2 Technical Results

We begin with the definition of the inverse permutation function.

Definition 1 (Inverse permutation function). For fixed n, an inverse permutation function takes any
permutation matrix P € {0,1}"*™ where the ith row represents the elementary unit vector e, for

some permutation 7 (-) and any n-row matrix Yp and to produce Y, where Y = P~1Yp.

We remark that one function satisfying Definition 1 is the trivial linear transformation (P, Yp)
PTYp,since P~! = PT. As mentioned in Section 1, this task is arguably simpler than the more
realistic tasks which motivate it: the description of the permutation P is given explicitly, rather than
being determined by some function of the permuted input Yp (e.g., its lexicographic index). Thus, we
have eliminated the difficulty of determining the order in which inputs are arranged or the choice of
canonical ordering during internal model computations. Similarly, by presenting Yp as a matrix, we
have also reduced the difficulty of the problem by providing a fixed delimiting of the set of examples
(rather than the model having to delimit free text into the set of choices).

The decoder-only transformer architecture underpins the most popular frontier LLMs, including
the GPT series.> We focus on a simplified decoder-only, “disentangled” transformer architecture
proposed by Nichani et al. [23]. We describe this architecture below.

A simplified transformer model. The input will consist of a matrix X € R7* where T is the
length of the sequence and d is the input dimension. The input sequence is first passed through an
embedding function, which consists of the concatenation of token and position embeddings. For
simplicity, we will assume the token embeddings are just X itself and position embeddings are
one-hot encodings of each of X’s row positions, so that the encoding of an input is

R0 def. (X,1] € RIx(d+T)

where [ is the T' x T identity matrix. Subsequent layers of the transformer will consist of attention
layers, which are each parameterized by a matrix A. Each attention layer consists of a softmax
operation S(-) composed with a causal attention mask operation MASK(-):

attn(h; A) < S(MASK(hAR )
The softmax operation is applied row-wise to a matrix. For a given vector v, we let S(v); =
exp(v;)/ >_; exp(v;). For a matrix V/, the causal attention mask just takes the lower-triangular
entries of V' so that MASK(V');; = Vj; if ¢ > j and —oo above the diagonal. We will denote the
weight matrix at the ith layer as A(®).

Typically, the outputs of a layer are added to its inputs; i.e., the residual stream out of layer ¢ 4 1 is
R 4 attn(h(); AG+Y)), We will instead analyze a disentangled transformer, proposed by Nichani
et al. [23], which concatenates the outputs of a layer with its inputs to form the inputs to the next
layer:

pli+1) def. [h(i),attn(h(i);A(”l))].

The disentangled transformer is exactly as expressive as a vanilla (layer-sum) transformer (see,
Nichani et al. [23], Theorem 3). It is analytically useful because it clarifies the structure of the
residual stream [9], which describes how transformers may use orthogonal subspaces of layer outputs
as communication channels. In particular, while standard transformers store information in orthogonal
subspaces of the residual stream, disentangled transformers store the outputs of each layer in separate
matrix blocks. We will refer to h(?) as the residual stream at layer i. Throughout this paper, we will
analyze disentangled transformers. For simplicity, we will consider transformers with a single head.
All of our results hold for multi-head transformers.

For expressibility of inverse permutation functions (Definition 1), the input to the transformer is the
concatenation of the task inputs, represented as X = [P; Yp]. We note that Yp is represented with d
rows since this is the dimension of the permutation matrix. Thus, 7" = 2d.

>The most popular open source models (e.g., the Llama series, Qwen series and Mixtral series) are built
on decoder-only architectures, as was OpenAI’s GPT-3 model. While the architecture for newer closed-source
models like GPT-5 or the Gemini, Claude or Grok series has not been publicly disclosed, it is folklore in the Al
research community that these models are also underpinned by variants of a decoder-only architecture.



2.1 The impossibility of inverse permutation learning.

Our main theoretical result states that, for any nontrivial permutation P, no decoder-only transformer
of any depth can output Y to a block of the residual stream. We state this result below.

Theorem 1. For all k and parameter matrices {A(i)}ie[k}, and all permutation matrices P other
than the identity permutation, there exists a target matrix Y such that a decoder-only, attention-only
transformer parameterized by {A(i)}ie[k.] given [P; Yp| as input does not output Y to any block of
the residual stream.

As described in Section 1, the intuition for this result is straightforward: for any nontrivial permutation,
at least one element which must be moved from a later position to an earlier position. However, the
causal attention mask precludes this: any row in the residual stream corresponding to position ¢ must
be invariant to changes in rows corresponding to positions j > 4. This interpretation is supported
by Theorem 3, which we state in in Appendix B. The proof of Theorem 3 gives a construction for
inverse permutation learning if the causal attention mask is removed.

We provide complementary empirical results in Appendix C, which demonstrate that performance
improves from the level of random guessing to near perfect accuracy if we remove the causal attention
mask. We also conduct a mechanistic analysis of the trained model which demonstrates that the
learned weights can constitute a constructive proof of Theorem 3. Proofs of both Theorem 1 and
Theorem 3 are provided in Appendix D.

2.2 The possibility of inverse permutation learning under input copying.

We now turn to a more surprising result — simply copying the input is also sufficient to demonstrate
a construction that solves the inverse permutation learning task. Let s € R? be the embedding
associated with a special scratch token. Let S = 1s' € R?*? be the matrix with d rows where each
row is s. The content of the representation does not matter for our purposes, so it may overlap with a
regular token embedding or be an embedding not corresponding to any regular token. We state this
theorem below.

Theorem 2. There exist parameter matrices AV and A® such that, for any permutation matrix P
and target matrix Y, a two-layer decoder-only attention-only transformer parameterized by A1) | A?)
given [P;Yp; S| as input outputs Y to a block of the residual stream.

We provide a proof in Appendix D. The proof suggests that the specific content of the “padding”
tokens (here, the second copy of P and Yp) are unimportant. Instead, as discussed in Section 1,
these padding tokens provide the model with additional “scratch space” with which to perform the
necessary matrix operations. Our proof also requires that the first token of the input be a BOS token
with both the token and positional embedding set to all zeros. (Equivalently, we just need that the
context length be at least one token longer than the input string.) Unlike Theorem 3, this result
provides a recipe for performing inverse permutation learning without modifying the decoder-only
architecture which underpins most modern LLMs. We provide a conjecture regarding the broader
implications of this finding below.

3 Discussion and Future Work

Our results identify a sharp limitation on the expressivity of decoder-only transformers: under mild
assumptions, they cannot learn the inverse permutation function for any nontrivial permutation, even
with unbounded depth. We give two alternative constructions under which feasibility is restored:
removing the causal attention mask or, more surprisingly, simply duplicating the input.

A mechanism for multi-step reasoning. As discussed in Section 2.2, this latter construction works by
providing the model with “scratch space” in the residual stream that can be used to perform additional
computation. We conjecture that this may have implications well beyond permutation invariance.
If there is indeed a broader class of reasoning problems which can only be solved by duplicating
or otherwise padding inputs, this suggests a concrete and, to our knowledge, thus far unexplored
mechanism by which popular reasoning strategies — including chain of thought prompting [32],
scratchpad prompting [24] and the generation of thinking tokens [7] — might enable problem solving
in transformer models. In particular, these intermediate output tokens may enable reasoning even if
they encode no useful semantic information about the problem.



This interpretation avoids anthropomorphizing models as articulating “thoughts” or intermediate
computation via output tokens; as Hubinger et al. [16] and Baker et al. [1] argue, this can also be
dangerous, as models may misrepresent their own behavior or objectives. Instead, our work suggests
a different path toward a mechanistic understanding of reasoning in LLMs.

Limitations. We study the stylized transformer first proposed by Nichani et al. [23]. Our model
preserves the most important features of the architecture, but omits MLP blocks, multi-head attention,
and nontrivial positional embeddings, among other complexities. Our results also assume a natural
but particular input representation. Furthermore, our constructive results concern the expressive
capacity of transformers, but do not examine training dynamics or sample complexity required to
achieve these configurations. We look forward to addressing these complexities in future work.
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A Additional related work

Our work builds on a rich and rapidly growing literature on reasoning, world modeling and state
tracking modern large language models. It is perhaps most closely related to Li et al. [17], which
examines whether and how LLMs track state in a permutation composition task. Unlike our work,
they explicitly train models to output intermediate states. Another related line of work interrogates the
coherence of internal “world models” [29, 30, 18, 28]; these internal models are desirable precisely
because they guarantee, for example, that the behavior of the LLM is invariant to perturbations of
inputs which correspond to the same logical state. Recent work argues that such a world model is
necessary for general purpose agents [26]. Our work is also closely related to Giapitzakis et al. [11],
which studies the task of learning permutations (given an input, apply a given, fixed permutation to it)
in two-layer feedforward neural networks. In contrast, the task we study involves the “in context”
inversion of arbitrary permutations given as inputs. Our technical results build on the “disentangled”
transformer model, first proposed by Nichani et al. [23] to study the emergence of causal reasoning
in transformer models.

More generally, we build on work studying transformers [31] and their capabilities. In particular,
the problem of reconstructing “canonical” permutations can be viewed as a building block towards
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robust in-context learning [4] and tabular foundation models models [15, 10], wherein performance
should be invariant to permutations of in-context examples or columns.

B Inverse permutation learning with an unrestricted attention mask.

Our next result serves to reinforce the key intuition from Section 2.1; namely, that the causal attention
mask precludes the transfer of information which is necessary to perform inverse permutation learning.
First, we define the causal mask-free attention operation.

Definition 2. We will say an attention layer is causal mask-free (CMF) if it computes

attneyr (h; A) S S(hART ).

We say a decoder-only, attention-only transformer is CFM if all of its attention layers are CFM.

That is, attncmp is defined identically to attn except that the MASK operation is removed. In
that sense, the causal mask-free attention operation is no longer “causal”, and instead allows for
unrestricted information flow between tokens.

Our next result shows that this change is sufficient to recover a construction which solves the inverse
permutation learning task.

Theorem 3. There exists parameter matrices A" and A®) such that, for any permutation matrix
P and target matrix Y, a two-layer, decoder-only, attention-only, causal mask-free, transformer
parameterized by AV, A?) given [P; Yp] as input outputs Y to a block of the residual stream.

We provide a constructive proof of this result in Appendix D. As discussed in Section 1, this result is
perhaps unsurprising: the intuition underpinning Theorem 1 was that causal attention restricts the
necessary flow of information; this result reinforces that interpretation by showing that removing the
causal attention mask suffices to circumvent this impossibility result.

We validate this result by training a disentangled transformer using stochastic gradient descent.
We find the performance of the model after training is near perfect, and inspection of the weights
shows that the model has indeed learned to invert permutations (although the construction it learns
is different than the one we use in our proof). Full details of our setup, data generating process and
approach are provided in Appendix C below.

C Empirical validation

Here we provide details on our empirical validation of our theoretical results. All of our code was
forked from the code provided in Nichani et al. [23] (the model training, plotting and logging are
all nearly identical to their code; the data generating process and model itself are modified to fit our
question and setting). Our code is available at https://github.com/johnchrishays/icl.

C.1 Setup.

We train a disentangled transformer using the architecture described in Section 2. The only difference
is that, in the paper, our results are about the (possibility or impossibility) of copying Y to the residual
stream and in our empirical validation we produce an output. This is to enable taking gradients and
applying the usual model training pipeline. To generate outputs, we define output weights W and
multiply the residual stream output in the last layer with W: AW,

We train disentangled transformers with a causal mask and without a causal mask, as defined in
Section 2.1 and Appendix B, respectively. For each of the experiments, the training parameters, loss
function and all other details of the implementation and training are exactly the same (including the
random seed).

We use squared loss to optimize the model, 2'6 training steps and batches of size 1024. Model
training takes less than 5 minutes on one Nvidia A100 GPU. We set the dimension d = 10.

To generate the inputs, we generated P by sampling uniformly at random from the set of permutations
on d elements. To generate Y, we sampled each entry of a d x d matrix uniformly at random from

{0,1}.


https://github.com/johnchrishays/icl

C.2 Results.

Transformers with causal masks. After training the model with causal mask, mean squared error
of the model is approximately 2.5, which is the MSE corresponding to random guessing.

Transformers without causal masks. After training the model without the causal mask, the MSE
of the model is about 0.00015. We reproduce the weights corresponding to the trained model in
Figure 2. Panel (a) shows the weights for the first attention layer A1), panel (b) is for the second
attention layer A(?) and (c) is for the output layer W. The construction recovered by the model
training process is different than the construction provided in our proof of Theorem 3; both are valid.
We visualize weights with a heatmap: each small square in each figure represents a single weight
parameter. Thus, A() is a matrix of size 3d x 3d = 30 x 30. In (a), we label weights corresponding
to token and position embeddings above and to the side of the matrix. Weights that are larger are
closer to yellow and weights that are close to zero are dark blue. Thus, the weights matrix A(%) is

approximately equal to
0 00
AV =plo o I

0 00
for some 5 > 0, where each entry corresponds to a d x d block.

In (b), we label weights corresponding to the different blocks of the residual stream: the top/left
blocks correspond to the input sequence and the bottom/right blocks correspond to the layer-1 outputs.
Thus, the weights matrix A(?) is approximately equal to

AP =3

SO O O~NO
[ecenlen] evlies i an)
(>N enen] Nen i en N an)
SO o oo o
[N e N oo Na)
[e>lenen] evlies )

for some 5 > 0.

In (c), the output weights W can be seen to be approximately equal to the all-zeros matrix except for
the 10th block, which is the identity matrix.
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(a) Weights for first attention layer AM (b) Weights for second attention layer A®
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(c) Weights for output layer W

Figure 2: Weights for decoder-only disentangled transformer trained to inverse permutations.



D Proofs

We begin by stating a lemma we will use in the proof of our main theorem. It formalizes the notion
that the causal mask induces an invariance of each row to any subsequent row in the residual stream.

Lemma 1. Let h and h' be any two inputs to the fth layer such that their first i rows are the same:
hi.; = hY.;. Then for any weights A, attn(h; A); = attn(h'; A),.

Proof. By inspecting the activation function, we observe the ith row of the output of a given layer
with weights A are:

1

(S(MASK(hALT))h); = exp(h; Ah] )h;
> <iexp(hiAh)) ; 7
Since this function does not depend on any row h; for j > i, attn(h; A), = attn(h'; A),. O

D.1 Proof of Theorem 1

For ease of reference, we restate each result before its proof.

Theorem 1. For all k and parameter matrices {A(i)}ie[k}, and all permutation matrices P other
than the identity permutation, there exists a target matrix Y such that a decoder-only, attention-only
transformer parameterized by {A(i)}ie[k] given [P;Yp| as input does not output Y to any block of
the residual stream.

As discussed above, the intuition for this result is straightforward: for any permutation other than the
identity permutation, there exists at least one element which must be moved from a later position to
an earlier position in the sequence. We’ll argue, by Lemma 1, that the causal attention mask precludes
this.

Proof. Consider some P that is not the identity matrix. Recall that rows and columns of P must
sum to one. Let P; denote the ith-row of P. We first prove that P must have at least one nonzero
below-diagonal entry. That is, we claim that there exists ¢ such that P; = e; for j < 4. To see this, let
1 be the index of the last row which is not equal to its corresponding elementary basis vector e;. (By
the fact that P is not the identity, there must some such row index.) Since for all j > 4, the jth row is
equal to e;, the last d — 7 entries of F; must be zero. Also, since P; # ¢;, the diagonal entry must
be zero. Therefore, the non-zero entry of P; must be at some entry j for j < 7. This is a non-zero
below-diagonal entry of P;. Put another way: any non-identity permutation has at least one “cycle”
(11 — %2 — - -+ — 11), which implies there exists a nonzero below-diagonal entry.

Now, let ¢, j be any indices such that P; = ¢; for j < ¢. In order to store ¥ in some block of the
residual stream, the jth row of Y cannot be output into any row of the residual stream more than d — j
rows from the bottom. Intuitively, if Y is to “fit” into the residual stream, row j cannot be output at
too low of a row in the residual stream: there must be space for at least d — j more rows. Formally,
the jth row of Y must be output somewhere in the ¢-th row of the residual stream for ¢ < d + j + 1.
However, since Yp = PY and j < 4, Yj is located in the ith row of Yp, which is inrow d + ¢ + 1
of the input. Sinced+4i+1>d+ j+ 1 > ¢, by Lemma 1, row ¢ of the residual stream must be
invariant to row d + i 4 1. Thus, for any fixed weight matrices { A("™) }mek)> there exists some Y’
such that it is not output to the residual stream. O

Theorem 3. There exists parameter matrices A and A such that, for any permutation matrix
P and target matrix Y, a two-layer, decoder-only, attention-only, causal mask-free, transformer
parameterized by A1) A?) given [P;Yp]| as input outputs Y to a block of the residual stream.

Proof of Theorem 3. We proceed by construction.

The first layer copies Yp into the top block-row of the residual stream. For constant 31, we will have
attention weights represented by the following block matrix

0q 0q4 Og
A(l) = ﬁ1 Od Od Od
Od Id Od
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where each Oy is the d x d all-zeros matrix and I; € R%*? is the d x d identity matrix. This implies
pre-activations

0q O
XA(l)XT — d d RTXT
Bl Id Od S

This implies activations

S(XADXT) = [1/(2d)11T 1/(24)16113}

Id Od
where 1/(2d)11" is the d x d constant matrix with entries 1/(2d). Finally, we have layer-1 outputs
S(XAVXT)X = {1/(2d)11;(P+Yp) ]

where we write . .. for block matrices that will not factor into later computations and therefore do
not matter.

The second attention layer computes Y. Recall that the input to the second attention is
MY =[x S(XAWXT)X]
P I 0 1/2d)11T(P+Yp) ... ...
T|Yp 0 I P

Define a constant 3. We will have attention weights

A® = g,

[even i en] Nenlen N an)
SO o oo o
[N e N o lien N an)
SO o OoO~NO
(el en i en] Jev e an)
(s> en i en] Hen e N an)

This implies pre-activations

A AR DT — { ﬂ [1/2d)117(P+Yp)T PT]
/(

0
Note that 1/(2d)11T (P + Yp) " < 1 s0, as B2 — oo, we have activations

S(hMARRMT) = { 0 PT }

/(2d)1 (P+Y )T PT
- |

1/2d)11" 1/(2d)117
This yields layer-2 outputs
(1 (2 (1) “ e “ e “ e “ o .«
SVAPRITD = [y ]
Finally, notice PTYp =Y so that block recovers the desired canonical order. O

Theorem 2. There exist parameter matrices AV and A® such that, for any permutation matrix P
and target matrix Y, a two-layer decoder-only attention-only transformer parameterized by A1) | A?)
given [P;Yp; S| as input outputs Y to a block of the residual stream.

Proof of Theorem 2. Observe, since we pad the beginning of the input with a BOS token so to be all
zeros, that

X = embed(s1.7)

[0 Oixr
| P
=lv, I

S

_led 01><d 01><d led

P 1q 0q (OF € RT+DX(d+T)
Yp (0F Iy (0F
L S 04 Og Iq
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The first layer copies P into the second block-row of the residual stream. For constant 31, we will
have attention weights represented by the following block matrix

0 0 00
0 0 00
0 Iy 0 O
0 0 0 0

AW =5,

where each 0 is the d x d all-zeros matrix. This implies pre-activations

0 0 0
I; 0 0
0 0 0

XAWXT = c RTXT

Let AM) be the lower triangular matrix with A;; = 1/i for j < 4. Let A(Y) be the d + 1 x d + 1
matrix with A;; = 1/(2d + i + 1). And as 5 — oo,

AM 0 0
SMASK(XAWXT) = 041 I, 0 0
0d><1 A(2)

We will write dots when the values in a block do not matter for subsequent computations. This yields
layer 1 outputs:

AW[014g; P] O1xa O1xa  Oixa
S(MASK(XAWXT))X = S RT*(d+T)
( ( ) P Odxd Odxd Odxd <
04 .

The second layer will produce P " in the activations so that Y is written to the residual stream. Recall:

Oixd Oixa Oixd Oixa A(l)[olxd§P] Oixd Oixd Oixa
h(l): P 1y 0q 04

Yp  Oaq Iq 04 P Odxd Odxd Odxad
04 04 04 I, 04
For constant /35, we will have attention weights represented by the following block matrix
ro 0 0 0[]0 0 0 07
000 0[O0 O0O0OO
000 0[O0 0 OO
2) _ 000 0|y 00O
AY=0 1500 0[0 000
000 0[O0 0 OO
000 0[O0 O0O0OO
LO 0O 0 0|0 O 0 O
This implies pre-activations
0
R A@ROT = 3,10 [A(l)[olxd;P] P ()d]
14
0 0 0
=B 0 0 0
AM[01.4;P] PT 0

Now, notice that all entries of A(}) [01x4; P] are less than 1, since all non-zero entries of P are 1 and
all entries below the first row of A are less than 1. Thus, as B2 — 00, we have activations

.00
S(MASK(AMA@pMWTyy = ... ... 0
0 PT 0
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This implies layer-2 outputs:

O1xd Oixd Oixd Oixda Oixd Oixda Oixa Oixa
S(MASK (AW A@pMTHp M) =
Y

which recovers Y as desired.

13



	Introduction
	Contributions

	Technical Results
	The impossibility of inverse permutation learning.
	The possibility of inverse permutation learning under input copying.

	Discussion and Future Work
	Additional related work
	Inverse permutation learning with an unrestricted attention mask.
	Empirical validation
	Setup.
	Results.

	Proofs
	Proof of Theorem 1


