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Abstract

Large-scale networked systems, such as traffic, power, and wireless grids, challenge
reinforcement-learning agents with both scale and environment shifts. To address
these challenges, we propose GSAC (Generalizable and Scalable Actor-Critic),
a framework that couples causal representation learning with meta actor-critic
learning to achieve both scalability and domain generalization. Each agent first
learns a sparse local causal mask that provably identifies the minimal neighbor-
hood variables influencing its dynamics, yielding exponentially tight approximately
compact representations (ACRs) of state and domain factors. These ACRs bound
the error of truncating value functions to κ-hop neighborhoods, enabling efficient
learning on graphs. A meta actor-critic then trains a shared policy across multiple
source domains while conditioning on the compact domain factors; at test time, a
few trajectories suffice to estimate the new domain factor and deploy the adapted
policy. We establish finite-sample guarantees on causal recovery, actor-critic con-
vergence, and adaptation gap, and show that GSAC adapts rapidly and significantly
outperforms learning-from-scratch and conventional adaptation baselines.

1 Introduction

Large-scale networked systems, such as traffic networks [41], power grids [3], and wireless commu-
nication systems [1, 44], present significant challenges for reinforcement learning (RL) due to their
massive scale, sparse local interactions, and structural heterogeneity. These characteristics impose
two fundamental difficulties: scalability and generalizability. On one hand, the joint state-action
space grows exponentially with the number of agents, making conventional RL algorithms [29]
computationally intractable. On the other hand, real-world networked systems often experience
environment shifts and structural changes, necessitating algorithms that can generalize and adapt
efficiently across different environments. Therefore, a natural question arises:

Is it feasible to design a provably generalizable and scalable MARL algorithm for networked system?

While this question has attracted increasing attention in single-agent RL domain generalization
literature [39, 10, 6], its resolution remains open in the multi-agent reinforcement learning (MARL)
context, especially for learning in networked system. In this work, we provide an affirmative answer
by developing a causality-inspired framework, GSAC (Generalizable and Scalable Actor-Critic), which
couples causal representation learning with meta actor-critic learning to achieve both scalability and
generalizability. We summarize our main contributions as follows.

• We establish structural identifiability in networked MARL, providing the first sample complexity
results of causal mask recovery and domain factor estimation.
∗Equal contribution.
†Correspondence to: Hao Liang (hao.liang@kcl.ac.uk).
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• We introduce efficient algorithms to construct approximately compact representations (ACRs) of
states and domain factors. ACR improves both scalability, by significantly reducing the input
dimensionality required for learning and computation, and generalizability, by isolating the minimal
and most informative components. This approach may be of independent interest.

• We propose a meta actor-critic algorithm, which jointly learns scalable localized policies across
multiple source domains, conditioning on the compact domain factors to generalize effectively.

• We provide rigorous theoretical guarantees on finite-sample convergence and adaptation gap, and
empirically validate our method on two benchmarks demonstrating rapid adaptation and superior
performance over learning-from-scratch and conventional adaptation baselines.

1.1 Related works

Networked MARL with guarantees. Our work is closely related to the line of research on MARL
in networked systems [23, 17, 24]. These studies leverage local interactions to enable scalability,
proposing decentralized policy optimization algorithms that learn local policies for each agent with
finite-time convergence guarantees. In particular, [24] provides the first provably efficient MARL
framework for networked systems under the discounted reward setting. The works in [23] and
[17] extend this framework to the average-reward setting and to stochastic and non-local network
structures, respectively. However, to the best of our knowledge, no existing methodology addresses
both the design and theoretical analysis of policies that are simultaneously generalizable across
domains and scalable in networked MARL. Our work fills this gap by introducing a principled
framework that achieves provable generalization and scalability via causal representation learning
and domain-conditioned policy optimization.

Domain generalization and adaptation in RL. RL agents often encounter environmental shifts
between training and deployment, prompting recent efforts to improve generalization and adaptation.
[10] proposes learning factored representations along with individual change factors across domains,
while [7] extends this approach to handle non-stationary environments. [22, 33] aim to enhance
generalization to unseen states by eliminating redundant dependencies between state and action
variables in causal dynamics models. Beyond causal approaches, a substantial body of work focuses
on learning domain-invariant representations without causal modeling, such as bisimulation metrics
[39] that preserve decision-relevant structure while filtering out nuisance features. Causal represen-
tation learning has also been applied to model goal-conditioned transitions [6], offering theoretical
guarantees via structure-aware meta-learning [10], and credit assignment [42, 32]. However, these
works focus solely on single-agent settings or multi-agent settings with a limited number of agents. In
contrast, we provide the first sample complexity guarantees for structural identifiability in networked
MARL and introduce ACRs, a novel mechanism that enables both scalable learning and provable
generalization across domains.

A detailed discussion of related work is provided in Appendix A.

2 Preliminaries

For clarity, we provide a complete table of notation in Appendix B.

Networked MARL. We consider networked MARL represented as a graph G = (N ,E ), where
N = 1, . . . , n denotes the set of agents and E ⊆ N ×N encodes the interaction edges. Each
agent i ∈ N observes a local state si ∈ Si and selects an action ai ∈ Ai, forming the global state
s = (s1, . . . , sn) ∈ S := S1×· · ·×Sn and the joint action a = (a1, . . . ,an) ∈ A := A1×· · ·×An.
At each time step t, the system evolves according to the following decentralized transition dynamics:

P (s(t+ 1) | s(t),a(t)) =
n∏

i=1

Pi

(
si(t+ 1) | sNi

(t),ai(t)
)
, (1)

where Ni ⊆ N denotes the set of neighbors of agent i in the interaction graph, including i itself,
and sNi(t) collects the states of agents in Ni at time t. Each agent i adopts a localized policy πθi

i ,
parameterized by θi ∈ Θi, which specifies a distribution over local actions conditioned on its local
neighborhood state: πi(ai | sNi

). Agents act independently according to their respective policies.
We write θ := (θ1, . . . , θn) to denote the tuple of all local policy parameters, and define the joint
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policy as πθ(a | s) :=
∏n

i=1 π
θi
i (ai | sNi). We only consider localized policy and use θ and π

interchangeably throughout the paper when referring to policies.

Each agent receives a local reward ri(si,ai) depending on its local state and action, and the global
reward is defined as the average across all agents: r(s,a) := 1

n

∑n
i=1 ri(si,ai). The goal is to learn

a set of localized policies θ that maximize the expected discounted sum of global rewards, starting
from an initial state distribution ρ0:

max
θ∈Θ

J(θ) := Es∼ρ0
Ea(t)∼πθ(·|s(t)), s(t+1)∼P (·|s(t),a(t))

[ ∞∑
t=0

γtr(s(t),a(t))
∣∣∣s(0) = s

]
. (2)

For clarity, we assume the reward function is known; however, our framework and analysis readily
extend to the setting with unknown rewards.

Truncation as efficient approximation in networked MARL A central challenge in applying
reinforcement learning to networked systems is the curse of dimensionality: while each agent’s local
state and action spaces are relatively small, the global state and action spaces grow exponentially
with the number of agents n. This renders standard RL methods computationally intractable at scale.
[24] exploit the local interaction structure and demonstrate that the Q-function exhibits exponential
decay with respect to graph distance. This property enables a principled truncation of the Q-function
for scalable approximation. Specifically, for a state-action pair (s,a) and a policy π:

Qπ(s,a) := Ea(t)∼πθ(·|s(t))

[ ∞∑
t=0

γtr(s(t),a(t))
∣∣∣ s(0) = s, a(0) = a

]

=
1

n

n∑
i=1

Ea(t)∼πθ(·|s(t))

[ ∞∑
t=0

γtri(si(t),ai(t))
∣∣∣ s(0) = s, a(0) = a

]
:=

1

n

n∑
i=1

Qπ
i (s,a).

(3)

For an integer κ ≥ 0, letN κ
i denote the κ-hop neighborhood of agent i, and defineN κ

−i := N \N κ
i as

the set of agents outside this neighborhood. We write the global state and action as s = (sNκ
i
, sNκ

−i
)

and a = (aNκ
i
,aNκ

−i
), respectively. [24] show that for any π, agent i ∈ N , and any tuples

sNκ
i
, sNκ

−i
, s′Nκ

−i
,aNκ

i
,aNκ

−i
,a′Nκ

−i
, Qπ

i satisfies the exponential decay property:∣∣∣Qπ
i (sNκ

i
, sNκ

−i
,aNκ

i
,aNκ

−i
)−Qπ

i (sNκ
i
, s′Nκ

−i
,aNκ

i
,a′Nκ

−i
)
∣∣∣ ≤ r̄

1− γ
γκ+1, (4)

where r̄ is the upper bound on the reward functions. Thus the influence of distant agents on Qπ
i

diminishes rapidly with graph distance. This motivates the use of a truncated Q-function:

Q̂π
i

(
sNκ

i
,aNκ

i

)
:= Qπ

i

(
sNκ

i
, s̄Nκ

−i
,aNκ

i
, āNκ

−i

)
, (5)

where s̄Nκ
−i

and āNκ
−i

are fixed (and arbitrary) placeholders for the unobserved components. Due to
exponential decay, the truncated Q-function approximates the true Q-function with bounded error:
sup(s,a)∈S×A

∣∣∣Q̂π
i

(
sNκ

i
, aNκ

i

)
−Qπ

i (s,a)
∣∣∣ ≤ r̄

1−γ γ
κ+1. Furthermore, this truncated approxima-

tion can be directly used in actor-critic updates, enabling scalable policy gradient estimation. The
approximation error in the truncated policy gradient is also exponentially small3. Crucially, the
truncation technique has significantly reduced input dimensionality, making it much more efficient to
compute, store, and optimize in large-scale networked settings.

Networked MARL under domain generalization The standard formulation of networked MARL,
as reviewed above, assumes a fixed environment or domain. We extend this framework to incorporate
domain generalization, where the environment may shift between training and deployment. Each
environment E(ω) is characterized by its own transition dynamics (see Equation 6), and is uniquely
specified by a latent domain factor ω = (ωi)i∈N ∈ Ω, where ωi encodes the domain-specific
dynamics for agent i. To model structured variation across environments, we define the local
generative process for each agent i. Let si = (si,1, . . . , si,ds

i
), where dsi is its dimensionality. The

state and reward for agent i evolve as:

si,j(t+ 1) = fi,j
(
cs→s
Ni,j ⊙ sNi(t), c

a→s
i,j ⊙ ai(t), c

ω→s
i,j ⊙ ωi, ϵ

s
i,j(t)

)
, (6)

3See Appendix C for a detailed review of key concepts in networked MARL.
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where ⊙ denotes element-wise multiplication, and ϵ denotes i.i.d. stochastic noise. The binary
vectors c·→· are causal masks, indicating structural dependencies between variables. Crucially, the
functions fi,j and the causal masks c·→· are shared across all environments, and only ωi varies. This
decomposition allows us to disentangle invariant causal structure from domain-specific variations.

We consider a training setup with M source domains ⟨E1, . . . , EM ⟩ and a target domain EM+1, each
drawn i.i.d. from an unknown domain distribution ωm ∼ D for m = 1, · · · ,M + 1. The goal is to
learn networked MARL policies from the source domains that generalize effectively to new, unseen
target domains, using as little adaptation data as possible.

3 Approximately compact representation

In networked MARL, each agent’s truncated value function and localized policy are given by
Q̂π

i : SNκ
i
×ANκ

i
→ R and πi : SNi → ∆(A), respectively. The input dimensionality of the value

function is dim(SNκ
i
×ANκ

i
) =

∑
j∈Nκ

i
(dsj + dai ), and that of the policy is dim(SNi

) =
∑

j∈Ni
dsj .

While truncation to the κ-hop neighborhood significantly reduces the input size compared to the
global space dim(S ×A) =

∑
j∈N (dsj + daj ), the input dimensionality can still be large, especially

when κ or node degrees are high. To further mitigate this issue, we propose constructing ACRs by
leveraging the identifiable causal masks ci for each agent i, as defined in Equation 6. Specifically, we
use the causal structure to extract a reduced set of relevant variables from sNκ

i
, denoted s◦Nκ

i
⊂ sNκ

i
,

which preserves the predictive information for the value function. This leads to a strictly smaller
input space dim(s◦Nκ

i
) < dim(sNκ

i
), with approximation error that decays exponentially in κ.

Moreover, we extend this ACR framework to include the policy inputs and domain-specific factors,
enabling efficient transfer across domains. The resulting ACR framework improves both scalability,
by significantly reducing the input dimensionality required for learning and computation, and gener-
alizability, by isolating the minimal and most informative domain-specific components relevant to
each agent. In the following subsections, we detail the algorithmic construction of ACRs, beginning
with the fixed-environment setting. For clarity, we assume the causal masks and domain factors are
given; their identification and the estimation of domain factors are addressed in Section 5.

3.1 ACR for fixed environment
We begin by formalizing the notion of an ACR for truncated Q-functions.
Definition 1 (Value ACR). Given the graph G encoded by the binary masks c, for each agent i and its
κ-hop neighborhoodN κ

i , we recursively define the κ-hop ACR s◦Nκ
i
(t) as the set of state components

sNκ
i ,j satisfying at least one of the following:

• has a direct link to agent i’s reward ri, i.e., cs→r
i,j = 1, and s◦N 0

i
:= ∪j:cs→r

i,j =1si,j .

• for 1 ≤ κ′ ≤ κ: sNκ′
i ,j(t) has a link to sNκ′−1

i ,l
(t+ 1) such that sNκ′−1

i ,l
(t) ∈ s◦

Nκ′−1
i

.

Figure 1 illustrates how the proposed ACR framework identifies the
key state components influencing an agent’s reward through local
causal structure. At each time step, the agent’s reward ri depends
directly on a small subset of neighboring state variables at the pre-
vious time step . These relevant components are recursively traced
backward along causal edges, yielding a compact representation
s◦Nκ

i
within the κ-hop neighborhood. The figure also visualizes how

the cumulative discounted rewards ri(t), γri(t+1), . . . , γκri(t+κ)
are aggregated, emphasizing that only the identified influential
components contribute significantly to the value function. This
provides the structural foundation for the exponentially tight ap-
proximation guarantees in Proposition 1. Based on this, we define
the approximately compact Q-function as:

Q̃π
i

(
s◦Nκ

i
,aNκ

i

)
:= Q̂π

i

(
s◦Nκ

i
, s̄Nκ

i
/s◦Nκ

i
,aNκ

i

)
, (7) Figure 1: Illustration of ACR.

where s̄Nκ
i
/s◦Nκ

i
denotes fixed, arbitrary values for the irrelevant components. The approximation

error of Q̃π
i compared to the full Q-function is exponentially small in κ, as shown below.
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Proposition 1 (Approximation error of value ACR). For any agent i, policy π, and κ ≥ 0, the
approximation error between Q̃π

i and Qπ
i satisfies:

sup
(s,a)∈S×A

∣∣∣Q̃π
i

(
s◦Nκ

i
,aNκ

i

)
−Qπ

i (s,a)
∣∣∣ ≤ 2r̄

1− γ
γκ+1.

The proof is deferred to Appendix E. We now define ACRs for policies.
Definition 2 (Policy ACR). Given the graph G encoded by binary causal masks c, the ACR for agent
i’s policy over its neighborhood Ni is defined recursively using Algorithm 3 (see Appendix D).

Algorithm 3 takes as input the causal masks cNκ
i

and the local states sNi
, and outputs a compact

representation s◦Ni
⊂ sNi

such that dim(s◦Ni
) < dim(sNi

). We then define the approximately
compact policy π̃i : S◦Ni

7→ ∆Ai
by π̃i

(
· | s◦Ni

)
:= πi

(
· | s◦Ni

, s̄Ni
/s◦Ni

)
, where s̄Ni

/s◦Ni
are fixed

values for the non-influential components. By combining the value and policy ACRs, we define
the doubly compact Q-function Q̃π̃

i

(
s◦Nκ

i
,aNκ

i

)
, which reduces input complexity while retaining

performance guarantees.
Proposition 2 (Approximation error). For any policy π, let π̃ be the corresponding approximately
compact policy constructed using Algorithm 3, for any i, and κ ≥ 0, we have

sup
(s,a)∈S×A

∣∣∣Q̃π̃
i

(
s◦Nκ

i
,aNκ

i

)
−Qπ

i (s,a)
∣∣∣ ≤ 3

r̄

1− γ
γκ+1.

The proof of Proposition 2 is deferred to Appendix E. These results show that identifying ACRs
enables dramatic reductions in the state-space dimensionality for each agent, making learning and
computation tractable even in large-scale networks. In particular, the effective input dimension
satisfies |s◦Nκ

i
| ≪ |sNκ

i
|. In the next subsection, we extend ACR construction to domain factors,

enabling generalization across multiple environments.

3.2 ACR for efficient domain generalization

We now extend the ACR framework to support generalization across environments characterized by
latent domain-specific factors. Given a policy π and environment ω = (ωi)i∈N , the environment-
conditioned Q-function is defined as

Qπ
i (s,a,ω) := Ea(t)∼π(·|s(t)),s(t+1)∼Pω(·|s(t),a(t))

[ ∞∑
t=0

γtri(si(t),ai(t)) | s(0) = s,a(0) = a

]
.

We show (Lemma 7) that this ω-conditioned Q-function retains the exponential decay property.This
motivates defining a truncated ω-conditioned Q-function by fixing irrelevant variables:

Q̂π
i

(
sNκ

i
,aNκ

i
,ωNκ

i

)
:= Qπ

i

(
sNκ

i
, s̄Nκ

−i
,aNκ

i
, āNκ

−i
,ωNκ

i
, ω̄Nκ

−i

)
. (8)

We consider ω-conditioned policies π = (π1, . . . , πn) such that each πi : SNi × ΩNi 7→ ∆Ai ,
i.e., ai(t) ∼ πi(·|sNi(t),ωNi). To reduce the input space further, we define a domain-factor ACR
ω◦ (Definition 5), which identifies the minimal subset of ωNκ

i
influencing the reward. Using both

the value ACR and domain ACR, we define the approximately compact ω-conditioned Q-function
Q̃π

i

(
s◦Nκ

i
,aNκ

i
,ω◦

Nκ
i

)
(Definition 6). Similarly, we define policy ACRs for ω-conditioned policies

(Definition 7), and let π̃ denote the corresponding approximately compact policy. We then obtain a
fully compact representation Q̃π̃

i of Q-function, which provably approximates the true Q-function.
Proposition 3. For any policy π, and any i, we have

sup
(s,a,ω)∈S×A×Ω

∣∣∣Q̃π̃
i

(
s◦Nκ

i
,aNκ

i
,ω◦

Nκ
i

)
−Qπ

i (s,a,ω)
∣∣∣ ≤ 3r̄

1− γ
γκ+1. (9)

The proof of Proposition 3 is deferred to Appendix E. Proposition 3 shows that it suffices to operate
on the key components of the κ-hop state and latent domain factors, which substantially reduces
input dimensionality. As a result, both training and test-time inference become significantly more
scalable—without sacrificing theoretical guarantees. In the next section, we present our main
algorithm, which leverages these ACRs to achieve generalizable and scalable networked policy
learning. For simplicity, we will omit "approximately compact" when referring to the functions and
policies Q, knowing that all components operate on the identified ACRs.
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4 Generalizable and scalable actor-critic

4.1 Roadmap

We propose GSAC (Generalizable and Scalable Actor-Critic), a principled framework for scalable
and generalizable networked MARL. Our GSAC framework (Algorithm 1) integrates causal discov-
ery, representation learning, and meta actor-critic optimization into a unified pipeline, with each
phase supported by theoretical results. Phase 1 (causal discovery and domain factor estimation) is
underpinned by Theorem 1 and Propositions 4-5, which establish structural identifiability and sample
complexity guarantees for recovering causal masks and latent domain factors. Phase 2 (construction
of ACRs) leverages the causal structure to build compact representations of value functions and
policies, with bounded approximation errors rigorously characterized by Propositions 1-3. Phase 3
(meta actor-critic learning) performs scalable policy optimization across multiple source domains,
with convergence of the critic and actor updates guaranteed by Theorem 2 (critic error bound) and
Theorem 3 (policy gradient convergence). Finally, Phase 4 (fast adaptation to new domains) exploits
the learned meta-policy and compact domain factors to achieve rapid adaptation, where the adaptation
performance gap is formally controlled by Theorem 4. Together, these results demonstrate that each
algorithmic component is theoretically justified and collectively leads to provable scalability and
generalization in networked MARL. Figure 3 visually illustrates the GSAC pipeline.

4.2 Algorithm overview

GSAC (Algorithm 1) consists of four sequential phases:

Phase 1: Causal discovery and domain factor estimation. In each source environment, agents
estimate their local causal masks and latent domain factors to disentangle invariant structure from
domain-specific variations; details are deferred to Section 5.

Phase 2: Constructing ACRs. Using the recovered causal masks, each agent constructs ACRs for
value functions and policies as described in Section 3. These ACRs significantly reduce the input
dimensionality while preserving decision-relevant information for the following phases.

Phase 3: Meta-learning via actor-critic optimization. Agents are trained on across M source
environments by optimizing policies through local actor-critic updates using ACR-based inputs. We
provide a detailed description of this procedure in the following Section 4.3.

Phase 4: Fast adaptation to target domain. In a new, unseen environment, each agent collects
a few trajectories and estimates its domain factor ω̂M+1

i . The learned meta-policy πθ(K)
i is then

conditioned on the adapted ACR input (s◦Ni
, ω̂M+1

Ni
) for immediate deployment. This process allows

efficient generalization without requiring further policy training from scratch.

4.3 Key idea: meta-learning via actor-critic optimization

At each outer iteration k, a source domain m(k) is sampled and each agent i roll out trajectories using
their current policies πθ(k)

i , which are conditioned on the compact ACR inputs (s◦Ni
, ω̂◦

Ni
). These

interactions are used to update both the critic Q̂ and the actor πθ in a decentralized yet coordinated
manner, enabling policy generalization across domains.

Critic update. Each agent maintains a local tabular critic Q̂i over its the ACR input space S◦Nκ
i
×

ANκ
i
×Ω◦

Nκ
i

. At every inner iteration t, the critic is updated using temporal-difference (TD) learning
(Line 16): the Q-value for the current state-action-domain triple is updated toward a bootstrap target
composed of the received reward and the next-step value. All other Q-values remain unchanged. This
TD update leads to an estimate of a truncated Q-function for current domain.

Actor update. After completing an episode, each agent aggregates the Q-values of all agents within
its κ-hop neighborhood and weights them by the gradient of the log-policy at each timestep. The
actor parameters θ are then updated using stochastic gradient ascent with stepsize ηk = η/

√
k + 1.

We present the finite-time convergence and adaptation error bounds of GSAC in Section 6. Prior to
that, we discuss causal discovery and domain factor estimation in Phase 1 in Section 5.

6



Algorithm 1 GENERALIZABLE AND SCALABLE ACTOR-CRITIC

1: Input: θi(0); parameter κ; T , length of each episode; stepsize parameters h, t0, η.
2: for source domain index m = 1, 2, . . . ,M do ▷ P1: causal recovery and domain estimation
3: Sample ωm ∼ D, each agent i estimate the causal mask ci and domain factor ω̂m

i
4: end for
5: for each agent i do ▷ P2: approximately compact representation
6: Identify s◦Nκ

i
← ACRQ(c, i, κ) and s◦Ni

← ACRπ(c, i)
7: Identify ωm,◦

Nκ
i
← ACRQ(c, i, κ) and ωm,◦

Ni
← ACRπ(c, i) for each m = 1, 2, · · · ,M

8: end for
9: for k = 0, 1, 2, . . . ,K − 1 do ▷ P3: meta-learning

10: Sample domain index m(k) ∼ {1, . . . ,K}, set ω̂◦ ← ω̂m(k),◦, sample s(0) ∼ ρ0
11: Each agent i takes action ai(0) ∼ πθi(k)

i (· | s◦Ni
(0), ω̂◦

Ni
), and receive reward ri(0)

12: Initialize critic Q̂0
i ∈ RS◦

Nκ
i
×ANκ

i
×Ω◦

Nκ
i to be all zeros

13: for t = 1 to T do
14: Get state si(t), take action ai(t) ∼ πθi(k)

i (· | s◦Ni
(t), ω̂◦

Ni
), get reward ri(t)

15: Update Q-function with stepsize αt−1 ← h
t−1+t0

:

Q̂t
i(s

◦
Nκ

i
(t−1),aNκ

i
(t−1), ω̂◦

Nκ
i
)← (1− αt−1)Q̂

t−1
i (s◦Nκ

i
(t−1),aNκ

i
(t−1), ω̂◦

Nκ
i
)

+ αt−1

(
ri(t−1) + γQ̂t−1

i (s◦Nκ
i
(t),aNκ

i
(t), ω̂◦

Nκ
i
)
)
,

Q̂t
i(s

◦
Nκ

i
,aNκ

i
, ω̂◦

Nκ
i
)← Q̂t−1

i (s◦Nκ
i
,aNκ

i
, ω̂◦

Nκ
i
), for (s◦Nκ

i
,aNκ

i
) ̸= (s◦Nκ

i
(t−1),aNκ

i
(t−1))

16: end for
17: Each agent i estimates policy gradient:

ĝi(k)←
T∑

t=0

γt · 1
n

∑
j∈Nκ

i

Q̂T
j (s

◦
Nκ

j
(t),aNκ

j
(t), ω̂◦

Nκ
j
)∇θi log π

θi(k)
i (ai(t) | s◦Ni

(t), ω̂◦
Ni

)

18: Update policy: θi(k + 1)← θi(k) + ηkĝi(k) with stepsize ηk ← η√
k+1

19: end for
20: Collect few trajectories {(s(t),a(t), s(t+ 1))}Ta

t=0 in the new domain ▷ P4: generalization
21: Each agent i estimates new domain factor ω̂M+1

i , and deploy policy πθ(K)
i (·|s◦Ni

, ω̂M+1
Ni

)

5 Causal recovery and domain factor estimation

In this section, we first discuss the computational overhead of causal discovery and ACR construc-
tion, and then provide the theoretical guarantees for causal recovery and domain factor estimation
in Theorem 1 and Proposition 4-5. Phase 1 (causal discovery) and Phase 2 (ACR construction)
introduce upfront costs that are only one-time, local, and amortized. In particular, they are one-time
preprocessing steps for each source domain and do not need to be repeated during meta-training or
adaptation. Both steps are local per agent and over small neighborhoods, parallel across agents, and
the results are re-used for the entire meta-training horizon and for adaptation.
Theorem 1 (Structural identifiability in networked MARL). Under the standard faithfulness assump-
tion, the structural matrices ci in 6 are identifiable from the observed data.

Theorem 1 guarantees that the underlying structure, that encodes how neighboring states, local
actions, and latent domain factors affect local transitions, can be uniquely recovered from trajectories
under standard causal discovery assumptions. The proof is deferred to Appendix F. Furthermore,
Proposition 4 provides a finite-sample guarantee for recovering the local structural dependencies.
Proposition 4 (Informal). Under standard assumptions, including faithfulness, minimum mutual in-
formation for true causal links, bounded in-degree dmax, sub-Gaussian noise, and Lipschitz continuity
of the transition function, the sample complexity to recover the causal masks satisfies

O
(
dim(sNi

) · dmax log(dim(sNi
) · n/δ)

λ2

)
,
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with probability at least 1− δ, where λ quantifies signal strength.

The required sample size scales almost linearly with the number of observed variables dim(sNi
,

the sparsity level dmax, and decays quadratically with the strength of causal signals λ. The formal
statement and proof of Proposition 4, and discussions on the imposed assumptions are deferred to
Appendix F.
Proposition 5 (Informal). Suppose the causal masks are recovered and the domain-dependent
transition dynamics are identifiable. Assume that distinct domain factors induce distinguishable state
transitions in total variation, and that Ωi is compact with diameter DΩ. Then, with probability at least
1− δ, the estimated factor ω̂ given a trajectory of length Te generated from true factor ω∗ satisfies

∥ω̂ − ω∗∥2 ≤ δω(Te) = O

√DΩ log(nTe/δ)

Te

 . (10)

The estimation error decays as O(1/
√
Te) with high probability, and depends logarithmically on the

number of agents. The result highlights that domain generalization can be performed efficiently with
only a few samples. The formal statement and proof of Proposition 5 are deferred to Appendix F.

6 Convergence results and adaptation gap

For clarity of analysis, we first establish convergence and adaptation guarantees for an ACR-free
variant of GSAC (Algorithm 5, detailed in Appendix D). Theoretical results for GSAC with ACR follow
as corollaries. We define the expected return of a policy parameterized by θ using an estimated
domain factor ω′ in a true environment ω:

J(θ,ω′;ω) := Es∼ρ0
Ea(t)∼πθ(·|s(t),ω′),s(t+1)∼Pω(s(t),a(t))

[ ∞∑
t=0

γtr(s(t),a(t))

∣∣∣∣∣s(0) = s

]
, (11)

where πθ(a|s,ω) =
∏n

i=1 π
θi
i (ai|sNi

,ωNi
) is the joint domain-conditioned policy. For notational

simplicity, we write J(θ,ω) := J(θ,ω;ω) when the estimated and true domain factors coincide. To
this end, for domain generalization our objective under domain distribution D is:

max
θ∈Θ

J(θ) := Eω∼D[J(θ,ω)].

6.1 Convergence

We begin by introducing standard assumptions (Assumption 1-4) used in networked MARL [24], as
well as additional ones (Assumption 5-6) for the domain generalization setting.
Assumption 1. Rewards are bounded: 0 ≤ ri(si,ai) ≤ r̄ for all i, si,ai. The local state and action
spaces satisfy |Si| ≤ S and |Ai| ≤ A.
Assumption 2. There exist τ ∈ N and σ ∈ (0, 1) such that, for any θ and ω, the local transition
probabilities satisfy Pω

(
(sNκ

i
(τ),aNκ

i
(τ)) = (s′,a′) | (s(1),a(1)) = (s,a)

)
≥ σ for all i and all

((s′,a′), (s,a)) in the appropriate product spaces.

Assumption 3. For all i, sNi
, ωNi

, ai, and θi, ∥∇θi log π
θi
i (ai|sNi

,ωNi
)∥ ≤ Li,

∥∇θ log π
θ(a|s,ω)∥ ≤ L :=

√∑n
i=1 L

2
i , and ∇J(θ) is L′-Lipschitz continuous in θ.

Assumption 4. Each agent’s parameter space Θi ⊂ Rdθ
i is compact with diameter bounded by DΘ.

Assumption 5. For all i: (i) Pi(si(t+ 1)|sNi
(t),ai(t),ωi) is LP -Lipschitz in ωi; (ii) Qθ

i (s,a,ω)
is LQ-Lipschitz in ω; (iii) ∇θiJ(θ,ω) is LJ -Lipschitz in ω.
Assumption 6. The domain factor space Ωi is compact with diameter bounded by DΩ.

Discussion on assumptions. Assumption 1-4 are standard for proving convergence of networked
MARL algorithms, without consideration of domain generalization/adaptation [23, 17, 24]. To ac-
count for generalizability across domains in networked systems, we introduce additional Assumption
5-6 regarding the latent domain factor. Assumption 5 is similar with Assumption 3, which imposes
the smoothness w.r.t. the domain factor, while Assumption 3 imposes the smoothness w.r.t. the actor
parameter θ. Assumption 6 is a regularity assumption to ensure the compactness of domain factor
space. We provide a detailed discussion on these assumption in Appendix G.
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Critic error bound. We first analyze the inner-loop critic update. Fixing any outer iteration k, and
omitting k from the notation, we establish the following result. Theorem 2 shows that the inner loop
converges to an estimate of Qi with steady-state error decaying with 1/

√
Te and exponentially in κ.

The proof and formal statement of Theorem 2 are deferred to Appendix G.
Theorem 2 (Critic error bound, informal). Under Assumptions 1–6, and for any δ ∈ (0, 1), if the
critic stepsize is set as αt = h/(t+ t0) and the domain factor ω̂ is estimated from Te trajectories,
then with probability at least 1− δ, the critic estimate satisfies:

|Qi(s,a,ω)− Q̂T
i (sNκ

i
,aNκ

i
, ω̂Nκ

i
)| ≤ Ca√

T + t0
+

C ′
a

T + t0
+

2cρκ+1

(1− γ)2
+ C ′

ω

√
log(nTe/δ)

Te
,

where Ca, C ′
a, and Cω are constants. These will be further characterized and discussed in Section 6.3,

where we analyze the additional benefits of incorporating ACR.

Actor convergence. Based on the critic bound, we derive the bound on policy gradient updates.
The first term, of order O(1/

√
K + 1), vanishes as the number of outer iterations K increases. The

remaining three terms correspond to different sources of error: the second arises from neighborhood
truncation and decays exponentially with κ; the third stems from estimation of the domain factor ω,
with error decreasing as 1/

√
Te; and the fourth reflects the approximation of the domain distribution

D using only M sampled source domains, decaying with 1/
√
M . The formal statement and proof of

Theorem 3 are deferred to Appendix G.
Theorem 3 (Policy gradient convergence, informal). Under Assumptions 1–6, for K ≥ 3 and
sufficiently large T , if the actor and critic stepsizes are chosen appropriately and domain factors are
estimated from Te samples, then with probability at least 1− δ:∑K−1

k=0 ηk∥∇J(θ(k))∥2∑K−1
k=0 ηk

≤ Õ

(
1√

K + 1
+ ρκ+1 +

√
1

Te
+

√
1

M

)
.

6.2 Generalization

In Phase 4, for a new domain ωM+1 ∼ D, ACR-free GSAC collects Ta trajectories, estimates
ω̂M+1, and deploys the policy πθ(K)(·|s, ω̂M+1). The expected return is:

J(θ(K), ω̂M+1;ωM+1) = Es(0)∼ρ0
Ea(t)∼πθ(·|s(t),ω̂M+1),s(t+1)∼PωM+1 (s(t),a(t))

[ ∞∑
t=0

γtrt

]
.

Theorem 4 (Adaptation guarantee). Under Assumptions 1–6, with probability at least 1− δ:

E
[
J(θ(K), ω̂M+1;ωM+1) | θ(K)

]
≥ J(θ(K))− Lω′Cω

√
log(n/δ)

Ta
.

Theorem 4 establishes that the adaptation gap decreases at a rate of O(1/
√
Ta), relative to the return

of the meta-trained policy. The proof is deferred to Appendix G.

6.3 Additional gains from ACR

Notably, ACR introduces only a constant-factor increase in approximation error over truncation
(multiplicative factor 3), and thus all ACR-free convergence and generalization results naturally extend
to GSAC. Beyond computational gains discussed in Section 3, ACR also improves sample efficiency.

In Theorem 2, the explicit constants are defined as Ca := 6ϵ̄
1−√

γ

√
τh
σ [log( 2τT

2

δ ) + f(κ) logSA]

with ϵ̄ := 4 r̄
1−γ + 2r̄, C ′

a := 2
1−√

γ max( 16ϵ̄hτσ , 2r̄
1−γ (τ + t0)), and C ′

ω := LQCω

√
DΩ, and the

stepsize αt =
h

t+t0
satisfying h ≥ 1

σ max(2, 1
1−√

γ ), t0 ≥ max(2h, 4σh, τ). By leveraging ACR,
the effective dimensionality of the κ-hop state space is dramatically reduced, leading to smaller τ and
larger σ in Assumption 2. This reduces Ca, C ′

a, and t0, enabling faster convergence and reducing the
required inner-loop iterations T to achieve a given accuracy in Q-value estimation of within critic,
thereby decreasing the total sample complexity.
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(a) grid size 3 (16 agents) (b) grid size 4 (25 agents) (c) grid size 5 (36 agents)

Figure 2: Adaptation comparison for different grid sizes in wireless communication benchmarks.

7 Numerical experiments

We evaluate GSAC on two standard benchmarks for networked MARL algorithms: wireless commu-
nications [44, 24, 36] and traffic control [30, 24] (the latter deferred to Appendix H.2). A detailed
description of the experimental setup and comprehensive results are provided in Appendix H. We
consider M = 3 source domains, each with domain factors ω ∈ {0.2, 0.5, 0.8}, while the target
domain uses ωtarget = 0.65 unless otherwise specified. In each domain, GSAC is trained for K
outer iterations (depending on convergence), with a inner loop horizon T = 10. For domain factor
estimation, we collect Te = 20 trajectories per domain. To evaluate adaptation performance in the
target domain, we compare GSAC against three baselines:

• GSAC (ours): Learn πθ(a|s, ω) by optimizing θ over source domains. At test time, estimate ω′ and
directly deploy πθ(a|s, ω′) in the target domain without further training.

• SAC-MTL (multi-task): Learn πθ(a|s, z), where z denotes the pre-specified one-hot encoding of
each source domain, and jointly optimize θ across domains [37]; deploy πθ(a|s, z′) in the target
domain.

• SAC-FT (fine-tune): Train a single policy πθ(a|s) across source domains without domain-factor
conditioning and fine-tune θ in the target domain.

• SAC-LFS (learning from scratch): Train πθ(a|s) in the target domain without prior meta-training.

To evaluate both scalability and generalizability, we vary the grid size of the wireless communication
network (grid size ∈ {3, 4, 5}), which affects both the number of users and the connectivity structure
(see Figure 4-5). As shown in Figure 2 and Figure 6, GSAC consistently maintains high training
and adaptation performance across grid sizes, demonstrating its scalability and generalizability. In
particular, GSAC achieves the best few-shot performance (Episodes 1–30), reflecting rapid adaptation
from minimal target data. In contrast, SAC-MTL exhibits moderate performance during the early
adaptation phase but improves steadily over time. This is because multi-task learning leverages
shared structure across source domains, yet lacks explicit domain-factor conditioning, leading to
slower adaptation compared to GSAC. SAC-FT performs worse in the early phase due to its need to
fine-tune policy parameters directly in the target domain, resulting in higher sample complexity.
SAC-LFS suffers the slowest convergence and lowest overall return, underscoring the importance of
meta-training and domain factor conditioning for efficient cross-domain adaptation.

8 Conclusions and future work

We presented GSAC, a causality-aware MARL framework that integrates ACR construction with meta
actor–critic learning, achieving provable scalability, fast adaptation, and strong generalization across
domains. We established quasi-linear sample complexity and finite-sample convergence guarantees,
and showed empirically that GSAC consistently outperforms competitive baselines on challenging
networked MARL benchmarks.

The main limitation of our current work is that GSAC has only been evaluated on tabular and fully
observed benchmarks. Nonetheless, it establishes a principled foundation for practical control of
large-scale networked systems. Promising future directions include: (i) extending GSAC to continuous
state and action spaces with function approximation based on ACRs [10]; (ii) broadening empirical
evaluation to more diverse and large-scale networked systems [19]; and (iii) incorporating partial
observability into the framework.
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A Related works

Networked MARL. Networked systems are prevalent across a wide range of real-world domains,
including power grids [3, 4], transportation networks [41, 9], and wireless communications [1, 44].
Our work is closely related to the rapidly growing body of research on multi-agent reinforcement
learning in networked systems [23, 17, 24]. These studies exploit localized interactions to improve
scalability, typically by designing decentralized policy optimization algorithms that learn per-agent
policies with theoretical convergence guarantees. Notably, [24] provide the first provably efficient
MARL framework for networked systems under the discounted reward setting. Subsequent extensions
address average-reward formulations [23] and stochastic, non-local network topologies [17]. However,
none of these methods simultaneously address both generalization across domains and scalability
in large networked systems. Our work fills this gap by proposing a principled framework—built on
causal representation learning and domain-conditioned policy optimization—that achieves provable
generalization and scalability in networked MARL.

A complementary but distinct line of work focuses on fully decentralized MARL via neighbor-to-
neighbor communication. [38] propose a fully decentralized actor–critic algorithm, where agents
update local policies using only local observations and consensus-based messages from neighbors,
and prove convergence under linear function approximation. Other strategies such as mean-field
MARL [35] approximate interactions by aggregating neighborhood effects, trading some fidelity for
tractability. Graph neural networks and message-passing schemes have also gained traction [13].

More recent theoretical efforts in decentralized learning emphasize convergence speed and commu-
nication complexity under peer-to-peer protocols. [15] show that message passing improves regret
bounds over non-communicative baselines. [28] establish almost-sure convergence for consensus-
based multi-task actor–critic algorithms. [34] propose a communication protocol for distributed
adaptive control with provable bounds on consensus error and policy suboptimality. [16] provide the
first finite-sample analysis of distributed tabular Q-learning, linking sample complexity to spectral
properties of the network and Markov mixing times. Finally, [8] design a communication-efficient
decentralized TD-learning algorithm that matches optimal sample complexity while reducing com-
munication overhead.

Domain Generalization and Adaptation in RL. RL agents frequently face environmental shifts
between training and deployment, motivating research into policy generalization and fast adapta-
tion. One line of work leverages causal representation learning to identify invariant features and
disentangle spurious correlations. For example, [18] introduce a framework for learning invariant
causal representations, with provable generalization across environments. Similarly, [40] trace causal
origins of non-stationarity to construct stable representations. [10] propose AdaRL, which learns
parsimonious graphical models that pinpoint minimal domain-specific differences, enabling efficient
adaptation from limited target data. Related efforts seek domain-invariant representations through
bisimulation metrics [39], which preserve decision-relevant dynamics while filtering nuisance fac-
tors. Causal modeling has also been applied to goal-conditioned transitions [6] and structure-aware
meta-learning [10]. However, these methods are primarily limited to single-agent settings.

Complementary to representation-based generalization, a growing body of work studies risk-aware
or robust RL in the single-agent setting, designed to generalize under uncertainty, distribution
shift, or tail-risk objectives. Representative approaches include risk-aware RL such as CVaR and
entropic risk [27, 5, 14], and robust MDP formulations that optimize worst-case or ambiguity-aware
performance across environments [12, 20]. While these methods provide principled guarantees against
uncertainty, they primarily focus on single-agent decision making and do not address scalability or
structural generalization in multi-agent, networked systems.

Additional approaches not directly aligned with ours include meta-RL and sim-to-real transfer. Meta-
RL methods such as PEARL [25], VariBAD [43], and ProMP [26] remain foundational for few-shot
adaptation by optimizing meta-objectives or latent context embeddings. In sim-to-real transfer, [31]
demonstrate provable improvements in exploration efficiency by leveraging simulated environments
during training. In imitation learning, [2] propose ICIL, which learns invariant causal features to
replicate expert behavior across different domains. While effective in their respective domains, these
works do not address the unique structural and scalability challenges posed by large-scale networked
MARL.
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B Table of notation

Symbol Definition
Networked MARL Setting

N Set of agents, indexed by i ∈ N
G = (N ,E ) Agent interaction graph
Ni, N κ

i 1-hop and κ-hop neighborhood of agent i
N κ

−i Agents not in N κ
i , i.e., N \ N κ

i
S,Si Global and agent i’s state space
A,Ai Global and agent i’s action space
s, si, sNi

Global state, local state of agent i, and neighbor states
a,ai,aNi Global action, agent i’s action, and neighborhood actions
πθ, πθi

i Joint policy,
∏n

i=1 π
θi
i ; Agent i’s local policy, parameterized by θi

θ, θi Joint and local policy parameters
ri(si,ai), r(s,a) Local reward function, Global reward: 1

n

∑
i ri(si,ai)

ρ0 Initial state distribution
γ Discount factor

Causal Modeling and Domain Generalization
ωi, ω Latent domain factor for agent i, and full domain vector
Ω, Ωi Domain factor space and local domain space
D Distribution over domain factors ω
c·→· Binary causal masks (e.g., ca→s)
fi,j(·) Transition function for j-th state dimension of agent i
ϵsi,j(t) Random noise in transition dynamics
si,j j-th component of agent i’s state
dsi , d

a
i Dimensionality of state and action space of agent i

Value Functions and ACR
Qπ(s,a), Qπ

i (s,a) Global action-value function, Local value contribution of agent i
Q̂π

i , Q̃π
i Truncated Q-function, ACR-based approximate Q-function

s◦Nκ
i

, s◦Ni
ACR of κ-hop state, ACR of agent i’s local neighborhood state

ω◦
Nκ

i
, ω◦

Ni
ACR of κ-hop domain factor, ACR of local domain factor

π̃i ACR-based approximately compact local policy
s̄, ā, ω̄ Fixed placeholders for unobserved variables in truncation

Algorithm and Learning
T Inner-loop episode horizon
K Number of outer-loop meta-training iterations
Te Number of trajectories used for estimating ω during meta-training
Ta Number of trajectories used to estimate ω in target domain
αt, ηk Critic and actor learning rates
Q̂t

i Estimated critic for agent i at time t
ĝi(k) Estimated policy gradient at outer iteration k
h, t0 Critic learning rate parameters: αt =

h
t+t0

Theoretical Constants and Bounds
r̄ Upper bound on local rewards
λ Minimum signal strength for causal discovery
DΩ Diameter of domain factor space
LP , LQ, LJ Lipschitz constants for dynamics, Q-function, gradient in ω
L,L′ Gradient and smoothness bounds of policy πθ

σ, τ Minimum visitation probability and mixing time constants
Ca, C

′
a Constants in critic approximation bounds

δ, δω Confidence level and domain factor estimation error
ρ Exponential decay rate in Q-function approximation
κ Truncation radius (number of hops)
M Number of source domains
n Number of agents
S,A Maximum size of local state/action space
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C Background in networked MARL

In this section, we provide background on networked MARL, beginning with the definition of the
exponential decay property introduced in [23].

Definition 3 (Exponential decay property). The (c, ρ)-exponential decay property holds if, for any
localized policy θ, for any i ∈ N , sNκ

i
∈ SNκ

i
, sNκ

−i
, s′Nκ

−i
∈ SNκ

−i
,aNκ

i
∈ ANκ

i
,aNκ

−i
,a′Nκ

−i
∈

ANκ
−i
, Qπ

i satisfies,∣∣∣Qπ
i

(
sNκ

i
, sNκ

−i
,aNκ

i
,aNκ

−i

)
−Qπ

i

(
sNκ

i
, s′Nκ

−i
, aNκ

i
,a′N−i

)∣∣∣ ≤ cρκ+1.

Furthermore, [24] proves that the exponential decay property holds generally with ρ = γ for
discounted MDPs.

Lemma 1. Assume ∀i, ri ≤ r̄. Then the
(

r̄
1−γ , γ

)
-exponential decay property holds.

The exponential decay property implies that the dependence of Qπ
i on other agents shrinks quickly as

the distance grows, which motivates the truncated Q-functions [24],

Q̂π
i

(
sNκ

i
,aNκ

i

)
:=

∑
sNκ

−i
∈SNκ

−i
,aNκ

−i
∈ANκ

−i

wi

(
sNκ

−i
,aNκ

−i
; sNκ

i
,aNκ

i

)
Qπ

i

(
sNκ

i
, sNκ

−i
,aNκ

i
,aNκ

−i

)
,

where wi

(
sNκ

−i
,aN−i ; sNκ

i
,aNκ

i

)
are any non-negative weights satisfying∑

sN−i
∈SNκ

−i
,aNκ

−i
∈ANκ

−i

wi

(
sNκ

−i
,aN−i ; sNκ

i
,aNκ

i

)
= 1, ∀

(
sNκ

i
,aNκ

i

)
∈ SNκ

i
×ANκ

i
.

With the definition of the truncated Q-function, when the exponential decay property holds, the
truncated Q-function approximates the full Q-function with high accuracy and can be used to
approximate the policy gradient.

Lemma 2. Under the (c, ρ)-exponential decay property, the following holds: (a) Any truncated
Q-function satisfies,

sup
(s,a)∈S×A

∣∣∣Q̂π
i

(
sNκ

i
,aNκ

i

)
−Qπ

i (s,a)
∣∣∣ ≤ cρκ+1.

(b) Given i, define the following truncated policy gradient,

ĥi(θ) =
1

1− γ
Es∼ρθ,a∼πθ(·|s)

 1

n
∇θi log π

θi
i (ai | si)

∑
j∈Nκ

i

Q̂π
j

(
sNκ

j
,aNκ

j

) .
Then, if

∥∥∥∇θi log π
θi
i (ai | si)

∥∥∥ ≤ Li, ∀ai, si, we have
∥∥∥ĥi(θ)−∇θiJ(θ)

∥∥∥ ≤ cLi

1−γ ρ
κ+1.

Lemma 2 shows that the truncatedQ-function has a much smaller dimension than the trueQ-function,
and is thus scalable to compute and store. However, despite the reduction in dimension, the error
resulting from the approximation is small.

D Algorithm design

D.1 Roadmap and pipeline

Figure 3 visually illustrates the GSAC pipeline, complementing the roadmap. It complements
Algorithm 1 by showing how causal recovery and ACR construction (Phases 1–2) compress the
state-action space, enabling efficient meta-policy training (Phase 3), and how this meta-policy rapidly
adapts to new domains (Phase 4), as guaranteed by Theorems 2-4.
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Phase 1: Causal & Domain
• Recover local causal masks c·→·
• Estimate latent domain factors ω

Thm. 1; Prop. 4–5
Phase 2: ACR Construction
• Value ACR s◦Nκ

i

• Policy ACR s◦Ni

• Domain ACR ω◦
Nκ

i

• Exp.-decay bounded errors

Prop. 1–3

Phase 3: Meta Actor–Critic
• Train on M source domains with ACR
inputs
• Critic: TD on Q(s◦, aκ, ω◦)
• Actor: localized PG using κ-hop returns

Thm. 2–3

Phase 4: Fast Adaptation
• Few-shot estimate ω̂M+1

• Deploy πθ∗(· | s◦, ω̂◦
M+1)

Thm. 4

Inputs: multi-domain trajectories Meta-policy πθ shared across domains

Output: domain-conditioned policy

Identifiable c·→·, consistent ω̂ Low-dim ACRs with bounded approx. error

Convergent critic and actor updatesSmall adaptation gap

Figure 3: GSAC pipeline (cf. Algorithm 1). Each phase is annotated with its supporting results.

D.2 Policy ACR

We present the complete pseudocode of the algorithm used in defining the policy ACR in Definition 2.
We begin with Algorithm 2, which constructs the policy ACR using a variable number of steps. As
shown in Proposition 6, Algorithm 2 precisely identifies the relevant components of si for all agents
while preserving the values of the Q-function. However, the number of steps required by Algorithm 2
is problem-dependent and may vary. To address this, we propose Algorithm 3, which constructs the
policy ACR with a fixed step budget κ. At a high level, Algorithm 3 identifies all components of si
that influence future rewards within κ time steps, resulting in an approximation error that decays with
increasing κ. This approximation guarantee is formally established in Proposition 7.

Algorithm 2 Policy ACR
Input: causal mask c = ci∈N

1: // Initialization:
2: s◦i ← ∅ for all i ∈ N
3: for agent i = 1, 2, . . . , do
4: for component j = 1, 2, . . . , dsi do
5: if there is a direct link from si,j to ri, i.e., cs→r

i,j = 1 then s◦i ← s◦i ∪ {si,j}
6: end if
7: end for
8: end for
9: // Recursively identify with local communication:

10: while s◦i not converged for some i do
11: for agent i = 1, 2, . . . , do
12: agent i receives (s◦i′)i′∈Ni/i

from its neighbors and s◦Ni
← ∪i′∈Ni {s◦i′}

13: for component j = 1, 2, . . . , dsi do
14: if there is an edge from si,j to (component of) s◦Ni

then s◦i ← s◦i ∪ {si,j}
15: end if
16: end for
17: end for
18: end while
Output: policy ACR for each agent s◦Ni
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Algorithm 3 Policy ACR with finite steps
Input: causal mask c = (ci)i∈N

1: // Initialization:
2: s◦i (1)← ∅ for all i ∈ N
3: for agent i = 1, 2, . . . , do
4: for component j = 1, 2, . . . , dsi do
5: if there is a direct link from si,j to ri, i.e., cs→r

i,j = 1 then s◦i (1)← s◦i (1) ∪ {si,j}
6: end if
7: end for
8: end for
9: // Recursive identification with local communication in finite steps:

10: for step l = 1, 2, . . . , κ− 1 do
11: for agent i = 1, 2, . . . , do
12: agent i receives (s◦i′(l))i′∈Ni/i

from its neighbors and s◦Ni
(l)← ∪i′∈Ni {s◦i′(l)}

13: s◦i (l + 1)← s◦i (l)
14: for component j = 1, 2, . . . , dsi do
15: if there is an edge from si,j to s◦Ni

(l) then s◦i (l + 1)← s◦i (l + 1) ∪ {si,j}
16: end if
17: end for
18: end for
19: end for
20: for agent i = 1, 2, . . . , do
21: agent i receives (s◦i′(κ))i′∈Ni/i

from its neighbors and s◦Ni
← ∪i′∈Ni {s◦i′(κ)}

22: end for
Output: policy ACR s◦Ni

for each agent i

D.3 GSAC

We provide the complete pseudo-code of GSAC in Algorithm 4.

D.4 ACR-free GSAC

We provide the complete pseudo-code of ACR-free GSAC in Algorithm 5.

E Missing proofs in Section 3

E.1 Value ACR

Definition 1 recursively identifies the key state components within the κ-hop neighborhood that
influence an agent’s reward, yielding a compact subset s◦Nκ

i
⊂ sNκ

i
with an exponentially small

approximation error in the Q-function. This definition assumes a fixed number of time steps κ. In
contrast, Definition 4 exactly identifies all state components in sNκ

i
that influence the agent’s reward

but requires a variable number of time steps. Notably, Definition 4 is stricter and implies Definition 1.
Specifically, the former identifies only the components that influence the reward within κ steps,
while the latter includes all components in sNκ

i
that have a direct or indirect influence on the reward,

possibly through longer dependencies.

Definition 4 (Value ACR). Given the graph G encoded by the binary masks c, for each agent i and its
κ-hop neighborhoodN κ

i , we recursively define the κ-hop ACR s◦Nκ
i
(t) as the set of state components

sNκ
i ,j satisfying at least one of the following:

• si,j has a direct link to agent i’s reward ri, i.e., cs→r
i,j = 1, or

• sNκ
i ,j(t) has an edge to another state component sl,Nκ

i
(t+ 1) such that sl,Nκ

i
(t) ∈ s◦Nκ

i
,

We provide the proof of Proposition 1 here.
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Algorithm 4 GENERALIZABLE AND SCALABLE ACTOR-CRITIC

1: Input: θi(0); parameter κ; T , length of each episode; stepsize parameters h, t0, η.
2: // Phase 1: local causal model learning
3: for source domain index m = 1, 2, . . . ,M do
4: Sample ωm ∼ D
5: Collect trajectories τm = (sm(t),am(t), rm(t), sm(t+ 1))

Te

t=1

6: Split τm into τmi =
(
smNi

(t),ami (t), ri(t), s
m
i (t+ 1)

)Te

t=1
for each agent i

7: Each agent i estimate the causal mask ci, model parameter ψi, and domain factor ω̂m
i

8: end for
9: // Phase 2: approximately compact representation

10: for each agent i do
11: Identify s◦Nκ

i
← ACRv(c, i, κ) and s◦Ni

← ACRπ(c, i)
12: Identify ωm,◦

Nκ
i
← ACRv(c, i, κ) and ωm,◦

Ni
← ACRπ(c, i) for each m = 1, 2, · · · ,M

13: end for
14: // Phase 3: meta-learning
15: for k = 0, 1, 2, . . . ,K − 1 do
16: Sample domain index m(k) uniformly from {1, . . . ,K}
17: Set ω̂ = ω̂m(k) ▷ Current domain factors
18: Sample initial state s(0) ∼ ρ0
19: for each agent i do
20: Take action ai(0) ∼ πθi(k)

i (· | si(0), ω̂i)
21: Receive reward ri(0) = ri(si(0),ai(0))

22: Initialize critic Q̂0
i ∈ RSNκ

i
×ANκ

i
×ΩNκ

i to zero
23: end for
24: for t = 1 to T do
25: for each agent i do
26: Get state si(t), take action ai(t) ∼ πθi(k)

i (· | s◦i (t), ω̂◦
i )

27: Get reward ri(t) = ri(si(t),ai(t))
28: αt−1 = h

t−1+t0
29: Update TD target:

Q̂t
i(s

◦
Nκ

i
(t−1),aNκ

i
(t−1), ω̂◦

Nκ
i
)← (1− αt−1)Q̂

t−1
i (s◦Nκ

i
(t−1),aNκ

i
(t−1), ω̂◦

Nκ
i
)

+ αt−1

(
ri(t−1) + γQ̂t−1

i (s◦Nκ
i
(t),aNκ

i
(t), ω̂◦

Nκ
i
)
)

30: For all other (s◦Nκ
i
,aNκ

i
) ̸= (s◦Nκ

i
(t−1),aNκ

i
(t−1)), set:

Q̂t
i(s

◦
Nκ

i
,aNκ

i
, ω̂◦

Nκ
i
) = Q̂t−1

i (s◦Nκ
i
,aNκ

i
, ω̂◦

Nκ
i
)

31: end for
32: end for
33: for each agent i do
34: Estimate policy gradient:

ĝi(k) =

T∑
t=0

γt · 1
n

∑
j∈Nκ

i

Q̂T
j (s

◦
Nκ

j
(t),aNκ

j
(t), ω̂◦

Nκ
j
)∇θi log π

θi(k)
i (ai(t) | s◦i (t), ω̂◦

i )

35: Update policy: θi(k + 1) = θi(k) + ηkĝi(k), where ηk = η√
k+1

36: end for
37: end for
38: // Phase 4: adaptation to new domain
39: Collect few trajectories τM+1 = {(s(t),a(t), s(t+ 1))}Ta

t=0 in the new domain
40: for each agent i do
41: Infer domain factor ω̂M+1

i

42: Deploy policy πθ(K)
i (·|s◦i , ω̂

M+1,◦
i )

43: end for
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Algorithm 5 GENERALIZABLE AND SCALABLE ACTOR-CRITIC WITHOUT ACR

1: Input: θi(0); parameter κ; T , length of each episode; stepsize parameters h, t0, η.
2: // Phase 1: domain estimation
3: for source domain index m = 1, 2, . . . ,M do
4: Sample ωm ∼ D
5: Collect trajectories τm = (sm(t),am(t), rm(t), sm(t+ 1))

Te

t=1

6: Split τm into τmi =
(
smNi

(t),ami (t), ri(t), s
m
i (t+ 1)

)Te

t=1
for each agent i

7: Each agent i estimate the domain factor ω̂m
i

8: end for
9: // Phase 2: meta-learning

10: for k = 0, 1, 2, . . . ,K − 1 do
11: Sample domain index m(k) uniformly from {1, . . . ,K}
12: Set ω̂ = ω̂m(k) ▷ Current domain factors
13: Sample initial state s(0) ∼ ρ0
14: for each agent i do
15: Take action ai(0) ∼ πθi(k)

i (· | si(0), ω̂i)
16: Receive reward ri(0) = ri(si(0),ai(0))

17: Initialize critic Q̂0
i ∈ RSNκ

i
×ANκ

i
×ΩNκ

i to zero
18: end for
19: for t = 1 to T do
20: for each agent i do
21: Get state si(t), take action ai(t) ∼ πθi(k)

i (· | si(t), ω̂i)
22: Get reward ri(t) = ri(si(t),ai(t))
23: αt−1 = h

t−1+t0
24: Update TD target:

Q̂t
i(sNκ

i
(t−1),aNκ

i
(t−1), ω̂Nκ

i
)← (1− αt−1)Q̂

t−1
i (sNκ

i
(t−1),aNκ

i
(t−1), ω̂Nκ

i
)

+ αt−1

(
ri(t−1) + γQ̂t−1

i (sNκ
i
(t),aNκ

i
(t), ω̂Nκ

i
)
)

25: For all other (sNκ
i
,aNκ

i
) ̸= (sNκ

i
(t−1),aNκ

i
(t−1)), set:

Q̂t
i(sNκ

i
,aNκ

i
, ω̂Nκ

i
) = Q̂t−1

i (sNκ
i
,aNκ

i
, ω̂Nκ

i
)

26: end for
27: end for
28: for each agent i do
29: Estimate policy gradient:

ĝi(k) =

T∑
t=0

γt · 1
n

∑
j∈Nκ

i

Q̂T
j (sNκ

j
(t),aNκ

j
(t), ω̂Nκ

j
)∇θi log π

θi(k)
i (ai(t) | si(t), ω̂◦

i )

30: Update policy: θi(k + 1) = θi(k) + ηkĝi(k), where ηk = η√
k+1

31: end for
32: end for
33: // Phase 3: adaptation to new domain
34: Collect few trajectories τM+1 = {(s(t),a(t), s(t+ 1))}Ta

t=0 in the new domain
35: for each agent i do
36: Infer domain factor ω̂M+1

i

37: Deploy policy πθ(K)
i (·|si, ω̂M+1

i )
38: end for

20



Proof of Proposition 1. Denote s =
(
s◦Nκ

i
, s/s◦Nκ

i

)
, a =

(
aNκ

i
,aNκ

−i

)
; s′ =

(
s◦Nκ

i
, s′/s◦Nκ

i

)
and

a′ =
(
aNκ

i
,a′Nκ

−i

)
. Let ρt,i be the distribution of (si(t),ai(t)) conditioned on (s(0),a(0)) = (s,a)

under policy π, and let ρ′t,i be the distribution of (si(t),ai(t)) conditioned on (s(0),a(0)) = (s′,a′)
under policy π.

Due to the local dependence structure, and the localized policy structure, ρt,i only depends on(
sN t

i
,aN t

i

)
which is the same as

(
s′N t

i
,a′N t

i

)
when t ≤ κ. Furthermore, by the definition of ACR,

we must have ρt,i = ρ′t,i for all t ≤ κ per the way the initial state (s,a), (s′,a′) are chosen. With
these definitions, we expand the definition of Qπ

i ,

|Qπ
i (s,a)−Qπ

i (s
′,a′)|

≤
∞∑
t=0

∣∣E [γtri (si(t),ai(t)) | (s(0),a(0)) = (s,a)
]
− E

[
γtri (si(t),ai(t)) | (s(0),a(0)) = (s′,a′)

]∣∣
=

∞∑
t=0

∣∣∣γtE(si,ai)∼ρt,i
ri (si,ai)− γtE(si,ai)∼ρ′

t,i
ri (si,ai)

∣∣∣
=

∞∑
t=κ+1

∣∣∣γtE(si,ai)∼ρt,i
ri (si,ai)− γtE(si,ai)∼ρ′

t,i
ri (si,ai)

∣∣∣
≤

∞∑
t=κ+1

γtr̄TV
(
ρt,i, ρ

′
t,i

)
≤ r̄

1− γ
γκ+1,

where TV
(
ρt,i, ρ

′
t,i

)
≤ 1 is the total variation distance between ρt,i and ρ′t,i.

E.2 Policy ACR

We begin by presenting Proposition 6 and its proof, which establishes the guarantee of Algorithm 2,
and then proceed to the proof of Proposition 2.
Proposition 6 (Compactness of policy ACR). Let π be an arbitrary localized policy and π̃ be the
corresponding approximately compact localized policy output by Algorithm 2, for each agent i, and
any (s,a) ∈ S ×A, we have

Qπ̃
i (s,a) = Qπ

i (s,a).

To prove Proposition 6, we start with some technical lemmas. Using the definition of policy ACR
(Algorithm 2), we obtain Lemma 3.
Lemma 3. Fix i ∈ N . For any j ∈ [dsi ], si,j ∈ s◦i if and only if either of the following holds

• (i) si,j has an edge to ri, or

• (ii) there exists i′ ∈ N such that there exists a path from si,j(t) to ri′(t+ l)

si,j(t)→ si(t+1),j(t+1)(t+1)→ si(t+2),j(t+2)(t+2) · · · → si(t+l),j(t+l)(t+l)→ ri′(t+l),

where i(t + l) = i′ and i(t + m) ∈ Ni(t+m−1) for any m ∈ [l] and for some l ≥ 1.
Moreover, sj(t+m),i(t+m)(t+m) ∈ s◦i(t+m) for all m ∈ [l].

Proof of Lemma 3. We prove this by induction on the iterations of the while loop in Algorithm 2.

Base case: After initialization (lines 2-8 of Algorithm 2), s◦i contains exactly those state components
si,j that have a direct edge to ri (i.e., where cs→r

i,j = 1). This corresponds precisely to condition (i).

Inductive hypothesis: Suppose that after k iterations of the while loop, for any agent i and component
j, si,j ∈ s◦i if and only if either:

• si,j has a direct edge to ri, or

• there exists a path from si,j(t) to some ri′(t+m) where m ≤ k, such that all intermediate
state components are in their respective s◦ sets, and each consecutive agent in the path is a
neighbor of the previous agent.
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Inductive step: Consider the (k+1)-th iteration. In this iteration, according to Algorithm 2 (lines 10-
17), we add si,j to s◦i if there is an edge from si,j to some component of s◦Ni

, where s◦Ni
= ∪i′∈Nis

◦
i′

contains all minimal components of i’s neighbors from the previous iterations.

By the inductive hypothesis, for any i′ ∈ Ni and any component j′, si′,j′ ∈ s◦i′ if and only if either:

• si′,j′ has a direct edge to ri′ , or

• there exists a path from si′,j′(t) to some ri′′(t +m) where m ≤ k, with all intermediate
components in their respective s◦ sets.

Forward direction: Suppose si,j is added to s◦i in the (k + 1)-th iteration. Then there must be an
edge from si,j to some component si′,j′ ∈ s◦i′ for some i′ ∈ Ni. By the inductive hypothesis, either:

Case 1: If si′,j′ has a direct edge to ri′ , then we have a path:

si,j(t)→ si′,j′(t+ 1)→ ri′(t+ 1),

which is a path of length 2 (l = 1) from si,j(t) to ri′(t+ 1), satisfying condition (ii).

Case 2: If there is a path from si′,j′(t+1) to ri′′(t+1+m) for some m ≤ k, then we have a longer
path:

si,j(t)→ si′,j′(t+ 1)→ · · · → ri′′(t+ 1 +m),

which is a path of length m + 2 (l = m + 1 ≤ k + 1) from si,j(t) to ri′′(t + 1 +m), satisfying
condition (ii).

In both cases, i′ ∈ Ni (the neighborhood constraint is satisfied), and all intermediate state components
are in their respective s◦ sets by the inductive hypothesis.

Backward direction: Conversely, suppose there exists a path from si,j(t) to ri′(t + l) for some
l ≤ k + 1, where all intermediate components are in their respective s◦ sets and each agent is a
neighbor of the previous agent.

If l = 0, then si,j has a direct edge to ri (condition (i)), so si,j ∈ s◦i after initialization.

If l ≥ 1, consider the path:

si,j(t)→ si(t+1),j(t+1)(t+ 1)→ · · · → ri′(t+ l).

The first transition in this path is from si,j(t) to si(t+1),j(t+1)(t+ 1), where i(t+ 1) ∈ Ni (by the
neighborhood constraint). By the path condition, si(t+1),j(t+1)(t+ 1) ∈ s◦i(t+1).

Furthermore, there exists a path from si(t+1),j(t+1)(t+ 1) to ri′(t+ l) of length l − 1 ≤ k. By the
inductive hypothesis, si(t+1),j(t+1) ∈ s◦i(t+1).

Since i(t + 1) ∈ Ni, we have si(t+1),j(t+1) ∈ s◦Ni
. Therefore, there is an edge from si,j to a

component in s◦Ni
, which means si,j will be added to s◦i in the (k + 1)-th iteration (or earlier).

By induction, si,j ∈ s◦i if and only if either condition (i) or condition (ii) holds, completing the
proof.

Lemma 4. Fix i ∈ N . For any j ∈ [dsi ], si,j ̸∈ s◦i , if and only if each of the following holds

• (i) si,j does not have an edge to ri

• (ii) for any i′ ∈ N , there exists no path from si,j(t) to ri′(t+ l) for some l

Proof of Lemma 4. This lemma is the logical contrapositive of Lemma 3. Let’s formalize this
relationship.

Lemma 3 states that si,j ∈ s◦i if and only if either:

• si,j has an edge to ri, or

• There exists i′ ∈ N and there exists a path from si,j(t) to ri′(t + l) satisfying certain
constraints.

22



The logical form of Lemma 3 can be written as: si,j ∈ s◦i ⇐⇒ (A) ∨ (B).

The contrapositive of this statement is: si,j ̸∈ s◦i ⇐⇒ ¬((A) ∨ (B)).

Using De Morgan’s laws, ¬((A) ∨ (B)) ⇐⇒ ¬(A) ∧ ¬(B), which gives us:

si,j ̸∈ s◦i ⇐⇒ ¬(A) ∧ ¬(B), where:

• ¬(A): si,j does not have an edge to ri

• ¬(B): For all i′ ∈ N and for all l ≥ 1, there exists no path from si,j(t) to ri′(t+ l) that
satisfies the constraints on intermediate nodes.

These are precisely the conditions (i) and (ii) in Lemma 4. Therefore, by the logical equivalence of a
statement and its contrapositive, Lemma 4 is proved.

Proof of Proposition 6. We will prove that the Q-functions are identical by showing that the distribu-
tion of rewards collected under both policies is identical. This follows if we can establish that the
relevant state-action trajectories have the same distribution under both policies.

Let us define:

• ρπt (s(t),a(t)|s(0) = s,a(0) = a): The probability of being in state-action pair (s(t),a(t))
at time t, starting from (s(0) = s,a(0) = a) and following policy π.

• ri(si,ai): The reward for agent i given its state-action pair.

The Q-function for agent i under policy π can be expressed as:

Qπ
i (s,a) = Eπ

[ ∞∑
t=0

γtri(si(t),ai(t)) | s(0) = s,a(0) = a

]

=

∞∑
t=0

γt
∑

s(t),a(t)

ρπt (s(t),at|s(0) = s,a(0) = a) · ri(si(t),ai(t)).

Similarly, we can define Qπ̃
i (s,a) for the approximately compact policy π̃.

To prove Qπ̃
i (s,a) = Qπ

i (s,a), it suffices to show that for all t ≥ 0, the distribution of rewards
ri(si(t),ai(t)) is identical under both policies.

From Lemma 3, we know that the reward ri(si,ai) depends only on the components in s◦i and ai.
This is because any state component not in s◦i has no path to ri (directly or indirectly), meaning
it cannot influence the reward function. Therefore, we need to prove that the joint distribution of
(s◦i (t),ai(t)) is the same under both π and π̃.

We prove this by induction on t.

Base case (t = 0): The initial state s(0) = s is given, so s◦i (0) is the same for both policies. For the
initial action, we have:

Under π: ai(0) ∼ πi(·|sNi(0))

Under π̃: ai(0) ∼ π̃i(·|s◦Ni
(0))

By the definition of the approximately compact localized policy:

π̃i(·|s◦Ni
) = πi(·|s◦Ni

, sNi
/s◦Ni

)

for any fixed s◦Ni
and for any configuration of the non-minimal components sNi

/s◦Ni
. Therefore,

ai(0) has the same distribution under both policies when conditioned on the same initial state.

Inductive hypothesis: Assume that for some t ≥ 0, the joint distribution of (s◦i (t),ai(t)) is the same
under both π and π̃ for all agents i.

Inductive step: We need to show that the joint distribution of (s◦i (t+ 1),ai(t+ 1)) is also the same
under both policies.
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For s◦i (t+1), we analyze how it depends on the previous state and action. By the Markov assumption,
s(t+ 1) depends only on s(t) and a(t). The key insight is to show that s◦i (t+ 1) depends only on
s◦Ni

(t) and aNi(t), not on any component outside s◦Ni
(t).

Suppose, for contradiction, that there exists a component sk,j(t) ̸∈ s◦Ni
(t) that influences some

component si,j′(t+ 1) ∈ s◦i (t+ 1). This means there is a causal link from sk,j(t) to si,j′(t+ 1).

By Lemma 3, since si,j′(t+ 1) ∈ s◦i (t+ 1), either:

• si,j′(t+ 1) has a direct edge to ri, or

• There exists a path from si,j′(t+ 1) to some reward ri′(t+ 1 + l) for some l ≥ 0.

Either way, this creates a path from sk,j(t) to a reward (either directly to ri through si,j′(t+1), or to
ri′(t+ 1 + l) via the path from si,j′(t+ 1)).

This path satisfies the constraints in Lemma 3 condition (ii), which would imply sk,j(t) ∈ s◦k(t).
Since k ∈ Ni (there is a causal link from agent k to agent i), we would have sk,j(t) ∈ s◦Ni

(t),
contradicting our assumption.

Therefore, s◦i (t + 1) depends only on s◦Ni
(t) and aNi(t). By the inductive hypothesis, the joint

distribution of (s◦Ni
(t),aNi

(t)) is the same under both policies, so the distribution of s◦i (t + 1) is
also the same.

For ai(t+ 1), we have:

Under π: ai(t+ 1) ∼ πi(·|sNi(t+ 1))

Under π̃: ai(t+ 1) ∼ π̃i(·|s◦Ni
(t+ 1))

By the definition of approximately compact policy and the fact that the distribution of s◦Ni
(t+ 1) is

the same under both policies, ai(t+ 1) also has the same distribution under both policies.

By induction, for all t ≥ 0, the joint distribution of (s◦i (t),ai(t)) is the same under both π and π̃ for
all agents i.

Since the reward ri(si(t),ai(t)) depends only on s◦i (t) and ai(t), and these have the same distribution
under both policies, the expected discounted sum of rewards is also the same.

Therefore, Qπ̃
i (s,a) = Qπ

i (s,a) for all agents i and all state-action pairs (s,a).

Corollary 1. Let π be an arbitrary localized policy and π̃ be the corresponding approximately
compact localized policy output by Algorithm 2, for each agent i, and any (s,a) ∈ S × A, the
approximation error between Q̃π̃

i

(
s◦Nκ

i
,aNκ

i

)
and Qπ

i (s,a) can be bounded as

sup
(s,a)∈S×A

∣∣∣Q̃π̃
i

(
s◦Nκ

i
,aNκ

i

)
−Qπ

i (s,a)
∣∣∣ ≤ r̄

1− γ
γκ+1.

Proof. Using Proposition 6, we have∣∣∣Q̃π̃
i

(
s◦Nκ

i
,aNκ

i

)
−Qπ

i (s,a)
∣∣∣ ≤ ∣∣∣Q̃π̃

i

(
s◦Nκ

i
,aNκ

i

)
−Qπ̃

i (s,a)
∣∣∣+ ∣∣Qπ̃

i (s,a)−Qπ
i (s,a)

∣∣
≤ r̄

1− γ
γκ+1.

Proposition 7 (Approximation error of policy ACR). For any policy π, let π̃ be the corresponding
approximately compact policy constructed using Algorithm 3, for any i, we have

sup
(s,a)∈S×A

∣∣Qπ̃
i (s,a)−Qπ

i (s,a)
∣∣ ≤ r̄

1− γ
γκ+1.

Proof of Proposition 7. Let us first establish precise definitions:
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• Let s◦,∞i denote the minimal state representation for agent i obtained from Algorithm 2
(with indefinite recursion until convergence).

• Let s◦,κi denote the minimal state representation for agent i obtained from Algorithm 3 (with
exactly κ steps).

• Let π be the original localized (1-hop) policy.

• Let π̃∞ be the approximately compact policy derived from Algorithm 2.

• Let π̃κ be the approximately compact policy derived from Algorithm 3 with κ steps.

Relationship between minimal representations: By construction of the algorithms, we have
s◦,κi ⊆ s◦,∞i for any finite κ. This is because Algorithm 3 performs exactly κ iterations, while
Algorithm 2 continues until convergence, which may require more than κ iterations.

Lemma 5. For any agent i, s◦,κi captures all state components that can influence rewards within κ
time steps.

Proof. By the structure of Algorithm 3, in step 1, s◦i (1) includes all state components that directly
affect the reward ri. In each subsequent step l (for l = 1, 2, ..., κ− 1), any state component that can
affect a component in s◦i (l) within one time step is added to s◦i (l + 1). By induction, after κ steps,
s◦i (κ) contains all state components that can affect the reward within κ time steps.

Policy equivalence and divergence: From Proposition 6, we know that for the indefinite recursion
case:

Qπ̃∞

i (s,a) = Qπ
i (s,a).

Therefore, to prove Proposition 7, we need to show:

sup
(s,a)∈S×A

|Qπ̃κ

i (s,a)−Qπ̃∞

i (s,a)| ≤ r̄

1− γ
γκ+1.

Trajectory analysis: For any initial state-action pair (s,a), we’ll analyze the difference in trajectories
under policies π̃κ and π̃∞.

Lemma 6. For any initial state s(0) = s and action a(0) = a, the distribution of states and actions
under policies π̃κ and π̃∞ are identical for the first κ time steps, i.e., for t = 0, 1, ..., κ.

Proof. We prove this by induction.

Base case (t = 0): By definition, s(0) = s and a(0) = a for both policies.

Inductive step: Assume the distributions are identical for time steps 0, 1, ..., t where t < κ. At
time t, given identical state distributions, both policies make decisions based on the minimal state
representations:

• π̃κ uses s◦,κNi
(t)

• π̃∞ uses s◦,∞Ni
(t)

For any component si,j(t) that affects rewards within κ− t time steps, by Lemma 5, si,j(t) ∈ s◦,κi (t).
Since t < κ, both policies have identical information about all state components that can affect
rewards within the remaining time steps. Therefore, the action distributions at time t are identical,
which leads to identical state distributions at time t+ 1.
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Q-function decomposition: For any initial state-action pair (s,a), we can decompose the Q-
functions as follows:

Qπ̃κ

i (s,a) = Eπ̃κ

[
κ∑

t=0

γtri(si(t),ai(t)) | s(0) = s,a(0) = a

]

+ Eπ̃κ

[ ∞∑
t=κ+1

γtri(si(t),ai(t)) | s(0) = s,a(0) = a

]

Qπ̃∞

i (s,a) = Eπ̃∞

[
κ∑

t=0

γtri(si(t),ai(t)) | s(0) = s,a(0) = a

]

+ Eπ̃∞

[ ∞∑
t=κ+1

γtri(si(t),ai(t)) | s(0) = s,a(0) = a

]
.

By Lemma 2, the first terms are identical. Therefore:

|Qπ̃κ

i (s,a)−Qπ̃∞

i (s,a)| =

∣∣∣∣∣Eπ̃κ

[ ∞∑
t=κ+1

γtri(si(t),ai(t)) | s(0) = s,a(0) = a

]

− Eπ̃∞

[ ∞∑
t=κ+1

γtri(si(t),ai(t)) | s(0) = s,a(0) = a

]∣∣∣∣∣ .
Error bound: Let ρπ̃

κ

t and ρπ̃
∞

t be the distributions of (si(t),ai(t)) under policies π̃κ and π̃∞

respectively, conditioned on (s(0),a(0)) = (s,a).

From Lemma 6, we know that ρπ̃
κ

t = ρπ̃
∞

t for t ≤ κ.

For t > κ, we can bound the total variation distance between these distributions:
TV(ρπ̃

κ

t , ρπ̃
∞

t ) ≤ 1.

Therefore:

|Qπ̃κ

i (s,a)−Qπ̃∞

i (s,a)| =

∣∣∣∣∣
∞∑

t=κ+1

γt
(
E(si,ai)∼ρπ̃κ

t
[ri(si,ai)]− E(si,ai)∼ρπ̃∞

t
[ri(si,ai)]

)∣∣∣∣∣
≤

∞∑
t=κ+1

γtr̄ · TV(ρπ̃
κ

t , ρπ̃
∞

t )

≤
∞∑

t=κ+1

γtr̄ = r̄γκ+1 1

1− γ
.

This gives us the desired bound:

sup
(s,a)∈S×A

|Qπ̃κ

i (s,a)−Qπ̃∞

i (s,a)| ≤ r̄

1− γ
γκ+1.

Since Qπ̃∞

i (s,a) = Qπ
i (s,a) from Proposition 6, we have:

sup
(s,a)∈S×A

|Qπ̃κ

i (s,a)−Qπ
i (s,a)| ≤

r̄

1− γ
γκ+1.

This completes the proof of Proposition 7.

Proof of Proposition 2. Using Proposition 7, we have∣∣∣Q̃π̃
i

(
s◦Nκ

i
,aNκ

i

)
−Qπ

i (s,a)
∣∣∣ ≤ ∣∣∣Q̃π̃

i

(
s◦Nκ

i
,aNκ

i

)
−Qπ̃

i (s,a)
∣∣∣+ ∣∣Qπ̃

i (s,a)−Qπ
i (s,a)

∣∣
≤ 3r̄

1− γ
γκ+1.

26



E.3 Cross domain

Denote by ωNκ
i
:= (ωi)i∈Nκ

i
and ωNκ

−i
:= ω/ωNκ

i
.

Lemma 7 (Exponential decay property of domain-specific value functions). For any localized policy
π, for any i ∈ N , sNκ

i
∈ SNκ

i
, sNκ

−i
, s′Nκ

−i
∈ SNκ

−i
,aNκ

i
∈ ANκ

i
,aNκ

−i
,a′Nκ

−i
∈ ANκ

−i
,ωNκ

i
∈

ΩNκ
i
,ωNκ

−i
,ω′

Nκ
−i
∈ ΩNκ

−i
, the following holds∣∣∣Qπ

i

(
sNκ

i
, sNκ

−i
,aNκ

i
,aNκ

−i
,ωNκ

i
,ωNκ

−i

)
−Qπ

i

(
sNκ

i
, s′Nκ

−i
,aNκ

i
,a′Nκ

−i
,ωNκ

i
,ω′

Nκ
−i

)∣∣∣ ≤ r̄

1− γ
γκ.

Proof. The proof follows from that of Lemma 1 by augmenting the state space of each agent by
Si × Ωi ∋ (si,ωi), where the augmented state variable ωi degenerates to a deterministic state
(ωi(t) = ωi, ∀t).

E.3.1 Value functions

Given the generative model (Equation 6), we define ω-ACR for Q-functions as follows.
Definition 5 (Value ω-ACR). Given the graphical representation of the networked system model
G that is encoded in the binary masks c·→·, the value ACR s◦Nκ

i
(Definition 1), for each agent i and

its κ-hop neighborhood N κ
i , we recursively define domain-specific ACR ω◦

Nκ
i

: the latent change
factors ωNκ

i
that either

• ωi,j has a direct link to agent i’s reward ri, i.e., ωi,j = ωr
i and cω→ri

i,j = 1, or

• ωi′,j has an edge to a state component si′,l ∈ s◦Nκ
i

, i.e., cω→s
i′,j,l = 1 and si′,l ∈ s◦Nκ

i
.

Definition 5 also defines agent-wise ACR: ∪i′∈Nκ
i
ω◦

i′ = ω◦
Nκ

i
.

Definition 6 (Approximately compact ω-conditioned Q-function). Fix i ∈ N and an arbitrary s̄Nκ
i

and ω̄Nκ
i

. Define the approximately compact ω-conditioned Q-function as

Q̃π
i

(
s◦Nκ

i
,aNκ

i
,ω◦

Nκ
i

)
:= Q̂π

i

(
s◦Nκ

i
, s̄Nκ

i
/s◦Nκ

i
,aNκ

i
,ω◦

Nκ
i
, ω̄Nκ

i
/ω◦

Nκ
i

)
.

Proposition 8 (Approximation error of value ACR). For each agent i, the approximation error
between Q̃π

i

(
s◦Nκ

i
,aNκ

i
,ω◦

Nκ
i

)
and Qπ

i (s,a,ω) can be bounded as

sup
(s,a)∈S×A

∣∣∣Q̃π
i

(
s◦Nκ

i
,aNκ

i
,ω◦

Nκ
i

)
−Qπ

i (s,a,ω)
∣∣∣ ≤ 2r̄

1− γ
γκ+1.

Proof. The proof follows from that of Proposition 1 by augmenting the state space of each agent
by Si × Ωi ∋ (si,ωi), where the augmented state variable ωi degenerates to a deterministic state
(ωi(t) = ωi, ∀t).

E.3.2 Policies

Definition 7 (ω-ACR for localized policies). Given the graphical representation of the networked
system model G that is encoded in the binary masks c, the policy ACR s◦Ni

obtained from Algorithm
2 or Algorithm 3, for each agent i and its 1-hop neighborhood Ni, we recursively define domain-
specific ACR ω◦

Ni
: the latent factors ωNi

that either

• ωi,j has a direct link to agent i’s reward ri, i.e., ωi,j = ωr
i and cω→ri

i,j = 1, or

• ωi′,j has an edge to a state component si′,l ∈ s◦Ni
, i.e., cω→s

i′,j,l = 1 and si′,l ∈ s◦Ni
.

Definition 8 (Approximately compact ω-conditioned policy). A domain-specific localized policy
π = (π1, . . . , πn) is called an approximately compact localized policy if the following holds for all
i ∈ N , sNi , s

′
Ni
∈ SNi ,ωNi ,ω

′
Ni

:

πi
(
· | s◦Ni

, sNi
/s◦Ni

,ω◦
Ni
,ωNi

/ω◦
Ni

)
= πi

(
· | s◦Ni

, s′Ni
/s◦Ni

,ω◦
Ni
,ω′

Ni
/ω◦

Ni

)
.
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In other words, there exists π̃i : S◦Ni
× Ω◦

Ni
7→ ∆Ai such that

πi
(
· | s◦Ni

, sNi/s
◦
Ni
,ω◦

Ni
,ωNi/ω

◦
Ni

)
= π̃i

(
· | s◦Ni

,ω◦
Ni

)
. For convenience, we fix an arbitrary

sNi
/s◦Ni

,ωNi
/ω◦

Ni
, and denote by π̃i

(
· | s◦Ni

,ω◦
Ni

)
:= πi

(
· | s◦Ni

, sNi
/s◦Ni

,ω◦
Ni
,ωNi

/ω◦
Ni

)
.

Proposition 9 (Compactness of cross-domain policy ACR). Let π be an arbitrary localized policy
and π̃ be the corresponding approximately compact localized policy (Definition 8), for each agent i,
and any (s,a,ω) ∈ S ×A× Ω, we have

Qπ̃
i (s,a,ω) = Qπ

i (s,a,ω).

Proof. The proof follows from that of Proposition 6 by augmenting the state space of each agent
by Si × Ωi ∋ (si,ωi), where the augmented state variable ωi degenerates to a deterministic state
(ωi(t) = ωi, ∀t).

Corollary 2. Let π be an arbitrary localized policy and π̃ be the corresponding approximately
compact localized policy output by Algorithm 2, for each agent i, and any (s,a,ω) ∈ S ×A× Ω,
the approximation error between Q̃π̃

i

(
s◦Nκ

i
,aNκ

i
,ω◦

Nκ
i

)
and Qπ

i (s,a) can be bounded as

sup
(s,a)∈S×A

∣∣∣Q̃π̃
i

(
s◦Nκ

i
,aNκ

i
,ω◦

Nκ
i

)
−Qπ

i (s,a,ω)
∣∣∣ ≤ 2r̄

1− γ
γκ+1.

Proof. The proof follows from that of Corollary 1 by augmenting the state space of each agent
by Si × Ωi ∋ (si,ωi), where the augmented state variable ωi degenerates to a deterministic state
(ωi(t) = ωi, ∀t).

Proposition 10 (Approximation error). Let π be an arbitrary localized policy and π̃ be the corre-
sponding approximately compact localized policy output by Algorithm 3, for each agent i, and any
(s,a,ω) ∈ S ×A× Ω, we have

sup
(s,a)∈S×A

∣∣Qπ̃
i (s,a,ω)−Qπ

i (s,a,ω)
∣∣ ≤ r̄

1− γ
γκ+1.

Corollary 3. Let π be an arbitrary localized policy and π̃ be the corresponding approximately
compact localized policy output by Algorithm 3, for each agent i, and any (s,a,ω) ∈ S ×A× Ω,
the approximation error between Q̃π̃

i

(
s◦Nκ

i
,aNκ

i
,ω◦

Nκ
i

)
and Qπ

i (s,a) can be bounded as

sup
(s,a)∈S×A

∣∣∣Q̃π̃
i

(
s◦Nκ

i
,aNκ

i
,ω◦

Nκ
i

)
−Qπ

i (s,a,ω)
∣∣∣ ≤ 3r̄

1− γ
γκ+1.

Proof. The proof follows from that of Corollary 2 by augmenting the state space of each agent
by Si × Ωi ∋ (si,ωi), where the augmented state variable ωi degenerates to a deterministic state
(ωi(t) = ωi, ∀t).

F Missing proofs in Section 5

F.1 Discussion on assumptions in Proposition 5

Our assumptions in Proposition 5 are standard in causal discovery and theoretical MARL.

• Faithfulness and sub-Gaussian noise: these are classical and standard requirements to ensure
identifiability [21, 10] and finite-sample recovery.

• Bounded degree: bounded neighborhood degree is natural in networked systems where agents have
limited communication range. For example, this holds when each intersection connects to only a
few roads, or each wireless node has limited interference range.

• Full observability: while we currently assume full local observability, the ACR construction can be
extended to partially observable settings using learned belief states or latent encoders. This is part
of our future work.

• Lipschitz continuity: this mild smoothness assumption is satisfied by most smooth policies.

Importantly, our algorithm can still be applied when assumptions are violated, only the theoretical
guarantees may not hold exactly.
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F.2 Proof of Theorem 1

Proof. We will prove this theorem by analyzing the causal structure from the perspective of each
individual agent while accounting for inter-agent influences through the network structure.

For each agent i, we define the variable set Vi that includes:

• States of agent i at time t− 1: si(t− 1) = (si,1(t− 1), . . . , si,di(t− 1))

• States of neighboring agents at time t− 1: sNi\i(t− 1) = {sj(t− 1) : j ∈ Ni \ {i}}

• States of agent i at time t: si(t) = (si,1(t), . . . , si,di
(t))

• Actions of agent i at time t− 1: ai(t− 1)

We denote by m ∈ {1, . . . ,M} the domain index, which serves as a surrogate variable for the
unobserved change factors ωm

i . Let Gi be the causal graph over variables in Vi ∪ {k}. Our goal is to
identify the binary structural matrices cs→s

i , ca→s
i , and cω

m→s
i which encode the edges in Gi. Under

the Markov condition and faithfulness assumption, we can apply the following fundamental result
from causal discovery:

Lemma 8. For any two variables Vr, Vs ∈ Vi, they are not adjacent in Gi if and only if they are
independent conditional on some subset of {Vt : t ̸= r, t ̸= s} ∪ {m}.

This lemma follows from the properties of d-separation in causal Bayesian networks, as established
in [11] and [21]. For each agent i, we can therefore identify the skeleton of Gi by testing conditional
independence relationships among the variables in Vi ∪ {m}. The networked MARL system forms a
Dynamic Bayesian Network (DBN), where the temporal structure imposes constraints on the edge
directions:

1. Edges can only go from variables at time t− 1 to variables at time t.

2. There are no instantaneous causal effects between variables at the same time point.

Therefore, for any edge identified in the skeleton of Gi between a variable at time t− 1 and a variable
at time t, the direction is determined by the temporal order. Specifically, for each state component
si,j(t) of agent i, any edge from a state component sl,m(t− 1) (where l could be i or any neighbor of
i) to si,j(t) must be directed from sl,m(t− 1) to si,j(t). Similarly, any edge from the action ai(t− 1)
to si,j(t) must be directed from ai(t− 1) to si,j(t).

Given the directed edges in Gi, we can now identify the structural matrices:

1. Identification of cs→s
i : For each state component si,j(t) of agent i, the j-th row of cs→s

i ,
denoted by cs→s

i,j , is a binary vector where entry m is 1 if and only if there is a directed edge
from sNi,m(t− 1) to si,j(t) in Gi.

2. Identification of ca→s
i : For each state component si,j(t) of agent i, the entry j of ca→s

i is 1
if and only if there is a directed edge from ai(t− 1) to si,j(t) in Gi.

To identify cω
m→s

i , we need to determine which state components have distribution changes across
domains.

Lemma 9. For a variable Vr ∈ Vi, its distribution module changes across domains if and only if Vr
and m are not independent given any subset of other variables in Vi.

This follows from the definition of the domain-specific changes: if a variable’s distribution remains
invariant across domains, then it is independent of the domain index m conditional on its parents. For
each state component si,j(t), we test whether si,j(t) ⊥⊥ m|Z for any subset Z ⊆ Vi \ {si,j(t)}. If
no such conditional independence holds, then the distribution of si,j(t) varies across domains, and
therefore cω

m→s
i,j has at least one non-zero entry.
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To identify the specific entries of cω
m→s

i , we exploit the fact that changes in distributions are localized
according to the causal structure.

To complete the proof, we need to show that the structural matrices are uniquely identified from the
observed data:

1. Uniqueness of cs→s
i and ca→s

i : These matrices encode the causal connections in the DBN
structure. Under the Markov and faithfulness assumptions, the skeleton of the DBN is
uniquely identified. Combined with the temporal constraints on edge directions, the matrices
cs→s
i and ca→s

i are uniquely determined.

2. Uniqueness of cω
m→s

i : This matrix encodes which state components have distribution
changes across domains. Under the faithfulness assumption, a state component’s distribution
changes across domains if and only if it is not conditionally independent of the domain
index m given any subset of other variables. This provides a unique characterization of the
non-zero entries in cω

m→s
i .

A critical aspect of our proof is that we treat each agent’s local model separately while accounting for
the influence of neighboring agents through their observed states. This is justified by the factorization
of the joint transition model:

P (s(t+ 1)|s(t),a(t)) =
n∏

i=1

Pi(si(t+ 1)|sNi(t),ai(t)).

This factorization ensures that, for each agent i, we only need to consider the states of its neighbors
Ni to fully capture the relevant causal influences.

Therefore, under the Markov condition and faithfulness assumption, the structural matrices cs→s
i ,

ca→s
i , and cω

m→s
i are identifiable for each agent i in the networked MARL system.

F.3 Proof of Proposition 4

Proposition 11 (Formal statement of proposition 4). Suppose the following conditions hold: (i)
the Markov condition and faithfulness assumption are satisfied for the causal graph Gi of each
agent i, (ii) For each true causal edge (X → Y ) in Gi, the minimal conditional mutual information
is lower-bounded: I(X;Y |Z) ≥ λ > 0 for any conditioning set Z that d-separates X and Y in
Gi \ {X → Y }, (iii) The maximal in-degree of any node in Gi is bounded by dmax, (iv) The noise
terms ϵsi,j(t) are sub-Gaussian with parameter σ2, (v) Each element of sNi

(t) and ai(t) has bounded
magnitude by B, (vi) The transition functions fi,j are Lf -Lipschitz continuous in all arguments.
Then, with probability at least 1− δ, the estimated causal masks Ĉs→s

i , ĉa→s
i , and Ĉω→s

i will match
the true causal masks for

Te = Ω

(
di · dmax · log(di · n/δ)

λ2

)
,

where di = dim(sNi
) is the total dimension of the state space for agent i and its neighbors.

Proof. The proof consists of four main parts: (1) formulating the statistical estimation problem, (2)
analyzing the error in conditional independence tests, (3) bounding the error probability in structure
learning, and (4) deriving the sample complexity.

Step 1: Formulation of the statistical estimation problem. For each agent i, we need to estimate
the causal graph Gi from observed trajectories {(sNi

(t),ai(t), si(t+ 1))}Te−1
t=0 .

Define the variable set Vi for agent i that includes:

• States of agent i at time t− 1: si(t− 1)

• States of neighboring agents at time t− 1: sNi\i(t− 1)

• States of agent i at time t: si(t)

• Actions of agent i at time t− 1: ai(t− 1)
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• Domain index k, which serves as a surrogate for the unobserved change factors ωk
i

We employ a constraint-based causal discovery approach, which identifies the causal structure by
performing a series of conditional independence tests based on the key insight from Lemma 13:

Lemma 10. For any two variables Vr, Vs ∈ Vi, they are not adjacent in Gi if and only if they are
independent conditional on some subset of {Vt : t ̸= r, t ̸= s} ∪ {m}.

Step 2: Analysis of conditional independence tests. For analyzing conditional independence, we
use the mutual information measure. For variables X and Y conditional on set Z, the conditional
mutual information is:

I(X;Y |Z) = EX,Y,Z

[
log

P (X,Y |Z)
P (X|Z)P (Y |Z)

]
.

In practice, we estimate this from data using the empirical distributions:

Î(X;Y |Z) =
∑
x,y,z

P̂ (x, y, z) log
P̂ (x, y, z)P̂ (z)

P̂ (x, z)P̂ (y, z)
,

where P̂ denotes empirical probabilities based on the observed data.

The estimation error can be bounded using concentration inequalities. For any ϵ > 0:

P (|Î(X;Y |Z)− I(X;Y |Z)| > ϵ) ≤ 2 exp

(
− Teϵ

2

C1|X ||Y||Z|

)
,

where |X |, |Y|, and |Z| are the cardinalities of the respective variable domains, and C1 is a universal
constant.

For continuous variables, we can use kernel-based estimators or discretization. With appropriate
binning of continuous variables, the error bound becomes:

P (|Î(X;Y |Z)− I(X;Y |Z)| > ϵ) ≤ 2 exp

(
− Teϵ

2

C2bXbY bZ log2(Te)

)
,

where bX , bY , and bZ are the number of bins used for each variable, and C2 is a constant. The
log2(Te) term arises from the adaptive discretization of continuous variables.

Step 3: bounding the error probability in structure learning. Let Gi be the true causal graph for
agent i, and Ĝi be the estimated graph. We need to bound P (Ĝi ̸= Gi).
The structure learning error can occur in two ways:

1. Missing a true edge (Type II error in a conditional independence test)

2. Adding a spurious edge (Type I error in a conditional independence test)

For Type I errors, we set the significance level to α = δ
2M , whereM is the total number of conditional

independence tests performed. For Type II errors, we use the fact that when variables are dependent
with conditional mutual information at least γ, the probability of wrongly concluding independence
is:

P (Type II error) ≤ exp

(
− Teγ

2

C3|X ||Y||Z|

)
.

where C3 is a constant that depends on the distribution properties.

The total number of conditional independence tests is bounded by M ≤ d2i ·
∑dmax

j=0

(
di−2
j

)
≤

d2i ·
(

di

dmax

)
≤ d2i · (edi/dmax)

dmax .

By the union bound, the probability of any error in structure learning is:

P (Ĝi ̸= Gi) ≤M ·max

{
α, exp

(
− Teγ

2

C3dmax

)}
.
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where we’ve used that the maximum size of any conditioning set is dmax, and the maximum cardinality
of any variable domain is bounded by a function of dmax given our discretization scheme.

Step 4: deriving the sample complexity. To ensure P (Ĝi ̸= Gi) ≤ δ, we need:

1. α = δ
2M ≤

δ
2d2

i ·(edi/dmax)dmax
.

2. exp
(
− Teγ

2

C3dmax

)
≤ δ

2M ≤
δ

2d2
i ·(edi/dmax)dmax

.

From the second condition, we derive:

Teγ
2

C3dmax
≥ log

(
2d2i · (edi/dmax)

dmax

δ

)
.

Therefore:

Te ≥
C3dmax

γ2
log

(
2d2i · (edi/dmax)

dmax

δ

)
.

Now, we need to analyze this expression more carefully:

log

(
2d2i · (edi/dmax)

dmax

δ

)
= log

(
2d2i
δ

)
+ dmax log

(
edi
dmax

)
.

Under the sparsity assumption (dmax ≪ di), we have:

dmax log

(
edi
dmax

)
≤ dmax log(edi) = O(dmax log(di)).

Therefore:

Te ≥
C3dmax

γ2

[
log

(
2d2i
δ

)
+O(dmax log(di))

]
.

This simplifies to:

Te = O

(
d2max log(di) + dmax log(1/δ)

γ2

)
.

For most practical scenarios where dmax = O(log(di)) (very sparse graphs), this further simplifies
to:

Te = O

(
dmax log(di) log(di/δ)

γ2

)
.

However, for a more general bound without assuming extreme sparsity, we have:

Te = O

(
d2max log(di) + dmax log(1/δ)

γ2

)
.

Now, accounting for the fact that we’re learning causal masks for all n agents, and applying a union
bound across agents, we replace δ with δ/n, yielding:

Te = O

(
d2max log(di) + dmax log(n/δ)

γ2

)
.

For typical networked systems where di scales with the number of neighbors, this gives us our final
sample complexity:

Te = Ω

(
di · dmax · log(di · n/δ)

γ2

)
.
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F.4 Proof of Proposition 5

Proposition 12 (Formal statement of Proposition 5). Suppose the following conditions hold: (i) The
true causal masks are estimated accurately, (ii) the transition dynamics are identifiable with respect to
the domain factor, i.e., for any two distinct domain factors ωi ̸= ω′

i, there exists a set of states and
actions with non-zero measure such that the conditional distributions P (si,j(t+ 1)|sNi

(t),ai(t),ωi)
and P (si,j(t+1)|sNi

(t),ai(t),ω
′
i) are distinguishable. (iii) The noise terms ϵsi,j(t) are independent,

sub-Gaussian with parameter σ2. (iv) The domain factor ωm
i ∈ Ωi belongs to a compact set with

diameter DΩ. (v) For any two distinct domain factors ωi ̸= ω′
i with ∥ωi − ω′

i∥2 ≥ ϵ,
∥P (si(t+ 1)|sNi

(t),ai(t),ωi)− P (si(t+ 1)|sNi
(t),ai(t),ω

′
i)∥TV ≥ αϵ

for some constant α > 0. Then, for any domain with true domain factor ω∗, given a trajectory of
length Te, the estimated domain factor ω̂ satisfies:

∥ω̂ − ω∗∥2 ≤ Cω

√
DΩ log(nTe/δ)

Te

with probability at least 1− δ, where DΩ is the dimension of the domain factor space, and Cω is a
constant that depends on Lf , σ, α, and the conditioning of the estimation problem.

Proof. The proof consists of three main parts: (1) formulating the domain factor estimation problem,
(2) analyzing the estimation error using statistical learning theory, and (3) deriving the final sample
complexity bound.

Step 1: formulation of the domain factor estimation problem. Given the known causal structure
encoded by masks Cs→s

i , ca→s
i , and Cω→s

i , the domain factor estimation problem can be formulated
as finding the domain factor ω that best explains the observed transitions.

For agent i, we have observed trajectories {(sNi(t),ai(t), si(t+ 1))}Te−1
t=0 generated from the true

domain factor ω∗. We can define a negative log-likelihood function for each agent i:

Li(ω) = − 1

Te

Te−1∑
t=0

logP (si(t+ 1)|sNi
(t),ai(t),ω).

The maximum likelihood estimator (MLE) for the domain factor is:

ω̂ = argmin
ω∈Ω

1

n

n∑
i=1

Li(ω).

Step 2: analysis of the estimation error. To analyze the estimation error, we use the theory of
M-estimators and the properties of the negative log-likelihood function. First, we establish some key
properties of the negative log-likelihood.

Lemma 11 (Lipschitz continuity of negative log-likelihood). Under the assumption that the transition
function fi,j is Lf -Lipschitz continuous with respect to all arguments, the negative log-likelihood
function Li(ω) is LL-Lipschitz continuous with respect to ω, where LL = O(Lf/σ

2).

Proof. For Gaussian noise with variance σ2, the conditional probability density is:

P (si(t+ 1)|sNi
(t),ai(t),ω)

=

di∏
j=1

1√
2πσ2

exp

(
−
(si,j(t+ 1)− fi,j(cs→s

Ni,j
⊙ sNi(t), c

a→s
i,j · ai(t), cω→s

i,j ⊙ ω, 0))2

2σ2

)
.

Taking the negative logarithm:

− logP (si(t+ 1)|sNi
(t),ai(t),ω)

=

di∑
j=1

[
1

2
log(2πσ2) +

(si,j(t+ 1)− fi,j(cs→s
Ni,j
⊙ sNi(t), c

a→s
i,j · ai(t), cω→s

i,j ⊙ ω, 0))2

2σ2

]
.
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The gradient with respect to ω is:

∇ω[− logP (si(t+ 1)|sNi
(t),ai(t),ω)] = −

di∑
j=1

(si,j(t+ 1)− fi,j)
σ2

∇ωfi,j .

Since fi,j is Lf -Lipschitz and ∥∇ωfi,j∥ ≤ Lf∥cω→s
i,j ∥, we have:

∥∇ω[− logP (si(t+ 1)|sNi(t),ai(t),ω)]∥ ≤ diLfB

σ2
= O

(
Lf

σ2

)
.

Therefore, Li(ω) is LL-Lipschitz continuous with LL = O(Lf/σ
2).

Lemma 12 (Strong convexity of expected negative log-likelihood). Under the identifiability as-
sumption and the total variation distance condition, the expected negative log-likelihood E[Li(ω)] is
µ-strongly convex in a neighborhood of the true domain factor ω∗, where µ depends on α and the
minimum eigenvalue of the Fisher information matrix.

Proof. The expected negative log-likelihood is:

E[Li(ω)] = −EsNi
,ai,si(t+1)[logP (si(t+ 1)|sNi

(t),ai(t),ω)].

The Hessian matrix of this function is the Fisher information matrix:

H(ω) = EsNi
,ai

[
Esi(t+1)|sNi

,ai,ω∗
[
∇ω logP (si(t+ 1)|sNi ,ai,ω)∇ω logP (si(t+ 1)|sNi ,ai,ω)T

]]
.

By the identifiability assumption and the total variation distance condition, for any unit vector v, we
have:

vTH(ω∗)v ≥ α2 > 0.

Therefore, in a neighborhood of ω∗, the expected negative log-likelihood is µ-strongly convex with
µ ≥ α2.

Now, we can analyze the estimation error using concentration inequalities for empirical processes.
Let:

L(ω) =
1

n

n∑
i=1

Li(ω).

Proposition 13 (Uniform convergence). With probability at least 1− δ, for all ω ∈ Ω:

|L(ω)− E[L(ω)]| ≤ C

√
DΩ log(Te/δ)

Te
,

where C is a constant depending on LL and DΩ.

Proof. Since Li(ω) is LL-Lipschitz continuous, we can use covering number arguments. The
ϵ-covering number of the domain factor space Ω with diameter DΩ is N(Ω, ϵ) ≤ (1 + DΩ

ϵ )DΩ .

By the union bound over an ϵ-net and Hoeffding’s inequality, we have:

P

(
sup
ω∈Ω
|L(ω)− E[L(ω)]| > ϵ

)
≤ 2N(Ω,

ϵ

2LL
) exp

(
−2Teϵ

2

B2
L

)
.

where BL is the bound on the negative log-likelihood function. Setting the right-hand side to δ and
solving for ϵ, we get:

ϵ = O

√DΩ log(Te/δ)

Te

 .
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Step 3: Deriving the sample complexity bound. By combining the strong convexity of E[L(ω)]
and the uniform convergence bound, we can derive the estimation error. For the true domain factor
ω∗ and the estimated domain factor ω̂, we have:

L(ω̂) ≤ L(ω∗).

This implies:

E[L(ω̂)] ≤ L(ω̂) + ϵ ≤ L(ω∗) + ϵ ≤ E[L(ω∗)] + 2ϵ.

By the strong convexity of E[L(ω)], we have:

E[L(ω̂)]− E[L(ω∗)] ≥ µ

2
∥ω̂ − ω∗∥22.

Combining these inequalities:

µ

2
∥ω̂ − ω∗∥22 ≤ 2ϵ = O

√DΩ log(Te/δ)

Te

 .

Therefore:

∥ω̂ − ω∗∥2 ≤ O

(√
DΩ log(Te/δ)

µTe

)
.

Now, accounting for the fact that we have n agents, we apply a union bound across all agents by
replacing δ with δ/n. This gives us:

∥ω̂ − ω∗∥2 ≤ Cω

√
DΩ log(nTe/δ)

Te
.

with probability at least 1 − δ, where Cω = O(1/
√
µ) = O(1/α) is a constant depending on the

problem parameters. This completes the proof of the theorem, providing a rigorous guarantee on the
accuracy of domain factor estimation based on the trajectory length Te.

G Missing proofs in Section 6

G.1 Discussions on Assumption 1-6

While Assumption 1-6 are standard for establishing theoretical guarantees, we discuss whether they
hold exactly in practice as follows.

Finite MDP (Assumption 1): in some systems, the state or action spaces might not finite or continuous.
For such cases, our results can still extend by applying state aggregation or clipping methods to
ensure boundedness while incurring small approximation error.

Mixing properties (Assumption 2): real-world networked systems may exhibit slow mixing or non-
Lipschitz dynamics. Our theoretical results would degrade gracefully, leading to larger constants τ in
the sample complexity bounds.

Smoothness (Assumption 3): the assumption requires the policy gradients ∇θi log πi to be Lipschitz
and uniformly bounded. This holds for all commonly used policy parameterizations (e.g., softmax
policies) with bounded inputs and finite-dimensional parameter vectors. It ensures stable policy
updates and is common in the convergence analysis of policy gradient and actor-critic algorithms.
GSAC uses softmax parameterizations for policies, where log πθi is smooth and has bounded gradients
when action probabilities are not close to zero (a condition satisfied by entropy regularization or
initialization).

Compact parameter space (Assumption 4): policy parameters θi are always constrained within a
finite range due to neural network weight regularization, weight clipping, or bounded initialization.
This is standard in actor-critic methods, where optimization is performed with bounded learning rates
and regularizer that implicitly keep the parameters within a compact set.

Smoothness w.r.t. domain factor (Assumption 5): this is reasonable because domain factors, e.g.,
channel gains, traffic loads, represent physical parameters that vary smoothly. The local dynamics
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Pi are typically analytic or polynomial in ωi, so small perturbations in ωi induce proportionally
small changes in state transitions and rewards. Consequently, the Q-function Qπ

i (s, a, ω) and policy
gradient∇θiJ(θ, ω) inherit this smoothness. Moreover, standard policy parameterizations and neural
network approximators are Lipschitz when combined with bounded weights or gradient clipping.
Thus, Assumption 5 aligns well with both the structure of real-world systems and common RL
practices. Moreover, even if the true dynamics were not strictly Lipschitz, domain factor estimation
(Proposition 5) uses a small-perturbation assumption around ω for adaptation. In practice, state or
reward clipping and function approximation, which are inherently Lipschitz, effectively enforce this
assumption.

Compact domain factor space (Assumption 6): the latent domain factors ωi represent bounded
variations in environment dynamics (e.g., channel gains, traffic intensities, or reward scaling factors),
which are inherently limited by the physical system. In real-world networked systems, these factors
are naturally confined to finite ranges determined by system design (e.g., transmission powers, queue
lengths). Hence, assuming Ωi is compact with bounded diameter DΩ is both reasonable and practical.

For simplicity, we also write Qω := Q(·, ·,ω) and z := (s,a).

G.2 Proof of Theorem 2

Theorem 5 (Critic error bound). Under Assumptions 1-6, suppose the critic stepsize αt = h
t+t0

satisfies h ≥ 1
σ max(2, 1

1−√
γ ), t0 ≥ max(2h, 4σh, τ), and the domain factors are estimated with

Te trajectories. Then, inside outer loop iteration k with domain factor ωm(k), for each i ∈ N , with
probability at least 1− δ:∣∣∣Qi(s,a,ω)− Q̂T

i (sNκ
i
,aNκ

i
, ω̂Nκ

i
)
∣∣∣ ≤ Ca√

T + t0
+

C ′
a

T + t0
+

2cρκ+1

(1− γ)2
+ C ′

ω

√
log(nTe/δ)

Te
.

where Ca := 6ϵ̄
1−√

γ

√
τh
σ [log( 2τT

2

δ ) + f(κ) logSA], C ′
a := 2

1−√
γ max( 16ϵ̄hτσ , 2r̄

1−γ (τ + t0)), with

ϵ̄ := 4 r̄
1−γ + 2r̄, and C ′

ω := LQCω

√
DΩ.

Proof sketch of Theorem 2. The proof follows a similar structure to the Theorem 5 in [24], with
modifications to account for domain factors. First, we decompose

Qi(z,ω)− Q̂T
i (zNκ

i
, ω̂Nκ

i
) = Qi(z,ω)−Qi(z, ω̂) +Qi(z, ω̂)− Q̂T

i (zNκ
i
, ω̂Nκ

i
).

The first difference term accounts for the error due to domain factor estimation. Using the domain
factor identifiability in Proposition 5 and the Lipschitz continuity of Q with respect to ω (Assumption
5 (ii)), we have

Qi(z,ω)−Qi(z, ω̂) ≤ LQ ∥ω − ω̂∥2 ≤ LQδω(Te).

For ω̂ = ω̂m(k), the critic update follows:

Q̂t
i(sNκ

i
(t− 1),aNκ

i
(t− 1), ω̂Nκ

i
) = (1− αt−1)Q̂

t−1
i (sNκ

i
(t− 1),aNκ

i
(t− 1), ω̂Nκ

i
)

+ αt−1(ri(t− 1) + γQ̂t−1
i (sNκ

i
(t),aNκ

i
(t), ω̂Nκ

i
)).

The steps from the original proof apply with the augmentation of ωm
Nκ

i
to the state-action represen-

tation. The key difference is that we need to account for the error in domain factor estimation. Let
ξt := sup(z)∈S×A |Qi(z, ω̂)− Q̂t

i(zNκ
i
, ω̂Nκ

i
)|.

Following the decomposition in the original proof (Lemma 7 in [24]), we have:

ξt ≤ β̃τ−1,tξτ + γ sup
zNκ

i

t−1∑
k=τ

bk,t(zNκ
i
)ξk +

2cρκ+1

1− γ
+

∥∥∥∥∥
t−1∑
k=τ

αkB̃k,tϵk

∥∥∥∥∥
∞

+

∥∥∥∥∥
t−1∑
k=τ

αkB̃k,tϕk

∥∥∥∥∥
∞

.

Following the same induction argument as in the original proof and combining all terms, we get the
stated bound.
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G.3 Proof of Theorem 3

Theorem 6 (Convergence). Under Assumptions 1-6, for any δ ∈ (0, 1), K ≥ 3, suppose the critic
stepsize αt =

h
t+t0

and ηk = η√
k+1

with η ≤ 1
6L′ . For sufficiently large the inner loop length T such

that T + 1 ≥ log(c(1−γ)/r̄)+(κ+1) logγ ρ

log γ and Ca(δ/2nK,T )√
T+t0

+
C′

a

T+t0
≤ 2cρκ+1

(1−γ)2 , Then, with probability
at least 1− δ, when domain factors are estimated with Te trajectories:

∑K−1
k=0 ηk∥∇J(θ(k))∥2∑K−1

k=0 ηk
≤

2r̄
η(1−γ) +

8r̄2L2

(1−γ)4

√
logK log

4

δ
+ 240r̄2L′L2

(1−γ)4 η logK
√
K + 1

+
12L2cr̄

(1− γ)5
ρκ+1 +

2r̄LLJCω

(1− γ)2

√
log(4nM/δ)

Te
+

2C5(r̄L+ Lθ)d
θ

(1− γ)2

√
log(4M/δ)

M
.

Proof sketch of Theorem 3. We adapt the proof of Theorem 4 in [24] to account for domain factors.
The key difference is that the policy gradient now depends on the domain factors, and we need to
account for the error in domain factor estimation.

Note that for any θ ∈ Θ, we have

∇θi log π
θ(a|s,ω) = ∇θi

∑
j∈N

log π
θj
j (aj |sj ,ωj) = ∇θi log π

θi
i (ai|si,ωj).

Let us define the approximation of the policy gradient and the true policy gradient

ĝi(k) =

T∑
t=0

γt
1

n

∑
j∈Nκ

i

Q̂T
j (sNκ

j
(t),aNκ

j
(t), ω̂

m(k)
Nκ

j
)∇θi log π

θi(k)
i (ai(t)|si(t), ω̂m(k)

i )

gi(k) :=

T∑
t=0

γt
1

n

∑
j∈Nκ

i

Q
θ(k)
j (s(t),a(t), ω̂m(k))∇θi log π

θi(k)
i (ai(t)|si(t), ω̂m(k)

i )

hi(k) :=

M∑
m=1

1

M

T∑
t=0

E
s∼ρ

θ(k)
t , a∼πθ(k)(·|s,ω̂m)

γt 1
n

∑
j∈Nκ

i

Q
θ(k)
j (s,a, ω̂m)∇θi log π

θi(k)
i (ai|si, ω̂m

i )


∇θiJ(θ(k), D̂M ) :=

M∑
m=1

1

M

∞∑
t=0

E
s∼ρ

θ(k)
t ,a∼πθ(k)(·|s,ω̂m)

[
γtQθ(k)(s,a, ω̂m)∇θi log π

θ(k)(a|s, ω̂m)
]

=

M∑
m=1

1

M
∇θiJ(θ(k), ω̂

m)

∇θiJ(θ(k),DM ) :=

M∑
m=1

1

M

∞∑
t=0

E
s∼ρ

θ(k)
t ,a∼πθ(k)(·|s,ωm)

[
γtQθ(k)(s,a,ωm)∇θi log π

θ(k)(a|s,ωm)
]

=

M∑
m=1

1

M
∇θiJ(θ(k),ω

m)

∇θiJ(θ(k),D) := Eω∼D

∞∑
t=0

E
s∼ρ

θ(k)
t ,a∼πθ(k)(·|s,ω)

[
γtQθ(k)(s,a,ω)∇θi log π

θ(k)(a|s,ω)
]

= Eω∼D∇θiJ(θ(k),ω) = ∇θiEω∼DJ(θ(k),ω) = ∇θiJ(θ(k)).

Lemma 13. The following holds almost surely,

max(∥ĝ(k)∥, ∥g(k)∥, ∥h(k)∥, ∥∇θJ(θ(k), D̂M )∥, ∥∇θJ(θ(k),DM )∥, ∥∇θJ(θ(k))∥) ≤
r̄L

(1− γ)2
.
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We decompose the error between ĝ(k) and the true gradient as follows

ĝ(k) = ĝ(k)− g(k)︸ ︷︷ ︸
e1(k)

+ g(k)− h(k)︸ ︷︷ ︸
e2(k)

+h(k)−∇θJ(θ(k), D̂M )︸ ︷︷ ︸
e3(k)

+∇θJ(θ(k), D̂M )−∇θJ(θ(k),DM )︸ ︷︷ ︸
e4(k)

+∇θJ(θ(k),DM )−∇θiJ(θ(k),D)︸ ︷︷ ︸
e5(k)

+∇θJ(θ(k)).

(12)
We will bound each term separately and combine these bounds to prove Theorem 3.

Bounds on e1(k). The following lemmas follows similar steps as in the proof [24].

Lemma 14 (Lemma 14, [24]). When T is large enough s.t.

Ca

(
δ

2nM , T
)

√
T + t0

+
C ′

a

T + t0
≤ 2cρκ+1

(1− γ)2
, where

Ca(δ, T ) =
6ϵ̄

1−√γ

√
τh

σ

[
log

(
2τT 2

δ

)
+ f(κ) logSA

]
, C ′

a =
2

1−√γ
max

(
16ϵ̄hτ

σ
,

2r̄

1− γ
(τ + t0)

)
,

with ϵ̄ = 4 r̄
1−γ + 2r̄, then we have with probability at least 1− δ

4 ,

sup
0≤k≤K−1

∥e1(k)∥ ≤ 4cLρκ+1

(1− γ)3
.

Bounds on e2(k). Let Gk be the σ-algebra generated by the trajectories in the first k outer-loop
iterations. In particular, let G0 be the σ-algebra generated the trajectories in the first phase of
Algorithm 1. Note that ω1:M and ω̂1:M are G0-measurable. In addition, θ(k) is Gk−1-measurable,
and so is hi(k). Further, by the way that the trajectory {(s(t), a(t))}Tt=0 is generated, we have
E[g(k)|Gk−1] = h(k). As such, ηk⟨∇J(θ(k)), e2(k)⟩ is a martingale difference sequence w.r.t. Gk,
and we have the following bound which is a direct consequence of Azuma-Hoeffding bound.

Lemma 15 (Adapted Lemma 15 [24]). With probability at least 1− δ/4, we have∣∣∣∣∣
K−1∑
k=0

ηk⟨∇J(θ(k)), e2(k)⟩

∣∣∣∣∣ ≤ 2r̄2L2

(1− γ)4

√√√√2

K−1∑
k=0

η2k log
8

δ
.

Bounds on e3(k).

Lemma 16 (Adapted Lemma 16, [24]). When T + 1 ≥
log

(
c(1− γ)

r̄

)
+ (κ+ 1) log ρ

log γ
, we have

almost surely,

∥e3(k)∥ ≤ 2
Lc

(1− γ)
ρκ+1.

Bounds on e4(k). Since the error between ω̂m and ωm is bounded as ∥ω̂m − ωm∥2 ≤ δω(Te) =
Cω

√
log(n/δ)

Te
with probability at least 1− δ. Using Assumption 5 (iii), we have with probability at

least 1− δ/4

∀k, e4(k) = ∇θJ(θ(k), D̂M )−∇θJ(θ(k),DM ) ≤ LJ

M∑
m=1

1

M
∥ω̂m − ωm∥2

≤ LJCω

√
log(4nM/δ)

Te
.

(13)
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Bounds on e5(k). We first state the uniform concentration bound for vector-valued functions.

Lemma 17. Let (x1, x2, . . . , xM ) be i.i.d. samples from a distribution D on X . Let Θ ⊂ Rp, and
consider f : X × Θ → Rd with the following properties: (i) For all j = 1, . . . , d, |fj(x, θ)| ≤
B for all (x, θ); (ii) For all x ∈ X and j = 1, . . . , d, |fj(x, θ) − fj(x, θ′)| ≤ L · ∥θ − θ′∥2. Then,
with probability at least 1− δ/4,

sup
θ∈Θ

∥∥∥∥∥ 1

M

M∑
i=1

f(xi, θ)− E[f(X, θ)]

∥∥∥∥∥
2

= O

(
(B + L)

√
dp logM + log(4/δ)

M

)
,

where the hidden constant is universal.

Observe that for E
[
∇θJ(θ,DM )

]
= ∇θJ(θ). Using Lemma 17, we have with probability at least

1− δ/4,
sup
k

∥∥e5(k)∥∥ ≤ sup
k,θ∈Θ

∥∥∇θJ(θ,DM )−∇θJ(θ)
∥∥

≤ O

((
r̄L

(1− γ)2
+ Lθ

)
dθ
√

log(4M/δ)

M

)

≤ O

(
(r̄L+ Lθ)d

θ

(1− γ)2

√
log(4M/δ)

M

) (14)

where the second inequality is due to Lemma 13.

Putting all bounds together. With the above bounds on all ei(k), we are now ready to prove the
Theorem 3. Since ∇J(θ) is L′-Lipschitz continuous, we have

J(θ(k + 1)) ≥ J(θ(k)) + ⟨∇J(θ(k)), θ(k + 1)− θ(k)⟩ − L′

2
∥θ(k + 1)− θ(k)∥2

= J(θ(k)) + ηk⟨∇J(θ(k)), ĝ(k)⟩ −
L′η2k
2
∥ĝ(k)∥2.

(15)

Using the decomposition of ĝ(k) in Equation 12, we get,

∥ĝ(k)∥2 ≤ 6∥e1(k)∥2 + 6∥e2(k)∥2 + 6∥e3(k)∥2 + 6∥e4(k)∥2 + 6∥e5(k)∥2 + 6∥∇J(θ(k))∥2.

We bound ⟨∇J(θ(k)), ĝ(k)⟩ as follows

⟨∇J(θ(k)), ĝ(k)⟩ = ∥∇J(θ(k))∥2 + ⟨∇J(θ(k)),
5∑

j=1

ej(k)⟩ ≥ ∥∇J(θ(k))∥2 + ⟨∇J(θ(k)), e2(k)⟩

− ∥∇J(θ(k))∥(∥e1(k)∥+ ∥e3(k)∥+ ∥e4(k)∥+ ∥e5(k)∥).

Plugging the above bounds on ∥ĝ(k)∥2 and ⟨∇J(θ(k)), ĝ(k)⟩ into Equation 15, we have

J(θ(k + 1)) ≥ J(θ(k)) + (ηk − 3L′η2k)∥∇J(θ(k))∥2 + ηkϵk,0 − ηkϵk,1 − η2kϵk,2,

where ϵk,0 := ⟨∇J(θ(k)), e2(k)⟩, ϵk,1 := ∥∇J(θ(k))∥(∥e1(k)∥ + ∥e3(k) + ∥e4(k) + ∥e5(k)∥),
ϵk,2 := 3L′∑5

j=1 ∥ej(k)∥2. It follows from telescoping sum that

J(θ(K))− J(θ(0)) ≥
K−1∑
k=0

(ηk − 3L′η2k)∥∇J(θ(k))∥2 +
K−1∑
k=0

ηkϵk,0 −
K−1∑
k=0

ηkϵk,1 −
K−1∑
k=0

η2kϵk,2

≥
K−1∑
k=0

1

2
ηk∥∇J(θ(k))∥2 +

K−1∑
k=0

ηkϵk,0 −
K−1∑
k=0

ηkϵk,1 −
K−1∑
k=0

η2kϵk,2,

where we use ηk − 3L′η2k = ηk(1− 3L′ηk) ≥ 1
2ηk given that ηk ≤ 1

6L′ . After rearranging, we get

K−1∑
k=0

1

2
ηk∥∇J(θ(k))∥2 ≤ J(θ(K))− J(θ(0))−

K−1∑
k=0

ηkϵk,0 +

K−1∑
k=0

ηkϵk,1 +

K−1∑
k=0

η2kϵk,2. (16)

39



We now apply our bounds on each ej(k). By Lemma 15, we have with probability 1− δ
2 ,

K−1∑
k=0

ηkϵk,0 ≤
2r̄2L2

(1− γ)4

√√√√2

K−1∑
k=0

η2k log
4

δ
. (17)

By Lemma 14, Lemma 16, Equation 13 and Equation 14, we have with probability 1− δ
2 ,

sup
k≤K−1

ϵk,1 ≤
r̄L

(1− γ)2

(
sup

k≤K−1
∥e1(k)∥+ sup

k≤K−1
∥e3(k)∥+ sup

k≤K−1
∥e4(k)∥+ sup

k≤K−1
∥e5(k)∥

)

≤ r̄L

(1− γ)2

4cLρκ+1

(1− γ)3
+ 2

Lc

(1− γ)
ρκ+1 + LJCω

√
log(4nM/δ)

Te
+ C5

(r̄L+ Lθ)d
θ

(1− γ)2

√
log(4M/δ)

M


≤ 6L2cr̄

(1− γ)5
ρκ+1 +

r̄LLJCω

(1− γ)2

√
log(4nM/δ)

Te
+
C5(r̄L+ Lθ)d

θ

(1− γ)2

√
log(4M/δ)

M
.

(18)
By Lemma 13, we have almost surely,

max
1≤j≤5

(∥ej(k)∥∥) ≤ 2 r̄L
(1−γ)2 ,

and hence,

sup
k≤K−1

ϵk,2 = 3L′
5∑

j=1

∥ej(m)∥2 ≤ 60r̄2L′L2

(1− γ)4
.

Using a union bound, we have with probability 1− δ, all three events hold, thus∑K−1
k=0 ηk∥∇J(θ(k))∥2∑K−1

k=0 ηk

≤
2(J(θ(K))− J(θ(0))) + 2

∣∣∣∑K−1
k=0 ηkϵk,0

∣∣∣+ 2 supk ϵk,2
∑K−1

k=0 η2k∑K−1
k=0 ηk

+ 2 sup
k
ϵk,1

≤
2(J(θ(K))− J(θ(0))) + 4r̄2L2

(1− γ)4

√
2
∑K−1

k=0 η2k log
4

δ
+

120r̄2L′L2

(1− γ)4
∑K−1

k=0 η2k∑K−1
k=0 ηk

+
12L2cr̄

(1− γ)5
ρκ+1 +

2r̄LLJCω

(1− γ)2

√
log(4nM/δ)

Te
+

2C5(r̄L+ Lθ)d
θ

(1− γ)2

√
log(4M/δ)

M
.

Since ηk =
η√
k + 1

, we have

K−1∑
k=0

ηk > 2η(
√
K + 1−1) ≥ η

√
K + 1 and

K−1∑
k=0

η2k < η2(1+logK) < 2η2 logK (using K ≥ 3).

Further we use the bound J(θ(K)) ≤ r̄

1− γ
and J(θ(0)) ≥ 0 almost surely. Combining these

results, we get with probability 1− δ,

∑K−1
k=0 ηk∥∇J(θ(k))∥2∑K−1

k=0 ηk
≤

2r̄
η(1−γ) +

8r̄2L2

(1−γ)4

√
logK log

4

δ
+ 240r̄2L′L2

(1−γ)4 η logK
√
K + 1

+
12L2cr̄

(1− γ)5
ρκ+1 +

2r̄LLJCω

(1− γ)2

√
log(4nM/δ)

Te
+

2C5(r̄L+ Lθ)d
θ

(1− γ)2

√
log(4M/δ)

M
.
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G.3.1 Empirical convergence

Corollary 4 (Empirical convergence). Under the same setup of Theorem 3, with probability at least
1− δ, when domain factors are estimated with Te trajectories:

∑K−1
k=0 ηk∥∇J(θ(k),DM )∥2∑K−1

k=0 ηk
≤

2r̄
η(1−γ) +

8r̄2L2

(1−γ)4

√
logK log

4

δ
+ 240r̄2L′L2

(1−γ)4 η logK
√
K + 1

+
12L2cr̄

(1− γ)5
ρκ+1 +

2r̄LLJCω

(1− γ)2

√
log(4nM/δ)

Te

∑K−1
k=0 ηk∥∇J(θ(k), D̂M )∥2∑K−1

k=0 ηk
≤

2r̄
η(1−γ) +

8r̄2L2

(1−γ)4

√
logK log

4

δ
+ 240r̄2L′L2

(1−γ)4 η logK
√
K + 1

+
12L2cr̄

(1− γ)5
ρκ+1.

G.4 Proof of Theorem 4

Proof. We use the Lipschitz continuity of J(θ,ω′;ω) with respect to ω′

J(θ(K), ω̂M+1;ωM+1)− J(θ(K),ωM+1;ωM+1) ≥ −Lω′
∥∥ω̂M+1 − ωM+1

∥∥
≥ −Lω′Cω

√
log(n/δ)

Ta
.

It follows that

E
[
J(θ(K), ω̂M+1;ωM+1)|θ(K)

]
≥ E

[
J(θ(K),ωM+1)|θ(K)

]
− Lω′Cω

√
log(n/δ)

Ta

= J(θ(K))− Lω′Cω

√
log(n/δ)

Ta
.

H Comprehensive Experiments

We begin by clarifying the distinction between the meta-RL and multi-task RL paradigms to highlight
the key differences between our algorithmic design and baseline methods.

Clarification: Meta-RL vs. Multi-task RL The goal of multi-task RL [37] is to learn a single
task-conditioned policy that maximizes the average expected return across all source domains drawn
from a domain distribution. However, multi-task RL does not provide any guarantee of rapid few-shot
adaptation to new, unseen domains. In contrast, meta-RL explicitly aims to learn to adapt: it leverages
the set of source domains to train a policy that can be efficiently adapted to a new domain using only
a small number of trajectories at test time.

Therefore, GSAC falls under the meta-RL framework. Our objective is to achieve fast adaptation
in a new domain with limited data. Specifically, we train a shared, domain-factor-conditioned
policy across source domains and, during adaptation, estimate the domain factors ω̂ from only a few
trajectories to enable immediate policy deployment without additional fine-tuning.

H.1 Wireless communication

Environment setup. The network consists of n users positioned on a 2D grid. Each user maintains
a queue of packets with a fixed deadline di = 2. At every timestep, a new packet arrives at user i
with probability pi ∼ Unif[0, 1]. The user either transmits the earliest packet to a randomly selected
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access point (AP) yi(t) ∈ Yi, or remains idle. A transmission to AP yi(t) succeeds with probability
qi ∼ Unif[0, 1] if no other user simultaneously transmits to the same AP; otherwise, a collision occurs
and no transmission succeeds. Each successful transmission yields a reward of 1.

The local state of each user si(t) = (bi,1(t), . . . , bi,di
(t), zi,1(t), zi,2(t)). bi(t) ∈ {0, 1}di encodes

queue status by deadline bins (e.g., bi(t) = (1, 1, 0) means the first two deadline bins are occupied
while the third is empty). zi,1(t) and zi,2(t) are irrelevant components to decision quality. zi,1(t)
is the channel quality indicator, which does not influence the packet success probability qi, as qi
depends solely on collisions. zi,2(t) is the grid coordinates, which adds no useful information because
the connectivity graph already encodes all relevant interactions.

The action space is Ai = Yi ∪ {null}, where null denotes the idle action. The interaction graph
is defined by overlapping access point sets: two users are neighbors if they share at least one AP.
This induces local dependencies, which define each agent’s κ-hop neighborhood for state, action, and
domain-factor inputs.

Figure 4 visualizes the communication graph induced by different grid sizes: 3 × 3, 4 × 4, and
5× 5. Each user is placed at a grid cell and is connected to APs located at the corners of grid blocks.
Users that share an AP form communication links, resulting in a structured interaction graph. This
setup highlights the challenge of scalability in networked MARL, as larger grids yield significantly
higher local complexity and increased neighborhood sizes. Figure 5 illustrates the local neighborhood
(i.e., κ-hop graph connectivity) for a representative agent in each grid size. These visualizations
demonstrate how local dependencies expand with increasing grid sizes. The number of neighbors
within κ = 1 grows with the grid size, resulting in higher-dimensional input spaces for both state and
domain-factor features.

Benefits of ACR. The ACR procedure automatically prunes such irrelevant or redundant variables,
retaining only those that causally influence the local reward or dynamics. This yields a non-trivial
reduction in local dimensionality. For example, consider a 4× 4 grid with di = 2 and a neighborhood
size |Ni| = 5:

• Raw (truncation-only): |Ni| × (di + 2) = 5× 4 = 20 features.
• With ACR: |Ni| × di = 5× 2 = 10 features.

This 50% shrinkage directly translates into:

• Smaller critics and lower compute: reduced local state–action support and table size.
• Faster learning: lower variance in actor updates and tighter constants in our bounds.
• Accuracy preserved: approximation error remains controlled (see Proposition 1-2).
• Improved sample efficiency: by effectively increasing the minimum visitation σ and reducing

the mixing constant τ (Assumption 2), ACRs tighten the constants in the convergence guarantee
(Theorem 2).

Evaluation protocol. We generate M = 3 source domains by sampling domain factors pi from
{0.2, 0.5, 0.8}, while the target domain uses ptarget = 0.65 unless otherwise specified. In each domain,
GSAC is trained for K outer iterations (variable depending on convergence), with a time horizon of
T = 10. We use a constant stepsize of α = 0.1 for the critic and η = 0.01 for the actor. The softmax
temperature is set to τ = 0.5, and the discount factor is γ = 0.95. For domain factor estimation, we
collect Te = 20 trajectories per domain. To evaluate adaptation in the target domain, we compare our
algorithm against three baselines: SAC-MTL, SAC-FT, SAC-LFS.

Domain shift sensitivity. To assess generalization under varying domain factors, we vary the
target packet arrival rate with ptarget ∈ {0.6, 0.65, 0.7}. As shown in Figure 7, GSAC consistently
adapts to new domain settings with minimal performance degradation, even when the target domain
differs significantly from the training domains. Notably, it outperforms all three baselines across
all configurations. Moreover, Figures 2 and 7 demonstrate that GSAC can rapidly adapt to new
environments using only a few trajectories.

Across all settings, GSAC demonstrates: (i) consistent improvement over training iterations; (ii) fast
adaptation from a few trajectories; and (iii) robust performance under domain shifts. These findings
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(a) grid size 3 (b) grid size 4 (c) grid size 5

Figure 4: Grid layout.

(a) grid size 3 (b) grid size 4 (c) grid size 5

Figure 5: Neighborhood illustration.

support our theoretical claims on scalability and generalizability in large-scale networked MARL
systems.

H.2 Traffic control

Environment setup. The environment consists of a network of n interconnected road links forming
a directed graph. Each node i represents a road link, and the edges define feasible turning movements
between links. The local state of link i is denoted by si(t) = (xij(t))j∈N out

i
, where xij(t) ∈ [S] =

{0, 1, . . . , S} represents the number of vehicles on link i intending to turn to neighboring link j.
Accordingly, the local state space is Si = [S]|N

out
i |.

The local action ai(t) = (yij(t))j∈N out
i

is a binary traffic-signal tuple, where yij(t) ∈ {0, 1}
controls whether the turn movement (i→ j) is allowed at time t. Hence, the local action space is
Ai = {0, 1}|N

out
i |. When yij(t) = 1, a random number of queued vehicles Cij(t) will depart link i

and flow into link j, subject to capacity and queue constraints. Meanwhile, link i receives incoming
flows from other connected links k ∈ N in

i , where a random fraction Rij(t) of the inflow is assigned
to each downstream queue xij(t). The resulting dynamics are

xij(t+ 1) = [xij(t)−min(Cij(t)yij(t), xij(t))]
S
0 +

∑
k∈N in

i

min(Cki(t)yki(t), xki(t))Rij(t), (19)

where [x]S0 = max(min(x, S), 0). The random variables Cij(t) and Rij(t) are drawn i.i.d. from
fixed distributions, defining stochastic yet locally dependent transitions. This structure ensures that
si(t + 1) depends only on the states and actions within link i’s neighborhood, consistent with the
local interaction model in Section 2.1.
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(a) grid size 3 (b) grid size 4 (c) grid size 5

Figure 6: GSAC Training for different grid sizes.

(a) ptarget = 0.6 (b) ptarget = 0.65 (c) ptarget = 0.7

Figure 7: Adaptation comparison for different target domains in wireless communication benchmark.

The local reward is defined as the negative queue length, quantifying congestion at each link:

ri(si, ai) = −
∑

j∈N out
i

xij . (20)

Intuitively, the objective is to minimize network-wide congestion by controlling local signals. Policies
such as the max-pressure controller typically rely on known traffic-flow statistics, while our learning
framework operates in a model-free fashion, adapting from observed data without prior knowledge of
Cij or Rij distributions.

Evaluation protocol. We evaluate performance under M = 3 source domains, each defined by
different vehicle flow intensities sampled from {low,medium, high} levels of Cij(t). The target
domain adopts an intermediate traffic level unless otherwise stated. Each experiment runs for T = 50
timesteps, with discount factor γ = 0.95 and learning rates α = 0.1 for the critic and η = 0.01 for
the actor. For domain factor estimation, Te = 20 trajectories are collected per domain.

To assess adaptation, we compare GSAC against a SAC-LFS baseline trained directly in the target
domain. We also vary the network topology by adjusting the number of intersections n ∈ {9, 16, 25},
corresponding to 3× 3, 4× 4, and 5× 5 grid layouts. As is shown in Figure 8, GSAC achieves faster
adaptation, lower queue lengths, and improved stability across all configurations.

Domain shift sensitivity. To analyze robustness, we test target domains with altered inflow distribu-
tions, varying Cij by ±20% relative to training domains. As is shown in Figure 9, GSAC consistently
adapts to these changes with minimal degradation in performance, whereas LFS requires substantially
more data to achieve comparable results. These findings confirm the scalability and generalizability
of our model-free learning framework in stochastic, networked traffic environments.

44



(a) grid size 3 (b) grid size 4 (c) grid size 5

Figure 8: Adaptation comparison for different grid sizes in traffic control benchmark.

(a) ptarget = 0.4 (b) ptarget = 0.6 (c) ptarget = 0.7

Figure 9: Adaptation comparison for different target domains in traffic control benchmark..

NeurIPS Paper Checklist

1. Claims
Question: Do the main claims made in the abstract and introduction accurately reflect the
paper’s contributions and scope?

Answer: [Yes]

Justification: The abstract and introduction clearly state the contributions of GSAC—causal
discovery, meta actor-critic learning, scalability, generalizability, and theoretical guaran-
tees—which are consistently supported by the theoretical and empirical results (see Sections
1, 3, 4, and 6).

Guidelines:

• The answer NA means that the abstract and introduction do not include the claims
made in the paper.

• The abstract and/or introduction should clearly state the claims made, including the
contributions made in the paper and important assumptions and limitations. A No or
NA answer to this question will not be perceived well by the reviewers.

• The claims made should match theoretical and experimental results, and reflect how
much the results can be expected to generalize to other settings.

• It is fine to include aspirational goals as motivation as long as it is clear that these goals
are not attained by the paper.

2. Limitations
Question: Does the paper discuss the limitations of the work performed by the authors?

Answer: [Yes]

Justification: Limitations such as dependence on causal identifiability, structural assumptions
(e.g., bounded degree), and evaluation on a single benchmark are discussed in the main text
(Section 5, 6.1) and can be inferred from the stated assumptions and settings.

Guidelines:
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• The answer NA means that the paper has no limitation while the answer No means that
the paper has limitations, but those are not discussed in the paper.

• The authors are encouraged to create a separate "Limitations" section in their paper.
• The paper should point out any strong assumptions and how robust the results are to

violations of these assumptions (e.g., independence assumptions, noiseless settings,
model well-specification, asymptotic approximations only holding locally). The authors
should reflect on how these assumptions might be violated in practice and what the
implications would be.

• The authors should reflect on the scope of the claims made, e.g., if the approach was
only tested on a few datasets or with a few runs. In general, empirical results often
depend on implicit assumptions, which should be articulated.

• The authors should reflect on the factors that influence the performance of the approach.
For example, a facial recognition algorithm may perform poorly when image resolution
is low or images are taken in low lighting. Or a speech-to-text system might not be
used reliably to provide closed captions for online lectures because it fails to handle
technical jargon.

• The authors should discuss the computational efficiency of the proposed algorithms
and how they scale with dataset size.

• If applicable, the authors should discuss possible limitations of their approach to
address problems of privacy and fairness.

• While the authors might fear that complete honesty about limitations might be used by
reviewers as grounds for rejection, a worse outcome might be that reviewers discover
limitations that aren’t acknowledged in the paper. The authors should use their best
judgment and recognize that individual actions in favor of transparency play an impor-
tant role in developing norms that preserve the integrity of the community. Reviewers
will be specifically instructed to not penalize honesty concerning limitations.

3. Theory Assumptions and Proofs
Question: For each theoretical result, does the paper provide the full set of assumptions and
a complete (and correct) proof?

Answer: [Yes]

Justification: All assumptions for theoretical results are explicitly stated in Section 6.1, and
detailed proofs are provided in the appendices (Appendix D–F), with theorems referenced
and numbered properly.

Guidelines:

• The answer NA means that the paper does not include theoretical results.
• All the theorems, formulas, and proofs in the paper should be numbered and cross-

referenced.
• All assumptions should be clearly stated or referenced in the statement of any theorems.
• The proofs can either appear in the main paper or the supplemental material, but if

they appear in the supplemental material, the authors are encouraged to provide a short
proof sketch to provide intuition.

• Inversely, any informal proof provided in the core of the paper should be complemented
by formal proofs provided in appendix or supplemental material.

• Theorems and Lemmas that the proof relies upon should be properly referenced.

4. Experimental Result Reproducibility
Question: Does the paper fully disclose all the information needed to reproduce the main ex-
perimental results of the paper to the extent that it affects the main claims and/or conclusions
of the paper (regardless of whether the code and data are provided or not)?

Answer: [Yes]

Justification: The paper describes the simulation environment, domain settings, train-
ing/testing procedures, and evaluation metrics (Section 7 and Appendix G), allowing others
to reproduce the key experiments.

Guidelines:
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• The answer NA means that the paper does not include experiments.
• If the paper includes experiments, a No answer to this question will not be perceived

well by the reviewers: Making the paper reproducible is important, regardless of
whether the code and data are provided or not.

• If the contribution is a dataset and/or model, the authors should describe the steps taken
to make their results reproducible or verifiable.

• Depending on the contribution, reproducibility can be accomplished in various ways.
For example, if the contribution is a novel architecture, describing the architecture fully
might suffice, or if the contribution is a specific model and empirical evaluation, it may
be necessary to either make it possible for others to replicate the model with the same
dataset, or provide access to the model. In general. releasing code and data is often
one good way to accomplish this, but reproducibility can also be provided via detailed
instructions for how to replicate the results, access to a hosted model (e.g., in the case
of a large language model), releasing of a model checkpoint, or other means that are
appropriate to the research performed.

• While NeurIPS does not require releasing code, the conference does require all submis-
sions to provide some reasonable avenue for reproducibility, which may depend on the
nature of the contribution. For example
(a) If the contribution is primarily a new algorithm, the paper should make it clear how

to reproduce that algorithm.
(b) If the contribution is primarily a new model architecture, the paper should describe

the architecture clearly and fully.
(c) If the contribution is a new model (e.g., a large language model), then there should

either be a way to access this model for reproducing the results or a way to reproduce
the model (e.g., with an open-source dataset or instructions for how to construct
the dataset).

(d) We recognize that reproducibility may be tricky in some cases, in which case
authors are welcome to describe the particular way they provide for reproducibility.
In the case of closed-source models, it may be that access to the model is limited in
some way (e.g., to registered users), but it should be possible for other researchers
to have some path to reproducing or verifying the results.

5. Open access to data and code
Question: Does the paper provide open access to the data and code, with sufficient instruc-
tions to faithfully reproduce the main experimental results, as described in supplemental
material?

Answer: [No]

Justification: The code and data are not currently provided, but we intend to release them
with detailed instructions in the camera-ready version.

Guidelines:

• The answer NA means that paper does not include experiments requiring code.
• Please see the NeurIPS code and data submission guidelines (https://nips.cc/
public/guides/CodeSubmissionPolicy) for more details.

• While we encourage the release of code and data, we understand that this might not be
possible, so “No” is an acceptable answer. Papers cannot be rejected simply for not
including code, unless this is central to the contribution (e.g., for a new open-source
benchmark).

• The instructions should contain the exact command and environment needed to run to
reproduce the results. See the NeurIPS code and data submission guidelines (https:
//nips.cc/public/guides/CodeSubmissionPolicy) for more details.

• The authors should provide instructions on data access and preparation, including how
to access the raw data, preprocessed data, intermediate data, and generated data, etc.

• The authors should provide scripts to reproduce all experimental results for the new
proposed method and baselines. If only a subset of experiments are reproducible, they
should state which ones are omitted from the script and why.
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• At submission time, to preserve anonymity, the authors should release anonymized
versions (if applicable).

• Providing as much information as possible in supplemental material (appended to the
paper) is recommended, but including URLs to data and code is permitted.

6. Experimental Setting/Details
Question: Does the paper specify all the training and test details (e.g., data splits, hyper-
parameters, how they were chosen, type of optimizer, etc.) necessary to understand the
results?
Answer: [Yes]
Justification: Section 7 and Appendix G provide detailed descriptions of the experimental
settings, including training iterations, learning rates, adaptation horizons, and domain
generation.
Guidelines:

• The answer NA means that the paper does not include experiments.
• The experimental setting should be presented in the core of the paper to a level of detail

that is necessary to appreciate the results and make sense of them.
• The full details can be provided either with the code, in appendix, or as supplemental

material.
7. Experiment Statistical Significance

Question: Does the paper report error bars suitably and correctly defined or other appropriate
information about the statistical significance of the experiments?
Answer: [No]
Justification: While performance plots are provided (Figure 1), statistical error bars or
variance across multiple runs are not reported due to limited computational budget.
Guidelines:

• The answer NA means that the paper does not include experiments.
• The authors should answer "Yes" if the results are accompanied by error bars, confi-

dence intervals, or statistical significance tests, at least for the experiments that support
the main claims of the paper.

• The factors of variability that the error bars are capturing should be clearly stated (for
example, train/test split, initialization, random drawing of some parameter, or overall
run with given experimental conditions).

• The method for calculating the error bars should be explained (closed form formula,
call to a library function, bootstrap, etc.)

• The assumptions made should be given (e.g., Normally distributed errors).
• It should be clear whether the error bar is the standard deviation or the standard error

of the mean.
• It is OK to report 1-sigma error bars, but one should state it. The authors should

preferably report a 2-sigma error bar than state that they have a 96% CI, if the hypothesis
of Normality of errors is not verified.

• For asymmetric distributions, the authors should be careful not to show in tables or
figures symmetric error bars that would yield results that are out of range (e.g. negative
error rates).

• If error bars are reported in tables or plots, The authors should explain in the text how
they were calculated and reference the corresponding figures or tables in the text.

8. Experiments Compute Resources
Question: For each experiment, does the paper provide sufficient information on the com-
puter resources (type of compute workers, memory, time of execution) needed to reproduce
the experiments?
Answer: [No]
Justification: Compute details such as hardware type and execution time are not explicitly
mentioned in the current draft and will be added in the supplemental material.
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Guidelines:

• The answer NA means that the paper does not include experiments.
• The paper should indicate the type of compute workers CPU or GPU, internal cluster,

or cloud provider, including relevant memory and storage.
• The paper should provide the amount of compute required for each of the individual

experimental runs as well as estimate the total compute.
• The paper should disclose whether the full research project required more compute

than the experiments reported in the paper (e.g., preliminary or failed experiments that
didn’t make it into the paper).

9. Code Of Ethics
Question: Does the research conducted in the paper conform, in every respect, with the
NeurIPS Code of Ethics https://neurips.cc/public/EthicsGuidelines?

Answer: [Yes]

Justification: The work complies with the NeurIPS Code of Ethics. It does not involve
sensitive data, human subjects, or applications with foreseeable risks.

Guidelines:

• The answer NA means that the authors have not reviewed the NeurIPS Code of Ethics.
• If the authors answer No, they should explain the special circumstances that require a

deviation from the Code of Ethics.
• The authors should make sure to preserve anonymity (e.g., if there is a special consid-

eration due to laws or regulations in their jurisdiction).

10. Broader Impacts
Question: Does the paper discuss both potential positive societal impacts and negative
societal impacts of the work performed?

Answer: [Yes]

Justification: Section 8 briefly discusses applications to infrastructure and autonomous
systems. While primarily theoretical, the methods could improve safety and efficiency,
though care should be taken when deployed in critical systems.

Guidelines:

• The answer NA means that there is no societal impact of the work performed.
• If the authors answer NA or No, they should explain why their work has no societal

impact or why the paper does not address societal impact.
• Examples of negative societal impacts include potential malicious or unintended uses

(e.g., disinformation, generating fake profiles, surveillance), fairness considerations
(e.g., deployment of technologies that could make decisions that unfairly impact specific
groups), privacy considerations, and security considerations.

• The conference expects that many papers will be foundational research and not tied
to particular applications, let alone deployments. However, if there is a direct path to
any negative applications, the authors should point it out. For example, it is legitimate
to point out that an improvement in the quality of generative models could be used to
generate deepfakes for disinformation. On the other hand, it is not needed to point out
that a generic algorithm for optimizing neural networks could enable people to train
models that generate Deepfakes faster.

• The authors should consider possible harms that could arise when the technology is
being used as intended and functioning correctly, harms that could arise when the
technology is being used as intended but gives incorrect results, and harms following
from (intentional or unintentional) misuse of the technology.

• If there are negative societal impacts, the authors could also discuss possible mitigation
strategies (e.g., gated release of models, providing defenses in addition to attacks,
mechanisms for monitoring misuse, mechanisms to monitor how a system learns from
feedback over time, improving the efficiency and accessibility of ML).

11. Safeguards
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Question: Does the paper describe safeguards that have been put in place for responsible
release of data or models that have a high risk for misuse (e.g., pretrained language models,
image generators, or scraped datasets)?

Answer: [NA]

Justification: The paper does not release models or datasets with high risk for misuse.

Guidelines:

• The answer NA means that the paper poses no such risks.
• Released models that have a high risk for misuse or dual-use should be released with

necessary safeguards to allow for controlled use of the model, for example by requiring
that users adhere to usage guidelines or restrictions to access the model or implementing
safety filters.

• Datasets that have been scraped from the Internet could pose safety risks. The authors
should describe how they avoided releasing unsafe images.

• We recognize that providing effective safeguards is challenging, and many papers do
not require this, but we encourage authors to take this into account and make a best
faith effort.

12. Licenses for existing assets
Question: Are the creators or original owners of assets (e.g., code, data, models), used in
the paper, properly credited and are the license and terms of use explicitly mentioned and
properly respected?

Answer: [Yes]

Justification: The wireless benchmark from Qu et al. (2022) is used and cited appropriately
(Section 7, References).

Guidelines:

• The answer NA means that the paper does not use existing assets.
• The authors should cite the original paper that produced the code package or dataset.
• The authors should state which version of the asset is used and, if possible, include a

URL.
• The name of the license (e.g., CC-BY 4.0) should be included for each asset.
• For scraped data from a particular source (e.g., website), the copyright and terms of

service of that source should be provided.
• If assets are released, the license, copyright information, and terms of use in the

package should be provided. For popular datasets, paperswithcode.com/datasets
has curated licenses for some datasets. Their licensing guide can help determine the
license of a dataset.

• For existing datasets that are re-packaged, both the original license and the license of
the derived asset (if it has changed) should be provided.

• If this information is not available online, the authors are encouraged to reach out to
the asset’s creators.

13. New Assets
Question: Are new assets introduced in the paper well documented and is the documentation
provided alongside the assets?

Answer: [NA]

Justification: No new datasets or models are released at submission time.

Guidelines:

• The answer NA means that the paper does not release new assets.
• Researchers should communicate the details of the dataset/code/model as part of their

submissions via structured templates. This includes details about training, license,
limitations, etc.

• The paper should discuss whether and how consent was obtained from people whose
asset is used.
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• At submission time, remember to anonymize your assets (if applicable). You can either
create an anonymized URL or include an anonymized zip file.

14. Crowdsourcing and Research with Human Subjects
Question: For crowdsourcing experiments and research with human subjects, does the paper
include the full text of instructions given to participants and screenshots, if applicable, as
well as details about compensation (if any)?
Answer: [NA]
Justification: The paper does not involve human subjects or crowdsourcing.
Guidelines:

• The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

• Including this information in the supplemental material is fine, but if the main contribu-
tion of the paper involves human subjects, then as much detail as possible should be
included in the main paper.

• According to the NeurIPS Code of Ethics, workers involved in data collection, curation,
or other labor should be paid at least the minimum wage in the country of the data
collector.

15. Institutional Review Board (IRB) Approvals or Equivalent for Research with Human
Subjects
Question: Does the paper describe potential risks incurred by study participants, whether
such risks were disclosed to the subjects, and whether Institutional Review Board (IRB)
approvals (or an equivalent approval/review based on the requirements of your country or
institution) were obtained?
Answer: [NA]
Justification: The paper does not involve human subjects or require IRB approval.
Guidelines:

• The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

• Depending on the country in which research is conducted, IRB approval (or equivalent)
may be required for any human subjects research. If you obtained IRB approval, you
should clearly state this in the paper.

• We recognize that the procedures for this may vary significantly between institutions
and locations, and we expect authors to adhere to the NeurIPS Code of Ethics and the
guidelines for their institution.

• For initial submissions, do not include any information that would break anonymity (if
applicable), such as the institution conducting the review.

16. Declaration of LLM usage
Question: Does the paper describe the usage of LLMs if it is an important, original, or
non-standard component of the core methods in this research? Note that if the LLM is used
only for writing, editing, or formatting purposes and does not impact the core methodology,
scientific rigorousness, or originality of the research, declaration is not required.
Answer: [NA]
Justification: The methodology and contributions do not involve large language models
(LLMs).
Guidelines:

• The answer NA means that the core method development in this research does not
involve LLMs as any important, original, or non-standard components.

• Please refer to our LLM policy (https://neurips.cc/Conferences/2025/LLM)
for what should or should not be described.
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