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Abstract

State Space Models (SSMs) have the advantage of keeping linear computational
complexity compared to attention modules in transformers, and have been applied
to vision tasks as a new type of powerful vision foundation model. Inspired by the
observations that the final prediction in vision transformers (ViTs) is only based
on a subset of most informative tokens, we take the novel step of enhancing the
efficiency of SSM-based vision models through token-based pruning. However,
direct applications of existing token pruning techniques designed for ViTs fail to
deliver good performance, even with extensive fine-tuning. To address this issue,
we revisit the unique computational characteristics of SSMs and discover that naive
application disrupts the sequential token positions. This insight motivates us to
design a novel and general token pruning method specifically for SSM-based vision
models. We first introduce a pruning-aware hidden state alignment method to stabi-
lize the neighborhood of remaining tokens for performance enhancement. Besides,
based on our detailed analysis, we propose a token importance evaluation method
adapted for SSM models, to guide the token pruning. With efficient implementation
and practical acceleration methods, our method brings actual speedup. Extensive
experiments demonstrate that our approach can achieve significant computation
reduction with minimal impact on performance across different tasks. Notably,
we achieve 81.7% accuracy on ImageNet with a 41.6% reduction in the FLOPs
for pruned PlainMamba-L3. Furthermore, our work provides deeper insights into
understanding the behavior of SSM-based vision models for future research2.

1 Introduction

Recent years have witnessed the rapid evolvement of the computer vision field in the era of deep
learning. Significant research efforts have been devoted to designing effective and efficient archi-
tectures of deep neural networks (DNNs) for visual tasks. Convolution Neural Networks (CNNs)
[29, 12, 23, 30] and Vision Transformers (ViTs) [6, 22, 31, 43] are two representative categories
of backbone networks. Though ViTs exhibit superior modeling capabilities with the incorporation
of the self-attention mechanism [6, 32], the complexity of self-attention grows quadratically as the
input size increases. Inspired by the great potential of State Space Models (SSMs) for long sequence
modeling with linear complexity in natural language processing (NLP) tasks [9, 24, 33, 44], the
latest backbone network designs for visual tasks [10, 21] leverage SSM-based blocks. Particularly,
VMamba [21] reduces the complexity of attention computation with the selective scan mechanism
presented in the S6 model [9] and matches the performance with existing foundation models.

Like the existing research efforts promoting the efficiency of CNNs and ViTs, the exploration of the
SSM efficiency is desirable to facilitate real-time applications. While weight pruning is the prevalent
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technique for CNNs [34, 13, 17, 14, 38, 7, 8, 35, 40], token pruning [27, 26, 39, 28, 16, 41, 5] proves
to be an effective way to enhance the efficiency of ViTs due to the independent patch processing
design. Given that the SSM-based blocks also process input by dividing it into patches like ViTs,
the existing token pruning techniques [18] for ViTs can be applied as a straightforward approach to
boost the SSM efficiency. However, as shown in Figure 2, although enjoying certain benefits of faster
inference with less tokens, this naive token pruning application for SSMs suffers from significant
accuracy drops. Even after extensive fine-tuning efforts, its accuracy is still not able to recover from
the token pruning with non-marginal gaps compared with the original accuracy. This indicates that
the direct application of token pruning designed for ViTs permanently harms the performance of
SSM-based vision models.

Given this observation, we conduct a thorough analysis of the computation patterns in SSM-based
blocks, aiming to find the root cause and provide a foundation for efficient token pruning design
in SSMs. Unlike ViTs whose attention mechanism computes the correlation between each pair
of patches, SSM-based blocks follow traversal paths and thus the paths are sensitive to their ad-
jacent patches. The direct application of token pruning techniques from ViT disrupts the patch
locations/neighborhood in SSM-based blocks, thus incurring massive accuracy drops.

Based on our analysis, the question naturally arises whether we can keep the sequential property
of tokens/batches in SSM-based vision models while pruning tokens to accelerate the forward
computation. A successful solution not only improves the computational efficiency, but also provides
more insights into the interpretability of SSM scan/token for future research. We take the first novel
step towards this direction by proposing a general token pruning method for SSM-based vision models.
Specifically, we propose a token importance evaluation method adapted for SSM models to guide the
token pruning process based on a comprehensive analysis of SSM-based models. More importantly,
to address the root cause of the above significant accuracy drop, we introduce a pruning-aware hidden
state alignment method to reform the scan mechanism in SSMs for pruned and remaining tokens, thus
stabilizing the neighborhood of remaining tokens and enhancing performance. Following the token
pruning designs, we explore the efficient implementation and practical acceleration methods. With
our tailored design, the computations can be significantly reduced with high accuracy performance.
Notably, we achieve 81.7% accuracy on ImageNet for token pruned PlainMamba-L3, with 41.4%
FLOPs reduction. We summarize our contributions as follows:

• After observing the incapability of directly applying token-based pruning techniques from
ViTs for vision SSMs, we conduct a comprehensive analysis of SSM-based blocks to identify
the failure reason, as well as provide more insights for the SSM scan mechanism in vision
tasks, shedding lights on future research on SSM-based vision models.

• Based on our analysis, we propose a general token pruning method for SSM-based vision
models, incorporating an adapted token importance evaluation to determine the pruned
tokens, a pruning-aware hidden state alignment method to reform the SSM scan mechanism
for pruned and remaining tokens, and practical implementation for efficient inference.

• We take the first step towards accelerating vision SSM models with token-based pruning.
Our extensive and comprehensive experiments for image classification and object detection
demonstrate the effectiveness of our proposed method for vision SSMs.

2 Related Work

State Space Models. SSMs [9, 24, 33] were first proposed to tackle long sequence modeling in
the NLP community. The design has the strength to model complex systems by focusing on how
the input, output, and state variables evolve over time. Recent progress has demonstrated that the
variants of SSMs can be applied to visual tasks as an alternative to CNNs and ViTs with promising
results. S4ND [25] is the first work that applies the state space mechanism to visual tasks and
shows the potential to achieve competitive performance with ViTs [6]. The design expands the
S4 model [10] and normalizes the parameters into a diagonal structure. But it fails to efficiently
capture image information in an input-dependent manner. ViM [46] proposes a novel vision backbone
with bidirectional Mamba. Based on that, PlainMamba [37] invents a continuous 2D scanning to
enhance spatial continuity by ensuring adjacency of tokens in the scanning sequence. VMamba [21]
introduce Cross-Scan Module (CSM) to enable 1D selective scan, matching the performance with
existing foundation models including ResNet [12], ViT [6], Swin [22], and ConvNext [23]. The
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great accomplishments demonstrate the potential of vision SSMs as an emerging fantastic foundation
model family.

Token Pruning. Token pruning is an effective strategy to enhance computational efficiency by
reducing the number of processed tokens or patches. It enables significant acceleration without
requiring additional weights or specialized hardware, aiming to selectively retain the most informative
tokens and sparsify the sequence. It is also vital for dense prediction tasks where sequence sizes
are extensive. Several innovative approaches have been developed for vision transformers. For
example, EViT [18] uses the attentiveness of the [CLS] token with respect to other tokens to identify
the most important tokens. DynamicViT [27] and SPViT [15] add layers that employ the Gumbel-
Softmax trick to selectively prune less informative tokens. IA-RED2 [26] drops redundant tokens
with a multi-head interpreter. PS-ViT (T2T) [39] discard useless patches in a top-down paradigm.
PATCHMERGER [28] uses spatial attention to generate a small set of tokens adaptive to the input.
ToMe [2] measures dot product similarity between token keys to determine redundancy and prune
accordingly. However, the dynamics of information flow between tokens and the learning mechanisms
in models like Mamba [9] remain largely unexplored. Unlike ViTs that reply on attention features,
the absence of attention layers in Mamba makes current pruning methods ineffective. Furthermore,
the inclusion of the SSM module prevents the effective use of existing token pruning methods [42].

3 Preliminary and Motivation

3.1 State Space Models

State Space Models (SSMs) are sequential models that map an input sequence x(t) ∈ RL to an output
sequence y(t) ∈ RL through a hidden state h(t) ∈ RN as follows,

h′(t) = Ah(t) +Bx(t),

y(t) = Ch(t),
(1)

where L denotes the length of the sequence, N denotes the number of representation dimensions,
A ∈ RN×N is the evolution matrix, B ∈ RN×L, and C ∈ RL×N are the projection matrices.

The Mamba model [9] represents a discrete version of the continuous system for SSMs and incor-
porates a timescale parameter ∆ to facilitate the transformation of continuous parameters with the
zero-order hold (ZOH) as follows,

A = exp(∆A),

B = (∆A)−1(exp(∆A)− I) ·∆B.
(2)

After obtaining the discretized A and B, the discretization of Equation (1) can be rewritten as follows,

ht = Aht−1 +Bxt,

yt = Cht.
(3)

Finally, the Mamba model computes the output through a global convolution as follows,

K = (CB,CAB, . . . ,CA
L−1

B),

y = x ∗K,
(4)

where y denotes the output sequence, L denotes the length of the input sequence x, and K ∈ RL

denotes a structured convolutional kernel.

3.2 Failure of Applying ViT Token Pruning for ViMs

(Observation) After applying token pruning method to an SSM-based vision model, the
Zero-shot performance will drop significantly. Moreover, this process will permanently
harm the model’s performance, even after extensive fine-tuning.

Epic failure of traditional token pruning for vision SSMs. To explore the token sparsity in
vision SSMs, we first prune tokens in SSM-based models with the ‘must-try’ baseline, which directly
applies the token pruning techniques designed for ViTs. Specifically, we prune the tokens using
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Figure 1: Illustration of the cross-scan in ViM models before and after token pruning.

selector metrics of EViT [18] on both transformer-based ViT-S [6] and SSM-based ViM-S models
[46]. Given N input tokens for one layer, with token pruning, K tokens remain while the other
N −K tokens are pruned. The remaining tokens are relabeled as {xj}K−1

j=0 and their hidden states
are obtained following Equation (3). In this way, the number of the tokens and the corresponding
hidden states are reduced, condensing token matrix to save computation costs, as shown in Figure 1.
After pruning tokens based on the token selector, we evaluate the performance in terms of zero-shot
and fine-tuning accuracy. The results are shown in Figure 2. As observed, the direct application of
token pruning from ViTs is not capable of delivering satisfying performance on ViMs. Specifically,
direct token pruning suffers from substantial zero-shot accuracy degradation on ViM-S (with over
68% accuracy drop compared with the original accuracy), despite its success for ViT-S with merely
1.4% accuracy drop. Furthermore, even after extensive fine-tuning for the pruned model, its accuracy
is not restored still with a 5.7% accuracy gap compared with the original ViM-S model, while it can
boost the accuracy to a competitive level on ViT-S after fine-tuning. The significant performance
degradation in ViM-S demonstrates that the direct application of token pruning hurts the underlying
computations in SSM-based blocks, with permanent negative effects which can hardly be restored
after fine-tuning.
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Figure 2: Accuracy comparison for token pruning on
transformer-based ViT-S and SSM-based ViM-S.

Computation patterns in vision SSM.
Observing the great success for ViT-S
and epic failure for ViM-S with the
same method, we are motivated to revisit
the unique computation characteristics of
SSMs and rethink the token pruning strat-
egy in ViMs. To figure out the reason of
failure, we look into the token computation
patterns in SSM-based blocks. Given the
input data, SSM-based blocks first unfold
image patches/tokens into sequences along
traversal paths (i.e., cross-scan, as shown
in Figure 1 with ViM scan), process each
token sequence using a separate computa-
tion block in parallel, and subsequently reshape and merge the resultant sequences to form the output
map (i.e., cross-merge). The traversal paths facilitate the integration of information from all image
pixels in various directions with linear complexity, enhancing the model’s understanding.

Reason for the failure. However, the unique traversing along the sequence paths in ViM makes
each token sensitive to its neighboring tokens. This is not a problem for ViT as the quadratic design
of the attention mechanism calculates the correlation between the target token and all other tokens
in the image, eliminating the sensitivity to adjacent tokens. As shown in Figure 1, introducing a
token pruning strategy within an SSM-based block disrupts the original token positions in the SSM
scan. Consequently, tokens that were not previously adjacent become neighbors during the scan
in different directions or paths, leading to a distorted scan functionality and a significant accuracy
degradation. Especially considering that the tokens are actually image patches in visual tasks with
semantic information, disrupting their positions during the scan brings great difficulties to understand
their relationship and the overall semantics.
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In response to the limitations of directly applying existing token pruning methods designed for ViTs,
we aim to address the following question:

(Question) Can we prune tokens in SSM-based vision models to accelerate their forward
computation without disrupting the original sequential token positions in different directions
during the scan?

4 Methodology

To address the above Question, we propose a general token pruning method tailored for SSM-
based vision models. Specifically, we propose a pruning-aware hidden state alignment method
to stabilize the neighborhood of remaining tokens during the scan, addressing the distorted scan
functionality in traditional token pruning and thus enhancing accuracy performance. Furthermore,
based on our detailed analysis of SSM-based vision models, we propose a token importance evaluation
method adapted for SSM models, to guide the token pruning. Moreover, we discuss the efficient
implementation and practical acceleration methods for token-pruned SSM-based vision models.

4.1 Pruning-Aware Hidden State Alignment

To maintain the sequential property of SSM tokens during the scan and tackle the Question, we
propose the following novel pruning-aware hidden state alignment technique to align the sequential
positions or neighbourhood of tokens before and after token pruning during the scan, thus maintaining
the model performance under token pruning. For SSM-based vision models, the input token sequence
for the lth layer is denoted as Tl−1 ∈ RB×N×D, where B, N , and D are the batch size, token number,
and hidden state dimension, respectively. The tokens in one batch of the sequence can be unfolded as
{xj}N−1

j=0 with N tokens in total. After applying token pruning (Section 4.2), K tokens are kept while
the other N −K tokens are removed from the input token sequence. We adopt different strategies to
align the hidden states of remained tokens and pruned tokens during the scan as detailed below.

Alignment of hidden states for remaining tokens. We denote the set of the remaining token indices
as {qj}K−1

j=0 with K elements and qs < qt if s < t. Formally, the pruning-aware hidden states during
the scan corresponding to the remained tokens can be represented as

h′
q0 = Bxq0 ,

h′
q1 = A

q1−q0
Bxq0 +Bxq1 ,

...

h′
q(K−1)

= A
q(K−1)−q0

Bxq0 +A
q(K−1)−q1

Bxq1 +A
q(K−1)−q2

Bxq2 + ...+Bxq(K−1)︸ ︷︷ ︸
K terms/tokens

.

(5)

As shown in Equation (5), the hidden states of remained tokens depend on its current token and all
previous remaining tokens. The pruned tokens are not effective in the hidden states.

Alignment of hidden states for pruned tokens. As observed in Figure 1 and 2, if one token is
pruned, removing its position during the scan disrupts the neighbourhood of its adjacent tokens,
leading to significant zero-shot accuracy drop which can hardly be compensated even after extensive
fine-tuning. To mitigate this problem, our pruning-aware hidden state alignment maintains the
position gap from pruned tokens during the scan to stabilize the neighbourhood of all remaining
tokens. Specifically, to make the problem tractable, for two adjacent remaining tokens xqi and xqi+1

,
if qi+1 − qi > 1, meaning there are tokens pruned between xqi and xqi+1

, we denote the number
of pruned tokens between xqi and xqi+1

as Ki (Ki ≥ 1) and their indices can be represented as
{qi + j}Ki

j=1. We have qi < (qi)+ 1 < ... < (qi)+Ki < q(i+1). To highlight the difference between
qi+1 and qi + 1, we use round brackets in the expression (e.g., q(i+1) and (qi) + 1) without changing
their meanings. Thus, the hidden states for the pruned tokens between two remaining adjacent tokens
can be represented as follows,
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h′
qi = A

qi−q0
Bxq0 +A

qi−q1
Bxq1 + ...+Bxqi ,

h′
(qi)+1 = A

(qi)+1−(q0)
Bxq0 +A

(qi)+1−(q1)
Bxq1 + ...+ABxqi ,

...

h′
(qi)+Ki

= A
(qi)+Ki−(q0)

Bxq0 +A
(qi)+Ki−(q1)

Bxq1 + ...+A
Ki

Bxqi ,

h′
q(i+1)

= A
q(i+1)−q0

Bxq0 +A
q(i+1)−q1

Bxq1 + ...+A
q(i+1)−qi

Bxqi +Bxq(i+1)
.

(6)

For pruned tokens with indices smaller than q0, their hidden states are set to zero. For pruned tokens
with indices larger than qK−1, their hidden states can still be obtained following Equation (6). As
shown in Equation (6), if a token is pruned, we do not simply remove its corresponding hidden state
during the scan as it leads to substantial accuracy degradation shown in Figure 1 and 2. Instead,
its hidden state in the scan can be obtained by using the previous state with one step forward, i.e.,
h′
(qi)+1 = Ah′

(qi)
+Bx(qi)+1 = Ah′

(qi)
where the token x(qi)+1 is pruned. In this way, the hidden

states corresponding to pruned tokens are aligned with that of the original unpruned tokens to maintain
the sequential positions of the original tokens without disrupting their neighbours.

Comparison with traditional token pruning. As discussed in Section 3.2, in traditional ViT
token pruning, the remaining tokens are relabeled as {xj}K−1

j=0 (disrupting their neighbours due to
removal of pruned indices) and their hidden states are obtained following Equation (3). Different from
ViT token pruning, we still keep the original indices of all tokens (including remaining and pruned
tokens) to record their original sequential positions and neighbourhood. During the scan, the hidden
states of pruning tokens becomes completely zero in ViT token pruning, which is different from our
adapted scan mechanism in Equation (6) to keep a copy from its previous unpruned neighbour.

4.2 Token Pruning based on Importance Evaluation

In SSM-based vision models such as ViM, for the lth layer, the input token sequence Tl−1 ∈
RB×N×D is first projected to X ′ ∈ RB×N×D′

, and then goes through bidirectional SSMs for data-
dependent global visual context modeling. It processes X ′ from the forward and backward scan
via:

ym ← SSM(Am, Bm, Cm)(X ′
m), for m ∈ {forward, backward}, (7)

where ym ∈ RB×N×D′
is the output of SSM. Then ym is gated to obtain y′forward and y′backward. The

token sequence output of the lth layer can be obtained as follows:

Tl ← LinearT (y′forward + y′backward) + Tl−1. (8)

Therefore, the output of SSM can directly reflect the token importance. The Mamba architecture,
with its high-dimensional channel space, allows for a finer-granularity analysis of attention across
numerous channels. Unlike Transformers that produce a single attention matrix per head, Mamba
models exploit their extensive channel capacity for a more detailed attention distribution, enhancing
the model’s ability to discern subtle features and interactions among tokens. Thus, we aggregate the
clipped values across all channels for each token to evaluate token importance as follows,

S =

∑D′

d=1 max(0, [y]::d)
D′ , (9)

where [·]::d denotes the dth feature map in the feature dimension with size D′. We use S as the token
importance metric to guide the pruning process, ensuring that only the most contextually relevant
tokens are retained, thereby optimizing computational resources. Given the sparsity requirement
for the token pruning, we sort S and prune the corresponding less important tokens. To make a
comprehensive study, we compare the performance with other token importance metrics, including
the ℓ1 norm, ℓ2 norm, as well as unclipped values without the max operation. We find that using
clipped values in Equation (9) as the token importance metric can constantly yield better results.
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4.3 Efficient Implementation and Practical Acceleration

Efficient implementation for the SSM scan. Based on the pruning-aware hidden state alignment
technique discussed in Section 4.1, we propose the pruning-aware hidden state alignment
kernel for practical acceleration. It utilizes a position map to guide the SSM operator, ensuring the
correctness of computations. The position map is the token pruning indicator based on {qj}K−1

j=0 in
Section 4.1, which inherits from token importance evaluation and records the location of remained
tokens and pruned tokens. The pruning-aware hidden state alignment kernel takes the
pruned dense sequences and the position map as its inputs. During the scan, it switches between the
token remaining pattern and the token pruned pattern based on the remaining/pruning state of the token
indexed by the position map. The token remaining pattern in the kernel follows the computations
in Equation (5). Similarly, following Equation (6), the token pruned pattern still updates the hidden
states but ignores computations related to the current token. The kernel switches to another pattern if
it detects a corresponding change in token pruning state. A pseudo-code for our pruning-aware
hidden state alignment is demonstrated in Appendix A. Thus, the pruning-aware hidden
state alignment kernel can effectively accelerate the SSM scan under token pruning.

Practical acceleration for the whole model. Note that the SSM scan only takes up around
10∼20% computations in the whole model. With less tokens, other parts in the model can be
accelerated directly due to less computations from pruned tokens, leading to significant inference
speedup performance as demonstrated in our experiments.

5 Experiment Results

We conduct comprehensive experiments on ImageNet-1K[4], COCO 2017 [20] and ADE20K [45]
datasets. All experiments are conducted on 4 NVIDIA V100s. "-EViT" means apply EViT token
pruning method. "-prune" means apply our token pruning method. We report average results of
multiple runs for all experimental sections, and different runs do not vary much. For ViM-T, we
prune after the 10th and 20th layers. For ViM-S, we prune after the 5th, 10th, 15th, and 20th layers.
For PlainMamba-L1, we prune after the 5th and 10th layers. For PlainMamba-L2, we prune after the
5th, 10th and 15th layers. For PlainMamba-L3, we prune after the 5th, 11th, 17th, and 23th layers.

5.1 Image Classification on ImageNet-1K

Settings. We finetune both the ViM and PlainMamba for 30 epochs on the ImageNet-1K dataset.
The top-1 accuracy on the validation set is reported. For ViM, we set a patch extraction stride of
8 while keeping the patch size unchanged, a constant learning rate of 10−5, and a weight decay of
10−8. For PlainMamba, we use a warm-up period of 5 epochs. The weight decay is set to 1e-8, the
base learning rate to 2e-5, the warm-up learning rate to 2e-8, and the minimum learning rate to 2e-7.

Results. The comparison results of our token pruning models against benchmark backbone models
on ImageNet-1K are summarized in Table 1. One advantage of our method is that it is general and
can be applied to a wide range of SSM-based vision model architectures to reduce computation
complexity with a minor loss of performance. We evaluate our method on five base models including
ViM-T, ViM-S, PlainMamba-L1, PlainMamba-L2, and PlainMamba-L3. We report the top-1 accuracy
and FLOPs. Compared to directly applying the EViT method on vision state space models, using
our pruning-aware hidden state alignment and token importance metric constantly outperforms
EViT across various models of different scales. Specifically, On ViM, our method surpasses EViT
by 3.8% on ViM-T and 4.0% on ViM-S. On PlainMamba, our method exceed EViT by 2.4% on
PlainMamba-L1, 2.7% on PlainMamba-L2, and 2.8% on PlainMamba-L3.

5.2 Object Detection and Instance Segmentation

Settings. Following previous works, we conduct experiments for object detection and instance
segmentation on the COCO 2017 dataset. The COCO 2017 dataset contains 118K images for training,
5K images for validating, and 20K images for testing. We use both the two-stage Mask R-CNN [11]
and the single-stage RetinaNet [19]. For both models, we report the results of both 1× schedule.
Following [37], we use ViTAdapter [3] to compute multi-scale features to fit the FPN network
structure.
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Table 1: Classification results of different models on ImageNet-1K. We compare the proposed token
pruning method with existing methods under comparable GFLOPs.

Method Img. Size Params (M) FLOPs(G) Top-1 Acc. (%)

ViT-Base 3842 86 55.40 77.9
ViT-Large 3842 307 190.70 76.5
DeiT-Tiny 2242 6 1.30 72.2
DeiT-Small 2242 22 4.60 79.8
DeiT-Base 2242 86 17.50 81.8

ViM-T 2242 7 1.50 76.1
ViM-S 2242 26 5.10 80.5
ViM-T-EViT 2242 7 1.28 (-14.3%) 71.3
ViM-S-EViT 2242 26 3.57 (-30.0%) 74.8
ViM-T-ToP 2242 7 1.29 (-14.0%) 75.1
ViM-S-ToP 2242 26 3.60 (-29.4%) 78.8

PlainMamba-L1 2242 7 3.0 77.9
PlainMamba-L2 2242 25 8.1 81.6
PlainMamba-L3 2242 50 14.4 82.3
PlainMamba-L1-EViT 2242 7 2.44 (-18.7%) 75.0
PlainMamba-L2-EViT 2242 25 6.22 (-23.2%) 78.3
PlainMamba-L3-EViT 2242 50 8.35 (-42.0%) 78.9
PlainMamba-L1-ToP 2242 7 2.46 (-18.0%) 77.4
PlainMamba-L2-ToP 2242 25 6.27 (-22.6%) 81.0
PlainMamba-L3-ToP 2242 50 8.44 (-41.4%) 81.7

Table 2: Results on COCO object detection and instance segmentation.

Backbone AP b AP b
50 AP b

75 APm APm
50 APm

75

PVT-Small 40.4 62.9 43.8 37.8 60.1 40.3
PVT-Medium 42.0 64.4 45.6 39.0 61.6 42.1
PVT-Large 42.9 65.0 46.6 39.5 61.9 42.5
Swin-Tiny 42.7 65.2 46.8 39.3 62.2 42.2
Swin-Small 44.8 66.6 48.9 40.9 63.2 44.2

PlainMamba-L1 44.1 64.8 47.9 39.1 61.6 41.9
PlainMamba-L2 46.0 66.9 50.1 40.6 63.8 43.6
PlainMamba-L3 46.8 68.0 51.1 41.2 64.7 43.9
PlainMamba-L1-EViT 41.9 62.8 45.7 37.2 60.1 40.2
PlainMamba-L2-EViT 43.7 64.2 47.6 38.3 62.2 41.9
PlainMamba-L3-EViT 44.2 66.4 49.7 39.5 62.8 42.7

PlainMamba-L1-ToP 43.7 64.6 47.4 38.9 61.3 41.5
PlainMamba-L2-ToP 45.5 66.2 49.9 40.1 63.3 42.7
PlainMamba-L3-ToP 46.5 67.7 50.8 40.6 64.1 43.4

Results. We used our pruned PlainMamba models as the backbone and compared them with existing
token pruning methods and dense backbones. As shown in Table 2, our token pruning method
maintains similar performance to dense models (less than 0.5%). When compared to existing
token pruning methods, specifically for PlainMamba-L1, our pruning method outperforms EViT-
based pruning by an average of 1.59% across all six precision metrics. For PlainMamba-L2, our
method surpasses EViT by an average of 1.63% across all six precision metrics. Additionally, for
PlainMamba-L3, our method exceeds EViT by an average of 1.30% across all six precision metrics.

5.3 Semantic Segmentation on ADE20K

Settings. We conduct experiments for semantic segmentation on the ADE20K dataset [45]. ADE20K
contains 150 fine-grained semantic categories, with 20K, 2K, and 3K images for training, validation,
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and testing, respectively. We choose UperNet [36] as our base framework. We train all models for
160 iterations with batch size 16 and set the default training image size to 512×512.

Table 3: Semantic Segmentation.
Method mIoU/%

ViM-T 41.0
ViM-S 44.9
LocalVim-T 43.4
LocalVim-S 46.4

PlainMamba-L1 44.1
PlainMamba-L2 46.8
PlainMamba-L3 49.1

PlainMamba-L1-EViT 42.2
PlainMamba-L2-EViT 44.1
PlainMamba-L3-EViT 46.3
PlainMamba-L1-ToP 44.1
PlainMamba-L2-ToP 46.5
PlainMamba-L3-ToP 48.6

Results. We show the results of semantic segmentation on
ADE20K in Table 3. The results indicate that our method also
works well for the semantic segmentation task by greatly reducing
the computation costs while maintaining satisfying performance.
For instance, our token pruned PlainMamba-L1 reaches a mIoU
of 44.1%, which is the same as the unpruned PlainMamba-L1.
Our PlainMamba-L3-prune has a mIoU of 48.6%, which is bet-
ter than current state-of-the-art model architectures including
LocalVim-S and VMamba-T.

5.4 Ablation & Analysis

5.4.1 Token Importance Metric Analysis

In Table 4, we study on the impact of different token importance
metrics, focusing on pruning-aware hidden state alignment. We
test on two models: ViM-S and PlainMamba-L3. For the ViM-S
model, both ℓ1-norm and ℓ2-norm methods achieve an accuracy of 78.6%, while the method without
clipping (w/o Clip) results in a lower accuracy of 77.4%. The proposed clipping method (Clip)
achieves the highest accuracy of 78.8%. For the L3 model, similar trends are observed: the ℓ1-norm
and ℓ2-norm methods yield accuracies of 81.6% and 81.5%, respectively. The non-clipping approach
results in a decrease in accuracy to 80.5%, whereas the clipping method provides a better enhancement,
achieving 81.7%. These results suggest that the clipping mechanism in token importance metrics
offers a consistent improvement in model accuracy, particularly in the context of pruning-aware
hidden state alignment. It can potentially mitigate the adverse effects of extreme token importance
values.

5.4.2 Quantitative Evaluation of pruning-aware hidden state alignment.

Table 5: Comparison of w/o and w/ our alignment (both using Eq. (9) as token importance metric).

Model Method FLOPs Top-1 Acc. (%) Throughput

ViM-S
Dense 5.10G 80.5 1×
Prune w/o our alignment 3.57G 75.4 1.30×
Prune w/ our alignment 3.60G 78.8 1.27×

PlainMamba-L3
Dense 14.40G 82.3 1×
Prune w/o our alignment 8.35G 79.3 1.47×
Prune w/ our alignment 8.44G 81.7 1.43×

Table 4: Ablation study of token impor-
tance metric with pruning-aware hidden
state alignment .

Model Method Accuracy (%)

ViM-S

ℓ1-norm 78.6
ℓ2-norm 78.6
w/o Clip 77.4
Clip (ours) 78.8

L3

ℓ1-norm 81.6
ℓ2-norm 81.5
w/o Clip 80.5
Clip (ours) 81.7

In Table 5, we compare the performance of different prun-
ing methods across two models: ViM-S and PlainMamba-
L3. Our pruning method without the alignment process
reduces the FLOPs to 3.57G but also lowers the accuracy
to 75.4%, resulting in an improved throughput of 1.30×.
In contrast, adding the align matrix achieves a much higher
accuracy of 78.8%, with a similar throughput of 1.27×.
For the PlainMamba-L3 model, our pruning method with-
out the alignment reduces FLOPs to 8.35G but decreases
accuracy to 79.3%, while increasing throughput to 1.47×.
Equipping the alignment process improves accuracy to
81.7% and achieves a throughput of 1.43×. These results
demonstrate that the proposed pruning method with the
alignment process can effectively balance computational
efficiency and model accuracy, outperforming the baseline
pruning approach.
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Figure 3: Visual representation on ImageNet-1K. We present the original images, attention visualiza-
tions from ViM-S, and zero-shot results of w/o and w/ our alignment method after the final layer.

5.5 Visualization and Interpretability

To further interpret token pruning in SSM-based vision models and understand the pruning-aware
hidden state alignment behavior of our approach, we present attention visualizations based on zero-
shot results in Figure 3. Our pruning-aware hidden state alignment effectively aligns the hidden states
of pruned tokens in the SSM scan, maintaining similar visual representations and attention regions as
the dense model. In contrast, pruning without our alignment shows significantly different attention
regions, which could explain the huge accuracy drop. This demonstrates the effectiveness of our
proposed pruning-aware hidden state alignment. The visualization tool is adopted from [1].

Figure 4: visualizations of locations of pruned token. We use the output after the final layer to
visualize this reduction results.
We further visualize the token reduction results of our method within Fig. 4. We show the input
images along with their sparsification results. The masked regions represent the tokens that have been
pruned. Our method can gradually drop less informative tokens during forward pass and preserve the
tokens that contain representative regions with an adaptive pruned region for each image.

6 Conclusion and Limitation

In this paper, we take the first step toward accelerating vision SSM models with token-based pruning.
We analyze SSM-based blocks to understand the failure of direct token pruning and propose a
general token pruning method for SSM-based vision models. This method includes an adapted token
importance evaluation, a pruning-aware hidden state alignment, and practical implementations for
efficient inference. Our extensive experiments confirm the effectiveness of our method and provide
deeper insights into the SSM scan mechanism, guiding future research on SSM-based vision models.
Though our method is general, the efficiency is limited by baseline model architecture design.
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Appendix
A Pseudo-code Example

Algorithm 1: PRUNING-AWARE HIDDEN STATE ALIGNMENT

#example code of pruning aware hidden state alignment
def pruning_aware_hsa(state, position_map , x, dt, A, B, C, y_ptr):

dA = exp(A * dt);
if position_map:

#remained token computation as Eq.5
dB = B * dt;
state = state * dA + dB * x;
y_ptr = &sum(state * C);

else:
#pruned token computation as Eq.6
state = state * dA;
x.ptr++;

return state

This is a pseudo-code example of our pruning-aware hidden state alignment for demonstration.
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Question: Do the main claims made in the abstract and introduction accurately reflect the
paper’s contributions and scope?

Answer: [Yes]

Justification: We explain method and summarize the contribution in introduction.
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• The answer NA means that the abstract and introduction do not include the claims
made in the paper.
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contributions made in the paper and important assumptions and limitations. A No or
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much the results can be expected to generalize to other settings.
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Answer: [Yes]

Justification: The limitation is included in conclusion section.

Guidelines:

• The answer NA means that the paper has no limitation while the answer No means that
the paper has limitations, but those are not discussed in the paper.

• The authors are encouraged to create a separate "Limitations" section in their paper.
• The paper should point out any strong assumptions and how robust the results are to

violations of these assumptions (e.g., independence assumptions, noiseless settings,
model well-specification, asymptotic approximations only holding locally). The authors
should reflect on how these assumptions might be violated in practice and what the
implications would be.
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Justification: Our paper does not include theoretical results.
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• The answer NA means that the paper does not include experiments.
• If the paper includes experiments, a No answer to this question will not be perceived

well by the reviewers: Making the paper reproducible is important, regardless of
whether the code and data are provided or not.
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instructions for how to replicate the results, access to a hosted model (e.g., in the case
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appropriate to the research performed.
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sions to provide some reasonable avenue for reproducibility, which may depend on the
nature of the contribution. For example
(a) If the contribution is primarily a new algorithm, the paper should make it clear how

to reproduce that algorithm.
(b) If the contribution is primarily a new model architecture, the paper should describe

the architecture clearly and fully.
(c) If the contribution is a new model (e.g., a large language model), then there should

either be a way to access this model for reproducing the results or a way to reproduce
the model (e.g., with an open-source dataset or instructions for how to construct
the dataset).

(d) We recognize that reproducibility may be tricky in some cases, in which case
authors are welcome to describe the particular way they provide for reproducibility.
In the case of closed-source models, it may be that access to the model is limited in
some way (e.g., to registered users), but it should be possible for other researchers
to have some path to reproducing or verifying the results.

5. Open access to data and code
Question: Does the paper provide open access to the data and code, with sufficient instruc-
tions to faithfully reproduce the main experimental results, as described in supplemental
material?
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Answer: [Yes]
Justification: The datasets and models we used is open-source, and we have provide our
code in the footnote of page one.
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• The answer NA means that paper does not include experiments requiring code.
• Please see the NeurIPS code and data submission guidelines (https://nips.cc/
public/guides/CodeSubmissionPolicy) for more details.

• While we encourage the release of code and data, we understand that this might not be
possible, so “No” is an acceptable answer. Papers cannot be rejected simply for not
including code, unless this is central to the contribution (e.g., for a new open-source
benchmark).

• The instructions should contain the exact command and environment needed to run to
reproduce the results. See the NeurIPS code and data submission guidelines (https:
//nips.cc/public/guides/CodeSubmissionPolicy) for more details.

• The authors should provide instructions on data access and preparation, including how
to access the raw data, preprocessed data, intermediate data, and generated data, etc.

• The authors should provide scripts to reproduce all experimental results for the new
proposed method and baselines. If only a subset of experiments are reproducible, they
should state which ones are omitted from the script and why.

• At submission time, to preserve anonymity, the authors should release anonymized
versions (if applicable).

• Providing as much information as possible in supplemental material (appended to the
paper) is recommended, but including URLs to data and code is permitted.

6. Experimental Setting/Details
Question: Does the paper specify all the training and test details (e.g., data splits, hyper-
parameters, how they were chosen, type of optimizer, etc.) necessary to understand the
results?
Answer: [Yes]
Justification:We have specified all the training and test details necessary to understand the
results
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• The answer NA means that the paper does not include experiments.
• The experimental setting should be presented in the core of the paper to a level of detail

that is necessary to appreciate the results and make sense of them.
• The full details can be provided either with the code, in appendix, or as supplemental

material.
7. Experiment Statistical Significance

Question: Does the paper report error bars suitably and correctly defined or other appropriate
information about the statistical significance of the experiments?
Answer: [Yes]
Justification: We report average results of multiple runs in our experimental section. Our
paper does not report error bars.
Guidelines:

• The answer NA means that the paper does not include experiments.
• The authors should answer "Yes" if the results are accompanied by error bars, confi-

dence intervals, or statistical significance tests, at least for the experiments that support
the main claims of the paper.

• The factors of variability that the error bars are capturing should be clearly stated (for
example, train/test split, initialization, random drawing of some parameter, or overall
run with given experimental conditions).

• The method for calculating the error bars should be explained (closed form formula,
call to a library function, bootstrap, etc.)

17

https://nips.cc/public/guides/CodeSubmissionPolicy
https://nips.cc/public/guides/CodeSubmissionPolicy
https://nips.cc/public/guides/CodeSubmissionPolicy
https://nips.cc/public/guides/CodeSubmissionPolicy


• The assumptions made should be given (e.g., Normally distributed errors).
• It should be clear whether the error bar is the standard deviation or the standard error

of the mean.
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• The paper should disclose whether the full research project required more compute

than the experiments reported in the paper (e.g., preliminary or failed experiments that
didn’t make it into the paper).

9. Code Of Ethics
Question: Does the research conducted in the paper conform, in every respect, with the
NeurIPS Code of Ethics https://neurips.cc/public/EthicsGuidelines?

Answer: [Yes]

Justification: Research is conducted in the paper conform with NeurIPS Code of Ethics.

Guidelines:

• The answer NA means that the authors have not reviewed the NeurIPS Code of Ethics.
• If the authors answer No, they should explain the special circumstances that require a

deviation from the Code of Ethics.
• The authors should make sure to preserve anonymity (e.g., if there is a special consid-

eration due to laws or regulations in their jurisdiction).

10. Broader Impacts
Question: Does the paper discuss both potential positive societal impacts and negative
societal impacts of the work performed?

Answer: [NA]

Justification: Our paper is not highly related to societal impacts.

Guidelines:

• The answer NA means that there is no societal impact of the work performed.
• If the authors answer NA or No, they should explain why their work has no societal

impact or why the paper does not address societal impact.
• Examples of negative societal impacts include potential malicious or unintended uses

(e.g., disinformation, generating fake profiles, surveillance), fairness considerations
(e.g., deployment of technologies that could make decisions that unfairly impact specific
groups), privacy considerations, and security considerations.
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• The conference expects that many papers will be foundational research and not tied
to particular applications, let alone deployments. However, if there is a direct path to
any negative applications, the authors should point it out. For example, it is legitimate
to point out that an improvement in the quality of generative models could be used to
generate deepfakes for disinformation. On the other hand, it is not needed to point out
that a generic algorithm for optimizing neural networks could enable people to train
models that generate Deepfakes faster.

• The authors should consider possible harms that could arise when the technology is
being used as intended and functioning correctly, harms that could arise when the
technology is being used as intended but gives incorrect results, and harms following
from (intentional or unintentional) misuse of the technology.

• If there are negative societal impacts, the authors could also discuss possible mitigation
strategies (e.g., gated release of models, providing defenses in addition to attacks,
mechanisms for monitoring misuse, mechanisms to monitor how a system learns from
feedback over time, improving the efficiency and accessibility of ML).

11. Safeguards
Question: Does the paper describe safeguards that have been put in place for responsible
release of data or models that have a high risk for misuse (e.g., pretrained language models,
image generators, or scraped datasets)?

Answer: [NA]

Justification: Our paper poses no such risks. Our work does not release a new model.

Guidelines:

• The answer NA means that the paper poses no such risks.
• Released models that have a high risk for misuse or dual-use should be released with

necessary safeguards to allow for controlled use of the model, for example by requiring
that users adhere to usage guidelines or restrictions to access the model or implementing
safety filters.

• Datasets that have been scraped from the Internet could pose safety risks. The authors
should describe how they avoided releasing unsafe images.

• We recognize that providing effective safeguards is challenging, and many papers do
not require this, but we encourage authors to take this into account and make a best
faith effort.

12. Licenses for existing assets
Question: Are the creators or original owners of assets (e.g., code, data, models), used in
the paper, properly credited and are the license and terms of use explicitly mentioned and
properly respected?

Answer: [Yes]

Justification: CC-BY 4.0, and we referenced the works that we used to implement our code.

Guidelines:

• The answer NA means that the paper does not use existing assets.
• The authors should cite the original paper that produced the code package or dataset.
• The authors should state which version of the asset is used and, if possible, include a

URL.
• The name of the license (e.g., CC-BY 4.0) should be included for each asset.
• For scraped data from a particular source (e.g., website), the copyright and terms of

service of that source should be provided.
• If assets are released, the license, copyright information, and terms of use in the

package should be provided. For popular datasets, paperswithcode.com/datasets
has curated licenses for some datasets. Their licensing guide can help determine the
license of a dataset.

• For existing datasets that are re-packaged, both the original license and the license of
the derived asset (if it has changed) should be provided.
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• If this information is not available online, the authors are encouraged to reach out to
the asset’s creators.

13. New Assets
Question: Are new assets introduced in the paper well documented and is the documentation
provided alongside the assets?
Answer: [Yes]
Justification: We provided our code in the footnote of page one.
Guidelines:

• The answer NA means that the paper does not release new assets.
• Researchers should communicate the details of the dataset/code/model as part of their

submissions via structured templates. This includes details about training, license,
limitations, etc.

• The paper should discuss whether and how consent was obtained from people whose
asset is used.

• At submission time, remember to anonymize your assets (if applicable). You can either
create an anonymized URL or include an anonymized zip file.

14. Crowdsourcing and Research with Human Subjects
Question: For crowdsourcing experiments and research with human subjects, does the paper
include the full text of instructions given to participants and screenshots, if applicable, as
well as details about compensation (if any)?
Answer: [NA]
Justification: This paper does not involve crowdsourcing nor research with human subjects.
Guidelines:

• The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

• Including this information in the supplemental material is fine, but if the main contribu-
tion of the paper involves human subjects, then as much detail as possible should be
included in the main paper.

• According to the NeurIPS Code of Ethics, workers involved in data collection, curation,
or other labor should be paid at least the minimum wage in the country of the data
collector.

15. Institutional Review Board (IRB) Approvals or Equivalent for Research with Human
Subjects
Question: Does the paper describe potential risks incurred by study participants, whether
such risks were disclosed to the subjects, and whether Institutional Review Board (IRB)
approvals (or an equivalent approval/review based on the requirements of your country or
institution) were obtained?
Answer: [NA]
Justification: This paper does not involve crowdsourcing nor research with human subjects.
Guidelines:

• The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

• Depending on the country in which research is conducted, IRB approval (or equivalent)
may be required for any human subjects research. If you obtained IRB approval, you
should clearly state this in the paper.

• We recognize that the procedures for this may vary significantly between institutions
and locations, and we expect authors to adhere to the NeurIPS Code of Ethics and the
guidelines for their institution.

• For initial submissions, do not include any information that would break anonymity (if
applicable), such as the institution conducting the review.
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