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ABSTRACT

Real-world graph datasets often consist of mixtures of populations, where graphs
are generated from multiple distinct underlying distributions. However, modern
representation learning approaches, such as graph contrastive learning (GCL) and
augmentation methods like Mixup, typically overlook this mixture structure. In
this work, we propose a unified framework that explicitly models data as a mixture
of underlying probabilistic graph generative models represented by graphons. To
characterize these graphons, we leverage graph moments (motif densities) to clus-
ter graphs arising from the same model. This enables us to disentangle the mix-
ture components and identify their distinct generative mechanisms. This model-
aware partitioning benefits two key graph learning tasks: 1) It enables a graphon-
mixture-aware mixup (GMAM), a data augmentation technique that interpolates
in a semantically valid space guided by the estimated graphons, instead of assum-
ing a single graphon per class. 2) For GCL, it enables model-adaptive and prin-
cipled augmentations. Additionally, by introducing a new model-aware objective,
our proposed approach (termed MGCL) improves negative sampling by restricting
negatives to graphs from other models. We establish a key theoretical guarantee:
a novel, tighter bound showing that graphs sampled from graphons with small
cut distance will have similar motif densities with high probability. Extensive ex-
periments on benchmark datasets demonstrate strong empirical performance. In
unsupervised learning, MGCL achieves state-of-the-art results, obtaining the top
average rank across eight datasets. In supervised learning, GMAM consistently
outperforms existing strategies, achieving new state-of-the-art accuracy in 6 out
of 7 datasets.

1 INTRODUCTION

Graphs provide a powerful framework for modeling complex relational data across diverse domains,
including social networks (Yang et al., 2021; Kumar et al., 2022), bioinformatics (Balaji et al., 2022;
Zhang et al., 2021; Azizpour et al., 2024), and wireless systems (Zhao et al., 2023; Olshevskyi
et al., 2025). A central goal in graph machine learning is to learn representations that capture the
underlying principles governing these networks for tasks like graph classification (Rey et al., 2025).
Graphons, or graph limits, have emerged as a foundational tool for this, offering a continuous, non-
parametric generative model that describes the large-scale structure of graphs (Lovász, 2012; Borgs
et al., 2008). By representing the latent process from which graphs are sampled, graphons enable
principled analysis and data augmentation (Navarro & Segarra, 2022; Han et al., 2022).

Given their utility, the accurate and efficient estimation of graphons (Chan & Airoldi, 2014; Xu
et al., 2021; Xia et al., 2023) from observed network data is a central problem. This has spurred the
development of several modern estimation techniques. For instance, methods like Scalable Implicit
Graphon Learning (SIGL) leverage implicit neural representations and graph neural networks to
learn a continuous graphon at arbitrary resolutions from large-scale graphs (Azizpour et al., 2025).
Other recent work has shown that leveraging graph moments (subgraph counts) provides a com-
putationally efficient path to scalable graphon estimation (Ramezanpour et al., 2025). However, a
critical limitation of these approaches is that they are designed to estimate a single, unified graphon
for the observed set of graphs. This assumption falters in real-world settings, where datasets fre-
quently consist of a mixture of populations, with graphs generated from several distinct underlying
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distributions, and as a result, modeling a single graphon may not capture highly heterogeneous graph
data (Ramezanpour et al., 2025).

This limitation also extends to modern representation learning paradigms, which often overlook the
shared or distinct underlying models of different graphs. For example, graph augmentation tech-
niques such as G-mixup (Han et al., 2022) assume a single graphon per class to serve as the latent
representation for mixing. However, graphs within the same class may arise from multiple genera-
tive processes, leading to heterogeneous latent spaces and semantically inconsistent augmentations.
Similarly, in graph contrastive learning (You et al., 2020; 2021), each graph serves as an anchor, the
positive sample whose representation is being learned, while all other graphs in the batch are treated
as negatives. This neglects the possibility that some graphs originate from the same underlying
generative model, making them false negatives and hindering representation quality.

In this work, we introduce a unified framework that explicitly addresses this challenge by modeling
graph data as a mixture of underlying graphons. Our approach relies on the key insight that densi-
ties of motifs (empirical graph moments) serve as a powerful signature for the underlying generative
model (Borgs et al., 2010). By leveraging these motif densities, we first partition the graph dataset
into coherent clusters, where each cluster corresponds to a distinct component of the graphon mix-
ture. This model-aware partitioning allows us to disentangle the generative mechanisms at play and
forms the foundation for more principled machine learning techniques. Building on foundational
results, we also establish a novel theoretical guarantee, showing that graphs sampled from graphons
with a small cut distance will, with high probability, have similar motif densities.

Our main contributions are threefold:

• We introduce a moment-based clustering method to partition heterogeneous graph datasets into
clusters, each corresponding to a distinct underlying graphon, providing an interpretable estima-
tion of graphon mixtures.

• For supervised settings, we propose a graphon mixture-aware mixup (GMAM) that identifies
multiple underlying generative models within each class of data and performs mixing based on
these models, ensuring semantically consistent augmented graphs.

• For unsupervised learning, we develop a moment-aware contrastive framework (MGCL) that
leverages graphon-specific augmentations and model-aware negative sampling to improve aug-
mentations and reduce false negatives.

2 PRELIMINARY

2.1 GRAPHON

A graphon is defined as a bounded, symmetric, and measurable function W : [0, 1]2 →
[0, 1] (Lovász, 2012; Avella-Medina et al., 2018). By construction, a graphon acts as a generative
model for random graphs, allowing the sampling of graphs that exhibit similar structural properties.
To generate an undirected graph G with N nodes from a given graphon W , the process consists
of two main steps: (1) assigning each node a latent variable drawn uniformly at random from the
interval [0, 1], and (2) connecting each pair of nodes with a probability given by evaluating W at
their respective latent variable values. Formally, the steps are as follows:

η(i) ∼ Uniform([0, 1]), ∀ i = 1, · · · , N, (1)
A(i, j) ∼ Bernoulli (W (η(i),η(j))) , ∀ i, j = 1, · · · , N,

where the latent variables η(i) ∈ [0, 1] are independently drawn for each node i. The dis-
similarity between two graphons, W1 and W2, is measured by the cut distance, denoted as
dcut(W1,W2) (Lovász, 2012).

Graphon estimation. The generative process in equation 1 can also be viewed in reverse: given
a collection of graphs (represented by their adjacency matrix) D = {At}Mt=1 that are sampled from
an unknown graphon W , estimate W . Several methods have been proposed for this task (Chan &
Airoldi, 2014; Airoldi et al., 2013; Xu et al., 2021; Xia et al., 2023; Azizpour et al., 2025; Ramezan-
pour et al., 2025). We focus on SIGL (Azizpour et al., 2025), a resolution-free method that, in ad-
dition to estimating the graphon, also infers the latent variables η, making it particularly useful for
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model-driven augmentation. This method parameterizes the graphon using an implicit neural repre-
sentation (INR) (Sitzmann et al., 2020), a neural architecture defined as fϕ(x, y) : [0, 1]2 → [0, 1]
where the inputs are coordinates from [0, 1]2 and the output approximates the graphon value W at a
particular position. More details of SIGL are provided in Appendix D.

Motif densities from graphons A graphon W provides the theoretical expectation for the density
of any subgraph, also known as a motif F . The non-induced homomorphism density, t(F,W ),
counts all occurrences of a motif where at least the specified edges are present, regardless of any
additional edges that might exist between the motif’s vertices. The non-induced density is given as
follows

t(F,W ) =

∫

[0,1]k

∏

(i,j)∈EF

W (ηi, ηj)
∏

l∈VF

dηl. (2)

The power of this framework lies in its connection to observable data; the theoretical value of
t(F,W ) can be accurately estimated by the empirical motif counts found in a large graph sam-
pled from the graphon W (Lovász, 2012). This makes motif densities a powerful tool for linking
continuous graphon models to discrete, real-world networks.

2.2 GRAPH MIXUP

Mixup (Zhang et al., 2018; Verma et al., 2019) has been successfully adapted to graphs in several
works (Han et al., 2022; Navarro & Segarra, 2023). The key idea is to augment the dataset by
interpolating existing samples. In its standard form, mixup generates a new sample by linearly
combining two randomly chosen inputs and their labels:

xnew = λxi + (1− λ)xj , ynew = λyi + (1− λ)yj , (3)
where (xi, yi) and (xj , yj) are two samples with one-hot labels. In the graph domain, G-Mixup
extends this idea by operating at the level of graphons (Han et al., 2022; Navarro & Segarra, 2023).
Given two classes, it first estimates their graphons, then interpolates between them, and finally
generates new graphs and labels from the mixed graphon:

Graphon estimation: D0 →WG , D1 →WH, (4)
Graphon mixup: WI = λWG + (1− λ)WH, (5)

Graph generation: {I1, . . . , Im} i.i.d.∼ G(K,WI), (6)
Label mixup: yI = λyG + (1− λ)yH. (7)

2.3 GRAPH CONTRASTIVE LEARNING

GCL (Veličković et al., 2019; You et al., 2020; 2021; Suresh et al., 2021) aims to learn discriminative
node or graph-level embeddings in a self-supervised manner, without relying on explicit labels.
Given a collection of graphs {Gt}Tt=1, the goal of graph-level GCL is to train an encoder Eθ(·) so that
it produces expressive representations or embeddings. The encoder outputs an embedding per graph
Gt, denoted by zt = Eθ(At,Xt), where zt ∈ R1×F . InfoNCE-based methods are widely adopted
in this setting You et al. (2020); Suresh et al. (2021); You et al. (2021). These methods generate
an augmented view of the input graph through transformations such as edge perturbation, feature
masking, or subgraph sampling. Following this, let zt and z̃t denote the graph-level representations
of the original and augmented views, respectively. The InfoNCE loss is then used to bring zt and z̃t
(positive pair) closer in the embedding space while pushing them apart from representations of all
other graphs in the batch (z̃t′ , for all t′ ̸= t, i.e., negative samples). Formally, the parameters of the
encoder are achieved by minimizing the following loss function

ℓt = − log
exp(sim(zt, z̃t)/τ)∑L

t′=1, t′ ̸=t exp(sim(zt, z̃t′)/τ)
, Lall =

1

L

L∑

t=1

ℓt. (8)

3 METHODS

We first present our unified framework for estimating the multiple underlying data distributions of
graphs as a graphon mixture in Section 3.1. We then introduce novel methods that adapt and leverage
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<latexit sha1_base64="5tynVgYiCLANy2VoiWmnxHIDxRI=">AAACA3icbVDLSgMxFM3UV62vqjvdBIvgxjLTRXVZcKHLCvYB7VDupJk2NJMMSUYppeDGX3HjQhG3/oQ7/8ZMOwttPXDhcM69yb0niDnTxnW/ndzK6tr6Rn6zsLW9s7tX3D9oapkoQhtEcqnaAWjKmaANwwyn7VhRiAJOW8HoKvVb91RpJsWdGcfUj2AgWMgIGCv1ikfXCuKhFOfwAIpiSAYRFSYzS27ZnQEvEy8jJZSh3it+dfuSJOkDhIPWHc+NjT8BZRjhdFroJprGQEYwoB1LBURU+5PZDVN8apU+DqWyJQyeqb8nJhBpPY4C2xmBGepFLxX/8zqJCS/9CRNxYqgg84/ChGMjcRoI7jNFieFjS4AoZnfFZAgKiLGxFWwI3uLJy6RZKXvVcvW2Uqq5WRx5dIxO0Bny0AWqoRtURw1E0CN6Rq/ozXlyXpx352PemnOymUP0B87nDz3+l94=</latexit>

Graphon-aware augmentation

<latexit sha1_base64="VLy89cGrIT3GOxNriKlQ1s+x2j0=">AAAB73icbVA9TwJBEJ3DL8Qv1NJmIzHBhtxRoCXGQhsSTARJ4EL2lj3YsLd77u6ZkAt/wsZCY2z9O3b+Gxe4QsGXTPLy3kxm5gUxZ9q47reTW1vf2NzKbxd2dvf2D4qHR20tE0Voi0guVSfAmnImaMsww2knVhRHAacPwfh65j88UaWZFPdmElM/wkPBQkawsVKnHJyjm8ZVo18suRV3DrRKvIyUIEOzX/zqDSRJIioM4VjrrufGxk+xMoxwOi30Ek1jTMZ4SLuWChxR7afze6fozCoDFEplSxg0V39PpDjSehIFtjPCZqSXvZn4n9dNTHjpp0zEiaGCLBaFCUdGotnzaMAUJYZPLMFEMXsrIiOsMDE2ooINwVt+eZW0qxWvVqndVUt1N4sjDydwCmXw4ALqcAtNaAEBDs/wCm/Oo/PivDsfi9ack80cwx84nz8uOI62</latexit>

(b) GMAM

<latexit sha1_base64="6T/q+MhG3LnTBNTD1+XGYOln9Y4=">AAAB8HicbVBNS8NAEJ3Ur1q/qh69BIvgqSRFqseCF48V7Ie0oWy2m3bp7ibsToQS+iu8eFDEqz/Hm//GbZuDtj4YeLw3w8y8MBHcoOd9O4WNza3tneJuaW//4PCofHzSNnGqKWvRWMS6GxLDBFeshRwF6yaaERkK1gknt3O/88S04bF6wGnCAklGikecErTSY39MMOvMBv6gXPGq3gLuOvFzUoEczUH5qz+MaSqZQiqIMT3fSzDIiEZOBZuV+qlhCaETMmI9SxWRzATZ4uCZe2GVoRvF2pZCd6H+nsiINGYqQ9spCY7NqjcX//N6KUY3QcZVkiJTdLkoSoWLsTv/3h1yzSiKqSWEam5vdemYaELRZlSyIfirL6+Tdq3q16v1+6tKo5bHUYQzOIdL8OEaGnAHTWgBBQnP8ApvjnZenHfnY9lacPKZU/gD5/MHpzmQRw==</latexit>

Ŵ1

<latexit sha1_base64="1CtWiOfKFrgXD67v6BEB/n2ODtA=">AAAB8HicbVBNS8NAEJ3Ur1q/qh69LBbBU0mKVI8FLx4r2A9pQ9lsN+3SzSbsToQS+iu8eFDEqz/Hm//GbZuDtj4YeLw3w8y8IJHCoOt+O4WNza3tneJuaW//4PCofHzSNnGqGW+xWMa6G1DDpVC8hQIl7yaa0yiQvBNMbud+54lrI2L1gNOE+xEdKREKRtFKj/0xxawzG9QG5YpbdRcg68TLSQVyNAflr/4wZmnEFTJJjel5boJ+RjUKJvms1E8NTyib0BHvWapoxI2fLQ6ekQurDEkYa1sKyUL9PZHRyJhpFNjOiOLYrHpz8T+vl2J442dCJSlyxZaLwlQSjMn8ezIUmjOUU0so08LeStiYasrQZlSyIXirL6+Tdq3q1av1+6tKo5bHUYQzOIdL8OAaGnAHTWgBgwie4RXeHO28OO/Ox7K14OQzp/AHzucPqL2QSA==</latexit>

Ŵ2

<latexit sha1_base64="giB/HFUyXay1URsQLezeUFsD8IA=">AAAB8HicbVBNS8NAEJ34WetX1aOXxSJ4KkmV6rHgxWMF+yFtKJvtpl26m4TdiVBCf4UXD4p49ed489+4bXPQ1gcDj/dmmJkXJFIYdN1vZ219Y3Nru7BT3N3bPzgsHR23TJxqxpsslrHuBNRwKSLeRIGSdxLNqQokbwfj25nffuLaiDh6wEnCfUWHkQgFo2ilx96IYtae9i/7pbJbcecgq8TLSRlyNPqlr94gZqniETJJjel6boJ+RjUKJvm02EsNTygb0yHvWhpRxY2fzQ+eknOrDEgYa1sRkrn6eyKjypiJCmynojgyy95M/M/rphje+JmIkhR5xBaLwlQSjMnsezIQmjOUE0so08LeStiIasrQZlS0IXjLL6+SVrXi1Sq1+6tyvZrHUYBTOIML8OAa6nAHDWgCAwXP8ApvjnZenHfnY9G65uQzJ/AHzucPqkGQSQ==</latexit>

Ŵ3

<latexit sha1_base64="giB/HFUyXay1URsQLezeUFsD8IA=">AAAB8HicbVBNS8NAEJ34WetX1aOXxSJ4KkmV6rHgxWMF+yFtKJvtpl26m4TdiVBCf4UXD4p49ed489+4bXPQ1gcDj/dmmJkXJFIYdN1vZ219Y3Nru7BT3N3bPzgsHR23TJxqxpsslrHuBNRwKSLeRIGSdxLNqQokbwfj25nffuLaiDh6wEnCfUWHkQgFo2ilx96IYtae9i/7pbJbcecgq8TLSRlyNPqlr94gZqniETJJjel6boJ+RjUKJvm02EsNTygb0yHvWhpRxY2fzQ+eknOrDEgYa1sRkrn6eyKjypiJCmynojgyy95M/M/rphje+JmIkhR5xBaLwlQSjMnsezIQmjOUE0so08LeStiIasrQZlS0IXjLL6+SVrXi1Sq1+6tyvZrHUYBTOIML8OAa6nAHDWgCAwXP8ApvjnZenHfnY9G65uQzJ/AHzucPqkGQSQ==</latexit>

Ŵ3

<latexit sha1_base64="1CtWiOfKFrgXD67v6BEB/n2ODtA=">AAAB8HicbVBNS8NAEJ3Ur1q/qh69LBbBU0mKVI8FLx4r2A9pQ9lsN+3SzSbsToQS+iu8eFDEqz/Hm//GbZuDtj4YeLw3w8y8IJHCoOt+O4WNza3tneJuaW//4PCofHzSNnGqGW+xWMa6G1DDpVC8hQIl7yaa0yiQvBNMbud+54lrI2L1gNOE+xEdKREKRtFKj/0xxawzG9QG5YpbdRcg68TLSQVyNAflr/4wZmnEFTJJjel5boJ+RjUKJvms1E8NTyib0BHvWapoxI2fLQ6ekQurDEkYa1sKyUL9PZHRyJhpFNjOiOLYrHpz8T+vl2J442dCJSlyxZaLwlQSjMn8ezIUmjOUU0so08LeStiYasrQZlSyIXirL6+Tdq3q1av1+6tKo5bHUYQzOIdL8OAaGnAHTWgBgwie4RXeHO28OO/Ox7K14OQzp/AHzucPqL2QSA==</latexit>

Ŵ2

<latexit sha1_base64="6T/q+MhG3LnTBNTD1+XGYOln9Y4=">AAAB8HicbVBNS8NAEJ3Ur1q/qh69BIvgqSRFqseCF48V7Ie0oWy2m3bp7ibsToQS+iu8eFDEqz/Hm//GbZuDtj4YeLw3w8y8MBHcoOd9O4WNza3tneJuaW//4PCofHzSNnGqKWvRWMS6GxLDBFeshRwF6yaaERkK1gknt3O/88S04bF6wGnCAklGikecErTSY39MMOvMBv6gXPGq3gLuOvFzUoEczUH5qz+MaSqZQiqIMT3fSzDIiEZOBZuV+qlhCaETMmI9SxWRzATZ4uCZe2GVoRvF2pZCd6H+nsiINGYqQ9spCY7NqjcX//N6KUY3QcZVkiJTdLkoSoWLsTv/3h1yzSiKqSWEam5vdemYaELRZlSyIfirL6+Tdq3q16v1+6tKo5bHUYQzOIdL8OEaGnAHTWgBBQnP8ApvjnZenHfnY9lacPKZU/gD5/MHpzmQRw==</latexit>

Ŵ1

<latexit sha1_base64="Bmml2EMVUtjOeNb1XbBnfpc+ZNo=">AAAB9HicbVDLSgNBEOyNrxhfUY9eBoPgQcJukOgx4MVjBPOAZAmzk9lkyOzDmd5AWPY7vHhQxKsf482/cZLsQRMLGoqqbrq7vFgKjbb9bRU2Nre2d4q7pb39g8Oj8vFJW0eJYrzFIhmprkc1lyLkLRQoeTdWnAae5B1vcjf3O1OutIjCR5zF3A3oKBS+YBSN5PbHFNNONkjtKycblCt21V6ArBMnJxXI0RyUv/rDiCUBD5FJqnXPsWN0U6pQMMmzUj/RPKZsQke8Z2hIA67ddHF0Ri6MMiR+pEyFSBbq74mUBlrPAs90BhTHetWbi/95vQT9WzcVYZwgD9lykZ9IghGZJ0CGQnGGcmYIZUqYWwkbU0UZmpxKJgRn9eV10q5VnXq1/nBdadTyOIpwBudwCQ7cQAPuoQktYPAEz/AKb9bUerHerY9la8HKZ07hD6zPH06zkcM=</latexit>

Ŵ0,1 <latexit sha1_base64="/243nqbUjdM9p0DxJYbmxVvocg8=">AAAB9HicbVDLSgNBEOyNrxhfUY9eBoPgQcJukOgx4MVjBPOAZAmzk9lkyOzDmd5AWPY7vHhQxKsf482/cZLsQRMLGoqqbrq7vFgKjbb9bRU2Nre2d4q7pb39g8Oj8vFJW0eJYrzFIhmprkc1lyLkLRQoeTdWnAae5B1vcjf3O1OutIjCR5zF3A3oKBS+YBSN5PbHFNNONkjtq1o2KFfsqr0AWSdOTiqQozkof/WHEUsCHiKTVOueY8foplShYJJnpX6ieUzZhI54z9CQBly76eLojFwYZUj8SJkKkSzU3xMpDbSeBZ7pDCiO9ao3F//zegn6t24qwjhBHrLlIj+RBCMyT4AMheIM5cwQypQwtxI2pooyNDmVTAjO6svrpF2rOvVq/eG60qjlcRThDM7hEhy4gQbcQxNawOAJnuEV3qyp9WK9Wx/L1oKVz5zCH1ifP1A4kcQ=</latexit>

Ŵ0,2

<latexit sha1_base64="tevurU2CY07mYwaQSG5IUebZBVc=">AAAB9HicbVDLSgNBEOyNrxhfUY9eBoPgQcJukOgx4MVjBPOAZAmzk9lkyOzDmd5AWPY7vHhQxKsf482/cZLsQRMLGoqqbrq7vFgKjbb9bRU2Nre2d4q7pb39g8Oj8vFJW0eJYrzFIhmprkc1lyLkLRQoeTdWnAae5B1vcjf3O1OutIjCR5zF3A3oKBS+YBSN5PbHFNNONkidKycblCt21V6ArBMnJxXI0RyUv/rDiCUBD5FJqnXPsWN0U6pQMMmzUj/RPKZsQke8Z2hIA67ddHF0Ri6MMiR+pEyFSBbq74mUBlrPAs90BhTHetWbi/95vQT9WzcVYZwgD9lykZ9IghGZJ0CGQnGGcmYIZUqYWwkbU0UZmpxKJgRn9eV10q5VnXq1/nBdadTyOIpwBudwCQ7cQAPuoQktYPAEz/AKb9bUerHerY9la8HKZ07hD6zPH1A6kcQ=</latexit>

Ŵ1,1
<latexit sha1_base64="PuTQAdDAsLD8gVQG838VTWYpqqY=">AAAB9HicbVDLSgNBEOyNrxhfUY9eBoPgQcJukOgx4MVjBPOAZAmzk9lkyOzDmd5AWPY7vHhQxKsf482/cZLsQRMLGoqqbrq7vFgKjbb9bRU2Nre2d4q7pb39g8Oj8vFJW0eJYrzFIhmprkc1lyLkLRQoeTdWnAae5B1vcjf3O1OutIjCR5zF3A3oKBS+YBSN5PbHFNNONkidq1o2KFfsqr0AWSdOTiqQozkof/WHEUsCHiKTVOueY8foplShYJJnpX6ieUzZhI54z9CQBly76eLojFwYZUj8SJkKkSzU3xMpDbSeBZ7pDCiO9ao3F//zegn6t24qwjhBHrLlIj+RBCMyT4AMheIM5cwQypQwtxI2pooyNDmVTAjO6svrpF2rOvVq/eG60qjlcRThDM7hEhy4gQbcQxNawOAJnuEV3qyp9WK9Wx/L1oKVz5zCH1ifP1G/kcU=</latexit>

Ŵ1,2

<latexit sha1_base64="olcLSg/5dh0anBWOPvujyvio2yQ=">AAAB9HicbVDLSgMxFL3xWeur6tJNsAiuykyR6rLgxmUF+4B2KJlMpg3NZMYkUyjDfIcbF4q49WPc+Tem7Sy09UDgcM653JvjJ4Jr4zjfaGNza3tnt7RX3j84PDqunJx2dJwqyto0FrHq+UQzwSVrG24E6yWKkcgXrOtP7uZ+d8qU5rF8NLOEeREZSR5ySoyVvKybD7OBsPmA5MNK1ak5C+B14hakCgVaw8rXIIhpGjFpqCBa910nMV5GlOFUsLw8SDVLCJ2QEetbKknEtJctjs7xpVUCHMbKPmnwQv09kZFI61nk22REzFivenPxP6+fmvDWy7hMUsMkXS4KU4FNjOcN4IArRo2YWUKo4vZWTMdEEWpsT2Vbgrv65XXSqdfcRq3xcF1t1os6SnAOF3AFLtxAE+6hBW2g8ATP8ApvaIpe0Dv6WEY3UDFzBn+APn8ANXeSWg==</latexit>

Wω
<latexit sha1_base64="LXdvaEbnT1yznndP8GaI2ZblRo0=">AAAB8nicbVDLSgMxFM3UV62vqks3wSK4KjNFqsuCC11WsA+YDiWTybShmWRI7ghl6Ge4caGIW7/GnX9j2s5CWw8EDuecS+49YSq4Adf9dkobm1vbO+Xdyt7+weFR9fika1SmKetQJZTuh8QwwSXrAAfB+qlmJAkF64WT27nfe2LacCUfYZqyICEjyWNOCVjJvxvmA2HTEZkNqzW37i6A14lXkBoq0B5WvwaRolnCJFBBjPE9N4UgJxo4FWxWGWSGpYROyIj5lkqSMBPki5Vn+MIqEY6Vtk8CXqi/J3KSGDNNQptMCIzNqjcX//P8DOKbIOcyzYBJuvwozgQGhef344hrRkFMLSFUc7srpmOiCQXbUsWW4K2evE66jbrXrDcfrmqtRlFHGZ2hc3SJPHSNWugetVEHUaTQM3pFbw44L86787GMlpxi5hT9gfP5A0+qkT4=</latexit>

Gω

<latexit sha1_base64="kr87yLKmVltvnrdtcKFNRd/A1/Y=">AAACEHicbZDLSsNAFIYnXmu9RV26GSyiq5IUqUIpFBR0WcFeoAlhMp20QycXZiZCiHkEN76KGxeKuHXpzrdx0mahrT8MfPznHOac340YFdIwvrWl5ZXVtfXSRnlza3tnV9/b74ow5ph0cMhC3neRIIwGpCOpZKQfcYJ8l5GeO7nM6717wgUNgzuZRMT20SigHsVIKsvRTywfyTFGLL3KHAM2oZXCa0dCq/FgNWCiqAkNaGWOXjGqxlRwEcwCKqBQ29G/rGGIY58EEjMkxMA0ImmniEuKGcnKVixIhPAEjchAYYB8Iux0elAGj5UzhF7I1QsknLq/J1LkC5H4rurM1xfztdz8rzaIpXdhpzSIYkkCPPvIixmUIczTgUPKCZYsUYAwp2pXiMeIIyxVhmUVgjl/8iJ0a1WzXq3fnlVatSKOEjgER+AUmOActMANaIMOwOARPINX8KY9aS/au/Yxa13SipkD8Efa5w/485qX</latexit> D 0
=

{G
t
|y

t
=

0}
<latexit sha1_base64="yqv2elzUvJhBEYgI+KTog3lpyr8=">AAACEHicbZDLSsNAFIYn9VbrLerSzWARXZVEpAqlUFDQZQV7gSaEyXTSDp1cmJkIIeYR3Pgqblwo4talO9/GSZuFtv4w8PGfc5hzfjdiVEjD+NZKS8srq2vl9crG5tb2jr671xVhzDHp4JCFvO8iQRgNSEdSyUg/4gT5LiM9d3KZ13v3hAsaBncyiYjto1FAPYqRVJajH1s+kmOMWHqVOSZsQiuF146EVuPBasBEUROa0MocvWrUjKngIpgFVEGhtqN/WcMQxz4JJGZIiIFpRNJOEZcUM5JVrFiQCOEJGpGBwgD5RNjp9KAMHilnCL2QqxdIOHV/T6TIFyLxXdWZry/ma7n5X20QS+/CTmkQxZIEePaRFzMoQ5inA4eUEyxZogBhTtWuEI8RR1iqDCsqBHP+5EXontbMeq1+e1ZtGUUcZXAADsEJMME5aIEb0AYdgMEjeAav4E170l60d+1j1lrSipl98Efa5w/7fpqX</latexit> D 1

=
{G

t
|y

t
=

1}
<latexit sha1_base64="ldZ7S1+cFeR/ggXA7HaQ0Z0gsb8=">AAAB/HicbVDLSsNAFL3xWesr2qWbwSLUTUlEqsuCLlxWsA9oQphMJ+3QyYOZiRBC/RU3LhRx64e482+ctFlo64GBwzn3cs8cP+FMKsv6NtbWNza3tis71d29/YND8+i4J+NUENolMY/FwMeSchbRrmKK00EiKA59Tvv+9Kbw+49USBZHDypLqBviccQCRrDSkmfWnM6ENZwQqwnBPL+deda5Z9atpjUHWiV2SepQouOZX84oJmlII0U4lnJoW4lycywUI5zOqk4qaYLJFI/pUNMIh1S6+Tz8DJ1pZYSCWOgXKTRXf2/kOJQyC309WaSUy14h/ucNUxVcuzmLklTRiCwOBSlHKkZFE2jEBCWKZ5pgIpjOisgEC0yU7quqS7CXv7xKehdNu9Vs3V/W21ZZRwVO4BQaYMMVtOEOOtAFAhk8wyu8GU/Gi/FufCxG14xypwZ/YHz+ANFQlDE=</latexit>

!(D0)

<latexit sha1_base64="5QckzbTC4ysFqWes8H5H+9RL3tc=">AAAB/HicbVDLSsNAFL3xWesr2qWbwSLUTUlEqsuCLlxWsA9oQphMJ+3QyYOZiRBC/RU3LhRx64e482+ctFlo64GBwzn3cs8cP+FMKsv6NtbWNza3tis71d29/YND8+i4J+NUENolMY/FwMeSchbRrmKK00EiKA59Tvv+9Kbw+49USBZHDypLqBviccQCRrDSkmfWnM6ENZwQqwnBPL+defa5Z9atpjUHWiV2SepQouOZX84oJmlII0U4lnJoW4lycywUI5zOqk4qaYLJFI/pUNMIh1S6+Tz8DJ1pZYSCWOgXKTRXf2/kOJQyC309WaSUy14h/ucNUxVcuzmLklTRiCwOBSlHKkZFE2jEBCWKZ5pgIpjOisgEC0yU7quqS7CXv7xKehdNu9Vs3V/W21ZZRwVO4BQaYMMVtOEOOtAFAhk8wyu8GU/Gi/FufCxG14xypwZ/YHz+ANLVlDI=</latexit>

!(D1)

<latexit sha1_base64="W25XARruGObvN325zPY74QEAKjM=">AAACB3icbVDLSgMxFM34rPVVdSlIsAh1U2a6qC4LLnRZwT6gHUomvdOGJpkhyYhl6M6Nv+LGhSJu/QV3/o1pOwttPRA4nHMuufcEMWfauO63s7K6tr6xmdvKb+/s7u0XDg6bOkoUhQaNeKTaAdHAmYSGYYZDO1ZARMChFYyupn7rHpRmkbwz4xh8QQaShYwSY6Ve4aREzvG1IvEwkliwB5MowKANE1mg6JbdGfAy8TJSRBnqvcJXtx/RRIA0lBOtO54bGz8lyjDKYZLvJhpiQkdkAB1LJRGg/XR2xwSfWaWPw0jZJw2eqb8nUiK0HovAJu16Q73oTcX/vE5iwks/ZTJODEg6/yhMODYRnpaC+0wBNXxsCaGK2V0xHRJFqLHV5W0J3uLJy6RZKXvVcvW2Uqy5WR05dIxOUQl56ALV0A2qowai6BE9o1f05jw5L8678zGPrjjZzBH6A+fzB13CmPo=</latexit>

(a) Graphon mixture estimation

<latexit sha1_base64="o8ElIisK0oHJtPX0VzfAtlJpz80=">AAAB8HicbVA9TwJBEJ3DL8Qv1NLmIpjYSO4o0JLExhIT+TBwIXvLABt29y67eybkwq+wsdAYW3+Onf/GBa5Q8CWTvLw3k5l5YcyZNp737eQ2Nre2d/K7hb39g8Oj4vFJS0eJotikEY9UJyQaOZPYNMxw7MQKiQg5tsPJ7dxvP6HSLJIPZhpjIMhIsiGjxFjpsTwpXwkkUveLJa/iLeCuEz8jJcjQ6Be/eoOIJgKloZxo3fW92AQpUYZRjrNCL9EYEzohI+xaKolAHaSLg2fuhVUG7jBStqRxF+rviZQIracitJ2CmLFe9ebif143McObIGUyTgxKulw0TLhrInf+vTtgCqnhU0sIVcze6tIxUYQam1HBhuCvvrxOWtWKX6vU7qulupfFkYczOIdL8OEa6nAHDWgCBQHP8ApvjnJenHfnY9mac7KZU/gD5/MH2S2Pvw==</latexit>

k-means

<latexit sha1_base64="JEJ67p1UPNIC/svKKaaR+5HGuJo=">AAACPHicbZDLSgMxFIYzXmu9VV26CRahgpQZEXUjFAR16a0qdMYhk6ZtMMkMyRmhDH0wNz6EO1duXCji1rWZdhbeDgQ+/nPJOX+UCG7AdZ+csfGJyanp0kx5dm5+YbGytHxp4lRT1qSxiPV1RAwTXLEmcBDsOtGMyEiwq+j2IM9f3TFteKwuoJ+wQJKu4h1OCVgprJz7PQLZ3aB2FMIG3sd+xLstqB2G3maubOKctwr22zGYkSSHUl4dYJ8r7EsCvSjKzgY3MqxU3bo7DPwXvAKqqIiTsPJoJ9NUMgVUEGNanptAkBENnAo2KPupYQmht6TLWhYVkcwE2fD4AV63Sht3Ym2fAjxUv3dkRBrTl5GtzHc0v3O5+F+ulUJnL8i4SlJgio4+6qQCQ4xzJ3Gba0ZB9C0QqrndFdMe0YSC9btsTfB+n/wXLrfq3k5953S72nALO0poFa2hGvLQLmqgY3SCmoiie/SMXtGb8+C8OO/Ox6h0zCl6VtCPcD6/AKFbqtE=</latexit>

v̂(Gt) =
[
t(F1, Gt), t(F2, Gt), . . . , t(Fm, Gt)

]
→ Rm
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Moment vector space → Rm

Figure 1: Overview of the proposed framework. (a) Graphon mixture estimation via motif moment vectors,
(b) Graphon mixture–aware mixup for data augmentation, (c) Model-aware GCL leveraging graphon-informed
augmentations and model-aware contrastive loss.

these estimated graphons in the context of graph mixup and graph contrastive learning, as detailed
in Sections 3.2 and 3.3, respectively. An overview of these steps is shown in Figure 1, and a detailed
algorithm of these three steps is included in Appendix A.

3.1 GRAPHON MIXTURE ESTIMATION

The goal of this step, which is the core of our methodology, is to recover the multiple underlying
generative models of the data, represented as a set of graphons {Wi}Ki=1. We assume that each
observed graph Gt in the dataset is sampled from one of these graphons, though the assignment is
unknown. Hence, the task reduces to identifying groups of graphs that are likely to originate from
the same underlying distribution, and subsequently estimating a representative graphon for each
group.

To formalize this idea, we leverage the concept of moment vectors. For a graphon W , its motif
densities provide expectations of subgraph counts (cf. equation 2). Let F = {F1, . . . , Fm} denote a
fixed family of motifs. The moment vector of a graphon W with respect to F is defined as

v(W ) =
[
t(F1,W ), t(F2,W ), . . . , t(Fm,W )

]
∈ Rm. (9)

Similarly, for an observed graph G sampled from W , we compute its empirical moment vector
v̂(G) by normalizing motif counts in G. We present next a result to bound the difference between
the empirical moment vectors of two graphs.
Theorem 1 (Bounding Empirical Density Difference by Graphon Distance). Let G1 and G2 be n-
vertex graphs sampled from graphons W1 and W2, respectively, where dcut(W1,W2) ≤ ϵ. Let F be
a fixed family of motifs of bounded size. For any motif F ∈ F with k = v(F ) vertices and e(F )
edges, and for any target failure probability η > 0, we have

|t(F,G1)− t(F,G2)| ≤ e(F )ϵ︸ ︷︷ ︸
Graphon Difference

+2

(√
1

2m
log

4

η
+

e(F )√
n(n− 1)

√
2 log

4

η

)

︸ ︷︷ ︸
Sampling Error

, (10)

with probability at least 1− 2η, where m =
⌊
n
k

⌋
. The proof is provided in Appendix B.

The bound in Equation equation 10 on the total difference in empirical motif densities is comprised
of two components. The first term, the Graphon Difference, arises from the intrinsic structural
dissimilarity between the underlying graphons. The second term, the Sampling Error, represents a
novel, tighter concentration bound that quantifies the statistical uncertainty from the random graph
generation process. This novel bound offers a significant improvement over classical approaches
that can be derived from the literature (Lovász, 2012; Borgs et al., 2008), as we demonstrate in
Appendix B, where a full derivation and comparison are provided.

Theorem 1 reveals that if the underlying graphons W1 and W2 are close in cut distance, i.e., small
ϵ, then their corresponding empirical moment vectors, v̂(G1) and v̂(G2), are also close with high
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probability. Alternatively, it also follows that if the moment vectors of two graphs G1 and G2 are
observed to be significantly different, we can conclude with high confidence that they were gener-
ated from structurally different underlying graphons. Formally, if |t(F,G1)− t(F,G2)| is large for
some motif F , it implies that dcut(W1,W2) must also be large. By applying a union bound across all
motifs in the family F , this principle extends to the full moment vector: a large Euclidean distance
∥v̂(G1) − v̂(G2)∥2 implies that G1 and G2 likely originate from different graphon distributions.
This justifies the use of motif-based embeddings for graph clustering, as distinct generating pro-
cesses produce measurably distinct motif fingerprints. Further theoretical analyses are included in
Appendix B.

Based on the above theorem, we assign each graph Gt a feature vector vt = v̂(Gt) ∈ Rm, and
collect them as {vt}Tt=1. We then apply k-means clustering to these vectors in order to group graphs
according to their latent generative models. Let {C1, . . . , CK} denote the resulting clusters. Within
each cluster Ck, the graphs share similar moment vectors, suggesting they arise from a common
graphon Wk. Then, we aim to estimate a graphon for each cluster of graphs. To mitigate boundary
effects (i.e., graphs near the edges of clusters that may not be well represented), we select the L
graphs closest to the cluster centroid in moment space. For each cluster Ck, we estimate the under-
lying graphon Wk using these L graphs. Any graphon estimation algorithm can be applied; in our
implementation, we adopt SIGL (Azizpour et al., 2025), which additionally provides the latent node
variables η alongside the graphon estimate. Finally, each graph Gt in cluster Ck is associated with
the estimated graphon Wk. This provides us with a graphon mixture model {W1, . . . ,WK}, where
each observed graph is assigned to exactly one mixture component. To align with the dataset size,
we set K = log T .

In summary, we can view the overall pipeline as a mapping from a collection of graphs to a set of
estimated graphons together with an assignment function. Let D = {G1, G2, . . . , GT } denote the
dataset of observed graphs. Our procedure outputs (i) a set of estimated graphons {Ŵ1, . . . , ŴK}
and (ii) an assignment function

π : D → {1, . . . ,K},
such that each graph Gt is mapped to one of the estimated graphons Ŵπ(Gt). Equivalently, the
pipeline defines a function

Φ : D −→
(
{Ŵ1, . . . , ŴK}, π

)
, (11)

where Φ encapsulates the steps of (i) computing empirical moment vectors, (ii) clustering in moment
space, and (iii) estimating graphons for each cluster.

3.2 GRAPHON MIXTURE-AWARE MIXUP (GMAM)

In this section, we describe how to leverage the graphon mixture for graph data augmentation under
the mixup framework. In contrast to existing G-mixup, which assumes a single graphon per class,
our approach disentangles the multiple generative models that may exist within each class. This
enables a more fine-grained and semantically valid interpolation strategy.

Consider a dataset of graphs with C classes, D = {(Gt, yt)}Tt=1, where yt ∈ {1, . . . , C}. For each
class i, we first collect its subset of graphs

Di = {Gt | yt = i}. (12)

We then apply the operator Φ from Section 3.1 to estimate the graphon mixture within each class.
Formally, this yields

Φ(Di) −→
(
{Ŵi,1, . . . , Ŵi,Ki}, πi

)
, (13)

where {Ŵi,1, . . . , Ŵi,Ki
} denotes the mixture of graphons estimated for class i, and πi is the as-

signment of each graph in Di to its underlying graphon.

To perform GMAM, we first sample two graphs Ga ∈ Di and Gb ∈ Dj from classes i ̸= j. Instead
of directly interpolating their raw structure, we trace back to their associated graphons, Ŵi,πi(Ga)

and Ŵj,πj(Gb). We then construct a mixed graphon

Wλ = λŴi,πi(Ga) + (1− λ)Ŵj,πj(Gb). (14)

5
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Finally, we generate a new graph Gλ ∼ G(n,Wλ) according to the stochastic sampling process
in equation 1, where n is chosen to match the scale of the dataset. The associated label is interpolated
in the standard mixup fashion: yλ = λyi + (1− λ)yj , where yi,yj are one-hot encoded labels.

By disentangling class distributions into mixtures of graphons, we preserve finer semantic structures
during augmentation and avoid the unrealistic assumption that all graphs within a class share a single
generative model.

3.3 MODEL-AWARE GRAPH CONTRASTIVE LEARNING (MGCL)

We now extend the graphon mixture framework to contrastive learning. Given an unlabeled dataset
of graphs D = {Gt}Tt=1, we first apply the operator Φ (Section 3.1) to obtain the graphon mixture
{Ŵ1, . . . , ŴK} along with the assignment π that maps each graph Gt to its generating graphon
Ŵπ(Gt). This mapping benefits contrastive learning in two key ways: (1) it enables a principled
graphon-aware augmentation strategy that generates meaningful positive pairs, and (2) it supports a
model-aware loss function.

Graphon-aware augmentation. For each cluster k, the estimated graphon Ŵk characterizes the
generative distribution of graphs in that cluster. We use this distribution to design a graphon-
informed augmentation procedure. Given a graph Gt with adjacency matrix At that belongs to clus-
ter Ct, we randomly select a subset Esel of r% of all node pairs. For each selected pair (i, j) ∈ Esel,
the corresponding adjacency entry is resampled according to the probability given by the cluster’s
graphon:

Ãt(i, j) ∼ Bernoulli
(
ŴCt(ηi, ηj)

)
, Ãt(j, i) = Ãt(i, j), (15)

where ηi, ηj ∈ [0, 1] denote the latent positions associated with nodes i and j. For all pairs
(i, j) /∈ Esel, we retain the original edges: Ãt(i, j) = At(i, j). Note that, to leverage graphons
for augmentation and edge resampling, we require the latent variables of the nodes (η) in order
to query the edge probabilities from the graphon. Since SIGL is specifically designed to estimate
graphons together with the latent node positions, we adopt SIGL (Azizpour et al., 2025) for graphon
estimation. Nevertheless, other graphon estimation methods (Chatterjee, 2015; Chan & Airoldi,
2014) can also be employed, as they implicitly assign latent variables by sorting nodes according to
degree and using the degree as a proxy for the latent position.

This process injects structure-aware perturbations guided by the estimated generative model. Un-
like naive random perturbations, graphon-aware augmentation assigns edge-specific probabilities
informed by the graphon, producing more faithful augmented views. Passing the original graph
and its graphon-aware augmentation through the encoder Eθ with node features Xt yields the corre-
sponding representations zt = Eθ(At,Xt) and z̃t = Eθ(Ãt,Xt); see Section 2.3.

Model-aware contrasting. We modify the InfoNCE objective (Oord et al., 2018) to account for
graphon mixture assignments. Given a batch of L graphs, the loss for anchor t and the overall loss
function is

ℓt = − log
exp(sim(zt, z̃t)/τ)

L∑
t′=1,Ct′ ̸=Ct

exp(sim(zt, z̃t′)/τ)

, Lall =
1
L

L∑

t=1

ℓt, (16)

where sim(·, ·) is a similarity measure (e.g., cosine), τ is the temperature, and Ct is the cluster
index of Gt. Unlike standard InfoNCE, which pushes a graph away from all other graphs (including
those with the same underlying model), our formulation only contrasts against graphs from different
graphons. The following result clarifies how our loss interpolates between model-level and instance-
level contrasting:
Theorem 2 (Lower bound of model-aware loss). For every graph t let mt := |{k : Ck ̸= Ct}|, and
z̄(¬Ct) := 1

mt

∑
Ck ̸=Ct

z̃k be the centroid of negative samples from clusters other than Ct. Then,

lnmt + sim(zt, z̄
(¬Ct))− sim(zt, z̃t) ≤ ℓt. (17)

The proof is provided in Appendix C. This lower bound shows that by minimizing our loss func-
tion, each graph representation zt is contrasted against the centroid of unrelated models (smaller
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Figure 2: t-SNE embedding of graphs. Left: Varying size, n ∼ U [75, 300]. Right: Fixed size,
n = 200. Each color represents different graphon.

values for sim(zt, z̄
(¬Ct))), rather than against the centroid of the entire dataset. Moreover, positive

samples z̃t are improved by using graphon-aware augmentations, which preserve the semantics of
the underlying generative process, while negatives are improved by excluding graphs from the same
mixture, reducing false negatives. As a result, the encoder learns to align each graph representation
with its generating model while scattering it away from other models. Thus, our method can be inter-
preted as contrasting each graph from the negative models rather than individual graphs and pushing
each graph toward its positive model, yielding representations that are both more discriminative and
semantically faithful.

4 EXPERIMENTS

We evaluate our proposed pipeline along three main directions. First, in Section 4.1, we test whether
clustering based on moment vectors can successfully separate graphs generated from different un-
derlying models. Next, in Sections 4.2 and 4.3, we assess the effectiveness of our mixture-aware
extensions: GMAM and MGCL, respectively. A description of the datasets, baselines, experimental
setups, and hyperparameters for all three types of experiments is provided in Appendix E.

4.1 SYNTHETIC EXPERIMENT

To empirically validate the theoretical framework presented in Section 3.1, we conduct a synthetic
experiment designed to test the efficacy of moment vectors in distinguishing and clustering graphs
sampled from a mixture of different graphon distributions. The core hypothesis is that graphs gen-
erated from distinct graphons will exhibit measurably different motif densities, forming separable
clusters in the moment vector space.

Experimental setup. We generate a dataset composed of graphs sampled from a mixture of K = 7
distinct, predefined graphon models, {Wk}6k=0. These models, include a range of functional forms
to ensure structural diversity, generating graphs of varying density through models that are, for
example, linear or exponential in nature. For each graphon model Wk, we sample a collection of
graphs, creating a dataset where the ground-truth generating model for each graph is known.

Method Varying Fixed
Theory 81.4 82.9
GCN 58.6 64.7
GIN 25.7 60.9
Graph2Vec 28.6 62.0
DeepWalk 25.7 28.9
Spectral 22.9 21.7
MBC (our) 80.0 79.3

Table 1: Clustering accuracy (in %) with
different embeddings.

To analyze the impact of graph size on the concentration
of empirical moments around their theoretical means (cf.
Theorem 1), we structure our experiment into two distinct
scenarios: (i) Varying size, where n is drawn uniformly
from [75, 300] (as in SIGL (Azizpour et al., 2025) and
MomentNet (Ramezanpour et al., 2025)); and (ii) Fixed
size, with n = 200. For each scenario, we generate a bal-
anced dataset with an equal number of graphs from each
of the seven graphon classes. For each sampled graph, we
compute its empirical moment vector using the densities
of all connected motifs with up to 4 nodes, resulting in feature vectors of size 9. We then apply
the clustering algorithm introduced in Section 3.1 to cluster these vectors and measure the accuracy
by comparing the assignments to the ground-truth labels. This directly tests the ability of moment
vectors to partition a mixture of graphs generated from different underlying models.
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Table 2: Classification accuracy (%) of different mixup methods compared with GMAM across multiple
datasets. The top performing method is boldfaced, and the second best is underlined. *: Result not available.

Dataset IMDB-B IMDB-M REDD-B REDD-M5 REDD-M12 COLLAB AIDS
Vanilla 71.30±4.36 48.80±2.54 89.15±2.47 53.17±2.26 49.95±0.98 79.39±1.24 98.00±1.20
DropEdge 70.50±3.80 48.73±4.08 87.45±3.91 54.11±1.94 49.77±0.76 78.32±1.31 92.87±1.45
DropNode 72.00±6.97 45.67±2.59 88.60±2.52 53.97±2.11 49.95±1.70 80.01±1.66 96.25±1.24
SubMix 71.70±6.20 49.80±4.01 90.45±1.93 54.27±2.92 42.58±12.30 80.11±0.75 96.18±1.33
M-Mixup 72.00±5.14 48.67±5.32 87.70±2.50 52.85±1.03 49.81±0.80 77.00±2.20 *
S-Mixup 73.40±6.26 50.13±4.34 90.55±2.11 55.19±1.99 49.51±1.59 * *
G-Mixup 72.40±5.64 49.93±2.82 90.20±2.84 54.33±1.99 49.72±0.48 79.05±1.25 97.8±0.90
SIGL 73.95±2.64 50.70±1.41 91.93±0.94 55.82±1.35 49.73±0.62 80.15±0.60 97.93±0.96
MomentMixup 74.30±2.70 50.95±1.93 91.80±1.20 56.09±1.62 49.83±1.01 79.75± 0.59 98.50±0.60
GMAM 74.45±1.15 51.03±1.63 92.25±0.82 56.46±0.95 50.18±0.50 80.25±0.52 98.20±0.51

Results. To visualize the structure of the moment vector space, we use t-SNE to project the 9-
dimensional moment vectors into a 2D plane, as shown in Figure 2. In these plots, each point repre-
sents a graph sampled from one of seven graphon distributions, and the stars denote the ground-truth
moment vectors v(Wk) for each underlying graphon Wk. The visualizations empirically confirm our
theoretical framework. According to Theorem 1, the distance between the empirical moment vectors
of two sampled graphs, v̂(G1) and v̂(G2), is influenced by two primary factors, namely the distance
between their underlying graphons, dcut(W1,W2), and a sampling error term which decreases as the
number of nodes n grows. In the varying size scenario (Figure 2(a)), the higher variance in graph
sizes leads to more diffuse clusters, as smaller graphs introduce larger sampling errors. Conversely,
in the fixed size scenario with n = 200 (Figure 2(b)), the empirical vectors concentrate more tightly
around their respective ground-truth means, forming more distinct and separable clusters. The sep-
aration between clusters is determined by the distance between their underlying graphons. Table 6
(Appendix E) reports the pairwise Gromov–Wasserstein (GW) distances, used here as a practical
proxy for the cut distance since the latter can be relaxed to the GW distance of step functions (Xu
et al., 2021). As expected, graphons 2 and 3 have a very small GW distance of 0.024, reflected in
the overlap of their green and red clusters, while graphons with larger distances, such as 0 and 4
(0.530), yield well-separated clusters.

Quantitatively, our clustering performance is reported in Table 1. The Theory-Based accuracy is
computed by assigning each graph to the cluster of the nearest ground-truth moment vector in Eu-
clidean space, providing an upper bound on performance. Other methods apply k-means clustering
on the embeddings obtained by different methods. Our proposed method, MBC (moment-based
clustering), achieves accuracies of 0.800 and 0.793 for the varying and fixed size settings, respec-
tively, outperforming all other embedding methods and closely approaching the theory-based scores
of 0.814 and 0.829. This demonstrates that moment vectors provide a robust foundation for cluster-
ing graphs generated from different underlying distributions. The higher accuracy in the fixed-size
setting directly reflects the tighter cluster formations observed in the t-SNE visualization, further
validating the concentration properties outlined in our theory. Further details of different embedding
methods are provided in Appendix E.5.

4.2 GMAM

In this section, we evaluate the effectiveness of our proposed mixture-aware graph mixup method in
Section 3.2 on seven real-world datasets from the TUDatasets benchmark (Morris et al., 2020).
These include two bioinformatics datasets (PROTEINS, AIDS), one molecular dataset (NCI1),
and four social network datasets (IMDB-BINARY, IMDB-MULTI, REDDIT-BINARY, REDDIT-
MULTI-5K). We compare against a broad range of augmentations and state-of-the-art mixup vari-
ants. Full details on baselines are provided in Appendix E.

For fairness, we adopt the same GNN structure (depth and architecture) across all methods, along
with identical training hyperparameters. All steps of graphon mixture estimation and the subsequent
mixup augmentation are performed strictly within the training set The augmentation ratio (i.e., the
proportion of generated graphs added to training) is also fixed consistently across methods. Table 2
reports the results. Our method consistently improves performance across multiple datasets, achiev-
ing the highest accuracy on five of eight benchmarks, ranking second on two others, and third on the
remaining one. These results demonstrate that incorporating mixture-aware graphon models leads
to more effective augmentations by disentangling multiple generative patterns within each class.
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Table 3: Unsupervised representation learning classification accuracy (%) on TU datasets. A.R
denotes the average rank of the results. The top performing method is boldfaced, and the second
best is underlined.

Methods NCI1 PROTEINS DD MUTAG COLLAB RDT-B RDT-M5K IMDB-B A.R.
InfoGraph 76.20 ±1.0 74.44 ±0.3 72.85 ±1.8 89.01 ±1.1 70.65 ±1.1 82.50 ±1.4 53.46 ±1.0 73.03 ±0.9 7.37
GraphCL 77.87 ±0.4 74.39 ±0.4 78.62 ±0.4 86.80 ±1.3 71.36 ±1.1 89.53 ±0.8 55.99 ±0.3 71.14 ±0.4 6.25
MVGRL 76.64 ±0.3 74.02 ±0.3 75.20 ±0.4 75.40 ±7.8 73.10 ±0.6 82.00 ±1.10 51.87 ±0.6 63.60 ±4.2 9.12

JOAO 78.07 ±0.5 74.55 ±0.4 77.32 ±0.5 87.35 ±1.0 69.50 ±0.3 85.29 ±1.3 55.74 ±0.6 70.21 ±3.1 7.75
JOAOv2 78.36 ±0.5 74.07 ±1.1 77.40 ±1.1 87.67 ±0.8 69.33 ±0.3 86.42 ±1.4 56.03 ±0.3 70.83 ±0.3 6.87
AD-GCL 73.90 ±0.8 73.30 ±0.5 75.80 ±0.9 88.70 ±1.9 72.00 ±0.6 90.10 ±0.9 54.30 ±0.3 70.20 ±0.7 7.50
AutoGCL 78.32 ±0.5 69.73 ±0.4 75.75 ±0.6 85.15 ±1.1 71.40 ±0.7 86.60 ±1.5 55.71 ±0.2 72.00 ±0.4 7.25

simGRACE 79.10 ±0.4 75.30 ±0.1 77.40 ±1.1 89.00 ±1.3 71.70 ±0.8 89.50 ±0.9 55.90 ±0.3 71.30 ±0.8 4.37
RGCL 78.10 ±1.0 75.00 ±0.4 78.90 ±0.5 87.70 ±1.0 71.00 ±0.7 90.30 ±0.6 56.40 ±0.4 71.90 ±0.9 4.25

DRGCL 78.70 ±0.4 75.20 ±0.6 78.40 ±0.7 89.50 ±0.6 70.60 ±0.8 90.80 ±0.3 56.30 ±0.2 72.00 ±0.5 3.37
MGCL 79.18 ±0.48 75.54 ±0.31 79.07 ±0.24 90.03 ±1.32 72.22 ±0.72 90.46 ±0.14 56.08 ±0.24 72.28 ±0.52 1.62

Thus, our method provides more semantically faithful interpolations, which translate into stronger
downstream performance.

4.3 MGCL

Setup. We compare MGCL with a variety of state-of-the-art GCL baselines. The full set of com-
peting methods is detailed in Appendix E. We evaluate on eight datasets from the TUDataset (Morris
et al., 2020) collection. The experiments follow the linear evaluation protocol (Peng et al., 2020),
where models are first trained in an unsupervised manner, and the resulting embeddings are sub-
sequently used for downstream tasks. We adopt the evaluation protocol from (Sun et al., 2020),
performing 10-fold cross-validation on each dataset. The resulting graph-level embeddings are used
to train an SVM classifier, and we report the average performance across the folds. To summarize
performance, we assign a rank to each method based on its performance on each dataset, and the
average rank (A.R.) is then computed as the mean of these ranks across all datasets.

Results. As shown in Table 3, MGCL achieves strong performance across a wide range of graph-
level benchmarks from the TUDataset collection (Morris et al., 2020). MGCL ranks first on five
out of eight datasets and second on two of the other datasets. For the IMDB-B dataset, Info-
Graph performs best, suggesting that augmentation-based strategies may be less effective for this
particular benchmark. Nonetheless, MGCL outperforms other augmentation-based methods, such
as GraphCL and JOAO, and more recent, powerful methods such as DRGCL and simGRACE. Most
notably, MGCL obtains the lowest average rank (A.R.) of 1.62, outperforming all competing base-
lines. These results highlight MGCL’s ability to learn generalizable and transferable graph-level
representations. Further experiments on the effectiveness of our model-aware loss function are in-
cluded in Appendix F, where we observe that clustering indeed reduces the false negative rate.

5 CONCLUSION

We proposed a unified framework for inferring mixtures of underlying generative models (graphons)
from observed graphs. Instead of assuming a single distribution per dataset, our approach disentan-
gles multiple generative models and leverages this structure for downstream learning. We developed
three components: (i) graphon mixture estimation via motif moment vectors clustering, theoretically
supported by concentration guarantees for moments, (ii) GMAM, a graphon mixture-aware mixup
for model-level data augmentation, and (iii) MGCL, a contrastive learning framework combining
graphon-informed augmentations with a model-aware loss. Empirically, we showed that moment-
based clustering recovers ground-truth models, GMAM achieves state-of-the-art results on seven
benchmarks, and MGCL reduces false negatives and yields more semantically faithful representa-
tions. While our framework is effective, its performance may be influenced by factors such as graph
size. For smaller graphs in particular, higher sampling variance in motif counts can cause their em-
beddings to deviate from their theoretical means, making it challenging to reliably identify their true
underlying generative distribution. Future work could extend this framework to use more expressive
generative models (e.g., higher-order kernels). Additionally, the strong separability of motif embed-
dings suggests a promising avenue for graph-level anomaly detection, where graphs that are outliers
in the moment space could be identified as originating from anomalous generative processes.

9
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REPRODUCIBILITY STATEMENT

The model architectures, training hyperparameters, and experimental settings are detailed in Sec-
tion 4, with additional implementation information provided in Appendix E. Proofs of the theoreti-
cal results are given in Sections 3.1 and 3.3, with all assumptions stated explicitly in Appendices B.1
and C. Dataset statistics are also reported in Appendix E. Finally, the source code and scripts are
included in the supplementary materials, along with instructions to reproduce all experiments and
results.
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László Lovász. Large networks and graph limits, volume 60. American Mathematical Soc., 2012.

Facundo Mémoli. Gromov–Wasserstein distances and the metric approach to object matching.
Found. Comput. Math., 11:417–487, 2011.

Christopher Morris, Nils M. Kriege, Franka Bause, Kristian Kersting, Petra Mutzel, and Marion
Neumann. Tudataset: A collection of benchmark datasets for learning with graphs. In ICML
2020 Workshop on Graph Representation Learning and Beyond (GRL+ 2020), 2020.

Annamalai Narayanan, Mahinthan Chandramohan, Rajasekar Venkatesan, Lihui Chen, Yang Liu,
and Shantanu Jaiswal. graph2vec: Learning distributed representations of graphs, 2017.

Madeline Navarro and Santiago Segarra. Joint network topology inference via a shared graphon
model. IEEE Transactions on Signal Processing, 70:5549–5563, 2022.

Madeline Navarro and Santiago Segarra. Graphmad: Graph mixup for data augmentation using data-
driven convex clustering. In ICASSP 2023 - 2023 IEEE International Conference on Acoustics,
Speech and Signal Processing (ICASSP), pp. 1–5, 2023.

Andrew Ng, Michael Jordan, and Yair Weiss. On spectral clustering: Analysis and an algorithm. In
T. Dietterich, S. Becker, and Z. Ghahramani (eds.), Advances in Neural Information Processing
Systems, volume 14. MIT Press, 2001.

Rostyslav Olshevskyi, Zhongyuan Zhao, Kevin Chan, Gunjan Verma, Ananthram Swami, and San-
tiago Segarra. Fully distributed online training of graph neural networks in networked systems. In
2025 IEEE International Conference on Machine Learning for Communication and Networking
(ICMLCN), pp. 1–6. IEEE, 2025.

Aaron van den Oord, Yazhe Li, and Oriol Vinyals. Representation learning with contrastive predic-
tive coding. arXiv preprint arXiv:1807.03748, 2018.

Zhen Peng, Wenbing Huang, Minnan Luo, Qinghua Zheng, Yu Rong, Tingyang Xu, and Junzhou
Huang. Graph representation learning via graphical mutual information maximization. In Proc.
The Web Conf., pp. 259–270, 2020.

Bryan Perozzi, Rami Al-Rfou, and Steven Skiena. Deepwalk: online learning of social representa-
tions. In Proceedings of the 20th ACM SIGKDD international conference on Knowledge discovery
and data mining, KDD ’14, pp. 701–710. ACM, August 2014.

Reza Ramezanpour, Victor M. Tenorio, Antonio G. Marques, Ashutosh Sabharwal, and Santiago
Segarra. A few moments please: Scalable graphon learning via moment matching, 2025.

11



594
595
596
597
598
599
600
601
602
603
604
605
606
607
608
609
610
611
612
613
614
615
616
617
618
619
620
621
622
623
624
625
626
627
628
629
630
631
632
633
634
635
636
637
638
639
640
641
642
643
644
645
646
647

Under review as a conference paper at ICLR 2026

Samuel Rey, Madeline Navarro, Victor M. Tenorio, Santiago Segarra, and Antonio G. Marques. Re-
designing graph filter-based gnns to relax the homophily assumption. In 2025 IEEE International
Conference on Acoustics, Speech and Signal Processing (ICASSP), pp. 1–5, 2025.

Yu Rong, Wenbing Huang, Tingyang Xu, and Junzhou Huang. Dropedge: Towards deep graph
convolutional networks on node classification. arXiv preprint arXiv:1907.10903, 2019.

Vincent Sitzmann, Julien Martel, Alexander Bergman, David Lindell, and Gordon Wetzstein. Im-
plicit neural representations with periodic activation functions. Advances in Neural Inf. Process.
Syst. (NIPS), 33:7462–7473, 2020.

Fan-Yun Sun, Jordan Hoffmann, Vikas Verma, and Jian Tang. Infograph: Unsupervised and semi-
supervised graph-level representation learning via mutual information maximization. Intl. Conf.
Learn. Repr. (ICLR), 2020.

Susheel Suresh, Pan Li, Cong Hao, and Jennifer Neville. Adversarial graph augmentation to improve
graph contrastive learning. Advances in Neural Inf. Process. Syst. (NIPS), 34:15920–15933, 2021.
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A ALGORITHMS

We present the three core algorithms that constitute our framework. The first, Algorithm 1, details
the operator Φ for estimating a graphon mixture model from a graph dataset by clustering graphs
based on their motif densities. The subsequent algorithms leverage this estimated mixture for down-
stream tasks: Algorithm 2 introduces a novel mixup-based data augmentation strategy (GMAM)
that interpolates between the generative graphon models, while Algorithm 3 presents a model-aware
contrastive learning method (MGCL) that uses the mixture for both principled data augmentation
and a more effective negative sampling strategy.

Algorithm 1: Graphon Mixture Estimation (Operator Φ)

Input : Graph dataset D = {Gt}Tt=1; motif family F = {F1, . . . , Fm}; #clusters K = log T ;
per-cluster refinement size L; graphon estimator (e.g., SIGL).

Output: Estimated graphons {Ŵ1, . . . , ŴK}; assignment π : D → {1, . . . ,K}.
1 for t = 1 to T do
2 Compute empirical motif densities v̂(Gt) ∈ Rm over F .

3 Let V ← [v̂(G1), . . . , v̂(GT )]
⊤ ∈ RT×m.

4 Run k-means on V with K clusters to obtain clusters {C1, . . . , CK} and centroids
{µ1, . . . , µK}.

5 Define assignment π(Gt)← argmink∈{1,...,K} ∥v̂(Gt)− µk∥2.
6 for k = 1 to K do
7 Select L graphs in Ck closest to µk in moment space: Sk ⊆ Ck.
8 Estimate cluster graphon Ŵk using Sk (e.g., via SIGL), and obtain latent positions {ηi}.
9 return {Ŵk}Kk=1 and π.

Algorithm 2: Graphon Mixture-Aware Mixup (GMAM)

Input : Labeled graphs D = {(Gt, yt)}Tt=1, yt ∈ {1, . . . , C}; operator Φ (Alg. 1) run per
class; mixing coefficient distribution λ ∼ Uniform(0, 0.2); target node count n;
augmentation ratio r ∈ (0, 1].

Output: Augmented set D̃ = {(G(m)
λ ,y

(m)
λ )}Mm=1 of size M = ⌈rT ⌉.

1 Partition data by class: Di = {Gt | yt = i} for i = 1, . . . , C.
2 for i = 1 to C do
3 ({Ŵi,1, . . . , Ŵi,Ki

}, πi)← Φ(Di).

4 M ← ⌈rT ⌉, D̃ ← ∅.
5 for m = 1 to M do
6 Sample distinct classes i ̸= j; sample graphs Ga ∈ Di, Gb ∈ Dj .
7 Identify graphons: Ŵi,a ← Ŵi,πi(Ga), Ŵj,b ← Ŵj,πj(Gb).
8 Sample λ ∼ Uniform(0, 0.2) and set Wλ ← λŴi,a + (1− λ)Ŵj,b.

9 Sample latent positions u1, . . . , un
i.i.d.∼ Uniform[0, 1].

10 for 1 ≤ p < q ≤ n do
11 Draw Aλ(p, q) ∼ Bernoulli(Wλ(up, uq)) and set Aλ(q, p)← Aλ(p, q).

12 Construct G(m)
λ from Aλ (and optional node features).

13 Set y(m)
λ ← λ ei + (1− λ) ej (one-hot ei).

14 D̃ ← D̃ ∪ {(G(m)
λ ,y

(m)
λ )}.

15 return D̃.
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Algorithm 3: Model-Aware Graph Contrastive Learning (MGCL)

Input : Unlabeled graphs D = {Gt}Tt=1; shared encoder Eθ; operator Φ (Alg. 1); temperature
τ ; batch size L; augmentation rate r%.

Output: Trained encoder parameters θ.

1 ({Ŵ1, . . . , ŴK}, π)← Φ(D) to obtain cluster assignments Ct ← π(Gt).
2 for epoch = 1, 2, . . . do
3 Shuffle D and partition into mini-batches B of size L.
4 for batch B = {Gt}Lt=1 do
5 foreach Gt in B do
6 Let At (adjacency) and Xt (features) be inputs.

// Graphon-aware augmentation using cluster graphon ŴCt

7 Sample a subset Esel of r% node pairs.
8 foreach (i, j) ∈ Esel do
9 Draw Ãt(i, j) ∼ Bernoulli

(
ŴCt

(ηi, ηj)
)
; set Ãt(j, i)← Ãt(i, j).

10 Set Ãt(i, j)← At(i, j) for all (i, j) /∈ Esel.
11 Compute embeddings zt ← Eθ(At, Xt) and z̃t ← Eθ(Ãt, Xt).

// Model-aware InfoNCE: negatives only from different
clusters

12 Initialize Lbatch ← 0.
13 for t = 1 to L do
14 Define negative index set Nt ← {t′ ∈ {1, . . . , L} | Ct′ ̸= Ct}.
15 if Nt = ∅ then
16 continue (skip or resample batch).
17

ℓt ← − log
exp(sim(zt, z̃t)/τ)∑

t′∈Nt

exp(sim(zt, z̃t′)/τ)

Lbatch ← Lbatch + ℓt.
18 Lbatch ← Lbatch/|{t : Nt ̸= ∅}|.
19 Update θ via gradient step on Lbatch.

20 return θ.

A.1 COMPLEXITY ANALYSIS OF ALGORITHM 1

The overall time complexity TΦ of the algorithm is the sum of its three constituent stages: motif
counting, k-means clustering, and per-cluster graphon estimation. The combined complexity is
given by:

TΦ = O


T (emaxdmax + nmaxd

3
max)︸ ︷︷ ︸

Motif Counting

+ I · T ·m log T︸ ︷︷ ︸
k-means

+L ·Ne · n2
max log T︸ ︷︷ ︸

Graphon Estimation




Each term in this expression corresponds to a distinct phase of the algorithm. The first term,
O(T (emaxdmax+nmaxd

3
max)), represents the cost of computing the densities for all 9 motifs of size

4 across T graphs, using an efficient graphlet counting algorithm like ORCA (Hočevar & Demšar,
2014). While this term’s theoretical worst-case for dense graphs is O(T · n4

max), making it the
apparent bottleneck, our own empirical analysis demonstrates a practical runtime that scales closer
to cubic, O(T · n3

max). This significant practical speed-up is due to an extremely small leading
constant (c ≈ 2.97 × 10−8), a key finding that underpins our method’s efficiency (Ramezanpour
et al., 2025).

The second term, O(I · T ·m log T ), is the standard and well-established complexity for k-means
clustering (e.g., via Lloyd’s algorithm), which partitions the T motif vectors in Rm into K = log T
clusters over I iterations. Finally, the third term, O(L ·Ne ·n2

max log T ), accounts for the per-cluster
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refinement stage. Here, a powerful graphon estimator, such as SIGL (Azizpour et al., 2025), is
executed for each of the K clusters on a representative subset of L graphs, requiring Ne training
epochs.

In conclusion, while the theoretical complexity suggests motif counting is the most expensive step,
its low empirical constant makes the entire pipeline computationally feasible and scalable. This
practical efficiency allows our method to effectively operate on many smaller, subsampled graphs,
which is a core aspect of its design.

B TECHNICAL PROOFS

This appendix provides the proof for Theorem 1 and compares our novel error bound to the classical
approach.

B.1 PROOF OF THEOREM 1

The proof relies on bounding the difference between the empirical densities using the triangle in-
equality:

|t(F,G1)− t(F,G2)| ≤ |t(F,W1)− t(F,W2)|︸ ︷︷ ︸
Graphon Difference

+ |t(F,G1)− t(F,W1)|︸ ︷︷ ︸
Sampling Error 1

+ |t(F,G2)− t(F,W2)|︸ ︷︷ ︸
Sampling Error 2

.

The Graphon Difference term is bounded by the Counting Lemma (cf. Theorem 10.23 in Lovász
(2012)):

|t(F,W1)− t(F,W2)| ≤ e(F )dcut(W1,W2) ≤ e(F )ϵ.

The Sampling Error terms, |t(F,Gi) − t(F,Wi)|, are bounded using a novel two-stage analysis
that separates the randomness from vertex selection and edge realization. This approach yields a
tighter bound than classical single-stage methods. We decompose the total sampling error into two
components:

|t(F,G)− t(F,W )| ≤ |t̂(F ;X)− t(F,W )|︸ ︷︷ ︸
Vertex Noise

+ |t(F,G)− t̂(F ;X)|︸ ︷︷ ︸
Edge Noise

where t̂(F ;X) is the conditional expectation of the density given the sampled vertex labels X =
(X1, . . . , Xn). The following two lemmas bound the vertex and edge noise, respectively.

Lemma 1 (Bounding Vertex Noise). Let m = ⌊n/k⌋. For any δv > 0,

Pr
[
|t̂(F ;X)− t(F,W )| ≥ δv

]
≤ 2 exp

(
−2mδ2v

)
.

Lemma 2 (Bounding Edge Noise). Conditioned on the vertex labels X = (Xi)
n
i=1, for any δe > 0,

Pr
[
|t(F,G)− t̂(F ;X)| ≥ δe

∣∣ X
]
≤ 2 exp

(
− n(n− 1) δ2e

2e(F )2

)
.

Combined Bound To obtain the total sampling error for one graph, |t(F,Gi) − t(F,Wi)|, with
a target failure probability η, we allocate η/2 to each noise source (vertex and edge). Inverting the
bounds in the lemmas above, we set:

δv =

√
1

2m
log

4

η
and δe =

e(F )√
n(n− 1)

√
2 log

4

η
.

The total sampling error for one graph is bounded by δs = δv + δe with probability at least 1− η.

Applying this to both sampling error terms (|t(F,G1) − t(F,W1)| and |t(F,G2) − t(F,W2)|) and
using a union bound, we get the final result in Theorem 1 with probability at least 1− 2η:

|t(F,G1)−t(F,G2)| ≤ e(F )ϵ+2(δv+δe) = e(F )ϵ+2

(√
1

2m
log

4

η
+

e(F )√
n(n− 1)

√
2 log

4

η

)
.
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B.2 COMPARISON WITH THE CLASSICAL BOUND

To highlight the improvement offered by our two-stage approach, we now present the classical
single-stage bound and compare them.

B.2.1 THE CLASSICAL SINGLE-STAGE BOUND

The standard approach (cf. Lemma 4.4 in Borgs et al. (2008)) treats the empirical motif density
t(F,G) as a complex function of n random variables and applies McDiarmid’s inequality directly.
This results in the following concentration result.
Lemma 3 (Classical Concentration of Motif Densities). Let F be a fixed graph with k = v(F )
vertices. Let G be an n-vertex graph sampled from a graphon W . Then for any δ > 0,

Pr [|t(F,G)− t(F,W )| ≥ δ] ≤ 2 exp

(
−nδ2

4k2

)
.

The limitation of this approach is that changing a single vertex can alter many edge probabilities,
leading to a loose bound with a factor of k2 in the exponent.

B.2.2 ASYMPTOTIC COMPARISON

We now compare the sampling error from the classical approach with our novel bound. For a total
failure probability η:

• Classical Bound: Inverting the bound in Lemma 3 yields:

δolds (η) = 2k

√
1

n
log

2

η

• Novel Bound: Approximating m ≈ n/k and n(n− 1) ≈ n2, we have:

δnews (η) ≈
( √

k√
2n

+
e(F )

√
2

n

)√
log

4

η

The crucial difference lies in their dependence on the motif size, k. The classical bound δolds scales
linearly with k (O(k)), whereas the dominant term in our novel bound δnews scales with the square
root of k (O(

√
k)). As

√
k grows much more slowly than k, our novel bound is substantially tighter

for larger motifs.

B.2.3 NUMERICAL VALIDATION

We validate this theoretical improvement by computing both bounds for all motifs with up to 4
vertices (k ≤ 4), for graph sizes n from 50 to 1000, at a 95% confidence level (η = 0.05). The
results are visualized in Figure 3. The novel bound is uniformly tighter than the classical bound
across all tested motifs.

C PROOF OF THEOREM 2

Notation. Let zt = E(At, Xt) denote the embedding of graph t obtained by applying the encoder
E to its adjacency matrix At and feature matrix Xt. Let sim(u, v) be cosine similarity and define
θ(u, v) := sim(u,v)

τ . For an anchor graph t, write the set of all negatives in standard InfoNCE as
Nt := { k ∈ {1, . . . , L} \ {t} }, and the cluster-restricted negatives in our case as Ñt := { k ∈ Nt :
Ck ̸= Ct }, where Ci is the cluster of graph i. For brevity, let sk := θ(zt, z

′
k) and s̃k := θ(zt, z̃k)

where z′t and z̃t are the embedding of the positive sample obtained from a random and graphon-
consistent augmentation, respectively. The standard InfoNCE loss for graph t is defined as

ℓInfoNCE(t) = − log
exp(θ(zt, z

′
t))∑

k∈Nt
exp(sk)

. (18)
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Figure 3: Comparison of the total error bounds (2δs) for the classical (solid blue) and novel (dashed
orange) approaches. The novel bound is consistently tighter, with the gap widening for motifs with
more vertices (k), confirming its superior O(

√
k) scaling.

Our proposed cluster-restricted loss is defined as

ℓcluster(t) = − log
exp(θ(zt, z̃t))∑
k∈Ñt

exp(s̃k)
. (19)

Using the natural logarithm and separating the positive-pair term, we can rewrite:

ℓInfoNCE(t) = −θ(zt, z′t) + ln

( ∑

k∈Nt

e sk

)
, (20)

ℓcluster(t) = −θ(zt, z̃t) + ln

( ∑

k∈Ñt

e s̃k

)
. (21)

Proposition 1 (Lower bound for the cluster-restricted loss). Let

ℓcluster(t) = −θ(zt, z̃t) + ln
∑

k∈Ñt

exp
(
θ(zt, z

′
k)
)
,

18
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where Ñt = { k ̸= t : Ck ̸= Ct } and mt := |Ñt|. Then, for every anchor t,

ℓcluster(t) ≥ −θ(zt, z̃t) +
1

mt

∑

k∈Ñt

θ(zt, z
′
k) + lnmt. (22)

Proof. By definition,

ln
∑

k∈Ñt

exp
(
θ(zt, z

′
k)
)
= lnmt + ln

(
1

mt

∑

k∈Ñt

exp
(
θ(zt, z

′
k)
)
)
.

Applying Jensen’s inequality to the convex exponential function yields

ln
∑

k∈Ñt

exp
(
θ(zt, z

′
k)
)
≥ lnmt +

1

mt

∑

k∈Ñt

θ(zt, z
′
k).

Substituting into the definition of ℓcluster(t) gives the claimed lower bound.

Proposition 2 (Lower bound for the standard InfoNCE loss). Let

ℓInfoNCE(t) = −θ(zt, z′t) + ln
∑

k∈Nt

exp
(
θ(zt, z

′
k)
)
,

where Nt = { k ̸= t } and nt := |Nt| = N − 1. Define the negative-center score

θ−t :=
1

nt

∑

k∈Nt

θ(zt, z
′
k).

Then, for every anchor t,

ℓInfoNCE(t) ≥ −θ(zt, z′t) + θ−t + lnnt. (23)

Proof. Apply Jensen’s inequality to the convex exponential:

ln
∑

k∈Nt

e θ(zt,z
′
k) = lnnt + ln

(
1
nt

∑

k∈Nt

e θ(zt,z
′
k)
)
≥ lnnt +

1
nt

∑

k∈Nt

θ(zt, z
′
k) = lnnt + θ−t.

Substitute into the definition of ℓInfoNCE(t) to obtain equation 23.

As a result, as discussed in Section 3.3 and shown by the above proofs together with Proposition 2,
minimizing our refined loss function pushes each graph away from the centroid of graphs generated
by other models, whereas the standard InfoNCE loss uses all graphs and pushes it away from the
centroid of the entire dataset.

D GRAPHON ESTIMATION

Here we expalin the details of SIGL. The goal is to estimate an unknown graphon ω : [0, 1]2 → [0, 1],
given a set of graphs D = {At}Mt=1 sampled from it. Since using the Gromov-Wasserstein
(GW) Mémoli (2011) distance is computationally infeasible for large graphs, the SIGL frame-
work Azizpour et al. (2025) proposes a scalable three-step procedure:

Step 1: Sorting nodes via latent variable estimation To align all graphs to a common node
ordering (which is crucial for consistent estimation), SIGL estimates latent variables η̂t = {η̂i}nt

i=1
for each graph Gt using a Graph Neural Network (GNN):

η̂t = gϕ1(At,Yt), where Yt ∼ N (0, 1)

An auxiliary graphon hϕ2
modeled by an Implicit Neural Representation (INR) maps pairs of latent

variables to edge probabilities:

hϕ2
(η̂t(i), η̂t(j)) ≈ At(i, j)
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The latent variables and auxiliary graphon are jointly trained by minimizing the mean squared error
to get ϕ = {ϕ1 ∪ ϕ2}:

L(ϕ) =
M∑

t=1

1

n2
t

nt∑

i,j=1

[At(i, j)− hϕ2
(η̂t(i), η̂t(j))]

2

A sorting permutation π̂ is defined based on the learned latent variables:

η̂t(π̂(1)) ≥ η̂t(π̂(2)) ≥ · · · ≥ η̂t(π̂(nt))

In a nutshell, this permutation sorts the latent variables from 0 to 1. The graphs are reordered
accordingly to produce sorted adjacency matrices Ât.

Step 2: Histogram Approximation For each sorted graph Ât, a histogram Ĥt ∈ Rk×k is com-
puted using average pooling with window size h:

Ĥt(i, j) =
1

h2

h∑

s1=1

h∑

s2=1

Ât ((i− 1)h+ s1, (j − 1)h+ s2)

This results in a new dataset I = {Ĥt}Mt=1, providing discrete, noisy views of the unknown graphon
ω.

Step 3: Training the Graphon INR The final step constructs a supervised dataset C from all
histograms, where each point corresponds to a coordinate-value triple:

C =
{(

i

kt
,
j

kt
, Ĥt(i, j)

)
: i, j ∈ {1, . . . , kt}, t ∈ {1, . . . ,M}

}

A second INR structure fθ : [0, 1]2 → [0, 1] is then trained to regress the graphon values by mini-
mizing the MSE:

L(θ) =
∑

(x,y,z)∈C

(fθ(x, y)− z)
2

This scalable approach enables two things: 1) the estimation of a continuous graphon ω using large-
scale graph data without relying on costly combinatorial metrics like the GW distance, and 2) the
estimation of the latent variables given an input graphs, i.e., an inverse mappingW−1 : A→ η.

E EXPERIMENTAL DETAILS.

E.1 GROUND TRUTH GRAPHONS

In Table 4, we provide the mathematical definition of the graphon used in Section 4 for the synthetic
experiments.

Table 4: Ground truth graphons.

ω(x, y)

0 xy
1 exp(−(x0.7 + y0.7))
2 1

4
(x2 + y2 +

√
x+

√
y)

3 1
2
(x+ y)

4 (1 + exp(−2(x2 + y2)))−1

5 (1 + exp(−max{x, y}2 −min{x, y}4))−1

6 exp(−max{x, y}0.75)
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E.2 HYPER-PARAMETERS

Graphon estimation The hyperparameters used to estimate the graphon with SIGL across its three
steps, as described in the previous section, are as follows for both mixup and graph level tasks. We
use the Adam optimizer Kingma (2015) with a learning rate of lr = 0.01 for both Step 1 and Step 3,
running for 40 and 20 epochs, respectively. In Step 1, the batch size is set to 1 graph, while in Step
3, each batch includes 1024 data points from C. In Step 1, the GNN, gϕ1

comprises two consecutive
graph convolutional layers, each followed by a ReLU activation function. All convolutional layers
use 8 hidden channels. The INR structures in Step 1 (hϕ2 ) and Step 3 (fθ) each have 3 layers with
20 hidden units per layer and use a default frequency of 10 for the sin(.) activation function.

Mixup To ensure a fair comparison, we use the same hyperparameters for model training and the
same architecture across vanilla models and other baselines. Also, we conduct the experiments using
the same hyperparameter values as in Han et al. (2022). For graph classification tasks, we employ
the Adam optimizer with an initial learning rate of 0.01, which is halved every 100 epochs over a
total of 800 epochs. The batch size is set to 128. The dataset is split into training, validation, and
test sets in a 7:1:2 ratio. The best test epoch is selected based on validation performance, and test
accuracy is reported over eight runs with the same seed used in Han et al. (2022).

We generate 20% more graphs for training. The graphons are estimated from the training graphs,
and we use different λ values in the range [0.1, 0.2] to control the strength of mixing in the generated
synthetic graphs. For graphon estimation using SIGL and IGNR, we use 20% of the training data
per class to estimate the graphon. The new graphs are generated with the average number of nodes
as defined for the primary G-Mixup case, which is identified as the optimal size. All methods are
evaluated using the same random seeds.

MGCL To train the encoder Eθ, we follow the configuration from GraphCL You et al. (2020). We
use the Adam optimizer with a learning rate of lr = 0.001, training the encoder for 20 epochs. The
encoder is implemented as a 3-layer GIN Xu et al. (2019) network, with each layer consisting of
32 hidden units followed by a ReLU activation. A final linear projection head maps the output to
a 32-dimensional graph-level representation. For a fair comparison, we set the resampling ratio to
r = 20%, consistent with other methods. All methods are evaluated using the same random seeds.

E.3 DATASET DETAILS

In Table 5, we report the statistics of all datasets from TUDataset (Morris et al., 2020) used in our
real-world experiments.

Table 5: Benchmark datasets statistics.

Biochemical Molecules Social Networks
Statistic NCI1 PROTEINS DD MUTAG AIDS COLLAB RDT-B RDT-M5K IMDB-B

#Graphs 4,110 1,113 1,178 188 2,000 5,000 2,000 4,999 1,000
Avg. #Nodes 29.87 39.06 284.32 17.93 15.69 74.5 429.6 508.8 19.8
Avg. #Edges 32.30 72.82 715.66 19.79 16.20 2457.78 497.75 594.87 96.53
#Classes 2 2 2 2 2 3 2 5 2

Note that several graph-level datasets lack explicit node attributes. In such cases, one-hot encoding
of node degrees is commonly used to construct node features.

E.4 BASELINE MODELS.

Here we have a small description of the baselines used mixup and GCL experiments.

Mixup baselines.

• Vanilla, a baseline with no augmentation;
• DropEdge (Rong et al., 2019), which uniformly removes a fraction of edges;
• DropNode (Feng et al., 2020), which randomly drops a portion of nodes;
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1 2 3 4 5 6

0 0.133 0.265 0.264 0.530 0.418 0.271
1 0.180 0.189 0.433 0.308 0.173
2 0.024 0.270 0.175 0.111
3 0.275 0.190 0.126
4 0.139 0.284
5 0.162

Table 6: Pairwise GW distances between groundtruth graphons.

• Subgraph (You et al., 2020), which extracts random-walk-based subgraphs;

• M-Mixup (Wang et al., 2021), which linearly interpolates graph-level representations;

• SubMix (Yoo et al., 2022), which mixes random subgraphs of graph pairs;

• G-Mixup (Han et al., 2022), which performs class-level graph Mixup by interpolating
graphons from different classes;

• S-Mixup (Ling et al., 2023), which employs soft alignment for graph interpolation;

• SIGL (Azizpour et al., 2025), which replaces the original graphon estimator in G-Mixup
with SIGL; and

• MomentMixup (Ramezanpour et al., 2025), which mixes motif moment vectors and gener-
ates new samples from the mixed vector.

GCL baselines.

• InfoGraph Sun et al. (2020): A variant of DGI (Veličković et al., 2019) that maximizes
mutual information between graph-level and substructure representations at multiple scales.

• GraphCL You et al. (2020): Learns representations via predefined augmentations such as
edge perturbation, node dropping, and attribute masking.

• MVGRL Hassani & Khasahmadi (2020): Performs contrastive learning between structural
views, e.g., adjacency and diffusion representations.

• JOAO You et al. (2021): Uses min-max optimization to adaptively select augmentations
during training.

• Ad-GCL Suresh et al. (2021): An adversarial training–based GCL framework that intro-
duces an edge-perturbation process designed as an attack to improve robustness.

• AutoGCL Yin et al. (2022): Employs learnable view generators with auto-augmentation
for adaptive, label-preserving samples.

• SimGRACE Xia et al. (2022): Replaces graph augmentations with encoder-level noise to
enforce consistency.

• RGCL Li et al. (2022): Generates rationale-aware views by identifying substructures most
relevant for discrimination.

• DRGCL Ji et al. (2024): Learns dimensional rationales and applies bi-level meta-learning
to mitigate confounding noise.

E.5 GRAPH EMBEDDING BASELINE DETAILS

This section provides further details on the baseline graph embedding methods used for comparison
in the synthetic clustering experiment (Section 4.1).

GW distance of ground truth graphons.

Baseline Methods. We compare our moment vectors against five widely-used graph representa-
tion methods. For methods that produce node-level embeddings (GCN, GIN, DeepWalk, Spectral),
we obtain a graph-level embedding by applying a global mean-pooling operation over all node em-
beddings in the graph. The target embedding dimension for all baselines was set to 32.
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Figure 4: Effect of clustering on TFR across different datasets.

• Moment Embedding (Ours): This is our proposed method, where each graph is repre-
sented by a 9-dimensional vector of its empirical motif densities for all connected motifs
up to 4 nodes.

• Graph Convolutional Network (GCN): A popular Graph Neural Network (GNN) archi-
tecture that learns node representations by iteratively aggregating feature information from
local neighborhoods Kipf & Welling (2017). As our clustering task is unsupervised, the
GCN is not trained; we use a randomly initialized network to generate embeddings. This
standard approach tests the intrinsic structural representation power of the architecture it-
self.

• Graph Isomorphism Network (GIN): A powerful GNN model proven to be as discrim-
inative as the Weisfeiler-Leman test for graph isomorphism Xu et al. (2019). Similar to
our use of GCN, the GIN model’s weights are kept random, allowing it to serve as an
unsupervised feature extractor without training on downstream labels.

• Graph2Vec: An unsupervised whole-graph embedding method inspired by natural lan-
guage processing. It treats graphs as documents and rooted subgraphs as ”words,” learning
representations that capture structural similarities between graphs Narayanan et al. (2017).

• DeepWalk: A pioneering node embedding technique that learns latent representations by
applying language modeling techniques (Skip-Gram) to sequences of nodes generated from
truncated random walks on the graph Perozzi et al. (2014).

• Spectral Embedding: A classical approach that utilizes the eigenvectors of the graph’s
Laplacian matrix. The first few non-trivial eigenvectors form a low-dimensional represen-
tation of the nodes, capturing the graph’s global connectivity structure Ng et al. (2001).

E.6 COMPUTE RESOURCES

All experiments were conducted on a server running Ubuntu 20.04.6 LTS, equipped with an AMD
EPYC 7742 64-Core Processor and an NVIDIA A100-SXM4-80GB GPU with 80GB of memory.
For model development, we utilized PyTorch version 1.13.1, along with PyTorch Geometric version
2.3.1, which also served as the source for all datasets used in our study.

F ADDITIONAL EXPERIMENTS.

False negative reduction. To evaluate the effect of clustering on the rate of false negatives, we
define the True Negative to False Negative Ratio (TFR).

To compute this metric, in each data batch, we examine the negative samples relative to a graph
i. Among these, the negative samples that share the same class as graph i are considered false
negatives, while those with a different class are treated as true negatives. Mathematically, TFR
is defined as TFR = 1

B

∑B
i=1

|T N (i)|
max{1, |FN (i)|} . Note that in InfoNCE-based methods, all graphs
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in the batch except graph i itself are treated as negative samples. However, in MGCL, the set
of negative samples is smaller, as we exclude graphs from the same cluster as i. Although this
reduced set naturally results in fewer false negatives, computing the relative ratio of true negatives
to false negatives (TFR) ensures a fair comparison across methods. We compute the TFR for each
graph in the batch and then average it across all graphs in the dataset. As shown in Figure 4, this
metric increases across all datasets compared to the baseline (which represents all InfoNCE-based
methods). This also provides evidence that motif-based clustering helps uncover the true underlying
structure of the data.

F.1 ABLATION STUDY ON NUMBER OF MOTIFS

To justify our choice of using motifs up to 4 nodes (a 9-dimensional feature vector) in the main
experiment, we conduct an ablation study to analyze the effect of the number of motifs on clustering
performance. We extend the experimental setup from Section 4.1 by computing densities for all 30
connected motifs with up to 5 nodes. We then iteratively evaluate the clustering accuracy of our
methods by using an increasing number of motifs.

The results for the first 15 motifs are presented in Table 7. A clear trend emerges: accuracy rises
sharply with the inclusion of the first few motifs, but then exhibits a long plateau of nearly constant
performance. This indicates that some motifs are significantly more important for classification than
others. A particularly notable increase occurs between k = 8 and k = 9 motifs in the Varying
size setting, where accuracy jumps from 80.0% to 81.4% and then flatlines. This specific jump
highlights the discriminative power of the 9th motif (the 4-cycle) and suggests that this initial set of
motifs captures the most critical structural differences between the graphon families.

This study confirms that the initial 9 motifs provide the vast majority of the useful information. The
minimal performance gain from adding more motifs (from k = 10 to k = 15 and beyond) does not
justify the increased computational cost. This validates our use of the 9-dimensional moment vector
in the main paper as an effective and efficient choice.

Table 7: Results of the ablation study for the first 15 motifs. Clustering accuracy (%) is shown for
K-Means and Theory-Based methods across two dataset settings. The performance largely saturates
after k = 9.

# Motifs Varying Size Accuracy (%) Fixed Size Accuracy (%)

(k) K-Means Theory-Based K-Means Theory-Based

1 70.0 74.3 74.7 74.7
2 67.1 77.1 74.7 76.9
3 78.6 80.0 79.1 82.3
4 78.6 80.0 79.1 82.7
5 78.6 80.0 79.1 82.9
6 78.6 80.0 79.1 83.0
7 78.6 80.0 79.1 83.0
8 78.6 80.0 79.1 83.0
9 80.0 81.4 79.4 83.6

10 80.0 81.4 79.4 83.6
11 80.0 81.4 79.4 83.6
12 80.0 81.4 79.4 83.6
13 80.0 81.4 79.4 83.6
14 80.0 81.4 79.4 83.6
15 80.0 81.4 79.4 83.6

F.2 ABLATION STUDY ON NUMBER OF CLUSTERS.

As mentioned in the Methods section, in order to match the size of the data, we use K = log T for
the operator Φ. Here we evaluate this number on three datasets with within the MGCL framework.
In this section, we vary the number of clusters to evaluate its impact on overall performance.

We vary the number of clusters from 1 to 10. For each value, we repeat the MGCL experiment
across the same 10 trials using identical data partitions and report the average accuracy.
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Figure 5: Effect of the number of clusters on MGCL performance.

The results are presented in Figure 5 for the MUTAG, and IMDB-BINARY datasets. A key obser-
vation is that using a single cluster—i.e., estimating one graphon for the entire dataset—leads to a
drop in performance across all three datasets. In the IMDB-BINARY dataset, using 8 clusters yields
better performance than the default setting of 7 clusters. However, using between 6 and 8 clusters
consistently results in an average accuracy above 72.0%, suggesting that this range reasonably ap-
proximates the number of underlying models. A similar trend is observed in the PROTEINS dataset,
where 9 clusters yield better performance than 8. For the MUTAG dataset, the highest average ac-
curacy is achieved with the default setting of 6 clusters. These findings highlight that estimating
multiple models improves performance. Still, the number of clusters remains a hyperparameter that
should be tuned based on the dataset’s characteristics, such as its variability and heterogeneity.

F.3 UNDERLYING MODELS

In Figure 6, we present the estimated graphons for the COLLAB and IMDB-BINARY datasets, each
corresponding to a cluster identified by our framework in an unsupervised manner. For instance, the
estimated graphons display diverse structural patterns for COLLAB: Cluster 8 exhibits a block-like
structure similar to a two-community stochastic block model (SBM) with an imbalanced size ratio,
Clusters 2 and 6 display nearly uniform connectivity, suggesting dense or complete graph structures,
and Cluster 10 reveals a heavy-tailed pattern indicative of power-law behavior. Although some
similarities exist among certain models, the overall variability emphasizes the presence of multiple
distinct generative mechanisms within the dataset. This heterogeneity demonstrates the limitations
of using a single fixed or random augmentation strategy, as commonly adopted in existing GCL and
Mixup methods.

(a) IMDB-BINARY

(b) COLLAB

Figure 6: Cluster-specific estimated graphons in the COLLAB and IMDB-BINARY dataset, revealing diverse
structures.

Furthermore, when estimating models within each class for mixup applications, we observe diverse
graphons both within and across classes, as illustrated in Figure 7.
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(a) IMDB-BINARY

(b) COLLAB

Figure 7: Cluster-specific estimated graphons in the COLLAB and IMDB-BINARY dataset within each class,
revealing diverse structures.
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