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Abstract

The recent development of Large Language Models (LLMs) has been accompanied
by an effervescence of novel ideas and methods to better optimize the loss of deep
learning models. Claims from those methods are myriad: from faster convergence
to removing reliance on certain hyperparameters. However, the diverse experi-
mental protocols used to validate these claims make direct comparisons between
methods challenging. This study presents a comprehensive evaluation of recent
optimization techniques across standardized LLM pre-training scenarios, systemat-
ically varying model size, batch size, and training duration. Through careful tuning
of each method, we provide guidance to practitioners on which optimizer is best
suited for each scenario. For researchers, our work highlights promising directions
for future optimization research. Finally, by releasing our code and making all
experiments fully reproducible, we hope our efforts can help the development and
rigorous benchmarking of future methods.

1 Introduction

Over the past five years, Large Language Models (LLMs) [15} 159} 122} 48] have shown growth in
performance and size, demonstrating proficiency in various downstream tasks [80, [7}85]. The success
of LLM pretraining hinges on three key pillars: high-quality data [65] 44], architectural innovations
[31,115], and scalable optimization techniques.

Among these, the choice of optimizer has remained notably consistent in recent years, with Adam (W)
[38,150] dominating deep learning for nearly a decade. However, recent advances [33} 147, 184, 162}
66!, [17]] challenge this status quo, offering alternatives that surpass AdamW in speed, communication
efficiency [1] or final downstream performance on various benchmarks [12} 37], particularly for
autoregressive language modeling [70]. Despite these innovations, current benchmarks and ablation
studies [96 34] remain narrow in scope, often examining only isolated aspects of optimizer design.
This lack of systematic comparison makes it difficult to obtain trustworthy insights for practitioners,
or identify the next promising research directions.

In this work, our goal to revisit the problem of benchmarking optimizers for LLM pretraining.
We do so through standardized experiments which vary important parameters such as batch size,
model size, and the number of training iterations. This allows us to formulate an up-to-date list of
best-performing methods for the community of researchers and practitioners. We demonstrate the
efficiency of each considered method through careful tuning, and present insightful ablations along
the way. Furthermore, we provide a set of best practices for LLM pretraining that are applicable
regardless of the optimizer chosen.

‘We summarize our contributions as follows:
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(Contribution 1) We conduct the first large-scale, controlled benchmark of 11 different optimization
methods across diverse LLM training scenarios. A fair comparison is ensured by precise accounting
for compute costs, and extensive hyperparameter tuning. We identify optimal optimizer choices in
several relevant training regimes, for both dense and MoE architectures.

(Contribution 2) We perform comprehensive ablations of critical training hyperparameters—
including warmup duration, initialization schemes, gradient clipping, final learning rates, and learning
rate scheduler choices—providing actionable insights for optimizing LLM training in practice.

(Contribution 3) We open-source our full benchmarking toolkit, including training scripts, evaluation
pipelines, and hyperparameter configurations, to enable reproducible research and facilitate future
optimizer development.

For practitioners, our work provides an evidence-

based answer to the burning question: “Is Adam still
the most effective optimizer in the age of LLMs, or
can we achieve better performance at scale with
novel optimizers?”. For researchers, our work de-
livers a unified benchmarking framework for LLM
pretraining, along with extensive ablation studies
which systematically evaluate both popular and over-
looked optimizer designs—revealing previously un- 28
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explored tradeoffs between efficiency, stability, and 8 16 18
final model performance. Overall, our findings not Tokens (B)

only challenge long-held assumptions about opti- ix ——DMuon ——NARS —— ADCPT
mizer selection but also establish a foundation for

future advances in large-scale model training. By Figure 1: A comparison of leading optimiz-
bridging the gap between theoretical innovation and ~ €rs, for training a 720M parameter LLM.
practical deployment, this work aims to accelerate

progress in both research and industry applications

of LLM training.

2 Background & Related Work

Optimizers. While computer vision models often show comparable performance between SGD [72]]
and AdamW [94]], the landscape differs dramatically in LLM training. Recent work [95] demon-
strates that adaptive methods like AdamW provide substantially better optimization characteristics
for transformer-based language models. The question of why AdamW works so well has been a
long-standing topic of research [2} 160} 93,43, 41]. Modern methods often inherit AdamW’s core ideas
in their structure, such as ADOPT [83]] and AdEMAMix [[62]]. ADOPT has been motivated by solving
long-standing convergence issues in AdamW. By normalizing the second-order moment prior to the
momentum update, they eliminate the non-convergence issues of AdamW on smooth non-convex
functions. Meanwhile AAdEMAMix extends AdamW with an additional slower momentum buffer, i.e. a
slower exponential moving average (EMA), which allows the use of much larger momentum values,
accelerating convergence.

One interpretation of AdamW’s effectiveness lies in its sign-based update [42]: without the exponential
moving average (EMA), AdamW resembles signSGD [6]. Recent work [96, |36] has shown that
Signum (signSGD with momentum), can perform comparably to AdamW. Earlier, the community also
discussed Lion [9], a method with a similar sign-based structure. Signum and Lion offer memory
benefits due to the use of only a single instead of Adam’s two buffers for optimizer states.

Another family of methods stems from AdamW’s approximate second-order structure, where the
diagonal of the Fisher information matrix or other preconditioning approaches [52, 24]] are used as
the second moment estimate. This idea has given rise to Sophia [46], SOAP [84], and, to some extent,
Muon [33].

The parameter-free concept [61] has led to the development of Schedule-Free AdamW
(SF-AdamW) [17] and Prodigy [54]]. These optimizers do not require a decreasing learning rate
schedule, making them relevant for continual training. Last but not least, MARS [88]], builds upon this
line of research and incorporates a variance reduction mechanism in its update rule.



88
89
90
91
92
93
94
95
96

97
98
99

100
101
102

103

104
105

106
107
108
109
110

111
112
113
114
115
116
117
118
119
120
121
122
123
124

125
126
127
128

129
130
131
132
133
134
135
136
137
138
139

Benchmarks. To a large extent, the benchmarking setup determines the final conclusions. Some
benchmarks are designed for short speedruns in terms of training or validation loss [32], while
others focus on a downstream target metric after training [96, |12} [76]. Methods that perform well
in short speedruns might not be optimal for longer training horizons as in real LLM training runs
(see Figure [3). “But what constitutes a sufficiently long horizon?” ”What should be the compute
budget for LLM training?”” These are questions explored by scaling laws [35]]. Early benchmarks
for optimizers and other ablation studies often rely on Chinchilla scaling laws [26] with a ratio of
roughly 20 tokens per parameter (TPR) needed for pretraining. However, recent research [69, [74]
argues that this is far from sufficient for production-ready models.

Another important issue is the choice of loss function. Recent setups have been using an auxiliary
z-loss [86, [11] in addition to cross-entropy, which requires further investigation. We believe this
choice is influenced by the use of the OLMo [58]] codebase, which we also address in our work.

Additionally, we found that previous setups for comparing optimizers do not align with recent best
practices regarding weight decay, learning rate decay, and overall hyperparameter tuning. All of these
questions are revisited in our work.

3 Experimental Setup

Notations. We use the following notations. Let «y be the learning rate, A the weight decay coefficient,
and 7 the total number of iterations. Momentum-related parameters are represented by the symbol 5.

Models & Data. For most experiments, we use a Llama-like transformer 48] architecture, including
SwiGLU activations [77], RMSNorm [91], and RoPE embeddings [81]. We experiment with four
sizes of models: 124M, 210M, 583M, 720M. We train on a 100B token subset of FineWeb [64]).
It consists of a cleaned and deduplicated corpus for LLM pretraining, which we tokenize using the
GPT-2 tokenizer prior to splitting into train and validation sequences. MoE setup described in

Iterations & Batch size. Throughout our experiments, we use a sequence length of 512 tokens. For
clarity, we often report the batch size in tokens by writing Batch size x sequence length. For the 124M
model, we use batch sizes of 32 x 512 = 16k, 256 x 512 = 131k, and 512 x 512 = 262k tokens;
for the 210M model, we use a batch size of 256 x 512 = 131k; and for 583M model, we leverage
the batch sizes of 1024 x 512 = 524k and 3936 x 512 = 2M tokens. Depending on the model size,
we vary the number of iterations — also measured in tokens for compatibility with scaling laws and
to accommodate different batch size settings. We train 124M and 210M models for equal durations
of {1,2.1,4.2,6.3,8.4,16.8}B tokens. This corresponds to T' € {64,128, 256,384,512,1024}k
iterations for a batch size of 32, and T' € {8, 16, 32,48, 64, 128}k iterations for a batch size of 256.
For 583M models, we train on {13, 32} B tokens, corresponding to 7' € {6.5, 16}k iterations, resp.
T € {25,61.5}k iterations, for a batch size of 3936, resp. 1024. In the setup with 720M model,
we have T' € {8, 16,48}k iterations for a batch size of 1M tokens. Thus, for all model scales,
we include both Chinchilla optimal lengths of training and beyond. More details are available in

Appendix

Loss. We train using the classical cross-entropy next token prediction loss. Some prior works
introducing optimizers use a z-loss in addition to cross-entropy [30, (11} 86} 84, 96]. We found that
this has little impact and, therefore, do not use z-loss. An ablation showing results with and without
z-loss is in the appendix.

Hyperparameter Tuning. Training LLMs is a computationally intensive task. As a guidance,
practitioners often rely on insights gathered at lower scales, scaling laws, and other rules [87, [18].
It is also commonplace to run experiments for only a shorter duration of training, as a way to test
certain hyperparameters prior to extending the training horizon to more iterations. Because a full
grid search over every hyperparameter, for each setting and optimizer, would be too costly, we
resort to a similar approach. More precisely, for each model size, batch size, and optimizer, we tune
optimization hyperparameters extensively for a number of training tokens which is near-Chinchilla
optimal. We then keep those hyperparameters when we increase the number of iterations. While we
found that the sensitivity to several hyperparameters can change as we increase the training horizon,
we found this approach simple and yet effective. The hyperparameters being considered depend on the
optimizer. We proceeded from small to large model scale, and used insights gathered at smaller scales

"https://huggingface.co/datasets/HuggingFaceFW/fineweb
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to guide the hyperparameter search at larger scales. Our hyperparameter sweeps are summarized in
Appendix D, We present the clarifications regarding the connection between the number of iterations
and tokens for different batch size settings as well as the Chinchilla optimal length of training for
our models in Tables E and E As learning rate schedulers, we compare cosine [49]], linear and
warmup-stable-decay (WSD) [27, 190, 28]. Unless specified, we use a cosine scheduler. Results with
WSD and linear schedulers are discussed in Section[d] Recent works also emphasize the importance
of sufficiently decaying the learning rate [4} |75, 28]. As such, we take care to decay to 0.01 x ~
instead of the often used 0.1 x . To give an idea of how much effort was put into tuning each
method, across all model sizes, batches and iterations, we trained a total of 2400 models, and have
spent roughly 30000 GPU hours.

Optimizers. Here is a list of the optimizers we considered in our work. For each algorithm, we
write in parentheses the optimizer-specific hyperparameters we tuned: AdamW (31, 82), SOAP(f1, 52)
and preconditioning frequency, Lion(fi,[32), MARS(n,[1,02) and Newton-Schulz hyperpa-
rameters, ADOPT (31, B2), Signum(3), Prodigy (531, 32), SF-AdamW (531, 32), Muon(¥*, 3, B1, B2),
Sophia(p, 1, f2), AAEMAMix(S1, B2, B3, @). When an optimizer has several momentum variants
e.g. Nesterov [S7] or Polyak [67], we try both. In addition, we tune the learning rate y extensively
for all methods. We also try different gradient clipping, warmup steps, and weight-decay values. A
summary of the hyperparameters tested and selected for each model size is in Appendix [D] All the
optimizers are described in depth in Appendix [A!

4 Results

We structure our story starting with smaller models and batch sizes, and gradually scaling up to larger
configurations. In some instances, we complement the core benchmarking results with additional
ablations and possible best-practices.

4.1 Benchmarking at Small Scale: Training Models of 124M Parameters

Using “small” batches. We first report results when using batches of 32 x 512 tokens in Figure|3.
We tune hyperparameters by training for 2.1B tokens (128k iterations) and then keep those hyperpa-
rameters for all other training durations. The best hyperparameters are reported in Appendix
We observe how, for the smallest number of iterations we considered (1B tokens = 64k), SOAP,
ADOPT and AdEMAMix all outperform AdamW, with SOAP being the best. As we increase the number
of iterations, AdEMAMix takes the lead while AdamW closes the gap with both ADOPT and SOAP. A
sign-based methods such as Lion and Signum are expected to perform poorly when the batch size is
small. Intuitively, this is due to the sign(-) operator being sensitive to gradient noise. As described
in its original paper, MARS also performs poorly when the batch size is small. We found Prodigy,
Muon and SF-AdamW to underperform in this setting compared to AdamW. On this scale, Prodigy
suffers from the lack of bias correction of the learning rate, as well as being sensitive to (81, 32) (see

Figure

Using “large” batches. We now report results when using batches of 256 x 512 tokens — 8%
larger than for our small batch setting. Results in Figure 2[show how Signum, Mars, Lion, Prodigy
greatly benefit from the increased batch size. Remarkably, we observe that the Prodigy method
scales similarly to AdamW. We emphasize the possible community interest in this algorithm as its
EMA Prodigy adaptively emulates the learning rate behaviour. For a small number of iterations
(e.g. T € {8k, 16k} corresponding to 1B and 2B tokens), all methods outperform AdamW except for
SF-AdamW and Sophia. As we increase the number of iterations ADOPT, SOAP, and AdEMAMix take
the lead. In particular, AAEMAMix has a consistent lead over other methods. While we anticipated—in
accordance with Vyas et al.[84]—that SOAP would greatly benefit from the larger batch size, its
behavior remains relatively consistent compared to our previous small batch setting.

Stability across training horizons. As mentioned in Section|[3, we tune hyperparameters training
on 2.1B tokens and keep those hyperparameters when extending the training horizon. In Figure[3
we study whether it is possible to find better parameters for AdamW, SOAP, and AJEMAMix. When
training on 16.8B tokens, we see it is beneficial to increase the 33 from 0.999 to 0.9999. Without this
improvement, SOAP ends up matching the performances of AdEMAMix when extending the training
horizon further to 33.6B tokens (= 256k iterations). In our experiments, 53 = 0.999 is only better
than 83 = 0.9999 when the number of training iterations is less than 32k. This matches observation
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(a) Batch size 32 x 512 tokens. (b) Batch size 256 x 512 tokens.

Figure 2: Ranking of optimizers for 124M models with small and large batch sizes. In both
(a) and (b), we show the final validation loss for different training durations, corresponding to
different numbers of tokens. Above each token number, we write the number of training iterations
corresponding. In (a), we use a “small” batch size of 32 x 512 tokens. In (b), we use a larger batch
size of 256 x 512 tokens.

from [62], which recommends reducing 83 when training for fewer iterations. We also test whether
the learning rate y changes as we increase the number of tokens/iterations. In Figure[5, we run a
sweep over v when training for 16.8B tokens. While for most methods, the best v obtained in the
previous sweep remains optimal, this is not the case for SOAP and SF-AdamW, which can benefit from
a larger v = 0.002.

WSD vs. cosine & linear ~y-schedulers. Learning rate schedulers received a lot of attention recently
[79.128]. We conducted a series of experiments comparing WSD [27,190] and linear with cosine [49]
learning rate schedulers. Surprisingly, the performance gap between these two schedulers observed
in Figure @ is often signiﬁcan for benchmarking optimizers. Consequently, we decided to adopt
the cosine scheduler for all further experiments.

Decaying ~ sufficiently. In Figure 8| we show the impact of decaying more or less the learning rate
7). From = 10~ we train models using cosine decay down to e € {107%,1072,...,107°}.
We found that decaying the learning rate sufficiently matters. In particular, the often use rule
consisting in decaying to 0.1 x ~y is suboptimal. This agrees with the recent works [28, [75] |4].
Building on this findings, we consistently use cosine decay down to 0.01 x ~.

Takeaway 1. After the experiment in the small-batch setting, we conclude that: (i) AAEMAMix
scales in the best manner with the number of iterations, SOAP underperforms AdamW when the
length of training increases. ADOPT and Prodigy show almost equal performance across all
training durations. Sign-based methods, predictably, underperform when the batch size is small,
but what is interesting, is that Sophia diverges at all, even if trains with sufficiently small learning
rate.

Increasing the batch size further. We also run an experiment with batches of 512 x 512 = 262k
tokens, training for 64k iterations. Results in Figure[3 show mostly consistent results. Noticeably
MARS becomes the second best performing method behind AdEMAMizx, followed closely by Prodigy,
Lion, and SOAP. Interestingly, Signum performs comparably to AdamW.

Takeaway 2. Taking into consideration large batch size setting, we found that many methods,
once properly tuned, can show a remarkable performance compared to AdamW and also outperform
it.

Weight decay ablation. As recent frameworks for LLM pretraining or ablation studies omit weight
decay as a default non-zero hyperparameter, some setups even mislead by not incorporating weight
decay in their experiments. In this work, we demonstrate the importance of weight decay and its
impact across different optimizers. Surprisingly, increasing weight decay while keeping the learning

2We emphasize that the difference between the two schedulers is generally less than 5% of the total compute
spent. However, this still represents a significant gap in our benchmarking setup, e.g., SF-AdamW may outperform
AdamW in some settings (see Figure[23).
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Figure 3: Our results demonstrate that (a): scaling the batch size significantly improves MARS,
Signum, Lion and Prodigy making them as good as AdamW even for a long training for 16.8B tokens.
Which was not the case in Figure 2] (b), where we still observed a significant gap in performance; and
(b): indeed, with scaling of the number of iterations, the gap between SOAP and AdEMAMix narrow
and, finally, increases. But, on the other hand, with increase of the AdEMAMix (33 parameter, the
performance gap with SOAP reappears.

rate constant proves to be an effective technique for training on shorter horizons. This approach is
so effective that methods like Signum and Lion with high weight decay significantly outperform
AdamW without weight decay (see Figure ). Implementation details also warrant attention. Coupled
weight decay is still used in some settings, including the PyTorch [63] optimizer implementations.
Notably, the popular implementation of Signum becomes ineffective when weight decay is applied.
Highlighting this oversight for the community, we contribute by demonstrating our implementation
of Signum (Algorithm [6) with decoupled weight decay. The influence of weight decay on model
weights is intriguing. As is known, model weights typically grow during training, but weight decay,
by modifying the optimized function, significantly reduces the growth of the model’s parameter norm.
Such ablations of weight decay are also of interest to the community [[13}40].

Regarding the ablation of weight decay for optimizers, we again select the best setup for each and
conduct a sweep over weight decay values. Our results are presented in Figure 4 and in Figure 21]

g 37 —— AdanV 2 —— AdamW U — Adamw

S 36 Adani, wd 0.5 S 36 —— Adami,nowd E o | — Adaai,nowd

g 55 =T Signum, wd0.5 g s —— Aden¥,wd0.5 > —— Adami, wd 0.5

k=] Lion, wd0.5 Z 2 1210

=RV =R 3

= —_ \ = S

= 33 = 3 33 = o

= T =

3. T 32 —
210
121 42 63 84 165 121 42 63 84 165 121 42 63 s4 165

Tokens (B) Tokens (B) Tokens (B)
(a) (b) (©

Figure 4: Larger weight decay achieves significantly better results when training on fewer
tokens. In (a) we observe that runs of AdamW, Signum, and Lion with the large weight decay of
0.5 consistently outperform the baseline AdamW with weight decay of 0.1 for all training durations
except for the last one. Notably, Signum and Lion with large weight decay perform even better than
AdamW with the same learning rate. In (b), we also consider a setting without weight decay. We
observe that this is suboptimal not only for AdamW, but also for the majority of other optimizers (see
Appendix [E.2), while the typical weight decay of 0.1 remains the best for large training durations.
Importantly, in (c), we ablate the impact od weight decay on the model’s /5 norm.

With our weight decay ablation, we are ready to provide one more insight.

Takeaway 3. The use of weight decay, particularly a large decoupled weight decay term, can
significantly impact the final loss value and optimizer behavior. However, for extended training
horizons, a moderate, non-zero weight decay proves to be a robust option.

Learning rate sensitivity. Since we tune optimizers at a smaller scale and then extrapolate, we
pose the question whether the best learning rate we have found so far transfers to the larger training
duration. To verify this, we run 124M model on 16.8B tokens in 256 x 512 batch size setting,
sweeping the learning rate across five typical values: {le™*,3e™*,5¢7% 1e73,2¢72}. The best
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learning rate for each method at the moment of hyperparameter tuning on near Chinchilla-optimal
2.1B training duration we report in Appendix[D.I} A summary of our results for larger number of
tokens is provided in Figure [5]and detailed results of the sweep are presented in Appendix

2 Trained on 16.8B tokens (124M) @ Trained on 16.8B tokens (124M)
) T Q
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Learning Rate Learning Rate
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Figure 5: Optimal learning rate stability across optimizers. The optimal learning rate determined
during tuning on 2.1B tokens remains consistent after a learning rate sweep on 16.8B tokens for
most optimizers. In (a), we observe that sign-based methods and similar to them Sophia diverge with
increasing learning rate. Interestingly, in (b), SF-AdamW and SOAP demonstrate the best performance
with a large learning rate of 0.002. In our work, we further show that it is possible to increase the
learning rate even more for such methods.

Warmup ablation. Another important ingredient of the pretraining is learning-rate warmup in
the initial phase of training. Recent studies have explored the necessity of warmup in modern
deep learning, with some investigating its elimination [39] and others ablating it to improve model
performance and stability [92]]. We focus on the latter, examining how warmup affects optimizer
setup and whether it can significantly enhance performance. For each optimizer’s best configuration,
we vary warmup across three values: {0.27,1,4.2}B tokens, which corresponds to {2, 8,32}k
iterations. Our choice of the largest warmup value is inspired by [92]]. We describe this experiment in
Appendix [E:2] Mainly, we observe that Signum and SF-AdamW perform better with a larger warmup
of 8k steps when training on 16.8B tokens. We also ablate the claim from that a warmup of 25%
of the Chinchilla optimal duration is the best. However, our findings contradict this assertion (see
Figure[I8). We show that a moderate values of the warmup, generally, is better, however, different
optimizers could prefer different number of warmup steps. As such, SF-AdamW, Sophia, Signum
prefer larger warmup, which is clearly depicted in Figure [f]

Batch Size 256 (124M, Trained on 16.8B Tokens)

M AcEMAMix [N ADOPT MMMl Prodigy [N Signum - uon
[ soaP BN AdamW SN MARS B SF-AdamW MMM Sophia

0.27B 1B 12B
Warmup Tokens (B)

Figure 6: Warmup ablation. We report the final validation loss on the FineWeb dataset for 124M
model trained on the batch size of 256. We sweep over the batch sizes of {1.56%, 6.25%, 25%} of
the length of training, which corresponds to {2000, 8000, 32000 }k iterations, respectively.

Cosine vs WSD. At the outset of our study, we indicated a preference for the cosine scheduler
over WSD. In this section, we provide a more detailed ablation of this choice. Having optimally
tuned the cosine scheduler for each optimizer, we replicate the setup of [28]], which allows us to
avoid adjusting additional hyperparameters. Our findings, which demonstrate the superiority of the
cosine scheduler across various optimization methods, are presented in Figure[7] and in the Appendix
Figures [23/and[24. These results not only validate our initial preference but also provide insights
into the interaction between learning rate schedules and different optimizers in large-scale language
model training.
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Figure 7: Comparisons between WSD and cosine scheduler. Notably, WSD and cosine scheduler
behave differently with respect to optimizer. In (a), the Muon optimizer shows a preference for WSD
across most training durations. Sophia exhibits an almost perfect match between both schedulers.
However, for AdamW, along with the majority of other optimizers studied (see Figure 24), we get
a better performance with cosine. We also report a detailed comparison with linear scheduler in

Appendix [E.2}

4.2 Benchmarking at medium scale: Training Models of 210M Parameters

In this section, we verify if our selected hyperparameters from smaller 124IM allow accurate transfer
to a slightly larger model. We point out that the most important hyperparameters to be sweeped are
learning rate and gradient clipping. Regarding the learning rate, we observe that it only becomes a
sensitive choice for sign-based methods, while the optimal hyperparameters for AdamW remain the
same.

Results with a batch size of 256 x 512. Results provided in the Appendix in Figure[20|are consistent
with those obtained training 124M models with large batches.

Cosine Decay (Adamil, 210M. max LR 10~%) Linear Decay (Adami, 210M, max LR 10~%) ; WSD Decay (Adami, 210M, max LR 5x 10"*)

Final Validatio

10 10 10 5x10° 5x10° 5x107  5x10°%  5x100 5x1070

10 10" 10 10 10°° 10
Final Learning Rate Final Learning Rate

10 10 10 10
Final Learning Rate

(a) (b) ()

Figure 8: Decaying the learning rate down to 0.01 X ~,, .. and beyond, instead of only to 10%
We observe a common pattern for different schedulers that decreasing the learning rate to moderate
10~2 value is a better choice than decreasing it down to zero. Interestingly, the linear learning rate
scheduler for models at a given scale, requires 0.001 X Vmax-
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Figure 9: Wall-clock time comparison. After conducting experiments for 124M and 210M models,
we are ready to present the wall-time comparison for each methods. For this purposes, we use a single
GPU, and run each optimizer for 100 iterations on a small batch size without gradient accumulation
and torch.compile. We report the wall-clock time per 100 iterations. We observe that all methods
take the roughly the same time or very close time to complete 100 iterations, with the exception of
Muon and SOAP. In addition, we point out that SOAP’s runtime exhibits a non-linear dependence on
the model size, due to its preconditioner matrices operations which are fast only for certain matrices
smaller than a predefined size.

4.3 Scaling Up: Benchmarking models of 583M and 720M Parameters

We pick three methods: AdamW, SOAP, and AJEMAMix, and run experiments with a larger model
of 583M parameters, and a large batch size of 2M tokens. The goal being to get closer to one of the
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settings described in [84]]. We train for 6500 and 16000 iterations, corresponding to 13B and 32B
tokens respectively.

Comparison between our setting and [84]. We found several key differences between our codebase
and [84]: (i) we decay the learning rate to 0.01 x «y instead of 0.1 x ~y, with y being the maximum
learning rate, (ii) we use typical weight decay values of e.g. 0.1 instead of smaller values such as 0.01
or 0.0001, (iii) we do not use a z-loss in addition to ours. It has been shown recently that properly
decaying the learning rate has an important effect on the optimization [4]]. We run an ablation to
compare both settings and conclude that removing the z-loss and increasing the weight decay to 0.1
improves the results. Results further improve when the learning rate is decayed more. This ablation
is shown in Figure 8]
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Figure 10: Results for the 583M model. On the left, we show our results when training for 6500
iterations. In this setting, AdamW gives best results, followed by AAEMAMIix and then SOAP. This
is surprising as it conflicts with findings from [84]. Those results are partly reconciled with the figure
on the right. And we see that the difference in performance between models trained with and without
the z-loss regularizer is quite minor.

5 Extension to MoEs

Setup & Comparison. Besides training dense Llama-like transformers, we also conver a com-
parison for MoE architectures [78]]. Our variant of MoE is based on the Switch-Transformer im-
plementation [20]. We use a classical linear gating with softmax and top-k routing (k = 2) and 8
experts. The activation functions remains the same as for the dense base model from Section 3] Such
a configuration of the MoE model gives us approximately 520M parameters. We cover additional
details in Appendix In this setting we train with a batch size of 256 x 512 for T' € {42,336}k
iterations. Again we cover both a Chinchilla-optimal horizon and the beyond. We summarize the
results in the following Table [T]

Opt. 42k | 336k Opt. 42k | 336k
AdEMAMix | 22.37 | 18.47 Lion 2320 | 18.87
D-Muon | 22.67 | 18.51 Signum | 23.31 | 19.09
ADOPT 2270 | 18.58 SF-AdamW | 23.34 | 19.13
AdamW 22.85 | 18.69 Sophia | 23.41 | 19.22
Prodigy | 22.82 | 18.78 MARS 2273 | 19.33

Table 1: Final validation perplexity for MoE training (/).

6 Discussion

Our advices on tuning each method. Overall, we validate the already widely used hyperparameters
of A = 0.1 and Tyarmup ~ 2k. For Lion—as mentioned in [9]—we find that the best value for 8;
is consistently 0.99. The mechanism for Lion seems similar to AdEMAMix, one can imagine that
Lion could be better with larger 31, which would require schedulers. We also pose an interesting
observation toward Prodigy: while it may not be so efficient with a super small batch sizes, with
scaling of the model size and the batch size it becomes almost as competitive as AdamW. Importantly,
Muon and D-Muon performed poorly at a small scale with relatively small batch sizes (32, 256),
however, as we see in Figure[]]
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Answer: [Yes]

Justification: the contribution of this paper is described accurately in the abstract and
introduction.

Guidelines:

* The answer NA means that the abstract and introduction do not include the claims
made in the paper.

* The abstract and/or introduction should clearly state the claims made, including the
contributions made in the paper and important assumptions and limitations. A No or
NA answer to this question will not be perceived well by the reviewers.

* The claims made should match theoretical and experimental results, and reflect how
much the results can be expected to generalize to other settings.

* It is fine to include aspirational goals as motivation as long as it is clear that these goals
are not attained by the paper.

. Limitations

Question: Does the paper discuss the limitations of the work performed by the authors?
Answer: [Yes]

Justification: we discuss a limitations and mention experiments we have not tried to run
Guidelines:

* The answer NA means that the paper has no limitation while the answer No means that
the paper has limitations, but those are not discussed in the paper.

* The authors are encouraged to create a separate "Limitations" section in their paper.

* The paper should point out any strong assumptions and how robust the results are to
violations of these assumptions (e.g., independence assumptions, noiseless settings,
model well-specification, asymptotic approximations only holding locally). The authors
should reflect on how these assumptions might be violated in practice and what the
implications would be.

* The authors should reflect on the scope of the claims made, e.g., if the approach was
only tested on a few datasets or with a few runs. In general, empirical results often
depend on implicit assumptions, which should be articulated.

* The authors should reflect on the factors that influence the performance of the approach.
For example, a facial recognition algorithm may perform poorly when image resolution
is low or images are taken in low lighting. Or a speech-to-text system might not be
used reliably to provide closed captions for online lectures because it fails to handle
technical jargon.

* The authors should discuss the computational efficiency of the proposed algorithms
and how they scale with dataset size.

* If applicable, the authors should discuss possible limitations of their approach to
address problems of privacy and fairness.

* While the authors might fear that complete honesty about limitations might be used by
reviewers as grounds for rejection, a worse outcome might be that reviewers discover
limitations that aren’t acknowledged in the paper. The authors should use their best
judgment and recognize that individual actions in favor of transparency play an impor-
tant role in developing norms that preserve the integrity of the community. Reviewers
will be specifically instructed to not penalize honesty concerning limitations.

3. Theory assumptions and proofs

Question: For each theoretical result, does the paper provide the full set of assumptions and
a complete (and correct) proof?

Answer: [NA]
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Justification: this is not a theoretical work
Guidelines:

» The answer NA means that the paper does not include theoretical results.

 All the theorems, formulas, and proofs in the paper should be numbered and cross-
referenced.

* All assumptions should be clearly stated or referenced in the statement of any theorems.

* The proofs can either appear in the main paper or the supplemental material, but if
they appear in the supplemental material, the authors are encouraged to provide a short
proof sketch to provide intuition.

* Inversely, any informal proof provided in the core of the paper should be complemented
by formal proofs provided in appendix or supplemental material.

e Theorems and Lemmas that the proof relies upon should be properly referenced.

4. Experimental result reproducibility

Question: Does the paper fully disclose all the information needed to reproduce the main ex-
perimental results of the paper to the extent that it affects the main claims and/or conclusions
of the paper (regardless of whether the code and data are provided or not)?

Answer: [Yes]
Justification: we open-source our code
Guidelines:

* The answer NA means that the paper does not include experiments.

* If the paper includes experiments, a No answer to this question will not be perceived
well by the reviewers: Making the paper reproducible is important, regardless of
whether the code and data are provided or not.

If the contribution is a dataset and/or model, the authors should describe the steps taken
to make their results reproducible or verifiable.

Depending on the contribution, reproducibility can be accomplished in various ways.
For example, if the contribution is a novel architecture, describing the architecture fully
might suffice, or if the contribution is a specific model and empirical evaluation, it may
be necessary to either make it possible for others to replicate the model with the same
dataset, or provide access to the model. In general. releasing code and data is often
one good way to accomplish this, but reproducibility can also be provided via detailed
instructions for how to replicate the results, access to a hosted model (e.g., in the case
of a large language model), releasing of a model checkpoint, or other means that are
appropriate to the research performed.

While NeurIPS does not require releasing code, the conference does require all submis-

sions to provide some reasonable avenue for reproducibility, which may depend on the

nature of the contribution. For example

(a) If the contribution is primarily a new algorithm, the paper should make it clear how
to reproduce that algorithm.

(b) If the contribution is primarily a new model architecture, the paper should describe
the architecture clearly and fully.

(c) If the contribution is a new model (e.g., a large language model), then there should
either be a way to access this model for reproducing the results or a way to reproduce
the model (e.g., with an open-source dataset or instructions for how to construct
the dataset).

(d) We recognize that reproducibility may be tricky in some cases, in which case
authors are welcome to describe the particular way they provide for reproducibility.
In the case of closed-source models, it may be that access to the model is limited in
some way (e.g., to registered users), but it should be possible for other researchers
to have some path to reproducing or verifying the results.

5. Open access to data and code

Question: Does the paper provide open access to the data and code, with sufficient instruc-
tions to faithfully reproduce the main experimental results, as described in supplemental
material?
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Answer: [Yes]
Justification: we provide our code and the datasets are mentioned clearly
Guidelines:

* The answer NA means that paper does not include experiments requiring code.

* Please see the NeurIPS code and data submission guidelines (https://nips.cc/
public/guides/CodeSubmissionPolicy) for more details.

* While we encourage the release of code and data, we understand that this might not be
possible, so “No” is an acceptable answer. Papers cannot be rejected simply for not
including code, unless this is central to the contribution (e.g., for a new open-source
benchmark).

* The instructions should contain the exact command and environment needed to run to
reproduce the results. See the NeurIPS code and data submission guidelines (https
//nips.cc/public/guides/CodeSubmissionPolicy) for more details.

* The authors should provide instructions on data access and preparation, including how
to access the raw data, preprocessed data, intermediate data, and generated data, etc.

* The authors should provide scripts to reproduce all experimental results for the new
proposed method and baselines. If only a subset of experiments are reproducible, they
should state which ones are omitted from the script and why.

* At submission time, to preserve anonymity, the authors should release anonymized
versions (if applicable).

* Providing as much information as possible in supplemental material (appended to the
paper) is recommended, but including URLSs to data and code is permitted.

6. Experimental setting/details

Question: Does the paper specify all the training and test details (e.g., data splits, hyper-
parameters, how they were chosen, type of optimizer, etc.) necessary to understand the
results?

Answer: [Yes]
Justification: we specify all of the important hyperparameters as well as hyperparameter
tuning.
Guidelines:
* The answer NA means that the paper does not include experiments.
* The experimental setting should be presented in the core of the paper to a level of detail
that is necessary to appreciate the results and make sense of them.
* The full details can be provided either with the code, in appendix, or as supplemental
material.

. Experiment statistical significance

Question: Does the paper report error bars suitably and correctly defined or other appropriate
information about the statistical significance of the experiments?

Answer:

Justification: in our large-scale experiments we could not affort so. and we are running all
of the experiment with the same seed for generation data splits, etc.

Guidelines:

* The answer NA means that the paper does not include experiments.

* The authors should answer "Yes" if the results are accompanied by error bars, confi-
dence intervals, or statistical significance tests, at least for the experiments that support
the main claims of the paper.

* The factors of variability that the error bars are capturing should be clearly stated (for
example, train/test split, initialization, random drawing of some parameter, or overall
run with given experimental conditions).

* The method for calculating the error bars should be explained (closed form formula,
call to a library function, bootstrap, etc.)

* The assumptions made should be given (e.g., Normally distributed errors).
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10.

« It should be clear whether the error bar is the standard deviation or the standard error
of the mean.

It is OK to report 1-sigma error bars, but one should state it. The authors should
preferably report a 2-sigma error bar than state that they have a 96% CI, if the hypothesis
of Normality of errors is not verified.

» For asymmetric distributions, the authors should be careful not to show in tables or
figures symmetric error bars that would yield results that are out of range (e.g. negative
error rates).

* If error bars are reported in tables or plots, The authors should explain in the text how
they were calculated and reference the corresponding figures or tables in the text.
Experiments compute resources

Question: For each experiment, does the paper provide sufficient information on the com-
puter resources (type of compute workers, memory, time of execution) needed to reproduce
the experiments?

Answer: [Yes]
Justification: we provide this in Appendix
Guidelines:

* The answer NA means that the paper does not include experiments.

 The paper should indicate the type of compute workers CPU or GPU, internal cluster,
or cloud provider, including relevant memory and storage.

* The paper should provide the amount of compute required for each of the individual
experimental runs as well as estimate the total compute.

* The paper should disclose whether the full research project required more compute

than the experiments reported in the paper (e.g., preliminary or failed experiments that
didn’t make it into the paper).

. Code of ethics

Question: Does the research conducted in the paper conform, in every respect, with the
NeurIPS Code of Ethics https://neurips.cc/public/EthicsGuidelines]?

Answer: [Yes]
Justification: this paper is consistent with NeurIPS Code of Ethics.
Guidelines:

¢ The answer NA means that the authors have not reviewed the NeurIPS Code of Ethics.

* If the authors answer No, they should explain the special circumstances that require a
deviation from the Code of Ethics.

* The authors should make sure to preserve anonymity (e.g., if there is a special consid-
eration due to laws or regulations in their jurisdiction).
Broader impacts

Question: Does the paper discuss both potential positive societal impacts and negative
societal impacts of the work performed?

Answer: [NA]
Justification: there is no societal impact of the work performed.
Guidelines:

» The answer NA means that there is no societal impact of the work performed.

* If the authors answer NA or No, they should explain why their work has no societal
impact or why the paper does not address societal impact.

» Examples of negative societal impacts include potential malicious or unintended uses
(e.g., disinformation, generating fake profiles, surveillance), fairness considerations
(e.g., deployment of technologies that could make decisions that unfairly impact specific
groups), privacy considerations, and security considerations.
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11.

12.

» The conference expects that many papers will be foundational research and not tied
to particular applications, let alone deployments. However, if there is a direct path to
any negative applications, the authors should point it out. For example, it is legitimate
to point out that an improvement in the quality of generative models could be used to
generate deepfakes for disinformation. On the other hand, it is not needed to point out
that a generic algorithm for optimizing neural networks could enable people to train
models that generate Deepfakes faster.

* The authors should consider possible harms that could arise when the technology is
being used as intended and functioning correctly, harms that could arise when the
technology is being used as intended but gives incorrect results, and harms following
from (intentional or unintentional) misuse of the technology.

* If there are negative societal impacts, the authors could also discuss possible mitigation
strategies (e.g., gated release of models, providing defenses in addition to attacks,
mechanisms for monitoring misuse, mechanisms to monitor how a system learns from
feedback over time, improving the efficiency and accessibility of ML).

Safeguards

Question: Does the paper describe safeguards that have been put in place for responsible
release of data or models that have a high risk for misuse (e.g., pretrained language models,
image generators, or scraped datasets)?

Answer: [NA]
Justification: the paper poses no such risks.
Guidelines:

» The answer NA means that the paper poses no such risks.

* Released models that have a high risk for misuse or dual-use should be released with
necessary safeguards to allow for controlled use of the model, for example by requiring
that users adhere to usage guidelines or restrictions to access the model or implementing
safety filters.

 Datasets that have been scraped from the Internet could pose safety risks. The authors
should describe how they avoided releasing unsafe images.

* We recognize that providing effective safeguards is challenging, and many papers do
not require this, but we encourage authors to take this into account and make a best
faith effort.

Licenses for existing assets

Question: Are the creators or original owners of assets (e.g., code, data, models), used in
the paper, properly credited and are the license and terms of use explicitly mentioned and
properly respected?

Answer: [Yes]
Justification: we cite them and respect, see Sections and
Guidelines:

* The answer NA means that the paper does not use existing assets.
* The authors should cite the original paper that produced the code package or dataset.

 The authors should state which version of the asset is used and, if possible, include a
URL.

* The name of the license (e.g., CC-BY 4.0) should be included for each asset.

* For scraped data from a particular source (e.g., website), the copyright and terms of
service of that source should be provided.

 If assets are released, the license, copyright information, and terms of use in the
package should be provided. For popular datasets, paperswithcode.com/datasets
has curated licenses for some datasets. Their licensing guide can help determine the
license of a dataset.

* For existing datasets that are re-packaged, both the original license and the license of
the derived asset (if it has changed) should be provided.
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15.

16.

* If this information is not available online, the authors are encouraged to reach out to
the asset’s creators.

New assets

Question: Are new assets introduced in the paper well documented and is the documentation
provided alongside the assets?

Answer: [NA]
Justification: the paper does not propose new assets.
Guidelines:

* The answer NA means that the paper does not release new assets.

» Researchers should communicate the details of the dataset/code/model as part of their
submissions via structured templates. This includes details about training, license,
limitations, etc.

* The paper should discuss whether and how consent was obtained from people whose
asset is used.

* At submission time, remember to anonymize your assets (if applicable). You can either
create an anonymized URL or include an anonymized zip file.
Crowdsourcing and research with human subjects

Question: For crowdsourcing experiments and research with human subjects, does the paper
include the full text of instructions given to participants and screenshots, if applicable, as
well as details about compensation (if any)?

Answer: [NA]
Justification: our work does not include research with human subjects.
Guidelines:
* The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

* Including this information in the supplemental material is fine, but if the main contribu-
tion of the paper involves human subjects, then as much detail as possible should be
included in the main paper.

* According to the NeurIPS Code of Ethics, workers involved in data collection, curation,
or other labor should be paid at least the minimum wage in the country of the data
collector.

Institutional review board (IRB) approvals or equivalent for research with human
subjects

Question: Does the paper describe potential risks incurred by study participants, whether
such risks were disclosed to the subjects, and whether Institutional Review Board (IRB)
approvals (or an equivalent approval/review based on the requirements of your country or
institution) were obtained?

Answer: [NA]
Justification: our work does not include research with human subjects.
Guidelines:
* The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

* Depending on the country in which research is conducted, IRB approval (or equivalent)
may be required for any human subjects research. If you obtained IRB approval, you
should clearly state this in the paper.

* We recognize that the procedures for this may vary significantly between institutions
and locations, and we expect authors to adhere to the NeurIPS Code of Ethics and the
guidelines for their institution.

* For initial submissions, do not include any information that would break anonymity (if
applicable), such as the institution conducting the review.

Declaration of LLM usage
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Question: Does the paper describe the usage of LLMs if it is an important, original, or
non-standard component of the core methods in this research? Note that if the LLM is used
only for writing, editing, or formatting purposes and does not impact the core methodology,
scientific rigorousness, or originality of the research, declaration is not required.

Answer: [NA]
Justification: the core development of our work does not involve LLMs.
Guidelines:

* The answer NA means that the core method development in this research does not
involve LLMs as any important, original, or non-standard components.

¢ Please refer to our LLM policy (https://neurips.cc/Conferences/2025/LLM)
for what should or should not be described.
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