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Abstract

Iterative retrieval-augmented generation (RAG) enables large language models to
answer complex multi-hop questions, but each additional loop increases latency,
costs, and the risk of introducing distracting evidence, motivating the need for an
efficient stopping strategy. Existing methods either use a predetermined number of
iterations or rely on confidence proxies that poorly reflect whether more retrieval
will actually help. We cast iterative RAG as a finite-horizon Markov decision
process and introduce Stop-RAG, a value-based controller that adaptively decides
when to stop retrieving. Trained with full-width forward-view Q(λ) targets from
complete trajectories, Stop-RAG learns effective stopping policies while remaining
compatible with black-box APIs and existing pipelines. On multi-hop question-
answering benchmarks, Stop-RAG consistently outperforms both fixed-iteration
baselines and prompting-based stopping with LLMs. These results highlight
adaptive stopping as a key missing component in current agentic systems, and
demonstrate that value-based control can improve the accuracy of RAG systems.
Our code is available at https://github.com/chosolbee/Stop-RAG.

1 Introduction

The rise of agentic artificial intelligence (AI) (Sapkota et al., 2025) is rapidly reshaping how large
language models (LLMs) are conceived and deployed. Recent research increasingly views LLMs
not as standalone responders in single-turn interactions, but as components within broader agentic
systems. A central goal in this direction has been to equip LLMs with the ability for multi-turn tool
use, enabling them to iteratively query external resources, call specialized models, and refine their
outputs (Kimi Team, 2025; GLM-4.5 Team, 2025). However, comparatively little attention has been
given to the skill of adaptive decision-making, specifically, the ability to judge when further tool calls
or further generation are unnecessary and the task can be completed with the information already
gathered. This gap highlights a critical yet underexplored dimension in building effective AI systems.

Existing approaches often sidestep this challenge by treating finishing as just another tool call,
expecting large-scale training to implicitly teach models when to stop (Yao et al., 2023; Shinn et al.,
2023; Singh et al., 2025). However, making this decision fundamentally requires the model to
self-reflect and evaluate its own past reasoning trace. As Zhang et al. (2025) observe, most current
agents struggle here, leading to long, inefficient sequences of actions.

The challenge of deciding when to stop becomes even more critical in the context of retrieval-
augmented generation (RAG) (Borgeaud et al., 2022; Izacard et al., 2023; Shi et al., 2024). Recent
RAG systems have also shifted towards employing iterative retrieve-generate loops to solve complex
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questions (Press et al., 2023; Trivedi et al., 2023; Shao et al., 2023). In deployed systems, however,
each additional iteration carries costs—latency, tokens, and the risk of distractors—while benefits
vary across queries, making optimal stopping crucial (Shi et al., 2023; Yoran et al., 2024). Hence,
deciding when to stop these iterations fundamentally shapes system performance in iterative RAG.

However, existing stopping mechanisms in iterative RAG yet face critical limitations. Some ap-
proaches simply rely on LLM’s self-assessment (Trivedi et al., 2023; Li et al., 2025; Yue et al.,
2025) or internal telemetry signals (Jiang et al., 2023; Su et al., 2024), but both have been shown
to be unreliable (Ren et al., 2025; Ni et al., 2024). More sophisticated methods train specialized
modules (Asai et al., 2024; Baek et al., 2025), yet their supervision targets are shaped only to reflect
the expected answer quality if stopped at the current step. This present-focused training can be
misleading: for instance, even if all necessary evidence is already retrieved, the presence of many
irrelevant documents may yield a low score and trigger further retrieval, which only adds more noise
and harms the final answer. Conversely, an apparently confident answer at an early step might tempt
the system to stop, even when continuing would clearly improve completeness.

To address these problems, we reframe iterative RAG as a finite-horizon Markov decision process
(MDP) and train a Q-network using Q(λ), a Q-learning variant with λ-returns. This approach yields
forward-looking estimates of whether continuing retrieval will improve answer quality. By estimating
and comparing both immediate and future gains, our method enables more reliable stopping decisions.
Importantly, this does not require internal telemetry and integrates with existing pipelines, making it
compatible with black-box LLMs and widely deployable as a modular component.

We summarize our contributions as follows:

• We identify the underexplored problem of adaptive stopping in agentic AI, especially within
iterative RAG.

• We propose a novel formulation of iterative RAG as a finite-horizon MDP and train a Q-network
using Q(λ) to provide forward-looking estimates of stopping quality.

• We demonstrate that our approach improves performance on multi-hop question-answering
(QA) benchmarks, while remaining modular and compatible with black-box LLMs and existing
iterative RAG pipelines.

2 Related work

Iterative RAG Iterative RAG systems tackle complex queries requiring multi-step reasoning by
running repeated retrieve-generate loops that incrementally accumulate evidence. Compared to
single-shot retrieval, this paradigm (1) decomposes complex problems into tractable sub-questions,
(2) continuously refines retrieval queries using intermediate hypotheses and findings, and (3) enables
self-correction when early retrievals are insufficient. CoRAG (Wang et al., 2025) explicitly learns
step-wise retrieval via automatically generated intermediate chains, while Iter-RetGen (Shao et al.,
2023) uses prior model outputs to guide subsequent retrieval steps. However, these methods rely
on a fixed number of iterations, which leads to fundamental inefficiencies regarding query-specific
complexity: simple questions may waste computation through unnecessary loops, whereas difficult
ones may halt prematurely before enough evidence is gathered. These limitations motivate adaptive
approaches that dynamically decide when to stop.

Adaptive RAG Adaptive RAG methods address the limitations of fixed iteration budgets by
dynamically determining when to stop the retrieval process based on query-specific characteristics
and intermediate results. Existing approaches in adaptive RAG can be categorized into three main
paradigms based on how they make stopping decisions. Prompting-based methods allow models to
textually decide whether to continue or stop retrieval. IRCoT (Trivedi et al., 2023) and IterDRAG
(Yue et al., 2025) interleave reasoning and retrieval, stopping when a final answer is produced. Search-
o1 (Li et al., 2025) uses special search tokens during reasoning and terminates upon a final answer.
Confidence-based methods leverage uncertainty signals to trigger stopping decisions. FLARE (Jiang
et al., 2023) uses token-level probability thresholds, while DRAGIN (Su et al., 2024) combines
multiple uncertainty measures including entropy and attention weights to determine when retrieval
is necessary. Training-involved methods learn explicit stopping mechanisms. Self-RAG (Asai
et al., 2024) trains a model to generate reflection tokens at each step to guide stopping decisions,
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using data distilled from a larger LLM. Probing-RAG (Baek et al., 2025) trains a prober to score if
future retrieval is necessary, with supervision from binary labels indicating whether the generated
answer at the current step is correct. Adaptive-RAG (Jeong et al., 2024) instead trains a complexity
classifier, but operates only pre-execution and cannot be applied within the iterative loop. Unlike
these methods, our approach does not rely on model-internal or present-focused signals, but instead
provides forward-looking value estimates by framing stopping as a decision in a finite-horizon MDP.

3 Preliminaries

Q-learning In our work, we formulate the iterative RAG setup as a finite-horizon MDP (Sutton
and Barto, 1998) and apply reinforcement learning (RL) to optimize the adaptive retrieval strategy.
An MDP M is defined as a tuple (S,A, r, p) where S is the state space, A is the action space,
r : S×A → R is the reward function, and p : S×A → ∆(S) is the function that maps a state-action
pair to its corresponding transition dynamics distribution. We use the notation p(s′ | s, a) to denote
the probability of transitioning to state s′ when action a is taken in state s. A policy π : S → ∆(A) is
a function that maps a state to a distribution over actions. In value-based RL, specifically Q-learning
(Watkins, 1989; Mnih et al., 2013), we take a two-step approach where we first iteratively approximate
the optimal action-value function

Q∗(st, at) = max
π

Ep,π

[
T−t−1∑
k=0

γkr(st+k, at+k)

∣∣∣∣∣ st, at
]
, (1)

3 then derive a greedy policy π∗(s) = argmaxa Q
∗(s, a). π∗ provably converges to the true optimal

policy under mild assumptions (Watkins and Dayan, 1992; Jaakkola et al., 1994; Tsitsiklis, 1994).

Full-width Q(λ) for finite-horizon MDPs Function approximation-based Q-learning in its most
basic form iteratively performs the following optimization process on an off-policy dataset D:

minimize
θ

E(s,a)∼D

[(
r(s, a) + γEs′∼p(·|s,a)

[
max
a′∈A

[[Qθ(s
′, a′)]]

∣∣∣∣ s, a]︸ ︷︷ ︸
=:Q̂(s,a)

−Qθ(s, a)

)2
]
. (2)

4 As this one-step bootstrap target Q̂ is biased, we can unroll the backup over n steps, reducing bias
at the expense of higher variance. This yields the following recursive definition of the n-step Bellman
optimality backup:

Q̂(0)(s, a) = [[Qθ(s, a)]], (3)

Q̂(n)(s, a) = r(s, a) + γEs′∼p(·|s,a)

[
max
a′∈A

Q̂(n−1)(s′, a′)

∣∣∣∣ s, a]. (n > 0) (4)

Normally, the expectation over s′ and maximization over a′ up to the (n− 1)-th transition are
replaced by sampling and integrated into D. However, if the action space is sufficiently small, at each
data collection step we can instead build a full-width tree over actions (but not over transitions); that
is, at every state we evaluate all possible actions, while state transitions are still obtained by sampling.
This removes variance introduced by action-level sampling. Let s′(s, a) denote the successor state
sampled when taking action a in state s. Then eq. (4) reduces to

Q̂(n)(s, a) = r(s, a) + γmax
a′∈A

Q̂(n−1)(s′(s, a), a′). (n > 0) (5)

Also, we can further relax these targets into a forward-view Q(λ) (Watkins, 1989; Maei and Sutton,
2010; Sutton et al., 2014) target, which is a continuous interpolation between the discrete n-step
targets. Let T the maximum horizon length and t(s) the iteration at which state s occurred. Then the
Q(λ) target can be written as

Q̂λ(s, a) = (1− λ)

T−t(s)−1∑
n=1

λn−1Q̂(n)(s, a) + λT−t(s)−1Q̂(T−t(s))(s, a), (6)

where Q̂(0) and Q̂(n) (n > 0) follow the definitions of eq. (3) and eq. (5). Now we can use Q̂λ as an
alternative to Q̂ in eq. (2). We call this resulting algorithm full-width forward-view Q(λ).

3The subscript p, π is an abbreviation for st+1∼p(· | st, at), at+1∼π(· | st+1), . . . , aT−1∼π(· | sT−1).
4[[·]] denotes the stop-gradient operator.
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(a) Iterative RAG as an MDP (max iterations = 3) (b) CONT in detail

Figure 1: Illustration of the iterative RAG pipeline formulated as a finite-horizon MDP. Blue nodes
denote non-terminal states while red nodes denote terminal states. At each step, the agent can either
STOP (terminate to the absorbing state TERM) or CONT (perform a RAG iteration). In addition, states
that reach the maximum iteration limit are also treated as terminal. A RAG iteration consists of query
generation (qk), retrieval and reranking (dk), and intermediate answer generation (ak). Rewards are
given only at terminal states, reflecting the answer generation quality at that point.

4 Stop-RAG

In this section, we describe Stop-RAG, our value-based approach to decide whether further retrieval
is necessary in an iterative RAG pipeline. We begin by formulating the iterative RAG process as an
MDP, then apply full-width forward-view Q(λ) described in section 3 to derive an effective decision
strategy. Our method naturally leverages offline data collected before training, without requiring
additional online interaction.

4.1 Iterative RAG as an MDP

A typical iterative RAG pipeline can generally be illustrated as follows. Given a question Q0 with
ground-truth answer A0, at each iteration of RAG we repeat a sequence of external interactions:
(1) generate a query qk to perform retrieval; (2) retrieve, rerank, and select relevant documents dk;
(3) generate an intermediate answer ak to the query using the retrieved documents. The process
continues until the agent chooses to stop or reaches the maximum allowed number of iterations, at
which point a final prediction Â0 is produced based on all prior interaction records.

In many implementations, both query generation and intermediate answer generation are performed
through LLM prompting (Wang et al., 2025; Yue et al., 2025), often within a single inference call
(Shao et al., 2023). If the stop decision is also prompt-based, it can likewise be integrated into the
same call (Trivedi et al., 2023; Li et al., 2025).

This procedure can be modeled as a finite-horizon MDP, as illustrated in Figure 1. The set of
prior interaction records at each iteration becomes a state, i.e., the state at the t-th iteration is
{Q0, A0} ∪

⋃t
k=1 {qk,dk, ak}. We have two possible actions: STOP and CONT, which indicate

whether to stop the pipeline or not, respectively. Any execution of STOP deterministically transitions
the system to an absorbing terminal state TERM, while CONT invokes the actual RAG iteration,
stochastically transitioning to the next state. Note that other than TERM, any state that has reached the
maximum allowed number of iterations is also terminal. Rewards are assigned only upon transitions
to terminal states and reflect the quality of answer generation at that state.

4.2 Stop-RAG training

Specialization of Q(λ) to iterative RAG Building on the MDP formulation of iterative RAG, we
now return to the full-width forward-view Q(λ) algorithm described in section 3. In particular, we
specialize eq. (6) to our setting. Since we have a small action space (|A| = 2) and one action (STOP)
deterministically terminates the process, it is both tractable and natural to construct a full-width tree
over actions. We assume no-discounting.
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Let T be the maximum number of iterations. For notational simplicity, denote the initial state
{Q0, A0} as s0, and define subsequent states recursively by

st+1 := s′(st, CONT), t = 0, . . . , T − 1, (7)
under the assumption that the process does not stop prematurely. Note that s′(st, STOP) = TERM
holds deterministically.

We now derive the Q(λ) targets at an arbitrary state st. First, for a = STOP, we have Q̂(n)(st, STOP) =
r(st, STOP) for n = 1, . . . , T − t. Therefore eq. (6) simplifies to

Q̂λ(st, STOP) = r(st, STOP). (8)

Next, for a = CONT, unrolling eqs. (3) and (5) yields

Q̂(n)(st, CONT) = max

[{
r(st+k, STOP)

}n−1

k=1
∪
{
[[Qθ(st+n, STOP)]], [[Qθ(st+n, CONT)]]

}]
, (9)

Q̂(T−t)(st, CONT) = max

[{
r(st+k, STOP)

}T−t−1

k=1
∪
{
r(sT−1, CONT)

}]
, (10)

where eq. (9) only applies for n = 1, . . . , T − t− 1. Then substituting into eq. (6) gives

Q̂λ(st, CONT) = (1− λ)

T−t−1∑
n=1

λn−1Q̂(n)(st, CONT) + λT−t−1Q̂(T−t)(st, CONT). (11)

Especially, if t = T − 1, this collapses to
Q̂λ(sT−1, CONT) = Q̂(1)(sT−1, CONT) = r(sT−1, CONT). (12)

Offline dataset construction To run training on the Q(λ) targets demonstrated above, we construct
an offline dataset by generating full interaction trajectories and decomposing them into state-reward
pairs. The procedure is as follows.

1. Begin with a corpus of questions Q0 and corresponding ground-truth answers A0.
2. For each pair, we run the iterative RAG pipeline without intermediate stopping, always continuing

up to the horizon limit T . This yields full-length trajectories containing all interaction records.
3. Each prefix of a trajectory is treated as a partial trace, corresponding to a state in the MDP

formulation. We include every such partial trace as a datapoint in the offline dataset. For each
state, we estimate rewards by running multiple independent answer generation trials conditioned
on that state, and scoring the outputs against A0. Formally, for t = 1, . . . , T − 1:

r(st, STOP) =
1

N

N∑
i=1

S
(
Â

(i)
0 (st), A0

)
, (13)

r(st, CONT) =

{
1
N

∑N
i=1 S

(
Â

(i)
0 (sT ), A0

)
, (t = T − 1),

0, (otherwise),
(14)

where S is an arbitrary scoring function and Â
(i)
0 (s) indicates the prediction generated from state

s at the i-th trial. In our experiments, we use F1 scores for S and N = 8.

4. Filter out terminal states and states where r(st, STOP) = 0 and Q̂(T−t)(st, CONT) = 0. Discard-
ing such states stabilizes training, since they provide no useful signal.

This construction yields an offline dataset that spans all possible actions along each trajectory, while
focusing training on informative signals. It enables consistent estimation of Q(λ) targets without
requiring online interaction.

Q(λ) training via function approximation We train a function-approximated Q-network on the
Q(λ) targets described above. While the full-width formulation eliminates variance from action-level
sampling, variance remains due to stochastic state transitions. To mitigate instability, we initialize
training with λ = 1, which corresponds to the longest-horizon targets and reduces bias at the cost
of higher variance. As training progresses, we gradually decay λ toward smaller values, thereby
interpolating toward shorter-horizon backups that provide lower variance. This annealing schedule
balances the bias-variance tradeoff inherent in Q(λ), stabilizing learning while preserving the benefits
of long-horizon targets. The complete training procedure is summarized in Algorithm 1.
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Algorithm 1 Stop-RAG training with full-width forward view Q(λ)

Initialize: Q-network Qθ, λ, learning rate η
1: D ← sample full trajectories w/o stopping, then split all into partial traces and calculate rewards
2: while not converged do
3: sample batch B ⊂ D
4: Lθ ← 0
5: for each state st ∈ B do ▷ run at batch-level
6: Q̂λ(st, STOP)← r(st, STOP)
7: if t < T − 1 then
8: compute Qθ(st+k, STOP) and Qθ(st+k, CONT) for k = 1, . . . , T − t− 1 ▷ no grad
9: Q̂λ(st, CONT)← (1− λ)

∑T−t−1
n=1 λn−1Q̂(n)(st, CONT) + λT−t−1Q̂(T−t)(st, CONT)

10: else
11: Q̂λ(st, CONT)← r(sT−1, CONT)

12: Lθ ← Lθ +

[(
Q̂λ(st, STOP)−Qθ(st, STOP)

)2

+
(
Q̂λ(st, CONT)−Qθ(st, CONT)

)2
]

13: take optimizer step on Lθ

14: adjust λ and η

5 Experiments

5.1 Evaluation setup

Datasets We evaluate Stop-RAG on three multi-hop QA benchmarks: MuSiQue (Trivedi et al.,
2022), HotpotQA (Yang et al., 2018), and 2WikiMultihopQA (Ho et al., 2020). These datasets require
reasoning across multiple retrieval steps, with the number of steps varying by instance. This property
makes them particularly suitable for evaluating our proposed framework. For training we use the
official ‘train’ partitions, and from the ‘dev’ partitions we each randomly sample 1000 questions for
validation and another 1000 for testing.

The retrieval corpus differs across datasets. For HotpotQA, we adopt the processed Wikipedia
corpus officially released by the authors. For MuSiQue and 2WikiMultihopQA, which were originally
formulated as reading comprehension tasks, we construct a retrieval corpus by aggregating all contexts
provided in the ‘train’, ‘dev’, and ‘test’ partitions, following Trivedi et al. (2023); Jeong et al. (2024).

Evaluation metrics We report exact match (EM) and F1 scores between the generated prediction
and gold answer, following Rajpurkar et al. (2016). We also provide the accuracy (Acc) score, which
indicate whether the gold answer appears anywhere in the generated prediction, following Mallen
et al. (2023); Schick et al. (2023).

5.2 Baselines

Since Stop-RAG is designed as a plug-and-play stopping module, we evaluate it on top of two distinct
iterative RAG pipelines. To cover both sides of the design space, we select one pipeline from prior
work and construct another ourselves. CoRAG (Wang et al., 2025) serves as a representative method
that involves generator fine-tuning and reports strong performance with a clear, reproducible setup,
making it a suitable representative of this class. In contrast, pipelines without generator training vary
substantially in prompts and retriever-generator configurations, and typically fall short in reported
performance. To provide a fair and competitive counterpart in this category, we implement a modern,
general pipeline that incorporates best practices in retrieval and prompting. For reference, we also
include in Appendix A a table summarizing reported results of other existing pipelines.

For each pipeline, we compare three variants: the raw version, which uses a fixed number of iterations;
the LLM-Stop version, where the model is prompted to decide when to stop; and the Stop-RAG
version, which augments the pipeline with our proposed stopping mechanism. This setup allows
us to evaluate not only the standalone effectiveness of Stop-RAG, but also its ability to improve
performance over both fixed-iteration and naive prompting baselines.

Future work may explore applying Stop-RAG to other high-performing iterative RAG frameworks.
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Table 1: Performance comparison on MuSiQue, HotpotQA, and 2WikiMultihopQA. For each pipeline,
we report results for the raw version which runs for a fixed number of iterations, a prompting-based
stopping variant (LLM-Stop), and the same pipeline augmented with our method (Stop-RAG). Stop-
RAG consistently improves performance over both fixed iteration and naive prompting, demonstrating
its effectiveness as a plug-and-play stopping module.

Method
MuSiQue HotpotQA 2WikiMultihopQA

EM F1 Acc EM F1 Acc EM F1 Acc

CoRAG (L = 10, greedy) 30.9 41.9 36.3 55.0 67.5 65.4 65.3 71.7 68.0
▷ + LLM-Stop 31.1 42.0 36.3 54.9 67.6 64.8 65.4 72.2 67.8
▷ + Stop-RAG 31.5 43.0 36.9 54.7 67.4 64.4 65.7 72.5 68.2

Our Pipeline 34.5 44.8 41.1 51.0 65.0 60.8 64.9 73.1 65.9
▷ + LLM-Stop 34.2 44.6 41.3 51.4 65.2 60.7 64.9 73.3 66.1
▷ + Stop-RAG 36.8 47.0 43.9 52.4 66.1 62.6 68.2 75.7 69.0

5.3 Implementation details

Our pipeline follows the general formulation of section 4.1. Specifically, we use Llama-3.1-8B-
Instruct (Llama Team, 2024) as both the query and answer generator, Contriever-MSMARCO (Izacard
et al., 2022) as the retriever, and bge-reranker-v2-m3 (Li et al., 2023; Chen et al., 2024) as the reranker.
At each iteration 10 documents are retrieved and the top-ranked one is selected, with a maximum of
10 iterations allowed. For CoRAG, we reimplement the pipeline using the official checkpoint released
by the authors and their original prompts, but replace the retriever and corpus with those used in our
pipeline. The full set of prompts used in the experiments is provided in Appendix D.

For the Q-network in Stop-RAG, we adopt a DeBERTa-v3-large (He et al., 2023) backbone with
two separate prediction heads—each a feed-forward network with one hidden layer—respectively
corresponding to the STOP and CONT actions. While Q-networks in general take both state and
action as input, here the network conditions only on the state and predicts outputs for all actions,
which is feasible given our small action space. Each state st is formatted as the main question Q0

concatenated with all retrieved documents d1, . . . ,dt, separated by the separator token [SEP]. Note
that intermediate queries and answers are not included in the state representation, as we found the
retrieved evidence alone sufficient to learn effective stopping policies. We provide the complete list
of training hyperparameters in Appendix B.

After training, we select the best checkpoint on the validation set. At inference time, rather than
following the greedy policy induced by the trained Q-network, we compare the two head outputs and
apply a margin-based decision rule: if Qθ(s, STOP) −Qθ(s, CONT) exceeds a tuned threshold, the
agent stops retrieval and produces a final answer; otherwise it continues retrieval. This threshold is
chosen on the validation set.

6 Results

6.1 Main results

Table 1 presents the overall results of our experiments. Within our pipeline, Stop-RAG consistently
outperforms both baselines across all benchmarks. This indicates that naive prompting is insufficient
for effective stopping and highlights the importance of a principled stopping mechanism. When ap-
plied to CoRAG, Stop-RAG demonstrates its effectiveness as a plug-and-play module. On MuSiQue
and 2WikiMultihopQA, applying Stop-RAG achieves higher performance than both baselines, show-
ing that the method generalizes across different iterative RAG architectures. These results emphasize
that Stop-RAG is not tied to a specific retriever-generator design, but can integrate seamlessly into
varied systems to yield consistent gains.

However, on HotpotQA, Stop-RAG slightly underperforms both baselines. This result likely stems
from the fact that CoRAG employs a fine-tuned generator trained under the assumption of a fixed
number of iterations. This training setup appears to make the generator more robust to distractors

7



Table 2: Retrieval performance on MuSiQue and 2WikiMulti-
hopQA, tested on our pipeline variants. Precision and recall
are measured for document retrieval, while ‘Steps’ denotes the
average number of iterations executed. Compared to LLM-Stop,
Stop-RAG runs slightly longer on average, which increases re-
call and leads to better performance.

Method
MuSiQue 2WikiMHQA

Prec Recall Steps Prec Recall Steps

Our Pipeline 17.4 68.2 10.0 21.4 88.3 10.0
▷ + LLM-Stop 31.6 64.5 7.6 55.0 79.1 5.0
▷ + Stop-RAG 22.2 66.5 8.6 49.5 82.6 5.1

Table 3: Performance of Stop-RAG
variants on MuSiQue when using
different learning targets. Detailed
descriptions of each method are pro-
vided in Appendix C.

Method
MuSiQue

EM F1 Acc

Binary 33.3 43.7 40.3
MC 36.0 46.2 43.0
Q(λ) 36.8 47.0 43.9
Q(0) 36.0 46.3 42.8

and less sensitive to retrieval inefficiency, which may reduce the relative benefit of adaptive stopping.
Similar behavior can be observed with CoRAG on other datasets, where Stop-RAG yields only slight
improvements compared to its effect on our pipeline. In HotpotQA specifically, where the retrieval
corpus is broader and more challenging than the other benchmarks, retrieval recall plays a critical
role. Thus, continuing retrieval for the full iteration count appears to outweigh the cost of additional
distractors, which may explain the stronger performance of the fixed-iteration baseline.

Overall, these results highlight two key insights: (1) Stop-RAG substantially improves pipelines by
identifying more optimal stopping points, and (2) the method demonstrates broad applicability as a
plug-and-play component across different architectures.

6.2 Analysis

Retrieval results To further assess the effect Stop-RAG, we analyze retrieval performance on
MuSiQue and 2WikiMultihopQA, where the retrieval corpus is manually constructed and ground-
truth supporting documents are given. As shown in Table 2, Stop-RAG executes slightly more steps
on average than LLM-Stop, resulting in higher recall. This suggests that Stop-RAG improves end-task
performance by adaptively continuing retrieval when additional evidence is beneficial, rather than
terminating early like LLM-Stop does. In doing so, it achieves a better balance between retrieval
depth and precision.

Ablation study To better understand the impact of our learning objective, we performed an ablation
study comparing several alternatives to our Q(λ)-based objective. In addition to our main approach
with annealed Q(λ) targets, which balance variance reduction with forward-looking credit assignment,
we evaluate Monte Carlo (MC) returns (no bootstrapping) and one-step temporal-difference (TD)
targets (fully bootstrapped). For clarity, we refer to the one-step TD variant as Q(0), by analogy to
TD(0). We also test a binary classification variant, where each state is labeled positive or negative
depending on whether the MC return for STOP exceeds that for CONT. Full details of the training
objectives are provided in Appendix C.

As shown in Table 3, Q(λ) achieves the best overall balance, yielding the highest F1 and accuracy.
MC performs reasonably well but suffers from high variance, while Q(0) also performs well but
is limited by its myopic nature. The binary variant lags behind, suggesting that richer value-based
targets are crucial for learning effective stopping policies.

7 Conclusion

We introduced Stop-RAG, a value-based controller for adaptive stopping in iterative retrieval-
augmented generation. By framing the problem as a finite-horizon MDP and training with Q(λ)
targets, Stop-RAG provides forward-looking estimates of the benefits of continued retrieval, enabling
more optimal stopping decisions than fixed-iteration or prompting-based baselines.

Experiments across multiple multi-hop QA benchmarks show that Stop-RAG consistently improves
performance, demonstrating its ability to balance retrieval recall and precision while remaining
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modular and compatible with black-box LLMs. These results demonstrate the effectiveness of
value-based stopping control for iterative RAG and highlight the potential for adaptive decision
making in broader LLM-driven systems.
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A Performance summary of existing iterative RAG pipelines

Table 4 summarizes reported results of prior iterative RAG methods for reference. We include this
table primarily to motivate the design of our own pipeline: while several iterative RAG systems exist,
their implementations vary substantially in prompts, retrievers, and generators, and reported results
are inconsistent across datasets. Scores for Iter-RetGen, Adaptive-RAG, Probing-RAG, IterDRAG,
and Search-o1 are taken from their original papers. Results for IRCoT come from Jeong et al. (2024)
and results for Self-RAG from Wang et al. (2025), since the original works do not report full results
on these datasets. When multiple configurations are reported, we select the setup most comparable to
ours, while reporting lower-spec results if they outperform higher-spec variants. The implementation
details of each pipeline are as follows.

• IRCoT and Adaptive-RAG: Uses FLAN-T5-XL (3B) and FLAN-T5-XXL (11B) (Chung et al.,
2024) as the generator and BM25 (Robertson et al., 1994) as the retriever.

• Iter-RetGen: Uses text-davinci-003 (Ouyang et al., 2022) as the generator and Contriever-
MSMARCO as the retriever.

• Self-RAG: Uses the same fine-tuned Llama-2-7B (Touvron et al., 2023) checkpoint provided by
the original authors but replaces the retrieval system with E5-large (Wang et al., 2024).

• IterDRAG: Uses Gemini 1.5 Flash (Gemini Team, 2024) as the generator and Gecko 1B (Lee
et al., 2024) as the retriever.

• Search-o1: Uses QwQ-32B (Qwen Team, 2025a,b) as the generator and the Bing Web Search
API as the retriever.

B Hyperparameters

We train the Stop-RAG Q-network with standard settings. The full list is provided in Table 5.

Table 4: Reported performance of existing iterative RAG methods on MuSiQue, HotpotQA, and
2WikiMultihopQA. Gray-highlighted text denotes results from lower-spec models that outperform
larger variants. Missing results (‘–’) indicate those not reported in the corresponding sources.

Method
MuSiQue HotpotQA 2WikiMultihopQA

EM F1 Acc EM F1 Acc EM F1 Acc

IRCoT (3B & 11B) 23.0 31.9 25.8 47.0 57.8 49.4 57.6 67.7 64.0
Iter-RetGen (T = 7) 26.1 42.0 – 45.1 60.4 - 35.4 47.4 –
Self-RAG (7B) 4.6 13.2 – 16.6 29.4 – 12.2 24.1 –
Adaptive-RAG (3B & 11B) 23.6 31.8 26.0 44.2 54.8 46.8 47.6 57.4 54.0
IterDRAG (32k) 12.5 23.1 19.7 38.3 49.8 44.4 44.3 54.6 56.8
Search-o1 16.6 28.2 – 45.2 57.3 – 58.0 71.4 –

Table 5: Hyperparameters used for training the Stop-RAG Q-network.

Hyperparamter Value

Hidden size of prediction heads 4096
Optimizer AdamW (Loshchilov and Hutter, 2019)
Learning rate Cosine decay from 5e-5 to 0.0
Warmup ratio 0.1
Weight decay 0.01
Batch size 128
Epochs 3 for MuSiQue, 1 for HotpotQA and 2WikiMultihopQA
Precision Mixed precision (bfloat16)
λ Cosine decay from 1.0 to 0.1
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C Training objectives of ablation variants

Below we detail the training objectives considered in our ablation study.

Monte Carlo (MC) target A straightforward option is to use Monte Carlo (MC) rollouts of the
stopping process. The Q-value is estimated as the immediate reward plus the maximum return
achievable from subsequent states:

Q̂MC(s, a) = r(s, a) + γmax
a′∈A

Q̂MC(s′(s, a), a′). (15)

For our MDP formulation, we have the following.

Q̂MC(st, STOP) = r(st, STOP), (16)

Q̂MC(st, CONT) = max

[{
r(st+k, STOP)

}T−t−1

k=1
∪
{
r(sT−1, CONT)

}]
. (17)

The training objective here is the same as in our original setup; only the target differs.

Q(0) target We also consider the standard one-step temporal difference target, which is equivalent
to the λ = 0 fixed case of Q(λ):

Q̂Q(0)(s, a) = Q̂λ(s, a)
∣∣∣
λ=0

= Q̂(1)(s, a) = r(s, a) + γmax
a′∈A

[[Qθ(s
′(s, a), a′)]]. (18)

For our MDP formulation, we have the following.

Q̂Q(0)(st, STOP) = r(st, STOP), (19)

Q̂Q(0)(st, CONT) = max
{
Qθ(st+1, STOP), Qθ(st+1, CONT)

}
. (20)

As with the MC target, the training objective is unchanged; only the target values are replaced.

Binary classification Finally, we test a binary formulation where the model directly predicts
whether to stop or continue at each state. The label is defined by comparing the Monte Carlo
estimates of stop and continue:

y(st) = 1Q̂MC(st,STOP)≥Q̂MC(st,CONT)
. (21)

The training objective uses the standard binary cross entropy loss:

Lθ(st) = −y(st) log σ(Mθ(st))−
(
1− y(st)

)
log

(
1− σ(Mθ(st))

)
, (22)

whereMθ is the stopping model parameterized by θ, which we optimize.

D Prompts

This section presents the key prompts used in our experimental setup. Prompts 1 to 3 correspond to
those used in the query generation, intermediate answer generation, and LLM-Stop modules,
respectively. Blue-highlighted text in brackets indicates placeholders to be filled in.

In particular, Prompt 3 implements the stopping mechanism for the LLM-Stop baseline described in
section 5.2, enabling the generator itself to decide whether to continue retrieval or stop.

For final answer generation, we employ IRCoT (Trivedi et al., 2023)-style prompting, following the
prompt template and in context examples of the original work.

Prompt 1: Query Generation

System Prompt:
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Given an original question and a series of follow-up questions and answers, generate the next
logical follow-up question that targets a specific missing piece of information needed to answer
the original question.

The question will be used to retrieve additional information from a knowledge base (e.g.,
Wikipedia).

Process:
- You receive:

- Main question: <original question>
- Zero or more rounds of:

- Follow up: <previous follow up question>
- Document: <top Wikipedia snippet>
- Intermediate answer: <answer to the Follow-up question based on the Document>

- Your task:
1. Ask the next logical follow-up question.
2. Base it solely on gaps in the existing trace.
3. Do not repeat information already covered.
4. Make sure it targets exactly the missing fact you need to answer the original question.
5. Output only the new question itself; no explanations or extra text.

Here are some examples:
[Few-shot examples of the query generation process]

User Prompt:

Main question: [Main question]
[Current trace]

Respond with a simple follow-up question that will help answer the main question, do not explain
yourself or output anything else.

Prompt 2: Intermediate Answer Generation

System Prompt:

Given a question with its corresponding Wikipedia snippet, generate an answer using only the
provided snippet.

Process:
- You receive:

- Question: <a question>
- Document: <Wikipedia snippet for the question>

- Your task:
1. Focus on answering the question.
2. Use only the provided Document as your evidence.
3. Output only the answer, with no additional text.
4. Keep the answer concise and directly relevant to the question.

Here are some examples:
[Few-shot examples of the intermediate answer generation process]

User Prompt:

[Current query and retrieved documents]
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Prompt 3: LLM-Stop

System Prompt:

Given an original question and a series of follow-up questions each paired with its top Wikipedia
snippet plus intermediate answers, analyze step by step whether there is sufficient information to
provide a complete and accurate final answer to the original question.

Process:
- You receive:

- Main question: <original question>
- One or more rounds of:

- Follow up: <follow-up question>
- Document: <top Wikipedia snippet>
- Intermediate answer: <answer to the Follow-up question based on the Document>

- Your task:
1. Think step by step about what information is needed to answer the original question.
2. Analyze what information has been gathered so far.
3. Determine if any critical information is still missing.
4. Make a reasoned decision about whether to stop or continue.

Format your response as:
Analysis: Step-by-step reasoning about information completeness
Decision: <STOP> or <CONTINUE>

Decision criteria:
- <STOP>: All components of the original question can be answered with current information
such that a complete and final answer can be derived from it.
- <CONTINUE>: Missing any required information needed to answer the original question.

Here are some examples:
[Few-shot examples of the LLM-Stop process]

User Prompt:

Main question: [Main question]
[Current trace]

Based on the information provided, give a short analysis of whether the original question can be
answered. Then, decide whether to stop or continue gathering information.
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