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Abstract
Experience Replay (ER) methods in graph continual learning (GCL) mitigate
catastrophic forgetting by storing and replaying historical tasks. However, these
methods often struggle with efficiently storing tasks in a compact memory buffer,
affecting scalability. While recently proposed graph condensation techniques
address this by summarizing historical graphs, they often inadequately capture
variations within the distribution of historical tasks. In this paper, we propose
a novel framework, called Stochastic Experience Replay for GCL (SERGCL),
by incorporating a stochastic memory buffer (SMB) that parameterizes a ker-
nel function to estimate the distribution density of condensed graphs for each
historical task. This allows efficient sampling of condensed graphs, leading to
better coverage of historical tasks in the memory buffer and improved experience
replay. Our experimental results on four benchmark datasets demonstrate that
our proposed SERGCL framework achieves up to an 8.5% improvement of the
average performance compared to the current state-of-the-art GCL models. Our
code is available at: https://github.com/jayjaynandy/sergcl
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Samples a small subgraph 
for experience replay.

•Limitations: Can’t capture 
properties of the entire 
graph using a small buffer.

Condense the entire graph in 
small set of synthetic nodes.

•Limitations: Can’t capture 
variations within subgraphs.

Captures the  distribution of 
the condensed graphs.

•Advantage: Drawing multiple 
samples to captures the 
variations within subgraphs.

Sampling-based Replay    Condensation-based Replay Stochastic-Condensation 
Replay (Ours) 

Figure 1: Comparison of memory buffer creation strate-
gies of different experience-replay based GCL models.

Graph Continual Learning (GCL) ad-
dresses the challenge of dynamic, time-
evolving graphs where new tasks associ-
ated with novel subgraphs emerge over
time [1, 2]. The goal of GCL is to learn and
adapt to new tasks while preserving knowl-
edge from previously encountered ones,
without accessing the historical graphs.
However, these models face the problem of
catastrophic forgetting, where the empha-
sis on current tasks leads to the loss of pre-
viously acquired knowledge, significantly
degrading performance on older tasks [3].

Addressing catastrophic forgetting in continual learning (CL) has been widely studied in computer
vision [4–6], natural language processing [7], and reinforcement learning [8]. While Graph Continual
Learning (GCL) shares the same goal of adapting over time with traditional CL, its non-Euclidean
structure complicates the use of existing methods. GCL methods are broadly categorized as: (a)
Regularization-based methods –which add penalty to preserve prior knowledge [3, 9]. (b) Architecture-
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based methods – which fix parameters for historical tasks while adapting to new ones [10]. (c)
Replay-based methods –which use a memory buffer to store and replay historical graphs [11, 12].

Several studies have demonstrated that experience replay-based models achieve the best performance
among the three categories, exhibiting the lowest mean forgetting [1]. However, their ability to
scale is constrained by the need to fit historical graphs within a small memory buffer (see Figure
1a). To address this, a few recent works [13, 14] have explored graph condensation techniques that
synthetically create a compact "condensed graph" for each historical task, enabling more efficient
experience replay. However, such a small static representative graph often fails to capture the full
distribution of the historical sub-graphs. This raises an important question: How can we better
approximate the underlying distribution of these sub-graphs within a small (stochastic) memory,
from where we can easily sample for effective experience replay?

(a) CaT (b) SERGCL (ours)

Figure 2: Comparing UMAP visualization of the coverage for
nodes of the historical graph corresponding to Task 0 (Arxiv
dataset). (a) A Fixed, static condensed-based CaT [13] pro-
vides significantly lower coverage compared to (b) our stochastic
condensation-based SERGCL.

This work introduces Stochas-
tic Experience Replay for GCL
(SERGCL), a novel framework
incorporating a Stochastic Mem-
ory Buffer (SMB) to store a con-
densed graph distribution for each
historical graph (Figure 1c). We
present the condensed graph as
a collection of synthetic nodes
where the distributions can be cap-
tured using a learnable Gaussian
kernel function for each node and
stored in the SMB. It allows us
to generate multiple condensed
graph samples, effectively recon-
structing the full range of histori-
cal nodes for improved experience
replay. Figure 2 demonstrates
the effectiveness of our proposed
stochastic replay compared to the
existing ‘fixed’ experience replay
technique. While the ‘fixed’ condensation only provides the centers for each class of nodes of the
historical graph, proposed ‘stochastic’ condensation regenerates the entire space of historical nodes
for a better experience replay of historical tasks. The key contributions of our work are as follows:

• A stochastic memory buffer (SMB)-based framework is introduced for GCL that generalizes the
fixed memory-based experience replay methods. For a fixed memory budget, SMB is shown to
be an optimal strategy to maximize information storage.

• A stochastic update process (SUP) is proposed to draw multiple samples from the SMB, leading
to maximal coverage of historical graphs for an effective experience replay.

• Experiments on four benchmark datasets—CoraFull, Arxiv, Reddit, and Products—demonstrate
the superiority of the proposed SERGCL over prior methods. While existing approaches
generally perform well in task-incremental settings, our method also achieves high performance
in class-incremental settings, improving average performance by up to approximately 8.5%
compared to current state-of-the-art techniques.

2 Background & Related Work
2.1 Preliminaries

Graph Continual Learning. Based on the downstream tasks, GCL can be categorized into graph-
level GCL (gGCL) and node-level GCL (nGCL). gGCL considers each graph as an independent
instance and makes graph-level classification, thus resembling the traditional CL setup [1]. In contrast,
nGCL differs significantly from the traditional CL as it focuses on node classification on a single,
time-evolving graph, and the new tasks contain different disjoint node classes. In this paper, we focus
on nGCL problem, as described below.
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Node-level GCL. Consider an expanding graph, G, which arrives as a sequence of sub-graphs,
{G1, G2, · · · , GT }, where Gt := {Vt, At, Yt} represents the sub-graph for the t-th downstream task.
Here, Vt denotes the node features, At is the adjacency matrix of Gt, and Yt is the vector of node
labels from the label-space, Yt. Each node v ∈ Vt is associated with a class y ∈ Yt. The graph Gt is
accessible only during the training process of t-th task. After receiving t-th downstream task, GNN
parameters are updated from θt−1 to θt to adapt to Gt while preserving knowledge from previous
tasks. Our paper focuses on task-incremental (task-IL) and class-incremental (class-IL) settings, as
described below (see Figure 3):

Class 1

Class 2

Class 3

Class 4

Class 5

Class 6

T
A

SK
 1

T
A

SK
 2

T
A

SK
 3

Currently Time-stamp
(available)

Historical Graphs
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GNN @ Task 
1

GNN @ Task 
2

GNN @ Task 
3

Task 1
Task 2 Task 3

Task 2 (unavailable)
Task 1 (unavailable)

Task 1 (unavailable)

Figure 3: Illustration of Task-IL and Class-IL settings in node-
level GCL: Task-IL requires classifying a test node based on its
task-ID (e.g., task-ID = 1 implies classification among classes
{1, 2}). Class-IL involves classifying a test node among all
classes (i.e., among six classes) without task-ID information.

• Task-IL nGCL involves clas-
sifying a test node v given the
task-id, t into the label space Yt,
i.e., f : (v, t) → Yt. E.g., in Fig-
ure 3, if a test node with task-ID
of 2, the model should classify it
into one of Class 3 or Class 4.

• Class-IL nGCL classifies a test
node v accross all seen classes,
Y = Y1∪Y2∪· · · YT where Yt∩
Yt′ = ϕ, i.e., f : (v) → Y . E.g.,
in Figure 3, a test node in class-
IL should be classified among
the classes {1, 2, 3, 4, 5, 6}.

Clearly, class-IL nGCL is more
challenging as the classifier
must predict among all possible
classes without relying on the task ID. In contrast, task-IL nGCL restricts the classification to a
smaller label space specific to the provided task ID. Existing work has generally focused on task-IL,
often bypassing the complexities associated with class-IL nGCL settings.

2.2 Previous Work

2.2.1 Graph Continual Learning

Existing models for Graph Continual Learning (GCL) can be broadly classified into three categories:

(a) Regularization-based Approaches. These models incorporate regularization terms to balance
between retaining knowledge of previous tasks and learning new ones, often by preserving a copy
of the previous model. Regularizers may involve weight-based methods that selectively preserve
network parameters based on their importance [3, 9, 15]. Examples include Elastic Weight Consol-
idation (EWC), which uses the Fisher information matrix to assess parameter importance [3], and
Topology-Aware Weight Preserving (TWP), which maintains graph topology related to old tasks to
mitigate forgetting [15]. Additionally, distillation-based regularizers [16] penalize deviations in latent
representations from historical tasks [17–20].

Limitations. (i) Strong regularization may impede the model’s ability to adapt to new tasks [1, 21].
(ii) Regularization-based methods often struggle with tasks that exhibit significant distributional
differences. (iii) These methods are generally ineffective in class-incremental (class-IL) settings as
they do not develop mechanisms for distinguishing between classes from different tasks.

(b) Architecture-based Approaches. These methods prevent catastrophic forgetting by isolating
network parameters for each incoming task, either through task-specific parameter preservation or by
expanding the original network [10, 22].

Limitations. (i) Determining when to share or reuse model parameters remains challenging [21], and
expanding the model increases the parameter space significantly, complicating efficient training. (ii)
Similar to regularization-based models, architecture-based methods also face difficulties in class-IL
settings without mechanisms to store and replay prior information.

(c) Replay-based Approaches. These models use a lightweight memory buffer to store prior
information and replay it while learning new tasks, addressing the issue of catastrophic forgetting
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[11, 23–25]. Examples include methods that retrieve episodic memories linked to specific experiences,
such as subsets of raw samples [11, 23, 25].

Limitations. Some methods, such as ER-GNN [11], select subgraphs based on coverage or influence
maximization, while others (e.g., SSM [12]) create a sparse version of the original graph for replay
purposes. Recently, DSLR [25] proposed to select a diverse set of real nodes to provide better coverage.
However, identifying candidate subgraphs that effectively capture the properties of historical graphs
for efficient experience replay within a compact memory remains challenging [1]. [26] introduced
a single generative model to replay synthetic historical samples in the context of streaming GNNs.
However, it often suffers from mode collapse and fails to fully capture data distributions. Additionally,
CaT [13] and PUMA [14] investigated condensing historical input graphs to facilitate experience
replay in graph continual learning.

2.2.2 Dataset condensation

Condensation techniques have been predominantly explored in computer vision [27–31]. These
methods create a condensed synthetic dataset that allows models to train efficiently for downstream
tasks, significantly reducing computation and storage costs. Some continual learning (CL) methods
in computer vision also explored condensation to store lightweight data for replaying historical tasks
[32–34]. However, graph condensation is still relatively underexplored. Recent works [35–38] have
proposed gradient-matching techniques for graph condensation. SFGC [39] and GEOM [40] use
trajectory matching by training a set of GNNs on original graphs to obtain their offline expert trajectory
to be followed to learn their condensed graphs. Recently, CaT[13], PUMA [14] investigated graph
condensation techniques for graph continual learning (GCL), demonstrating significant improvements
over existing replay-based GCL models by efficiently generating condensed graphs for storing and
replaying historical graphs within a limited memory budget. Notably, initial works (e.g., GCond
[35]) learned synthetic edges. However, later works, such as SFGC [39] and CaT [13], indicate that
structural information can be effectively captured in synthetic nodes, allowing the topology to be
represented by an identity matrix. They preserve the latent representations of the original graph while
improving the performance without explicit edges.

Nevertheless, these approaches generally rely on a fixed synthetic dataset for condensation, without
aiming to learn the underlying distributions. Such a fixed synthetic graph often captures only the
aggregated properties of subgraphs from a large historical graph. Our paper addresses this limitation
by proposing a method for learning a condensed graph distribution, as detailed in Section 3.

3 Proposed Method
The proposed Stochastic Experience Replay for Graph Continual Learning (SERGCL) involves
a two-step process, illustrated in Figure 4. The first step, (a) Stochastic Memory Buffer (SMB)
Creation, involves creating a memory buffer that stores the distribution over the condensed versions
of historical tasks. The second step, (b) Stochastic Update Process (SUP), updates the GNN for
downstream tasks using the SMB. These processes are described in detail below.

3.1 Stochastic Memory Buffer (SMB) Creation

Condensed Graph is a small, synthetic graph, G̃t = {Ṽt, Ãt, Ỹt} representing the original graph,
Gt = {Vt, At, Yt} for task-ID t, such that a GNN trained using Gt or G̃t would achieve similar
performance [35]. The node-labels for both Gt and G̃t, denoted as Yt and Ỹt, share the same label
space, Yt. For notational brevity, we drop the task-ID subscript t in the following discussions.

Stochastic Memory Buffer (SMB) is defined as a distribution over the condensed graph i.e., PG̃|y.
Our objective is to learn such PG̃|y for an input G to facilitate the sampling process for better coverage
of historical graphs.

3.1.1 Graph Condensation Optimization

We can learn a condensed graph G̃ for input G by minimizing the divergence between their node
representations [29, 30] using GNN, f , i.e.,

min
G̃

Div
v∼PG|y,ṽ∼PG̃|y

(
f(v), f(ṽ)

)
(1)
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Figure 4: Proposed SERGCL framework consists of (a) Stochastic Memory Buffer (SMB) Creation,
which stores condensed graph distributions for historical tasks, and (b) Stochastic Update Process
(SUP), which updates the GNN using these learned SMBs for all encountered tasks.

where f(v) and f(ṽ) are the representations for node v ∈ V and ṽ ∈ Ṽ of the graph G and
G̃ respectively. The distribution of subgraphs conditioned on the node-label y from G and G̃
are represented by PG|y and PG̃|y respectively. Div is a divergence measure between the node
representations of G and G̃.

Maximum mean discrepancy (MMD) is a well-known divergence function that minimizes the repre-
sentations via the moments of the conditional distributions [30] as follows:

L(G̃; f) = min
G̃

∑
y∈Y

γy

∣∣∣∣∣∣ E
v∼PG|y

[f(v)]− E
ṽ∼PG̃|y

[f(ṽ)]
∣∣∣∣∣∣2 (2)

where γy = |Y==y|
|Y | is the class-ratio, | · | is the cardinality of a set, and |Y == y| is the number of

nodes with label y.

Previous methods optimize Eq. 2 with respect to G̃ to obtain a fixed condensed graph for G [13, 38].
Instead, we proposed to minimize the same objective (i.e., Eq. 2) directly with respect to PG̃|y to
capture the underlying distribution of G, as described below.

3.1.2 Learning the Condensed Graphs Distribution

Challenges. Solving the optimization in Eq. 2 with respect to PG̃|y demands sampling from the
unknown distribution. However, defining and learning an analytical form of a distribution over an
arbitrary graph and drawing samples is a complex and time-consuming process. We instead consider
a condensed graph as a set of synthetic nodes without any edges and with pre-defined class labels
i.e., G̃ = {Ṽ , I, Ỹ }. Previously [13] have shown that such synthetic condensation can effectively
summarize historical tasks, achieving the current state-of-the-art performance for nGCL.

Condensed Graph Distribution, PG̃|y. For a budget, b, a condensed graph is a set of synthetic
nodes: Ṽ = {ṽ1, · · · , ṽb}. Such a representation of G̃ allows defining and sampling from independent
density functions for each node ṽi ∈ Ṽ with a prefixed label ỹi. For our work, we use Gaussian
kernel density functions. Therefore,

PG̃|y =
1

b

b∑
i=1

Nṽi|yi
(µṽi|ỹi

,Σṽi|yi
) & ṽi ∼ Nṽi|ỹi

(3)

where, Nṽi|yi
is a Gaussian with prefixed class-label, ỹi and learnable parameters, µṽi|yi

and Σṽi|yi
.
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Objective Function. Now, we can present the objective to learn PG̃|y by redefining Eq. 2 with
respect to each Gaussian kernel, as follows:

L({Nṽi|y}i; f) = min
{Nṽi|yi}i

∑
y∈Y

γy

∣∣∣∣∣∣E[f(v)]
v∼PG|y

−E[f(ṽ)]
ṽ∼Nṽi|y

∣∣∣∣∣∣2 (4)

≈ min
{Nṽi|yi}i

∑
y∈Yt

γy

∣∣∣∣∣∣
∑

v∈G|y
f(v)

|Y == y|
−

∑
ṽ∈DG̃|y

f(ṽ)

|Ỹ == y| × |DG̃|

∣∣∣∣∣∣2
where DG̃ := {G̃ | ṽ ∼ Nṽi|y} is a finite set of condensed graphs where the nodes are sampled from
{Nṽi|y}i and DG̃|y is the set of all nodes with class-label y.

Algorithm 1 Steps for the SERGCL Method
Input: (a) Gt: tth Input Graph (b) bt: Budget for tth

task (c) Mt−1: Learnt SMB till (t− 1)th tasks.
Output: θt: Updated GNN using {1, · · · , t} tasks.
1: ▷ Stochastic Memory Buffer Creation
2: Initialize {N ṽi|ỹi

}bti=1 as random nodes from Gt

and random diagonal/isotropic matrices respectively,
with prefixed class-labels ỹi.

3: for each iter ≤ MaxIter do
4: Sample DG̃ := {G̃ ∼ {N ṽi|ỹi

}bti=1}.
5: Randomly initialize GNNs: Frand = {fi}i
6: Optimize {N ṽi|ỹi

}bti=1 by minimizing LSMB

using DG̃t
and Frand (Eq. 5).

7: end for
8: ▷ Stochastic Update Process
9: Initialize θt using θt−1.

10: for each iter ≤ MaxIter do
11: Sample Dj

G̃
:= {G̃j ∼ {N j

ṽi|ỹi
}bti=1}∀j ≤ t.

12: Optimize θt (minimizing Lsup via {Dj

G̃
}tj=1).

13: end for

CaT as a special case of SERGCL. By push-
ing |Σṽi|yi

| → 0 on Eq. 4 produces Dirac delta
functions for each kernel, {Nṽi|yi

}i. It leads to
a condensed graph with a fixed set of synthetic
nodes, as employed in CaT [13]. Therefore,
the objective function for CaT is a special case
of our proposed optimization in Eq. 4. How-
ever, such a fixed condensed graph can lead to a
high-variance estimation of the samples because
of the specified parameterization as delta func-
tions. In contrast, by effectively learning Σṽi|yi

,
the SERGCL formulation not only reduces the
sample variance but also facilitates sampling of
multiple condensed graph samples to provide a
better estimation of historical graphs.

Overall Optimization using Random Net-
works. The objective, L in Eq. 4 can be op-
timized using either a pre-trained model f or
by training f alongside the predictive model.
However, both approaches incur additional com-

putational overhead. An alternative is to use a set of randomly initialized GNNs, Frand = {fi}i
[13, 30], leading to final condensation objective:

LSMB = min
{Nṽi|y}i

∑
fi
L({Nṽi|ỹi

}i; fi)
|Frand|

(5)

Reparameterization Trick. Our proposed loss (Eq 4) requires a random operation of sampling
condensed nodes. Therefore, we introduce a ‘reparameterization trick’ to address this problem [41].
At each training iteration, we sample a set of noise vectors of dimension from the standard normal
distribution outside the optimization process for a smooth gradient. Now, the condensed graph node
samples can be produced as a fixed operation as follows:

ṽsi = µṽi|ỹi
+ ϵsi × Σ

1/2
ṽi|ỹi

(6)

where, ϵsi ∈ N (0, I) corresponds to ith node of the sth sampled Graph. We sample |Ỹ | × |DG̃| noise
vectores to obtain |DG̃| condensed graphs at each iteration.

We expand the SMB by including the learned condensed graph distribution, 1
bt

∑
i N t

ṽi|y for Gt. The
SMB is then passed to the SUP step, as discussed below.

3.2 Stochastic Update Process (SUP)

We update the GNN model, θt for the downstream node classification tasks using SMBs of all
{1, · · · , t} tasks, that are received so far. We only use the condensed graphs, sampled from Mt},
to update θt without using any original graphs. Therefore, it allows us to choose equal sampling
proportions for each task, removing the bias due to the mismatch of graph sizes for different tasks.
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Optimizing for j(≤ t)-th task. We initialize the GNN, θt using the previous GNN, θt−1 that
incorporated {1, · · · , t − 1} tasks. Now, we define the expected loss over the condensed graph
distribution for each task, 1 ≤ j ≤ t as:

LnGCL({N j
ṽi|y}i, θ

t) = min
θt

E
G̃j∼

∑
i Nt

ṽi|y
bj

[
LnGCL(G̃j , θ

t)
]
≈ min

θt

∑
G̃s

j∈Dj

G̃j

L(G̃j , θj)

|Dj

G̃t
|

where Dj

G̃j
:= {G̃s

j | ṽsj ∼ {N j
ṽi|y}

bt
i=1} is a finite set of graph samples for the j-th task. LnGCL is

the supervised loss for node classification (e.g., cross-entropy).

Overall Loss. The final loss function to update the GNN parameters, θt incorporating t-th task is:

Lsup = min
θt

t∑
j=1

LnGCL({N j
ṽi|y}i, θ

t) (7)

Algorithm 1 presents our proposed SERGCL method with SMB creation and SUP step.

4 Experimental Results
4.1 Experimental Setup

Datasets. We evaluated our SERGCL method for class- and task-incremental (IL) settings in nGCL
tasks using four benchmark datasets: CoraFull [42], Arxiv [43], Reddit [44], and Products [43]. Table
3 (Appendix) provides a summary of these datasets’ statistics. Our experimental setup follows the
configurations used in previous GCL studies [10, 12, 13, 45]. During training, the model has access
only to the current incoming graphs and the memory buffer. Unless otherwise specified, the buffer
budget for memory replay-based methods is 0.01% of the total number of training nodes. During
testing, the model predicts from all previous tasks. Each task consists of a binary classification
problem. For our models, we report mean±std. for 5 independent runs. Please find additional details
in Appendix A.1. We also provide several ablation studies in Appendix A.2.

Comparative Models. Our SERGCL is evaluated against several existing approaches: Regularization-
based EWC [3], MAS [9], GEM [23], TWP [15], and LWF [17]. Architecture-based HPNs [10] and
Replay-based [11], SSM [12], and Condensation-based CaT [13]. Results using Finetuning and Joint
training strategies are also presented. The Finetuning approach updates the model solely with the
current graph, without accessing any historical data, thus providing a lower bound for performance
in comparison to nGCL models. In contrast, the Joint strategy, which assumes infinite memory,
utilizes all historical graphs along with the current graph. Although Joint training can achieve high
performance, it may suffer from biases due to the imbalance in graph sizes across different tasks.
Furthermore, while Joint training is feasible for the datasets used, it may not be practical in real-world
applications involving extremely large graph sizes.

Evaluation Metric. We use two well-known metrics from the continual learning literature:

(a) Average performance (AP). Average Performance (AP) evaluates how well the model retains
knowledge from all previously learned tasks after incorporating a new task. It is computed as the
average node-classification performance on tasks {1, · · · , t} after learning the t-th task: APt =
1
t

∑t
i=1 at,i; where, at,i is the performance on i-th task after receiving t-th task.

(b) Average Forgetting (AF). Average Forgetting (AF) measures the degradation in performance on
previous tasks due to learning new tasks. It is computed as the average difference in performance on
all previous tasks before and after learning the t-th task: AFt =

1
t−1

∑t−1
i=1(at,i − ai,i); where at,i is

the performance on the i-th task after learning the t-th task, and ai,i is the performance on the i-th
task before learning the t-th task. A positive AF indicates backward transfer, meaning that learning
new tasks improves performance on previously learned tasks. However, a higher AF does not always
signify superior performance, as it is possible to achieve a high AF by focusing on historical tasks at
the expense of learning new ones.

4.2 Performance Analysis

Table 1 and Table 2 present a comparative performance for Class-IL and Task-IL settings, respectively.
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Table 1: Performance comparison for Class-IL without inter-task edges is shown. Replay-based
models are evaluated using a 0.01 budget relative to training nodes. The best models are highlighted
based on their AP scores. An upward arrow (↑) indicates that higher values are better.

Category Method CoraFull Arxiv Reddit Products
AP % (↑) AF % (↑) AP % (↑) AF % (↑) AP % (↑) AF % (↑) AP % (↑) AF % (↑)

Lower Bound Finetuning 2.2±0.0 -96.6±0.1 5.0±0.0 -96.7±0.1 5.0±0.0 -99.6±0.0 4.3±0.0 -97.2±0.1

Regularization-

EWC [3] 2.9±0.2 -96.1±0.3 5.0±0.0 -96.8±0.1 5.3±0.6 -99.2±0.7 7.6±1.1 -91.7±1.4
MAS [9] 2.2±0.0 -94.1±0.6 4.9±0.0 -95.0±0.7 10.7±1.4 -92.7±1.5 10.1±0.6 -89.0±0.5
GEM [23] 2.5±0.1 -96.6±0.1 5.0±0.0 -96.8±0.1 5.3±0.5 -99.3±0.5 4.3±0.1 -96.8±0.1

based TWP [15] 21.2±3.2 -96.6±0.1 5.0±0.0 -96.8±0.1 5.3±0.5 -99.3±0.5 4.3±0.1 -96.8±0.1
LWF [17] 2.2±0.0 -96.6±0.1 5.0±0.0 -96.8±0.1 5.0±0.0 -99.5±0.0 4.3±0.0 -96.8±0.2

Replay-based

ER-GNN [11] 4.0±0.7 -94.3±0.9 30.8±0.6 -68.3±0.7 31.8±4.0 -71.2±4.2 39.5±1.3 -48.2±1.4
SSM [12] 16.2±2.8 -82.1±2.9 35.1±1.8 -63.7±1.9 51.6±6.4 -50.3±6.7 62.7±0.5 -22.1±0.5
CaT [13] 61.3±2.8 -8.8±2.2 66.0±1.1 -13.1±1.0 97.4±0.1 -0.5±0.0 68.5±0.4 -6.1±0.3
SERGCL (Ours) 66.5±2.4 -8.5±2.0 67.4±0.3 -11.6±0.4 97.4±0.0 -0.5±0.0 69.0±0.4 -6.1±0.5

Full Dataset Joint Training 85.3±0.1 -2.7±0.0 63.5±0.3 -15.7±0.4 98.2±0.0 -0.5±0.0 72.2±0.4 -5.3±0.5

Table 2: Performance comparison for Task-IL without inter-task edges is shown. Replay-based
models are evaluated using a 0.01 budget relative to training nodes. The best models are highlighted
based on their AP scores. An upward arrow (↑) indicates that higher values are better.

Category Method CoraFull Arxiv Reddit Products
AP % (↑) AF % (↑) AP % (↑) AF % (↑) AP % (↑) AF % (↑) AP % (↑) AF % (↑)

Lower Bound Finetuning 51.0±3.4 -46.2±3.5 67.1±5.2 -31.3±5.6 57.1±7.4 -44.6±7.8 56.4±3.8 -42.4±4.0

Regularization-

EWC [3] 87.4±2.2 -9.1±2.2 85.6±7.7 -11.9±8.1 85.5±3.3 -14.8±3.5 90.3±1.8 -6.8±1.9
MAS [9] 93.0±0.3 -0.7±0.5 83.8±6.9 -12.0±7.8 99.0±0.1 0.0±0.0 95.9±0.1 0.0±0.0
GEM [23] 94.3±0.6 -2.1±0.5 94.7±0.1 -2.3±0.2 99.3±0.1 -0.3±0.1 86.9±0.9 -10.6±0.9

based TWP [15] 87.9±1.9 -4.9±0.6 77.1±7.3 -3.5±5.4 74.1±5.5 -1.5±0.5 75.4±4.4 -4.9±6.4
LWF [17] 64.7±1.1 -32.3±1.2 60.2±5.8 -38.6±6.2 62.4±3.5 -39.1±3.7 50.1±0.7 -49.3±0.8

Architecture-based HPNs [10] - - 85.8±0.7 0.6±0.9 - - 80.1±0.8 2.9±1.0

Replay-based

ER-GNN [11] 54.2±1.0 -43.1±1.1 92.2±0.3 -4.9±0.3 94.3±0.5 -5.6±0.5 83.5±0.4 -14.3±0.5
SSM [12] 78.7±1.1 -17.9±1.2 93.3±0.4 -3.6±0.4 99.2±0.2 -0.5±0.2 94.6±0.5 -2.7±0.4
CaT [13] 93.0±0.4 -0.1±0.4 95.8±0.2 0.2±0.1 99.4±0.0 0.1±0.1 95.6±0.3 -0.4±0.1
SERGCL (Ours) 93.6±0.4 -0.3±0.4 96.1±0.1 1.3±0.1 99.4±0.0 0.1±0.1 95.8±0.1 -0.3±0.3

Full Dataset Joint 97.2±0.0 0.2±0.1 96.7±0.0 -0.1±0.1 99.7±0.0 0.0±0.0 95.7±0.7 -0.2±0.7

4.2.1 Class-IL NGCL

Replay-based vs. Regularization-based models. Table 1 demonstrates that regularization-based
models significantly lag behind replay-based models in AP scores. These models often fail to retain
knowledge from previous tasks while focusing on new ones, thus achieving near‘lower-bound,’ per-
formance. Their large negative AF scores further highlight the issue of catastrophic forgetting across
all datasets. This issue arises because regularization-based models transfer knowledge effectively
only when tasks have similar characteristics. In class-IL settings, these models struggle even more, as
they fail to differentiate between tasks, exacerbating catastrophic forgetting.

Comparison among different Replay-based models. The effectiveness of replay-based models
hinges on their memory buffer creation strategy. We observe that the sampling methods used in
ER-GNN and SSM often fall short in effectively summarizing historical graphs within a lightweight
memory buffer. In contrast, CaT has made strides by introducing condensation-based replay graphs
for historical tasks. However, these fixed condensed graphs still struggle to capture the full range of
variations present in the historical graphs.

Performance of Proposed SERGCL. We consistently outperform existing nGCL models, demon-
strating the effectiveness of using an SMB to store the distribution of condensed graphs for each
historical task and sampling from this distribution to update the downstream nGCL model. This
approach ensures broader coverage of historical graphs, leading to enhanced overall performance. In
Appendix 4 we also study the effect of drawing different number of samples for SERGCL.

In Table 1, our SERGCL method shows an impressive 8.5% improvement in AP score on CoraFull-CL
compared to the second-best CaT method. Although the AP score for the ‘Joint’ baseline remains
substantially higher than for the GCL models, indicating room for improvement, SERGCL performs
marginally better than CaT on the other three datasets and shows comparable performance to the
‘Joint’ baseline. The narrowing performance gap between SERGCL and the ‘Joint’ baseline further
underscores the robustness of our approach.

4.2.2 Task-IL NGCL

Table 2 compares nGCL performance in Task-IL settings, where tasks are distinguished during infer-
ence by their Task-IDs. Hence, as the tasks are not mixed in presence of the task-ID, regularization-
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Figure 5: Visualization of Class-IL performance matrix of replay methods on CoraFull and Arxiv.

based models perform notably better than the ‘Finetuning’ baselines. Further, they often outperform
traditional replay-based methods like ER-GNN and SSM on the CoraFull and Products datasets and
achieve similar performance on Arxiv and Reddit. Graph condensation improves the performance of
replay-based methods across all datasets. Finally, our SERGCL model further enhances performance
in Task-IL nGCL, demonstrating clear advantages over other replay-based and GCL models.

4.3 Visualizing Performance Matrix for Class-IL setup

Figure 5 visualizes node classification performance across all tasks at each time step for different
replay-based models. Regularization-based models, which show poor performance comparable to the
‘lower-bound,’ are included for reference. The figure reveals that SSM and ER-GNN often achieve
0% accuracy at off-diagonal entries, indicating severe catastrophic forgetting. In contrast, CaT and
SERGCL mitigate this issue, with node classification performance remaining relatively stable across
new tasks. SERGCL model often produces higher performance for different historical tasks, boosting
the overall average performance.

5 Conclusion

We present SERGCL, a stochastic memory buffer (SMB) framework designed to store the distributions
of condensed graphs for graph continual learning (GCL). We view the graphs as samples, drawn from
an underlying complex distribution. By utilizing Gaussian mixture models as universal approximators,
we can condense arbitrary graphs using learnable Gaussian kernels. Towards this, we leverage
Gaussian mixture models (GMMs) as universal approximators to condense arbitrary graphs into
sets of independent nodes represented by learnable Gaussian kernels. Experimentally, our approach
achieves state-of-the-art performance across a range of graph complexities, benchmarked using
carefully curated GCL datasets [45]. However, as graph complexity increases, our method may
require a higher number of Gaussian kernels, resulting in increased memory demand.

We acknowledge two key challenges shared by existing graph condensation methods, including
ours: (i) a heavy reliance on prior node-level supervision and (ii) diminished efficacy when handling
dynamically changing labels. Further, condensation techniques are computationally heavy compared
to sampling-based GCL methods, providing a tradeoff between performance and training efficiency.
Addressing these challenges might serve as a potential direction for future research. Finally, while
several existing works achieved better performance using structure-free condensed graphs, it would
be interesting to study the impact of learning synthetic edges for GCL.
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A Appendix
A.1 Datasets & Implementation Details

In Table 3, we present the details of all 4 datasets used in our experiments. The datasets are split into
60% for training, 20% for validation, and 20% for testing.

Implementation details. The implementation details for the proposed SER-GCL method are as
follows: First, the stochastic memory buffer (SMB) consisting of the condensed graph distributions
for each historical task is created. A buffer budget as 0.01 of the total number of nodes for each
historical graph is used. The mean µ of the distributions is initialized using randomly selected node
features. A diagonal covariance matrix Σ is considered where the diagonal entries are set to 0.001.
At each iteration, a sample of 200 condensed graphs and 1000 randomly initialized GNN models is
used to obtain and compare the node representations. The Adam optimizer is applied to optimize both
µ and Σ with learning rates of 0.001 and 0.01, respectively. For classifier training, 500 iterations are
employed.

During step 2 i.e., the network updation phase, we sample condensed graphs for each historical task
and update the network for 500 epochs using Adam optimizer with learning rates of 0.005 and weight
decay strength 0.0005.

For other baseline models, we obtain the AP and AF scores for baseline models as reported in [1]. For
the recently proposed CaT method [13], the official code provided by the authors is used to reproduce
the results.

Table 3: Dataset Summary
Datasets CoraFull Arxiv Reddit Products
# Nodes 19,793 1,69,343 2,27,853 24,49,028
Node Ftr. dim. 8710 128 602 100
# Edges 1,30,622 11,66,243 11,46,15,892 6,18,59,036
# Classes 70 40 40 46
# Tasks 35 20 20 23

A.2 Ablation Study

A.2.1 Varying the number of Condensed Graph Samples

Our SERGCL draws samples from the learned condensed graph distribution during both training steps
i.e., SMB creation and SUP step for updating the predictive network. In Table 4, the performance of
SERGCL is presented as we vary the number of samples during SMB creation and SUP step.

Table 4: Average performance (AP) for SERGCL as we vary the sample size of condensed graphs
for Arxiv dataset.

During SUP step
1 10 20 50 100

D
ur

in
g

SM
B

C
re

at
io

n 1 65.9±0.4 65.9±0.0 65.8±0.3 65.9±0.6 65.8±0.3
10 66.4±0.1 66.4±0.1 66.2±0.1 66.5±0.0 66.5±0.3
20 67.0±0.2 67.0±0.2 67.0±0.2 67.1±0.1 66.9±0.3
50 67.2±0.3 67.1±0.0 67.3±0.0 67.2±0.1 67.4±0.2
100 66.9±0.3 67.1±0.4 67.0±0.1 67.1±0.2 67.4±0.3

During SMB creation, we update the parameters of the condensed graph distribution itself at each
iteration step. Understanding the coverage of this varying distribution is important to find the correct
gradient direction for updating the parameters. Therefore, increasing the number of samples provides
better coverage of the distribution. Hence, it leads to a better distribution for the condensed graph and
improves the overall performance using the experience replay. The performance starts to converge
beyond the sample size of 50.

In contrast, during the SUP step, we sample the condensed graphs from the ‘fixed’ distribution during
each iteration step. Hence, as we execute multiple iteration SUP steps, we eventually cover the
underlying distribution by drawing new samples for each iteration. Therefore, we observe only a
slight increase in AP as we increase the number of condensed graph samples in this step.
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A.2.2 Varying Memory Buffer Budget.

Table 5 presents a comparative performance using AP metric as we increase the memory budget
for NGCL tasks in class-IL settings. Clearly, a large memory is more efficient for summarizing the
original historical graphs. Therefore, it improves the performance of our SERGCL and the existing
CaT models. However, our SERGCL model still consistently outperformed the CaT models on both
CoraFull and Arxiv datasets irrespective of the size of the memory budget.

Table 5: Impact of buffer budget with respect to the number of nodes in the condensed graph.

Budget
CoraFull Arxiv

CaT [13] SERGCL CaT [13] SERGCL
AP AF AP AF AP AF AP AF

0.01 64.5±1.4 -3.3±2.6 66.5±2.4 -8.5±2.0 66.0±1.1 -13.1±1.0 67.4±0.3 -11.6±0.4
0.05 74.5±0.4 -6.2±0.1 76.7±0.2 -5.9±0.2 65.6±1.2 -12.2±0.4 67.7±0.1 -11.2±0.8
0.10 77.4±0.2 -5.7±0.1 77.8±0.4 -6.4±0.3 65.3±0.4 -12.1±0.6 67.5±0.1 -11.4±0.3

A.2.3 SUP step using currently available graph.

Experience replay (ER) based models typically update the memory network by incorporating the
memory buffer with the current graph. However, due to the small size of the memory buffer, it creates
a significant data imbalance problem. It leads to overemphasizing the current task and, leads to
the catastrophic forgetting problem for historical tasks. One solution is to use the same number of
condensed graph samples for each task [13]. However, unlike the existing ER models, our proposed
SERGCL can mitigate the data imbalance problem by drawing an appropriate number of samples for
historical tasks while using the original graph for the current task.

Table 6: Impact of using the current input graph while varying the number of condensed graph
samples for historical graphs during the SUP step for using the Arxiv dataset.

# Samples Avg. Performance Avg. Forgetting
1 35.9 ± 2.8 -63.2±3.0
5 46.9±0.3 -50.1±0.4

10 46.4±2.8 -49.8±3.2
50 54.4±1.1 -38.0±1.6

100 60.7±0.6 -28.8±0.6
500 66.2±0.4 -7.8±0.5
750 65.8±0.5 -1.6±0.4

1000 65.8±0.5 3.6±0.4

In Table 6, we present the performance as we update the network using the entire current input graph
and vary the number of samples for historical tasks for the Arxiv dataset. Since the size of the original
current graph is significantly large, multiple samples of the historical tasks need to be drawn from
SMB to address the imbalance problem. Drawing fewer samples leads to over-emphasis on the current
tasks as before which can be corrected by increasing the number of samples for historical tasks to
ensure balance between the historical and current tasks. This improves the overall performance of the
models. Oversampling the historical tasks leads to underestimating the current tasks and the model
produces better performances on historical tasks, improving the AF metric. This comes at the cost of
reduced performance on the current task.

A.2.4 Generating condensed graphs using Optimized f

In the following, we explore the performance difference as we use optimized f instead of randomly
initialized GNNs, Frand at each iteration in Eq. 5. In Table 7, we report the results when the SMB
creation process is applied using a single network, iteratively optimized while learning the condensed
graph distributions. Here, we apply a similar optimization strategy as in [35]. However, we observe
that AP scores consistently degrade compared to our original SERGCL framework using random
networks.

We hypothesize that this performance drop occurs as an optimized network primarily focuses on
learning the current tasks without adequately preserving the broader graph properties that can
be essential for distinguishing historical or future tasks. In contrast, random projection, as an
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Table 7: Performance comparison for Class-IL as we use random networks vs. a single optimized
model to produce condensed graphs for our SERGCL models.

Method CoraFull Arxiv
AP (%) AF (%) AP (%) AF (%)

SERGCL (random networks) 66.5 -8.5 67.4 -11.6
SERGCL (single Optimized f ) 34.4 -24.2 61.6 -12.8

unsupervised approach, can capture the general characteristics of the graph and provide a better
balance for continual learning.

A.2.5 Additional Memory Overhead for SERGCL

While our SERGCL method provides better coverage of the historical graphs, it requires additional
memory for storing the Σ matrices of the Gaussian kernels (Eq. 3). The diagonal entries of Σ store
the importance of each feature dimension of µ while the off-diagonal entries capture their correlations.
However, storing a full rank Σ would require O(d2) additional memory. Instead, we can use a
diagonal Σ with an additional memory cost of O(d). As we do not store edge-related information for
the condensed graphs, our additional memory compensates with most of the previous sampling-based
experience replay methods that require storing edges [11, 12]. However, we still require an extra
memory overhead compared to CaT [13]. Alternatively, we can learn an isotropic matrix i.e., Σ = σI
for the Gaussian kernels. It only requires an additional memory of O(1) for storing the scaler σ.

Table 8: Comparative performance of SERGCL with diagonal and isotropic Σ for Gaussian kernels.

CaT [13] SERGCL
(w/ diag Σ)

SERGCL
(w/ isotropic Σ)

Arxiv-CL 61.3 ± 2.8 66.5 ± 2.4 66.6 ± 0.2
Corafull-CL 66.0 ± 1.1 67.4 ± 0.3 66.9 ± 2.0
Reddit-CL 97.4 ± 0.1 97.4 ± 0.0 97.4 ± 0.0
Products-CL 68.5 ± 0.4 69.0 ± 0.4 69.1 ± 0.3

Table 8 reports the results as we select SERGCL with diagonal and isotropic Σ matrix. We observe
that both sets of SERGCL models achieve comparable performance and still outperform ‘fixed’
condensation graph-based CaT models.

Table 9: Computation Time & Memory Footprint for Larger Graphs
Reddit Product

ERGNN [11] SSM [12] CaT [13] SERGCL ERGNN [11] SSM [12] CaT [13] SERGCL
Peak Mem. (Buffer Creation) 1350 MiB 643.5 KiB 1026 MiB 1029 MiB 5534 MiB 147.5 KiB 5005 MiB 5019 MiB
Memory Buffer Creation Time 1 s 1 s 14 m 59 s 15 m 12 s 2s 1s 13 m 5 s 13 m 26 s
Training Time 7 m 43 s 7 m 36 s 2 m 4 s 2 m 19 s 16 m 8 s 16 m 4 s 2 m 12 s 2 m 59 s
Performance 31.8 51.6 97.4 97.4 39.5 62.7 68.5 69

A.2.6 Computational Details & Complexity Analysis

The model is implemented using PyTorch [46] and PyTorch Geometric libraries [47], and all experi-
ments were performed on a single NVIDIA A100 GPU. In Table 9, the training time and memory
footprint for different models during the sampling/condensation phase and the training phase are
presented.

Memory Footprint: SSM requires the least peak memory since it creates the memory buffer with
sparsification using a probability distribution. In contrast, other methods require additional memory
for their heuristic calculations for ER-GNN or solving optimizations as in SERGCL and CaT.

Computation time: (a) The buffer creation time for SERGCL and CaT is significantly higher. These
methods require solving the optimization to condense the historical graphs. In comparison, previous
sampling-based traditional experience replay models (i.e., ER-GNN, SSM) require less time to sample
and select the sub-graphs for producing their memory buffer. (b) However, the training time for
ER-GNN and SSM are significantly large as they take the entire incoming graph for the current task.
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Complexity Analysis: Given a L layer GNN, original graph mini-batch with O(N) nodes and O(n)
synthetic nodes with self-loops, and total optimization iterations, I , the time complexity for both
CaT and SERGCL remains the same as O(IL), while space complexity becomes O(N2 + n) and
O(N2 + nk) for CaT and SERGCL; where k is the number of samples drawn at each iteration for
SERGCL; O(N2) denotes the edges for original graph mini-batch. Since N >> n, both O(N2 + n)
and O(N2 + nk) become O(N2), i.e., the same time and space complexity for both CaT and
SERGCL.
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