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Abstract

Comprehending natural language and following human instructions are critical
capabilities for intelligent agents. However, the flexibility of linguistic instruc-
tions induces substantial ambiguity across language-conditioned tasks, severely
degrading algorithmic performance. To address these limitations, we present
a novel method named DAIL (Distributional Aligned Learning), featuring two
key components: distributional policy and semantic alignment. Specifically, we
provide theoretical results that the value distribution estimation mechanism en-
hances task differentiability. Meanwhile, the semantic alignment module cap-
tures the correspondence between trajectories and linguistic instructions. Exten-
sive experimental results on both structured and visual observation benchmarks
demonstrate that DAIL effectively resolves instruction ambiguities, achieving
superior performance to baseline methods. Our implementation is available at
https://github.com/RunpengXie/Distributional-Aligned-Learning.

1 Introduction

Artificial agents are anticipated to master diverse skills while effectively interpreting human in-
structions and generalizing across various tasks. Therefore, comprehension and following of nat-
ural language emerges as critical capabilities for agents in this context. For example, language-
conditioned agents have achieved remarkable success in robotic manipulation [36, 6], text-based
environments [35, 7], visual navigation [62, 22], and autonomous driving [14, 51]. The fundamental
requirement has propelled language-conditioned reinforcement learning (RL) to the forefront of
research, which focuses on enabling agents to interpret and execute natural language instructions
through RL frameworks.

Recent advancements in the language-conditioned RL domain have focused on bridging the gap
between linguistic understanding and decision-making processes, aiming to create agents capable
of executing complex instructions with human-like adaptability. For example, some works [12, 4]
integrate language-conditioned policy with trial-and-error learning, significantly improving the
performance and sample efficiency in robot task acquisition. Meanwhile, some studies [18, 19]
leverage expert demonstrations to map language instructions to reward signals directly to address the
issue of sparse rewards in language-conditioned RL. However, linguistic instructions exhibit high
flexibility, which induces exponential growth in task space. In this case, identical tasks may have
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Figure 1: The framework of our method. The key ideas are: (1) use the distributional language-guided
policy to aid task discrimination, (2) use the trajectory-wise semantic alignment module to extract
task representation.

divergent expressions, while distinct tasks share overlapping language instructions. This variability
makes language-conditioned RL methods face the significant challenge of task ambiguity, which
hinders the agent from discerning the connection between rewards and task objectives, thereby
significantly impairing learning efficiency.

To solve this issue, we propose a novel method, DAIL, which consists of two main components: a
distributional language-guided policy and a trajectory-wise semantic alignment module. Specifically,
the distributional policy module [3] estimates the value distribution, preserving more information to
aid task discrimination. Theoretically, we analyze the sample complexity required to guarantee task
disambiguation and establish that distributional estimation methods are sample-efficient in offline
settings. On the other hand, the semantic alignment module constrains the language instruction
representations by maximizing the mutual information between trajectories and the instructions,
thereby achieving better differentiation across instructions. With theoretical guarantees, the two
modules enable precise disambiguation and execution of linguistic instructions, thereby improving
learning efficiency.

We conduct extensive experiments on both structured observation [10] and visual observation [54]
benchmarks. This design is to validate the external validity of the DAIL agent, progressing from less
complex structured inputs to more complex and expressive visual observations. The experimental
results show that DAIL outperforms the state-of-the-art language-conditioned RL methods in both
benchmarks. Further, the visualization analysis demonstrates that DAIL can learn a non-ambiguous
task representation compared with baselines. Our main contributions are summarized as follows:

• First, we highlight the critical issue of task ambiguity and empirically analyze the limitations
of current mainstream methods. We define the task distinction in our setting and analyze the
sample complexity to avoid task ambiguity theoretically.

• Second, we propose DAIL, a simple yet efficient language-conditioned learning framework,
which addresses the task ambiguity issue based on distributional policy and semantic
alignment.

• Lastly, we conduct extensive experiments to show that DAIL significantly outperforms
conventional language-conditioned methods. The results indicate that by improving task
discrimination, we can effectively mitigate the task ambiguity issue, thereby broadening the
application of language-conditioned RL.

2 Preliminaries

Language-conditioned RL Based on contextual markov decision process (CMDP) [20], we
consider Language-conditioned Markov Decision Process (LCMDP) as a model consisting of a
tuple M = (S,A, P, r, γ,L, p0, pl), where S denotes the state space, A represents the action
space, L is the language instruction space, P (s′|s, a, l) represents the probabilistic transition model,
r : S ×A× L → R is the reward function conditioned on language instructions and γ is the discount
factor. p0 represents the probability distribution of the initial state, and pl denotes the probability
distribution of language instruction. We establish language instructions l as task descriptors, and each
instruction uniquely specifies a task.
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Language-conditioned RL aims to obtain a policy π(·|s, l) that maximizes the cumulative discounted
returns under a specific distribution of language instructions:

π∗ = argmaxπEπ

[ ∞∑
t=0

γtr(st, at, l)

]
, (1)

where s0 ∼ p0(·), l ∼ pl(·), at ∼ π(·|st, l) and st+1 ∼ P (·|st, at, l). The temporal difference loss
in language-conditioned RL is adapted as follows:

LTD(θ) =E(s,a,s′,l)∼D[(r(s, a, l) + γmaxa′Qθ̂(s
′, a′, l)−Qθ(s, a, l))2] (2)

where Qθ(s, a, l) is the parameterized Q-function conditioned language instruction l, and Qθ̂(s, a, l)
is the target Q-network.

Offline RL Due to the high cost of real-time interaction with the environment, we consider the
offline learning setting, in which we learns a policy π without interacting with an environment. Rather,
the learning is based on a dataset D generated by a behavior policy πβ . One of the major challenges
in offline RL is the issue of distributional shift [17], where the learned policy is different from the
behavioral policy. Existing offline RL methods apply various forms of regularization to limit the
deviation of the current learned policy:

π∗ = argmaxπ [JD(π)− αD(π, πβ)] , (3)

where JD(π) is the cumulative discounted return of policy π on the empirical MDP induced by the
dataset D, and D(π, πβ) is a divergence measure between π and πβ . As for the language-conditioned
task, we will provide the language instruction in the evaluation. To make our writing more concise,
let τ be a full trajectory, and τt be the trajectory ending at time-step t. Let pD(τ, l) represents the
joint distribution of trajectory-instruction pairs in the dataset D.

3 Ambiguity on Language-Conditioned Tasks

In practical tasks, language instructions have high flexibility. For example, similar tasks may employ
divergent expressions, while distinct tasks share overlapping language instructions. The variability
induces exponential growth of the task space. Therefore, when the number of language instructions
increases, the agent is required to accurately identify the tasks; otherwise, it will significantly affect
the agent’s performance. We name this issue the ambiguity in language-conditioned tasks. We give a
formal definition of semantics distinction from instructions as follows.
Definition 1 (Semantics Instructions Distinction). In a multi-task RL setting with known task instruc-
tion space L and unknown semantics space G, for a task distinction threshold δ and sub-optimality
gap ϵ, two task instructions li, lj ∈ L are considered with different underlying semantics, gi ̸↔ gj ,
if the expected Q-values under any shared ϵ-optimal policy π satisfy:

Eπ [|Qπ(s, a, li)−Qπ(s, a, lj)|] ≥ δ.
Conversely, if

Eπ [|Qπ(s, a, li)−Qπ(s, a, lj)|] ≤ δ/2,
then li and lj are considered with the same underlying semantics, gi ↔ gj , where s0 ∼ p0(·), a ∼
π(·|s), s′ ∼ p(·|s, a). Vπ(s) ≥ V ∗(s)− ϵ,∀s ∈ S, V ∗ is optimal value function.

To make this point more straightforward, we introduce a toy experiment based on the Minigrid
environment [11]. The setup consists of 10 accessible goal positions G = {g0, g1, ..., g9}, where G
represents the set of all possible goal positions. The agent (red triangle-shaped) must follow a given
instruction l ∈ L to navigate to a specific goal position (Left of Figure 2). We simulate instructions
using numerical task IDs, making L ⊂ N. We employ a random mapping F : L → G to assign
each l to goal position g, which simulates semantics of instructions and is hidden from the agent
(Middle of Figure 2). With these settings, we can control the number of instructions |L| by simply
adjusting the set of valid task IDs and the mappings. We conduct 10 experiments, varying the number
of instructions from 1 to 29. For each experiment, we generate a new mapping F and collect 1024
random trajectories as the offline dataset.

We evaluate the standard offline RL algorithm, CQL [30], on the above settings. In addition, to test
how model size affects the task ambiguity, we create an enhanced version called CQL-double by
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(a) (b) (c)

Tasks Instructions

Go to (1,1) Task id  “0”

Go to (1,2) Task id  “1”

Go to (1,1) Task id  “2”

Go to (1,2) Task id  “512”

……

10 tasks 512 instructions

Figure 2: Left: The green flags in the map denote the accessible goals. Middle: An illustration of the
mapping between goal positions and instructions. Right: Average success rates over 100 evaluations
for each number of instructions and 3 seeds.
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Figure 3: An illustrative case where Q(s, a) functions in two tasks share the same expectations but
have different distributions. In this case, traditional RL cannot discriminate between the tasks while
distributional RL can. Please refer to Appendix D for more details.

doubling its parameters. The experimental results in Figure 2 show that if the number of instructions
is small (e.g., under 16), agents can understand instructions and reach the goal position with high
success. However, as instructions multiply, the number of demonstrations for each instruction
declines, which increases task ambiguity and consequently makes CQL and CQL-double performance
drop significantly. These observations reveal fundamental limitations in language-conditioned RL
regarding task ambiguity, highlighting that model scaling alone remains insufficient to resolve this
challenge. For detailed information on the toy experiment, please refer to Appendix E.

4 Method

To address the issue of task ambiguity, we hope to improve the algorithm’s ability to distinguish
tasks. In this section, we propose the Distributional Aligned Learning algorithm (DAIL), which
enhances the task differentiability from policy and representation. Specifically, DAIL adopts the
distributional language-guided policy to estimate the value distribution, preserving more information
to aid task discrimination. On the other hand, DAIL uses the trajectory-wise semantic alignment
module to extract task representations and help discriminate different instructions by maximizing the
mutual information between trajectories and instructions. We show the overall framework of DAIL in
Figure 1 and Algorithm 1 in Appendix B.

4.1 Distributional Language-Guided Policy

Current RL methods aim to estimate the expectation of the cumulative discounted reward. However,
as shown in Section 3, when the number of instructions increases while keeping the number of
actually-distinct tasks constant, the estimated expectation for different task instructions becomes
similar. As a result, it is difficult for the agent to complete the task instructions accurately. Differently,
the distributional technique addresses this issue by calculating the distribution of the cumulative
discounted reward, which is more distinguishable than expectation, as illustrated through an extreme
yet straightforward example in Figure 3. For a fixed policy π, let the random variable Zπ represent
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the cumulative discounted reward obtained along the policy π, and it has the following relationships:

V π(s, l) := E[Zπ(s, l)] = E

[ ∞∑
t=0

γtr(st, at, l)|s0 = s, π

]

Qπ(s, a, l) := E[Zπ(s, a, l)] = E

[ ∞∑
t=0

γtr(st, at, l)|s0 = s, a0 = a, π

]
,

(4)

Let Z denote the space of value distributions. In the following, for simplicity of notation, we denote
Zπ ∈ Z as Z. Instead of estimating the expectation, we calculate the probability distribution of the
random variable Z:

T πZ(s, a, l) :D= R(s, a, l) + γZ(s′, a′, l), (5)

where T is the distributional Bellman operator, and A :
D
= B denotes that A equals B by probability

laws. R ∈ Z is a function depicting the reward distributions. Since modeling continuous distributions
is challenging, we can discretize the value function distribution Z and train it by minimizing the
cross-entropy loss:

LDist(θ) = E(τ,l)∼pD(·,·)
1

T

T−1∑
t=0

DKL

(
ΦT̂ Zθ̂(st, at, l)∥Zθ(st, at, l)

)
, (6)

where T is the trajectory length, ΦT̂ is the sample Bellman update, which projects the value function
distribution onto the parametric discrete distribution. Zθ and Zθ̂ are estimated value distributions
parameterized by θ and θ̂, respectively. By optimizing Equation 6, we obtain the distribution Zθ that
exhibits strong discriminative power across different instructions l. Please refer to Appendix C for
the details.

In addition, we conduct the following theoretical analysis. Let nvalue, ndist denote the number of
samples needed to avoid task ambiguity for value-based and distributional settings, respectively. As
shown in Theorem 1 and Corollary 2, distributional RL achieves better sample efficiency compared
with estimating the expectation when the number of tasks is sufficiently large, nvalue ≥ ndist. Proofs
and further details can be found in Appendix D.

Theorem 1 (Sample Complexity for Task Instruction Disambiguation). Consider an offline multi-task
RL setting withM distinct tasks (with different semantics). In direct Q-value estimate setting, suppose
Q(s, a, l) ∈ [0, Qmax], ∀(s, a, l) ∼ D with finite Qmax, and the task distinction threshold is δ > 0.
When the number of training samples nvalue satisfies:

nvalue ≥
Cvalue log(3M

2/η)

δ2
.

The mean value estimate algorithm achieves task-level semantic disambiguation with confidence at
least 1− η. In the distributional RL setting, let Z(s, a, l) denote the learned return distribution, and
suppose the task distinction threshold is given by a 1-Wasserstein distance d > 0. Then, to ensure
semantic disambiguation of task instructions with confidence at least 1− η, it suffices that:

ndist ≥
Cdist log(3M

2/η)

d2
,

whereCvalue, Cdist > 0 are universal constants depending on certain attributes of Q-value distribution.

4.2 Trajectory-Wise Semantic Alignment

In this subsection, we focus on learning trajectory embedding that enhances the correspondence
between instructions and trajectories, thereby reducing task ambiguity at the representational level.
To achieve this, we attempt to maximize the mutual information between the language instructions
and trajectory:

w = max
w

I(Xτ (w);Xl(w)), (7)

where w is the parameter of the representation module, Xτ , Xl are the random variables of trajectory
embedding and language instruction, respectively. For the trajectory embedding xτ , we adopt the
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sequence model. Specifically, we first use uw(·, ·) to encode the state-action pairs, and then pass the
sequence of embeddings through a sequence model hw(·):

xτ = hw(uw(s1, a1), uw(s2, a2), ..., uw(sT , aT )). (8)
As for the language instruction representation, we employ a language encoder to tokenize and encode
the instructions into language embeddings xl. Please refer to Appendix F for the detailed model
architecture. Let fw(τ, l) =

xT
τ xl

||xτ || ||xl|| measure the similarity between the trajectory embedding and
language instruction representation. Since minimizing InfoNCE is equivalent to maximizing the
lower bound of the mutual information [45], we can maximize the mutual information in Equation 7
by minimizing the following NCE loss:

Lc(w) = E(τ,l+)∼pD(·,·)
l−∼pl(·)

[logσ(fw(τ, l
+)) + log(1− σ(fw(τ, l−)))], (9)

where l+ denotes the positive samples, which are sampled from the distribution of trajectory-
instruction pair pD(·, ·). l− denotes the negative samples, generated by uniform sampling over the
language instructions from the offline datasets.

4.3 Practical Implementation

To address the partial observability issue in practical implementation, the trajectory encoding xt
defined in Equation 8 is incorporated as an additional input (st, at, xt−1, l). The Equation 5 is
transformed into correspondingly:

T πZ(st, at, xt−1, l) :
D
= R(st, at, l) + γZ(st+1, at+1, xt, l). (10)

In practice, we estimate the value distribution Zθ with discrete distribution, using a set of atoms
{zi = VMIN + i∆z}M−1

i=1 ,∆z = VMAX−VMIN
M−1 . VMIN, VMAX ∈ R are the lower and upper bounds of the

distributions with support, respectively, and M ∈ N is the number of atoms. Then the discrete value
distribution is modeled as:

Zθ(st, at, xt−1, l) = zi, with probability pi(st, at, xt−1, l) :=
eθi(st,at,xt−1,l)∑
j e
θj(st,at,xt−1,l)

(11)

where θi : S × A× X × L → R is a parametric model employed to approximate Zθ and updated
by Equation 6. Based on the analysis in Section 4.1, we compute Q-function with distributional
mechanism by Qθ(st, at, xt−1, l) = E[Zθ(st, at, xt−1, l)] =

∑M−1
i=0 pi(st, at, xt−1, l)zi. Please

refer to Appendix C for the details.

In addition, we consider the offline learning setting in this work, which learns a policy without
interacting with the environment. For this reason, we adopt the standard offline learning term,
CQL(H) [30], to address the distribution shift issue in offline RL learning [17]:

LCQL(θ) = E(τ,l)∼pD(·,·)
1

T

T−1∑
t=0

log
∑
a

exp(Qθ(st, a, xt−1, l))− Ea∼πβ(a|s)[Qθ(st, a, xt−1, l)],

(12)
Combining all the above loss functions, the total loss function is:

Ltot = LDist + λLc + αLCQL (13)
where λ, α are weights of the trajectory-wise semantic alignment module and the offline learning
term, respectively. Finally, we select the action with the highest Q-value:

a∗t = argmax
a

Qθ(st, a, xt−1, l) (14)

The complete process of our method is shown in Algorithm 1 in Appendix B and Figure 14 in
Appendix F.

5 Experiments

We designed our experiments to answer the following questions: Q1: How does DAIL compare to
other state-of-the-art methods on offline language-conditioned tasks? Q2: How does DAIL perform
as the number of tasks explodes? Q3: Can DAIL learn a meaningful alignment between trajectories
and instructions? Q4: What is the contribution of each of the proposed techniques in DAIL?
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Go to the blue door, then pick 
up the green ball, then ……

Turn to the right and go to the sink 
across from you, then …… 

Bring the cleaned fork to the table 
with the bread, then ……

(a) (b)Figure 4: Left: An example of the SynthLoc task in the BabyAI environment: “put the yellow key
next to a green ball”. Right: Two example scenes with instructions from ALFRED. Agents are asked
to finish specific tasks in the 3D household environment according to received instructions.

Table 1: Success rate of out-of-distribution BabyAI tasks. Each score is evaluated over 3 seeds.

Tasks GCBC BC-Z GRIF IQL CQL DAIL (ours)

Open 94.4±2.5 93.7±1.0 95.9±1.7 98.0±0.4 98.8±0.5 99.0±0.2
Goto 90.3±1.6 76.9±3.0 88.8±2.6 86.1±1.2 88.9±2.1 91.3±1.0
PickUp 78.4±2.1 45.4±1.5 75.6±3.9 70.4±3.6 71.9±2.2 87.6±2.0
PutNext 27.4±1.6 11.2±3.3 22.5±2.7 21.4±3.1 27.6±0.8 49.1±1.8
All 74.1±0.7 57.9±1.8 71.2±2.6 69.7±2.3 72.6±0.4 81.7±1.3

5.1 Experimental Setting

We evaluate various methods in language-conditioned tasks, with detailed introductions as follows:

BabyAI [10] is a language learning research platform with different levels of tasks, shown on the
Left of Figure 4. We choose level SynthLoc for evaluation, which contains four major groups of
tasks Open, Goto, PickUp, and PutNext. The agent is asked to operate with an assigned object, like
“open a red door” or “put the gray box in front of you next to the blue key”. Tasks vary as the colors,
types, or locations of objectives change, making around 6000 different tasks in total. To evaluate the
algorithms’ generalizations, we divide the task space into in-distribution tasks and out-of-distribution
tasks. In-distribution tasks account for approximately 60% of the total number of tasks, with a total
of 3325. For the offline learning, we construct an offline dataset with 50k expert trajectories, 50k
imitation learning agent trajectories, and 25k random trajectories.

ALFRED [54] benchmarks sequential decision-making tasks involving household activities (e.g,
cleaning, heating food) through language instructions and first-person vision, shown on the Right
of Figure 4. The dataset provides 8055 expert demonstrations with 25k human-annotated language
instructions detailing both high-level goals and sub-goal step-by-step guidance. As our work primarily
focuses on low-level policy learning rather than high-level planning, we specifically concentrate
on the GOTO sub-goal setting for our evaluation. In this task set, the agent must go to specific
locations according to instructions like “Move to other side of couch on the right side of the table
before the door”. To simulate the presence of noisy data in real-world applications, we augment
the training set with 30k random-agent trajectories, resulting in 97896 total trajectories with 53442
unique instructions across 108 household scenes.

Baselines We choose three state-of-the-art offline RL algorithms, CQL [30], IQL [28], and adapt
them into a language-conditioned manner as our RL baselines. In addition, for imitation baselines, we
include GCBC [15], BC-Z [25] and GRIF [42], which are also adapted into a language-conditioned
manner by the benchmarks [10, 54]. Further details about baselines are shown in Appendix E.
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Figure 5: Training curves on in-distribution BabyAI tasks. Success rates are evaluated over 3 seeds.

Go right and move to 
face the tub.

Go to the counter left 
of the fridge.

Take the heated mug 
back to the coffee 
machine, right of the 
sink.

Figure 6: Example trajectories of DAIL in ALFRED validation set instructions with varied instructions
and scenes.

5.2 Main Results

BabyAI experimental results. We provide training curves of in-distribution tasks in Figure 5
and out-of-distribution experimental results in Table 1. The complete results are shown in Table
5 in Appendix H. It shows that our method achieves superior performance compared with other
baselines, especially in the PutNext task category. Vanilla offline RL algorithms like CQL and
IQL underperform compared to imitation learning methods like GCBC, which we attribute to the
adverse impact of task ambiguity on RL-based approaches as discussed in Theorem 1. On the other
hand, modified algorithms designed for language-conditioned IL (BC-Z and GRIF) perform poorly
under our setting. This is primarily because their contrastive learning objectives are not robust in the
presence of noisy or suboptimal data. In contrast, our alignment-based approach, built on an offline
RL framework, maintains strong performance. We further evaluate various algorithms on a more
challenging dataset with fewer expert trajectories (Table 6 in Appendix H). Our method still achieves
the optimal results. Further details about the experiment are shown in Appendix E.

ALFRED experimental results. The complexity and variety of instructions in ALFRED challenge
the agent’s ability to discern instructions. The experimental results in Table 2 show that our approach
demonstrates the highest success rate (SR), validating its positive impact on instruction recognition
capability compared to other baselines. GCBC exhibits poorer resistance to suboptimal data, resulting
in performance comparable to other RL baseline models. We also report path-length weighted
success rates (PLW SR), which considers the length of expert demonstration and demonstrates the
effectiveness of the behavior policy following [54]. We further illustrate the observation trajectories
generated by DAIL under the validation set instructions of ALFRED with varied instructions and
scenes in Figure 6. This visualization demonstrates DAIL’s robust task execution in complex scenes
under diverse instructions, with additional trajectory demonstrations provided in Appendix I.

5.3 Visualization

To better understand how our proposed method enhances the performance, we show the t-SNE [57]
results of the language instructions internal embedding on BabyAI SynthLoc. Each point repre-
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Table 2: Success rate (SR) and path-length weighted success scores (PLW SR) in the ALFRED tasks.
The results are shown on the training set and validation set respectively. Each score is evaluated over
3 seeds.

Tasks GCBC BC-Z GRIF IQL CQL DAIL (ours)

SR (Training) 87.9±2.4 86.5±0.8 87.8±1.6 88.4±0.6 87.2±1.2 92.3±2.2
PLW SR (Training) 84.3±2.6 82.3±2.7 82.3±2.6 84.4±2.7 83.0±2.9 90.2±3.1

SR (Validation) 47.1±2.4 43.0±2.5 48.6±1.0 52.0±3.0 50.4±1.7 56.8±2.1
PLW SR (Validation) 40.5±3.1 39.5±2.2 43.2±2.5 47.0±3.2 44.4±1.3 50.3±2.4

Goto, door Goto, key Goto, box Goto, ball Open, door PickUp, key PickUp, box PickUp, ball

CQL DAIL w/o Distributional DAIL w/o Alignment DAIL

Figure 7: T-SNE visualization of instructions in BabyAI tasks. The figure distinguishes between
different task categories (e.g., Open) and target object types (e.g., box), using marker colors and
shapes to represent each separately. For example, “pick up a red box” corresponds to , “go to a
green box” corresponds to +.

sents the internal representation of a unique language instruction within the policy network. The
experimental results in Figure 7 show that vanilla RL can only marginally separate some broad
task categories, but fails at distinguishing PickUp and Goto. Moreover, it is completely confused
between Open (door) and Goto (door). Alignment and distributional methods help discriminate tasks
between and within categories. Our method substantially enhances task representation by clearly
differentiating between task categories and target object types (for example, separating and , ⋆ and
⋆).

For more precise visualization, we use the same method to visualize the task representations of
algorithms on the same task category, illustrated in Figure 17 in Appendix G. Our method effectively
distinguishes all tasks in these two categories without overlapping confusion and group similar
tasks into smaller clusters ( , , +, ⋆ and so on). We conduct the visualization experiments under 3
training seeds, all of which yield consistent experimental conclusions. Moreover, we quantitatively
measure the clustering quality of our proposed components with the Silhouette score[52] using the
learned language embeddings. The experimental results in Table 8 in Appendix H demonstrate
that our method effectively enhances clustering performance, which aligns with the experimental
findings from the visualization. Details of the quantitative evaluation and more visualizations of task
representations can be referred in Appendix H and G, respectively.

5.4 Ablation Studies

Ablation of components. To study the contribution of each component in our learning framework,
we conduct the following ablation study. We compare the performance of algorithms that only
apply trajectory-wise alignment or distributional language-guided policy alone with our method on
SynthLoc. The experimental results in Table 3 show that both modules significantly improve the
performance over vanilla CQL on in-distribution and out-of-distribution tasks. Further, combining
both components can achieve the best performance compared to other approaches.

Ablation of alignment weight λ. In Equation 13, λ is the weight of the alignment loss. For this
reason, we evaluate the choice of λ in BabyAI tasks with various λ. The experimental results in
Figure 8 show that there is no noticeable performance difference between λ = 0.2 and λ = 1. The
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Table 3: Ablation results for components of our method. Each score is evaluated over 3 seeds.

Algorithm In Distribution Out of Distribution

PutNext All PutNext All

CQL 25.6±2.5 78.1±1.6 27.6±0.8 72.6±0.4
DAIL w/o Distributional 39.6±0.6 83.3±0.2 39.3±1.7 77.3±0.8

DAIL w/o Alignment 39.1±1.0 82.2±1.3 32.0±0.9 75.1±1.6

DAIL 57.9±0.9 89.2±0.5 49.1±1.8 81.7±1.3

performance begins to degrade when the influence of the loss is either too small (λ = 0.01) or too
large (λ = 2). Therefore, we recommend choosing a value between 0.2 and 1.
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Figure 8: Percent difference of the performance of an ablation over λ, compared to the average results
of all λs evaluated.

6 Conclusion and Future Work

In this work, we aim to address the task discrimination and comprehension challenges in language-
conditioned RL. To achieve this, we propose a novel method called DAIL, which incorporates a
distributional language-guided policy and a trajectory-wise semantic alignment module. We first
theoretically demonstrate that distributional RL methods are more sample-efficient than traditional
RL methods for learning in language-conditioned tasks. We then perform extensive experiments
on both structured and visual observation benchmarks. The experimental results and visualization
analysis show that our method learns language instruction representations with clearer semantics.
The simplicity and robustness of DAIL make it easily adaptable as a plug-in for other methods
tackling language-conditioned problems. While our method is theoretically and empirically validated,
demonstrating its significant advantages in language-conditioned tasks, several limitations remain.
First, due to experimental constraints, we are unable to test our method in real-world scenes to further
validate the method’s effectiveness and robustness, which we will consider in future work. Second,
our theoretical analysis of distributional RL’s advantages relies on the assumptions of offline RL.
Although we believe that this approach remains effective in online settings, we defer the theoretical
analysis to future work.
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to reproduce that algorithm.
(b) If the contribution is primarily a new model architecture, the paper should describe

the architecture clearly and fully.
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either be a way to access this model for reproducing the results or a way to reproduce
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the dataset).

(d) We recognize that reproducibility may be tricky in some cases, in which case
authors are welcome to describe the particular way they provide for reproducibility.
In the case of closed-source models, it may be that access to the model is limited in
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Answer: [Yes]

Justification: We provide data and code in the supplemental material.

Guidelines:

• The answer NA means that paper does not include experiments requiring code.
• Please see the NeurIPS code and data submission guidelines (https://nips.cc/
public/guides/CodeSubmissionPolicy) for more details.

• While we encourage the release of code and data, we understand that this might not be
possible, so “No” is an acceptable answer. Papers cannot be rejected simply for not
including code, unless this is central to the contribution (e.g., for a new open-source
benchmark).

• The instructions should contain the exact command and environment needed to run to
reproduce the results. See the NeurIPS code and data submission guidelines (https:
//nips.cc/public/guides/CodeSubmissionPolicy) for more details.

• The authors should provide instructions on data access and preparation, including how
to access the raw data, preprocessed data, intermediate data, and generated data, etc.

• The authors should provide scripts to reproduce all experimental results for the new
proposed method and baselines. If only a subset of experiments are reproducible, they
should state which ones are omitted from the script and why.

• At submission time, to preserve anonymity, the authors should release anonymized
versions (if applicable).

• Providing as much information as possible in supplemental material (appended to the
paper) is recommended, but including URLs to data and code is permitted.

6. Experimental setting/details
Question: Does the paper specify all the training and test details (e.g., data splits, hyper-
parameters, how they were chosen, type of optimizer, etc.) necessary to understand the
results?

Answer: [Yes]

Justification: We discuss the experimental details of experiments in Section 5 and Appendix
E. We provide the hyperparameters and network architectures in Appendix F.
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• The answer NA means that the paper does not include experiments.
• The experimental setting should be presented in the core of the paper to a level of detail

that is necessary to appreciate the results and make sense of them.
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material.

7. Experiment statistical significance
Question: Does the paper report error bars suitably and correctly defined or other appropriate
information about the statistical significance of the experiments?

Answer: [Yes]

Justification: We provide the standard deviation in all the experimental results in the paper.
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• The answer NA means that the paper does not include experiments.
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• The method for calculating the error bars should be explained (closed form formula,
call to a library function, bootstrap, etc.)

• The assumptions made should be given (e.g., Normally distributed errors).
• It should be clear whether the error bar is the standard deviation or the standard error

of the mean.
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puter resources (type of compute workers, memory, time of execution) needed to reproduce
the experiments?
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• The answer NA means that the paper does not include experiments.
• The paper should indicate the type of compute workers CPU or GPU, internal cluster,
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than the experiments reported in the paper (e.g., preliminary or failed experiments that
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learning; this work does not present any foreseeable societal consequences.

Guidelines:

• The answer NA means that there is no societal impact of the work performed.
• If the authors answer NA or No, they should explain why their work has no societal

impact or why the paper does not address societal impact.
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• Examples of negative societal impacts include potential malicious or unintended uses
(e.g., disinformation, generating fake profiles, surveillance), fairness considerations
(e.g., deployment of technologies that could make decisions that unfairly impact specific
groups), privacy considerations, and security considerations.

• The conference expects that many papers will be foundational research and not tied
to particular applications, let alone deployments. However, if there is a direct path to
any negative applications, the authors should point it out. For example, it is legitimate
to point out that an improvement in the quality of generative models could be used to
generate deepfakes for disinformation. On the other hand, it is not needed to point out
that a generic algorithm for optimizing neural networks could enable people to train
models that generate Deepfakes faster.

• The authors should consider possible harms that could arise when the technology is
being used as intended and functioning correctly, harms that could arise when the
technology is being used as intended but gives incorrect results, and harms following
from (intentional or unintentional) misuse of the technology.

• If there are negative societal impacts, the authors could also discuss possible mitigation
strategies (e.g., gated release of models, providing defenses in addition to attacks,
mechanisms for monitoring misuse, mechanisms to monitor how a system learns from
feedback over time, improving the efficiency and accessibility of ML).

11. Safeguards

Question: Does the paper describe safeguards that have been put in place for responsible
release of data or models that have a high risk for misuse (e.g., pretrained language models,
image generators, or scraped datasets)?

Answer: [NA]

Justification: The paper poses no such risks.

Guidelines:

• The answer NA means that the paper poses no such risks.
• Released models that have a high risk for misuse or dual-use should be released with

necessary safeguards to allow for controlled use of the model, for example by requiring
that users adhere to usage guidelines or restrictions to access the model or implementing
safety filters.

• Datasets that have been scraped from the Internet could pose safety risks. The authors
should describe how they avoided releasing unsafe images.

• We recognize that providing effective safeguards is challenging, and many papers do
not require this, but we encourage authors to take this into account and make a best
faith effort.

12. Licenses for existing assets

Question: Are the creators or original owners of assets (e.g., code, data, models), used in
the paper, properly credited and are the license and terms of use explicitly mentioned and
properly respected?

Answer: [Yes]

Justification: We properly credit the existing assets and respect the terms of use in our
research.

Guidelines:

• The answer NA means that the paper does not use existing assets.
• The authors should cite the original paper that produced the code package or dataset.
• The authors should state which version of the asset is used and, if possible, include a

URL.
• The name of the license (e.g., CC-BY 4.0) should be included for each asset.
• For scraped data from a particular source (e.g., website), the copyright and terms of

service of that source should be provided.

19



• If assets are released, the license, copyright information, and terms of use in the
package should be provided. For popular datasets, paperswithcode.com/datasets
has curated licenses for some datasets. Their licensing guide can help determine the
license of a dataset.

• For existing datasets that are re-packaged, both the original license and the license of
the derived asset (if it has changed) should be provided.

• If this information is not available online, the authors are encouraged to reach out to
the asset’s creators.

13. New assets
Question: Are new assets introduced in the paper well documented and is the documentation
provided alongside the assets?

Answer: [Yes]

Justification: The model and code we propose are well documented.

Guidelines:

• The answer NA means that the paper does not release new assets.
• Researchers should communicate the details of the dataset/code/model as part of their

submissions via structured templates. This includes details about training, license,
limitations, etc.

• The paper should discuss whether and how consent was obtained from people whose
asset is used.

• At submission time, remember to anonymize your assets (if applicable). You can either
create an anonymized URL or include an anonymized zip file.

14. Crowdsourcing and research with human subjects
Question: For crowdsourcing experiments and research with human subjects, does the paper
include the full text of instructions given to participants and screenshots, if applicable, as
well as details about compensation (if any)?

Answer: [NA]

Justification: The paper does not involve crowdsourcing nor research with human subjects.

Guidelines:

• The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

• Including this information in the supplemental material is fine, but if the main contribu-
tion of the paper involves human subjects, then as much detail as possible should be
included in the main paper.

• According to the NeurIPS Code of Ethics, workers involved in data collection, curation,
or other labor should be paid at least the minimum wage in the country of the data
collector.

15. Institutional review board (IRB) approvals or equivalent for research with human
subjects
Question: Does the paper describe potential risks incurred by study participants, whether
such risks were disclosed to the subjects, and whether Institutional Review Board (IRB)
approvals (or an equivalent approval/review based on the requirements of your country or
institution) were obtained?

Answer: [NA]

Justification: The paper does not involve crowdsourcing nor research with human subjects.

Guidelines:

• The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

• Depending on the country in which research is conducted, IRB approval (or equivalent)
may be required for any human subjects research. If you obtained IRB approval, you
should clearly state this in the paper.
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• We recognize that the procedures for this may vary significantly between institutions
and locations, and we expect authors to adhere to the NeurIPS Code of Ethics and the
guidelines for their institution.

• For initial submissions, do not include any information that would break anonymity (if
applicable), such as the institution conducting the review.

16. Declaration of LLM usage
Question: Does the paper describe the usage of LLMs if it is an important, original, or
non-standard component of the core methods in this research? Note that if the LLM is used
only for writing, editing, or formatting purposes and does not impact the core methodology,
scientific rigorousness, or originality of the research, declaration is not required.
Answer: [NA]
Justification: The core method development in this research does not involve LLMs as any
important, original, or non-standard components.
Guidelines:

• The answer NA means that the core method development in this research does not
involve LLMs as any important, original, or non-standard components.

• Please refer to our LLM policy (https://neurips.cc/Conferences/2025/LLM)
for what should or should not be described.
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A Related Work

Language-conditioned Agents. Two primary approaches for enabling an agent to follow hu-
man instructions are reinforcement learning (RL) and imitation learning (IL). Some approaches in
language-conditioned RL focus on aligning language with policies or performing feature extraction
to integrate language information into the learning process [9, 26, 1, 41, 53, 4], while others prioritize
reward shaping [55, 16, 19, 18, 53] to formulate language-conditioned reward functions. However,
most methods rely on simulators and are limited in scalability when applied in the offline setting. On
the other hand, IL is designed to learn from large datasets but is heavily dependent on the quality of
the data [24]. To mitigate this dependency and enhance data efficiency, recent works have leveraged
crowd-sourced annotations [43], multimodal alignment [25, 42, 44], or carefully designed model
architectures [39, 56]. These methods enhance IL by supplying richer supervisory signals or building
more robust model structures. Despite the success of IL methods in solving complex tasks, the scale
and quality of the dataset remain significant constraints, particularly without external annotations or
auxiliary datasets.

Offline Goal-conditioned RL. Learning a task-specific policy from demonstrations with different
goals presents a significant challenge in offline goal-conditioned reinforcement learning (GCRL). By
relabeling trajectories and treating intermediate states as additional goal states [2, 32, 33, 59, 60, 38],
offline GCRL has achieved notable improvements in sample efficiency. However, this approach
is challenging to replicate in language-conditioned settings. First, replicating a specific goal state
is particularly challenging in environments characterized by randomness or partial observability.
Second, directly using goal states that lack semantic context as labels proves ineffective for learning.
While some works use language instructions to guide planning [13, 48, 46], the ambiguity of language
can complicate this process. Several studies have applied hierarchical RL to guide policy through
subgoals [32, 61, 8, 47, 34] and demonstrate strong performance. However, they rely heavily on a
high-level policy that accurately decomposes language instructions into subgoals.
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B Algorithm

Algorithm 1 Distributional Aligned Learning

Require: Offline dataset D = {(τ, l)}, target network update frequency Kupdate and support atoms
Zatoms.
Initialize policy parameters θ and target policy parameters θ̂.
for each gradient step do

Sample batch B = {(τ, l)}Ni=1 ∼ D
Encode instructions: {xl}Ni=1

Compute the history information {x0, x1, .., xT }Ni=1 using (8)
// Distributional Language-Guide Policy
for each transition (st, at, rt, st+1, l) in batch B do

Compute estimated value distribution Zθ(st, at, xt−1, l) using (15)
Compute projected update ΦT̂ Zθ(s, a, x, l) using (18)
lDist(θ)← DKL(ΦT̂ Zθ̂(st, at, xt−1, l)||Zθ(st, at, xt−1, l))

end for
// Trajectory-Wise Semantic Alignment
for each trajectory-instruction pair (τ, l) do

for each pair (τ ′, l′) other than (τ, l) do
View l′ as negative instruction l−, and compute contrastive loss lc by using (9)

end for
end for
Add up the losses above to get LDist ←

∑
lDist, and Lc ←

∑
(τ,l) lc

Compute conservative Q-learning loss LCQL using (12)
Ltot ← LDist + λLc + αLCQL

Update θ ← θ − η∇θLtot(θ)
if step % Kupdate=0 then

Update target network: θ̂ ← θ
end if

end for
Extract policy: π(s, x, l)← argmaxa

∑M
i=1 pi(s, a, x, l)zi

return π(s, x, l)
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C Details on Distributional Language-Guided Policy

In this section, we provide a more detailed introduction to the specific computational workflow of our
proposed Distributional Language-Guided Policy. We follow the approach in [3], employing discrete
atoms to model and approximate the original value distribution. To facilitate understanding, we have
included the calculation methodology for this section of the work here.

Specifically, we model the discrete value distribution with discrete units called atoms {zi = VMIN +

i∆z}M−1
i=0 , which are uniformly spaced support points that discretize the range of possible returns into

[VMIN , VMAX ]. M ∈ N is the number of atoms. VMAX, VMIN,M are pre-defined parameters, which
together decide the step between the atoms of the categorical value distribution: ∆z := VMAX−VMIN

M−1 .

To represent the discrete value distribution, we need to estimate the probability pi, which means
the probability for the discrete value equaling zi. In practical implementation, we approximate the
probabilities pi by a parametric model θ : S ×A×X × L → RM . We use θi(·, ·, ·, ·) to denote the
i-th dimension of this model’s output. Therefore, the discrete value distribution can be written as:

Zθ(s, a, x, l) = zi w.p. pi(s, a, x, l) :=
eθi(s,a,x,l)∑
j e
θj(s,a,x,l)

Qθ(s, a, x, l) = E[Zθ(s, a, x, l)] =
M−1∑
i=0

pi(s, a, x, l)zi

(15)

where
∑M−1
i=0 pi = 1. We now explain how to learn θ through RL. Given a transition (s, a, r, s′, l),

the Bellman update for each atom zi is computed as:

T̂ zi = r + γzi (16)

The Bellman update T̂ zi maps the original support points to new locations that do not align with
predefined discrete atoms {zi}M−1

i=0 , making it impossible to represent as a valid discrete distribution
over the fixed atoms. Therefore, we need to project these values back onto the fixed support
{z0, ..., zM−1}. To do so, we distribute probability mass pi(s′, a′, x′, l) to the nearest two atoms in
[VMIN, VMAX], where a′ = π(s′, x′, l) is the output of the greedy policy π(·, ·, ·). x′ is computed
as x′ = hw(x, (s, a)). Ultimately, we can compute the projected probability for T̂ zi via a local
interpolation mechanism:

Projected probability =

{
zj+1−T̂ zi

∆z · pi(s′, a′, x′, l), assigned to zj
T̂ zi−zj

∆z · pi(s′, a′, x′, l), assigned to zj+1

(17)

Sum all the projected probabilities from all T̂ zj , we can compute the projected update probabilities
by:

(ΦT̂ Zθ(s, a, x, l))i =
M−1∑
j=0

[1−
|[T̂ zj ]VMAX

VMIN
− zi|

∆z
]10 pj(s

′, a′, x′, l) (18)

where [·]ba bounds the argument in the range [a, b]. Given the project update ΦT̂ Zθ̂ and the current
estimates of the discrete value distributions Zθ, we can update θ by minimizing the KL divergence:

DKL(ΦT̂ Zθ̂(s, a, x, l)||Zθ(s, a, x, l)) (19)

where θ̂ is the target network.
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D Theoretical Analysis

D.1 Insights Using Distributional RL

The key insight of applying distributional RL to language-conditioned tasks lies in its capacity to
capture value distributions, which provides fine-grained task differentiation across various tasks.
Traditional RL methods, however, rely on learning scalar value expectations, discarding critical
distributional information, making it require more samples to discriminate between tasks properly.
We first demonstrate this key insight through an extreme yet illustrative example as illustrated in
Figure 9.

Distributional Policy

Agent suffers from 
task ambiguity

Ordinary RL 
methods 

Distributional 
RL method

Agent can clearly 
identify the task

Q function  𝑄𝑄 𝑠𝑠,𝑎𝑎, 𝑙𝑙
Policy 𝑎𝑎 = 𝜋𝜋 𝑠𝑠, 𝑙𝑙

The distribution of 𝑄𝑄(𝑠𝑠, 𝑎𝑎, 𝑙𝑙2)

The distribution of 𝑄𝑄(𝑠𝑠, 𝑎𝑎, 𝑙𝑙1)Different 
Task 
𝑙𝑙1, 𝑙𝑙2

Distributional RL 
retain difference

between distributions

Ordinary 
methods obtain 

similar 𝔼𝔼𝑄𝑄 value

𝔼𝔼𝑄𝑄(𝑠𝑠,𝑎𝑎, 𝑙𝑙1)

𝔼𝔼𝑄𝑄(𝑠𝑠,𝑎𝑎, 𝑙𝑙2)

Figure 9: An illustrative case where Q(s, a) functions in two tasks share the same expectations but
have different distributions. In this case, traditional RL cannot discriminate between the tasks, while
distributional RL can.

Consider two distinct tasks l1 and l2 that share identical expected returns Qπ(s, a, l1) = Qπ(s, a, l2)
for a specific state-action pair (s, a), but exhibit fundamentally divergent Q value distributions
Z(s, a, l1) ̸= Z(s, a, l2). In this case, traditional RL methods relying on value estimation would
inevitably conflate tasks l1, l2 at (s, a), regardless of sample size, while distributional RL resolves
this ambiguity through approximating the full distributions of values.

To formally validate this insight, we present the following theorem, accompanied by a rigorous proof.

D.2 Theoretical Proof

Definition 1 (Restatement of Definition 1). In a multi-task RL setting with known task instruction
space L and unknown semantics space G, for a task distinction threshold δ and sub-optimality gap ϵ,
two task instructions li, lj ∈ L are considered with different underlying semantics, gi ̸↔ gj , if the
expected Q-values under any shared ϵ-optimal policy π satisfy:

Eπ [|Qπ(s, a, li)−Qπ(s, a, lj)|] ≥ δ.
Conversely, if

Eπ [|Qπ(s, a, li)−Qπ(s, a, lj)|] ≤ δ/2,
then li and lj are considered with the same underlying semantics, gi ↔ gj , where s0 ∼ p0(·), a ∼
π(·|s), s′ ∼ p(·|s, a). Vπ(s) ≥ V ∗(s)− ϵ,∀s ∈ S, V ∗ is optimal value function.

In the case of distributional reinforcement learning, the Wasserstein distance W1 between the return
distributions Z(s, a) is used as the criterion. Specifically, li and lj are considered to represent
different semantics if

Eπ [W1 (Zπ(s, a, li), Zπ(s, a, lj))] ≥ d,
and the same semantics if this expectation is less than or equal d/2.
Theorem 1 (Sample Complexity for Task Instruction Disambiguation). Consider an offline multi-task
RL setting withM distinct tasks (with different semantics). In direct Q-value estimate setting, suppose
Q(s, a, l) ∈ [0, Qmax], ∀(s, a, l) ∼ D with finite Qmax, and the task distinction threshold is δ > 0.
When the number of training samples nvalue satisfies:

nvalue ≥
Cvalue log(3M

2/η)

δ2
.

The mean value estimate algorithm achieves task-level semantic disambiguation with confidence at
least 1− η. In the distributional RL setting, let Z(s, a, l) denote the learned return distribution, and
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suppose the task distinction threshold is given by a 1-Wasserstein distance d > 0. Then, to ensure
semantic disambiguation of task instructions with confidence at least 1− η, it suffices that:

ndist ≥
Cdist log(3M

2/η)

d2
,

whereCvalue, Cdist > 0 are universal constants depending on certain attributes of Q-value distribution.

Proof. We denote Qi(s, a) as a shorthand for Qπ(s, a, li) and Zi(s, a) as a shorthand for Zπ(s, a, li)
in the following discussion. For direct offline Q-learning, when the task distinction threshold is δ > 0,
we define the semantic ambiguity event Sa as:

E(s,a)∼D

[
|Q̂i(s, a)− Q̂j(s, a)|

]
≤ δ

2
, (20)

Eπ [|Qi(s, a)−Qj(s, a)|] ≥ δ, gi ̸↔ gj , (21)

where D is the offline dataset, Q is the optimal Q function, π is the optimal policy along with Q, and
Q̂ is the learned Q function.

Following the triangle inequality, we have:∣∣∣E(s,a)∼D[|Q̂i − Q̂j |]− Eπ[|Qi −Qj |]
∣∣∣ ≤ (22)∣∣∣E(s,a)∼D[|Q̂i − Q̂j |]− EDE(s,a)∼D[|Q̂i − Q̂j |]

∣∣∣+ ∣∣∣EDE(s,a)∼D[|Q̂i − Q̂j |]− Eπ[|Qi −Qj |]
∣∣∣

(23)

In general, we assume that the offline RL dataset is collected by ϵ-optimal policy, i.e., there exists a
ϵ-optimal policy π that D satisfies

EDE(s,a)∼D[|Q̂i − Q̂j |] = Eπ[|Q̂i − Q̂j |],ED(Q̂) = Qπ = Q (24)

Besides, we have:∣∣∣Eπ[|Q̂i − Q̂j |]− Eπ[|Qi −Qj |]
∣∣∣ = ∣∣∣Eπ (|Q̂i − Q̂j | − |Qi −Qj |)∣∣∣ (25)

≤ Eπ
∣∣∣|Q̂i − Q̂j | − |Qi −Qj |∣∣∣ (26)

≤ Eπ
∣∣∣(Q̂i − Q̂j)− (Qi −Qj)

∣∣∣ (27)

≤ Eπ|Q̂i −Qi|+ Eπ|Q̂j −Qj | (28)

Therefore,

Pr

(∣∣∣E(s,a)∼D[|Q̂i − Q̂j |]− Eπ[|Qi −Qj |]
∣∣∣ ≥ δ

2

)
(29)

≤ Pr

(∣∣∣E(s,a)∼D[|Q̂i − Q̂j |]− Eπ[|Q̂i − Q̂j |]
∣∣∣+ Eπ|Q̂i −Qi|+ Eπ|Q̂j −Qj | ≥

δ

2

)
(30)

≤ Pr

(∣∣∣E(s,a)∼D[|Q̂i − Q̂j |]− Eπ[|Q̂i − Q̂j |]
∣∣∣ ≥ δ

2

)
(31)

+ Pr

(
Eπ|Q̂i −Qi| ≥

δ

2

)
+ Pr

(
Eπ|Q̂j −Qj | ≥

δ

2

)
(32)

Since Q̂,Q ∈ [0, Qmax], |Q̂i − Q̂j |, |Q̂i −Qi|, |Q̂j −Qj | ∈ [0, Qmax], together with Equation 24,
we can apply Theorem 1 (Hoeffding’s inequality) in [5], and obtain that for ∀li, lj ∈ L,

Pr
(∣∣∣E(s,a)∼D[|Q̂i − Q̂j |]− Eπ[|Q̂i − Q̂j |]

∣∣∣ ≥ δ/2) ≤ 2 exp(−nvalueδ
2/Cvalue) (33)

Pr
(
Eπ|Q̂i −Qi| ≥ δ/2

)
≤ 2 exp(−nvalueδ

2/Cvalue) (34)

Pr
(
Eπ|Q̂j −Qj | ≥ δ/2

)
≤ 2 exp(−nvalueδ

2/Cvalue) (35)
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where nvalue = |D| is the size of dataset, Cvalue ∈ (0,O(Q2
max)] is a constant value.

Combining with Equation 32, we have

Pr
(
E(s,a)∼D[|Q̂i − Q̂j |]− Eπ[|Qi −Qj |] ≤ −δ/2

)
≤ 6 exp(−nvalueδ

2/Cvalue) (36)

Consider the extreme case in task semantics distinction, when ∃li, lj ∈ L, gi ̸↔ gj ,Eπ[|Qi−Qj |] = δ
that can be exactly partitioned under the threshold. We have

Pr
(
E(s,a)∼D[|Q̂i − Q̂j |] ≤ δ/2

)
≤ 6 exp(−nvalueδ

2/Cvalue) (37)

Consider all task pairs with different real semantics
(
M
2

)
≈ M2

2 :

Pr
(
∃i, j, gi ̸↔ gj ,E(s,a)∼D[|Q̂i − Q̂j |] ≤ δ/2

)
≤ 3M2 exp(−nvalueδ

2/Cvalue) (38)

To ensure a confidence level of at least 1− η for any task ambiguity, we require that the probability
of the event Sa satisfies:

Pr(Sa) ≤ η,

Thus, we need to let:

3M2 exp(−nvalueδ
2/Cvalue) ≤ η.

Then,

nvalue ≥
Cvalue

δ2
log

3M2

η
(39)

For the distributional RL setting, we have the estimated return distributions Ẑi, Ẑj and real distribu-
tions Zi, Zj , with the threshold d > 0. Similar to Equation 21, we have the semantic ambiguity event
Sa as:

E(s,a)∼D

[
W1(Ẑi(s, a), Ẑj(s, a))

]
≤ d

2
, (40)

Eπ [W1 (Zi(s, a), Zj(s, a))] ≥ d, gi ̸↔ gj , (41)

where Z is the optimal distribution of Q-value, π is the optimal policy along with Z, and Ẑ is the
learned distribution.

Similarly, we have:∣∣∣E(s,a)∼D

[
W1(Ẑi, Ẑj)

]
− Eπ [W1 (Zi, Zj)]

∣∣∣ (42)

≤
∣∣∣E(s,a)∼D

[
W1(Ẑi, Ẑj)

]
− EDE(s,a)∼D

[
W1(Ẑi, Ẑj)

]∣∣∣ (43)

+
∣∣∣EDE(s,a)∼D

[
W1(Ẑi, Ẑj)

]
− Eπ [W1(Zi, Zj)]

∣∣∣ (44)

=
∣∣∣E(s,a)∼D

[
W1(Ẑi, Ẑj)

]
− Eπ

[
W1(Ẑi, Ẑj)

]∣∣∣+ ∣∣∣Eπ [W1(Ẑi, Ẑj)−W1(Zi, Zj)
]∣∣∣ (45)

Following the triangle inequality of Wasserstein distance, we have:

W1(Ẑi, Ẑj)−W1(Zi, Zj) ≤W1(Ẑi, Zi) +W1(Zj , Ẑj) (46)
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Then,

Pr

(∣∣∣E(s,a)∼D

[
W1(Ẑi, Ẑj)

]
− Eπ [W1 (Zi, Zj)]

∣∣∣ ≥ d

2

)
(47)

≤ Pr

(∣∣∣E(s,a)∼D

[
W1(Ẑi, Ẑj)

]
− Eπ

[
W1(Ẑi, Ẑj)

]∣∣∣+ ∣∣∣Eπ [W1(Ẑi, Ẑj)−W1(Zi, Zj)
]∣∣∣ ≥ d

2

)
(48)

≤ Pr

(∣∣∣E(s,a)∼D

[
W1(Ẑi, Ẑj)

]
− Eπ

[
W1(Ẑi, Ẑj)

]∣∣∣+ ∣∣∣Eπ [W1(Ẑi, Zi) +W1(Ẑj , Zj)
]∣∣∣ ≥ d

2

)
(49)

≤ Pr

(∣∣∣E(s,a)∼D

[
W1(Ẑi, Ẑj)

]
− Eπ

[
W1(Ẑi, Ẑj)

]∣∣∣ ≥ d

2

)
(50)

+ Pr

(∣∣∣Eπ [W1(Ẑi, Zi)
]∣∣∣ ≥ d

2

)
+ Pr

(∣∣∣Eπ [W1(Ẑj , Zj)
]∣∣∣ ≥ d

2

)
(51)

Since Ẑ is the empirical measure of Z and the estimated return is 1-dimensional, Q ∈
[0, Qmax],W1(Zi, Zj) ∈ [0, Qmax]. Following Theorem 1 (Hoeffding’s inequality) in [5] , Corollary
5.2 and Remark 5 in [31], we have the following equation where Cdist1 , Cdist2 ∈ (0,O(Q2

max)] are
constant values.

Pr
(∣∣∣E(s,a)∼D

[
W1(Ẑi, Ẑj)

]
− Eπ

[
W1(Ẑi, Ẑj)

]∣∣∣ ≥ d/2) ≤ 2 exp(−ndistd
2/Cdist1) (52)

Pr
(
Eπ

[
W1(Ẑi, Zi)

]
≥ d/2

)
≤ 2 exp(−ndistd

2/Cdist2) (53)

Pr
(
Eπ

[
W1(Ẑj , Zj)

]
≥ d/2

)
≤ 2 exp(−ndistd

2/Cdist2) (54)

Combining with Equation 51, we can obtain the following equation where Cdist =
max(Cdist1 , Cdist2) > 0

Pr
(
E(s,a)∼D

(
W1(Ẑi, Ẑj)

)
− Eπ (W1(Zi, Zj)) ≤ −d/2

)
≤ 6 exp(−ndistd

2/Cdist) (55)

In the same way, consider the extreme case when ∃li, lj ∈ L, gi ̸↔ gj ,Eπ (W1(Zi, Zj)) = d. We
have

Pr
(
E(s,a)∼D

(
W1(Ẑi, Ẑj)

)
≤ d/2

)
≤ 6 exp(−ndistd

2/Cdist) (56)

Consider all task pairs with different real semantics
(
M
2

)
≈ M2

2 :

Pr
(
∃i, j, gi ̸↔ gj ,E(s,a)∼D

(
W1(Ẑi, Ẑj)

)
≤ d/2

)
≤ 3M2 exp(−ndistd

2/Cdist) (57)

Similarly, to ensure a confidence level of at least 1− η for avoiding task ambiguity, we need
3M2 exp(−ndistd

2/Cdist) ≤ η.
Then,

ndist ≥
Cdist

d2
log

3M2

η
(58)

Corollary 2. In a multi-task RL setting, to avoid task ambiguity with confidence level 1− η, learning
the distribution over Q-values requires fewer samples than learning point estimates of Q-values when
the number of tasks M is sufficiently large. Formally, nvalue ≥ ndist, where nvalue, ndist denote the
samples needed to avoid task ambiguity for value-based and distributional settings.

Proof. From Theorem 1, we have

nvalue ≥
Cvalue

δ2
log

3M2

η
(59)

ndist ≥
Cdist

d2
log

3M2

η
(60)
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First, Q ∈ [0, Qmax],W1(Zi, Zj) ∈ [0, Qmax], following Theorem 1 (Hoeffding’s inequality) in [5] ,
Corollary 5.2 and Remark 5 in [31] we obtain that the constant C satisfies:

Cvalue ≤ O(Q2
max), Cdist ≤ O(Q2

max). (61)

Then, we can prove that for any Q-value distribution Zi, Zj ,

W1(Zi, Zj) ≥ |EZi(Q)− EZj (Q)| (62)

The definition of Wasserstein-1 distance is

W1(Zi, Zj) = inf
π∈Π(Zi,Zj)

E(X,Y )∼π|X − Y |

Here, Π(Zi, Zj) denotes the set of all joint distributions with marginals Zi, Zj .

For (Zi, Zj) ∼ π, we have

E[|X − Y |] ≥ |E(X − Y )| = |EZi
(X)− EZj

(Y )| = |EZi
(X)− EZj

(X)|

Thus, for any joint π,
E(X,Y )∼π|X − Y | ≥ |EZi

(X)− EZj
(X)|

For the optimal joint π,
W1(Zi, Zj) ≥ |EZi(Q)− EZj (Q)| (63)

Thus, we must choose a much smaller threshold δ for point estimates than that d for distribution
learning, δ ≤ d. In some scenarios, when the mean difference of the Q function is small but the
distribution difference is large, δ << d.

Combining Equation 61, 63, we can obtain that

Cvalue

δ2
log

3M2

η
≥ Cdist

d2
log

3M2

η
(64)

we prove that nvalue ≥ ndist, even nvalue >> ndist in some scenarios.
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E Experimental Details

E.1 Toy Experiment

In this toy experiment based on the Minigrid environment [11], we demonstrate that vanilla offline
RL fails to establish the relationship between the tasks and their underlying reward functions as the
number of tasks explodes.

The setup consists of 10 accessible goal positions G = {g0, g1, ..., g9}, where G represents the set of
all possible goal positions. The agent (red triangle-shaped) must follow a given instruction l ∈ L
to navigate to a specific goal position. We simulate instructions using numerical task IDs, making
L ⊂ N. We employ a random mapping F : L → G to assign each l to goal position g, which
simulates semantics of instructions and is hidden from the agent. With these settings, we can control
the number of instructions |L| by simply adjusting the set of valid task IDs and the mappings. We
conduct 10 experiments, varying the number of instructions from 1 to 29. For each experiment, we
generate a new mapping F and collect 1024 random trajectories as the offline dataset.

The agent always starts from the center of the map. For each step, the agent receives the task ID and
current state as input, and the agent can choose to move forward, turn left, or turn right. A reward of
1− 0.9× (STEP_COUNT/MAX_STEP) is given for success and 0 for failure. MAX_STEP is fixed to 12
in our toy experiment. For offline datasets, a random policy with MAX_STEP = 12 is used to generate

(a) (b) (c)

Tasks Instructions

Go to (1,1) Task id  “0”

Go to (1,2) Task id  “1”

Go to (1,1) Task id  “2”

Go to (1,2) Task id  “512”

……

10 tasks 512 instructions

Figure 10: Left: The green flags in the map denote the accessible goals. Middle: An illustration
of the mapping between goal positions and instructions. Right: Average success rates over 100
evaluations for each number of instructions and 3 seeds.

64× n trajectories for 8 or fewer tasks, where n is the number of tasks, and 1024 trajectories for 16
or more tasks, respectively. For all these datasets, the success rate is fixed to be 0.5.

For the observation signals in this toy experiment, we use a simple architecture, which combines
Bag-of-Words encoding [40] and a two-layer CNN. We use 1 fully connected layer to embed task
IDs into task representations and a two-layer MLP as the output network. We use 64 as the feature
size for CQL and our method, 128 for CQL-double separately. For each number of tasks, each agent
is trained with α = {0, 0.01, 0.1, 0.5, 1, 2} over 3 seeds. We calculate the average of the results from
these 3 seeds and record the best performance among them as the performance for this number of
instructions, as illustrated in the Right of Figure 10.

E.2 Offline Datasets

E.2.1 BabyAI

BabyAI [10] is a language-conditioned research platform built on MiniGrid [11], which provides
different levels of tasks equipped with varied language instructions. We choose level SynthLoc as
the benchmark, which is the union of all instructions from PutNext, Open, Goto, and PickUp. The
agent needs to deal with synthetic Baby Language and interact with the specified objects at the goal
position. Some examples of language instructions are “put the green key behind you next to a box”,
“go to the red ball behind you”, and “pick up a green box”.

We follow the default map configuration of BabyAI, where each room has a size of 7× 7, arranged in
a 3× 3 grid with a total of 9 rooms. Each room may be connected to others via a door, as illustrated
in Figure 11. The agent has a field of view of 7 × 7 in front of it, with the observation size being
(7× 7× 3). Each grid cell in the observation contains the values (OBJECT_IDX, COLOR_IDX, STATE),
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Figure 11: Level SynthLoc in BabyAI

all represented in a structured format. A reward of ‘1 - 0.9 * (step_count / max_steps)’ is only given
for success, and ‘0’ in all other cases. Agents are permitted to take up to 300 steps before truncation
in our setting. In SynthLoc, the total number of tasks is large, and their distribution is sparse. We

Figure 12: The histogram shows the frequency distribution of tasks in 106 samples. The x-axis
represents the total frequency of each task, while the y-axis indicates the number of tasks that fall
within each frequency interval.

reset the environment 106 times and obtain over 5500 unique instructions. From the histogram of
task count (Figure 12), it can be observed that most tasks only appear less than 500 times in 106,
while some tasks appear over 4000 times. The distribution of tasks highlights the highly uneven
distribution of tasks. We divide the task set into two subsets, designating approximately 60% of the
tasks as in-distribution tasks. All trajectories in the offline dataset are collected under in-distribution
instructions, while tasks encountered during testing outside this set are considered out-of-distribution
tasks.

To construct the offline dataset, we collect three types of data: expert data, gathered by a pre-designed
bot within the environment; medium data, collected by a well-trained agent; and random data. The
built-in bot has access to global information to accomplish every possible task with a near-optimal
solution. We train an IL agent following BabyAI 1.1 [23], the state-of-the-art model proposed by
the original environmental authors. Trained on a dataset of 100k expert trajectories, it achieved
approximately 87.9% success rate across all tasks. Random agent achieves a 10.5% success rate
during data collection. We conduct a high-quality dataset with 50k expert trajectories, 50k IL agent
trajectories, and 25k random trajectories; a medium-quality dataset with 12.5k expert trajectories,
25k IL agent trajectories, and 40k random trajectories. All the trajectories in the dataset are generated
under in-distribution instructions.
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E.2.2 ALFRED

ALFRED [54] benchmarks sequential decision-making tasks involving household activities (e.g.,
cleaning, heating food) through language instructions and first-person vision, shown in Figure 13
and Table 4. The dataset provides 8055 expert demonstrations with 25k human-annotated language
instructions detailing both high-level goals and sub-goal step-by-step guidance. As our work primarily
focuses on low-level policy learning rather than high-level planning, we specifically concentrate
on the GOTO sub-goal setting for our evaluation. In this task set, the agent must go to specific
locations according to instructions like “Move to other side of couch on the right side of the table
before the door”. To simulate the presence of noisy data in real-world applications, we augment
the training set with 30k random-agent trajectories, resulting in 97896 total trajectories with 53442
unique instructions across 108 household scenes.

As for the experiment, we use the Modeling Quickstart dataset, which is recommended [54], including
trajectory JSONs and pre-generated ResNet features. The ResNet features are obtained using a pre-
trained ResNet-18 [21] to extract 512 × 7 × 7 features from the conv5 layer, which are used as
observation input during training and evaluation.

Figure 13: Two example scenes from ALFRED.

Table 4: Instruction examples in ALFRED GOTO task set.

# Instructions
1 Go left and turn to the right to face the couch.
2 Turn around and make a left immediately after the toilet turn a quick left to face the

side of the toilet.
3 Move to other side of couch on the right side of the table before the door.
4 go back to your right to the fridge and open the door
5 Turn around and walk to the white stove on the right.
6 Turn to the right and go to the sink across from you.
7 Turn around and walk towards the toilet, then turn right and walk towards the door,

turn left to face the counter.
8 Walk forward, then hang a right and walk across the room, turn left and walk up to the

chair.

For sub-goal evaluation, we follow [54] to use the expert trajectory to move the agent until the
start state of the tested sub-goal, and the agent takes over to operate based on the instructions and
observations. Episodes with 5 or more failed actions or exceeding the MAX_STEP = 32 are counted
as failures immediately. A reward of 1 is given for success and 0 for failure. Failed actions refer to
actions that cannot be successfully executed in the current state (for example, moving against the
walls or other obstacles in the room).
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F Architecture, Training, and Evaluation Details

F.1 Details of Encoders

This section describes the network architecture of we used for language and observation encoding
in BabyAI and ALFRED environments. In all the experiments, all models share the same encoders,
detailed as follows, unless otherwise specified.

Language Encoder For the language signals, we use the Transformer model [58] from the pre-
trained CLIP network [50] for language encoding in BabyAI and ALFRED experiments, freezing the
entire model during training and adding an additional fully connected layer at the end for fine-tuning.

Observation Encoder Given the differing input structures of BabyAI and ALFRED, we employ
separate observation encoders.

For BabyAI, we adopt the original visual encoding framework from BabyAI [23], which integrates a
Bag-of-Words embedding layer [40], a convolution backbone, and a linear layer. The BOW module
first turns the structural inputs with size 7× 7× 3 into 7× 7× 256 embeddings. The subsequent
convolutional backbone processes these features through two sequential blocks and a max-pooling
layer: each block contains a 3× 3 convolutional layer, followed by batch normalization and ReLU
activation. The output is then processed with a 7 × 7 max-pooling layer. The features are then
flattened and projected to 256 dimensions through a linear layer, producing a 256-dimensional vector
as the observation encoder’s final output.

For ALFRED, we use the original encoding framework in ALFRED [54] for all implemented
methods, which contains two sequential blocks: each block contains a 1 × 1 convolutional layer,
followed by batch normalization and ReLU activation. The features are then flattened and projected
to 512 dimensions through a linear layer, producing a 512-dimensional vector as the observation
encoder’s final output.

FiLM and Sequence Encoder We follow [23] to use FiLM [49] to fuse language and observation
encodings through feature-wise affine transformations. For history encoding, all baseline methods
employ a two-layer unidirectional LSTM to model temporal dependencies.

F.2 Architecture Details of DAIL

The overview architecture of DAIL is shown in Figure 14. We adopt the language and observation
encoders described above to encode instructions and observations separately. To use the same
sequence encoder for both trajectory-wise semantic alignment and history encoding, we modify the
sequence encoder to process observation-action trajectories jointly and output history information xt.

The computation process of state-action value q(st, at, xt−1, l) is shown on the Left of Figure 14,
given instruction l, observation st. The outputs of the FiLM network are concatenated with the outputs
of the sequence encoder, then processed through a Multi-Layer Perceptron (MLP) and a Softmax layer
to generate the final value distribution with dimension M . For Trajectory-Wise Semantic Alignment
as shown on the Right of Figure 14, we derive embeddings from instruction l and trajectory τ . The
trajectory embedding is represented by the sequence model’s final output xτ .

F.3 Training Details

All models are implemented with PyTorch, and trained with a batch size of 64, using the Adam
optimizer [27] at a learning rate of 3e− 4. All layers in the networks utilize PyTorch’s default weight
initialization, and the network outputs fixed-dimensional embeddings suitable for downstream tasks.
In BabyAI experiments, all methods were trained for 50 epochs over 3 seeds. And in the ALFRED
experiments, all methods were trained for 20 epochs over 3 seeds following [54].

As for DAIL, we fix α = 2 and λ = 0.2 except for the toy experiment and ablation experiment of λ.
We use VMAX = −VMIN = 20,M = 51 in all our experiments following [29].
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Figure 14: Overview of our algorithm. Left: Computation process of state-action value. Right:
trajectory-wise semantic alignment.

F.4 Baseline Details

In this work, all the baselines share the same language encoder and similar observation encoder,
and only differ in the decision module. In the following part, we introduce the decision modules of
several baselines used in our paper:

GCBC: language-conditioned behavior cloning with all data to maximize

JBC(πθ) = E(st,at,l)∼D,xt∼hw
[log πθ(at|xt, l)] (65)

BC-Z: learning two task encodings from language and trajectory (video), and aligning them through
similarity. We use cosine distance Dcos(p, q) =

pT q
|p||q| to measure the similarity. We denote (τ, l) as a

pair of trajectory and instruction.

JBC−Z(πθ) = E(st,at,l)∼D,xt∼hw
[log πθ(at|xt, fφ(l))]− E(τ,l)∼D[Dcos(qϕ(τ), fφ(l))], (66)

where qϕ(·) is the video encoder proposed by BC-Z to encode trajectory information, and fφ(·) is the
instruction encoder.

GRIF: explicitly aligning the representations of language-conditioned tasks through contrastive
learning with similarity measure C(s, g, l) = Dcos(fφ(l), hψ(s0, g)), where φ,ψ are learnable
parameters of the language encoder and goal encoder respectively and g is the last state of a trajectory.
Positive data (τ+, l+) ∼ pD(·, ·) are uniformly sampled from the dataset, with s+, g+ being the start
state and end state of τ+ respectively. Negative examples s−, g− are the start state and end state of
a randomly sampled trajectory from the dataset. Negative instruction l− ∼ pl(·) is the instruction
of another random trajectory. For each positive example, k negative examples are sampled noted as
{s−i , g

−
i }ki=1 and {l−i }ki=1.

Llang→goal(φ,ψ) = − log
exp(C(s+, g+, l+)/τ)

exp(C(c+, g+, l+)/τ) +
∑k
i=1 exp(C(c

−
i , g

−
i , l

+)/τ)

Lgoal→lang(φ,ψ) = − log
exp(C(s+, g+, l+)/τ)

exp(C(c+, g+, l+)/τ) +
∑k
i=1 exp(C(c

+
i , g

+
i , l

−)/τ)

(67)

where τ is the temperature parameter. We employ the last state sT in the trajectory as the goal state:
hψ(s0, g) = hψ(s0, sT ). Then the policy network is trained with behavior cloning by maximizing
the likelihood of the actions:

JGRIF(πθ) = E(st,at,l)∼D,xt∼hw
[log πθ(at|xt, fφ(l))] (68)

We use the GRIF(Joint) setting to train the model [42].
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CQL: we implement CQL (w/o distributional) based on DDPG,

JCQL(πθ) = E(st,at,l)∼D,xt∼hw
[Q(xt, πθ(xt, l), l)] (69)

where Q function is learned by minimizing:

LCQL(H)(θ) =E(st,at,rt,st+1,l)∼D,(xt,xt+1)∼hw
[(Qθ(xt, at, l)− BπQθ(xt, at, l))2]+

αE(st,l)∼D,xt∼hw
[log

∑
a

exp(Qθ(xt, a, l))− Ea∼π̂β(a|st,l)[Qθ(xt, a, l)]]
(70)

where π̂β is the behavior policy, Bπ is the Bellman operator, and the balance ratio α = 2 in our
experiment.

IQL: training an additional value network and extracting policy through advantage weighted
regression.

LV (ψ) = E(st,at,l)∼D,xt∼hw
[Lτ2(Qθ̂(xt, at, l)− Vψ(xt, l)]

LQ(ϕ) = E(st,at,rt,st+1,l)∼D,(xt,xt+1)∼hw
[(rt + γVψ(xt+1, l)−Qϕ(xt, at, l)2]

J (πθ) = E(st,at,l)∼D,xt∼hw
[exp(βQϕ(xt, at, l)− Vψ(xt, l)) log πθ(a|xt, l)]

(71)

The expectile τ = 0.7, β = 5. We follow the authors’ suggestions and subtract 1 from the reward if
it equals 0.

To follow the original IL setting and simplicity, we merely use observation without action information
in the history state encoding in BC and IQL. Our primary experiments show that it has little impact on
the results. We also investigate recent approaches of language-conditioned IL such as LLfP [37] and
R3M [44], but they perform poorly in prior experiments, so only BC-Z is chosen as the representative
in the final baselines.
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G Visualization Supplementary Results

We apply t-SNE visualization in different algorithms and task types to show that our method substan-
tially improves task representation on offline language-conditioned RL. Beyond the main text, here
are some supplementary visualization results.

PutNext, door PutNext, box Open, door PickUp, box PickUp, ball PickUp, key
PutNext, ball PutNext, key Goto, door Goto, box Goto, ball Goto, key

CQL DAIL w/o Distributional DAIL w/o Alignment DAIL

Figure 15: The t-SNE visualization of instructions from various tasks in BabyAI for different
algorithms. The figure distinguishes between different task categories (e.g., PutNext) and target
object types (e.g., box), using marker colors and shapes to represent each separately.

PutNext, door PutNext, box Open, door PickUp, box PickUp, ball PickUp, key
PutNext, ball PutNext, key Goto, door Goto, box Goto, ball Goto, key

GCBC w/o Alignment GCBC with Alignment IQL w/o Alignment IQL with Alignment

Figure 16: The t-SNE visualization of instructions from various tasks in BabyAI for different
algorithms. The figure distinguishes between different task categories (e.g., PutNext) and target
object types (e.g., box), using marker colors and shapes to represent each separately.

Overall task representation As introduced in Section 5, in BabyAI SynthLoc tasks, there are
four main categories of tasks: Goto, PickUp, PutNext, and Open. We sample tasks from all four
categories to visualize in Figure 15. Our method demonstrates superior task embedding capabilities
compared to other approaches in the Goto, PickUp, and Open—effectively reducing confusion as
highlighted by the red circles. Some degree of confusion remains inevitable in the PutNext tasks,
due to their complexity and variability (as indicated by the green circles).

We also visualize representations from GCBC and IQL (with and w/o alignment) in Figure 16. GCBC
shows reliable task representation, but confuses tasks from Goto and PickUp, “Open, door” and
“Goto, door” , where their embeddings are tightly gathered into small clusters. Our further results
in Figure 18 show that each cluster represents a specific color. Similarly, alignment significantly
eases this issue by separating each instruction. IQL shows similar results to CQL, while alignment
has a more significant influence on CQL. This result explains why simple GCBC shows comparable
performance in our settings while vanilla offline RL fails due to confusion in task encoding.

Task PickUp and Goto We take a closer look at tasks in GoTo and PickUp that only have one
target object. The task representations of DAIL and ablation algorithms are shown in Figure 17,
and GCBC and IQL (with and w/o alignment) are shown in Figure 18. The color of the markers
indicates that of the target objects other than black markers. As illustrated in Figure 7, our method
further subdivides tasks (for example, and ) into smaller clusters. Upon closer observation, these
smaller clusters correspond to different target object colors. Similarly, CQL performs poorly in object
color recognition, while distributional representation and semantic alignment substantially help task
discrimination. As illustrated by the red circles, when the target object type is key, only our method
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blue, door red, door blue, key red, key blue, box red, box blue, ball red, ball

CQL DAIL w/o Distributional DAIL w/o Alignment DAIL

Figure 17: The t-SNE visualization of instructions from the same task categories with more detailed
distinction. The figure distinguishes between different target object types (e.g., door) and target
object colors (e.g., blue), using marker colors and shapes to represent each separately. For example,
“go to the red door” corresponds to •;. “go to a red ball behind you” corresponds to ⋆, “pick up the
ball in front of you” corresponds to ⋆.

blue, door red, door blue, key red, key blue, box red, box blue, ball red, ball

GCBC w/o Alignment GCBC with Alignment IQL w/o Alignment IQL with Alignment

Figure 18: The t-SNE visualization of instructions from the same task categories (PickUp and
Goto) with more detailed distinction. The figure distinguishes between different target object
types (e.g., door) and target object colors (e.g., blue), using marker colors and shapes to represent
each separately. The legend has the same meaning as in Figure 17.

succeeds in separating embeddings of different target colors while forming clusters for targets of
the same color. In contrast, other methods tend to produce entangled representations, leading to less
distinguishable task embeddings.

GCBC yields strong results in this scenario, whereas IQL relatively performs poorly. However,
excessive overlap in GCBC suggests a confusion between the PickUp and Goto tasks. IQL can
distinguish between different types of targets (different shapes of markers) but fails in differentiating
target colors (for example, . . . ). After our alignment method was applied, its performance
significantly improved.

Representation with instruction texts We add some instruction texts to the representation map to
better demonstrate the language instructions’ representation results. We draw around 300 instructions
from BabyAI SynthLoc level to visualize and sample around 20 tasks and include their original
text in the figure, displayed to the right of the corresponding marker. Figure 19 shows the detailed
representation result of vanilla CQL, and Figure 20 shows that of our method DAIL. The red dashed
circles highlight the “Goto, door ” and “Open, door +” tasks. Our method DAIL successfully
separates the two task categories and further organizes them into clusters (based on colors, see Figure
17) while CQL fails. Similarly, the green dashed circles denote the “PickUp, key ” and “Goto, key ”
tasks. While CQL fails to disentangle the PickUp and Goto task types, our method achieves a clear
separation between them.
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Figure 19: The t-SNE visualization of instructions with text annotations from Open, Goto, PickUp
in BabyAI for CQL. The figure distinguishes between different task categories (e.g., PickUp) and
target object types (e.g., box), using marker colors and shapes to represent each separately.

Figure 20: The t-SNE visualization of instructions with text annotations from Open, Goto, PickUp
in BabyAI for our method. The figure distinguishes between different task categories (e.g., PickUp)
and target object types (e.g., box), using marker colors and shapes to represent each separately.
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H Additional Results

Results on the hight-quality dataset of BabyAI The success rates of in-distribution and out-
of-distribution tasks on the high-quality dataset are shown in Table 5. in both in-distribution and
out-of-distribution tasks. Our method demonstrates significant advantages over other approaches on
out-of-distribution tasks, particularly achieving substantial performance improvements on complex
tasks such as PutNext compared to the baseline RL method CQL (49.1% vs. 27.6%). Vanilla offline
RL algorithms like CQL and IQL underperform compared to imitation learning methods like GCBC,
which we attribute to the adverse impact of task ambiguity on RL-based approaches as discussed in
Theorem 1. On the other hand, modified algorithms designed for language-conditioned IL (BC-Z
and GRIF) perform poorly under our setting. This is primarily because their contrastive learning
objectives are not robust in the presence of noisy or suboptimal data. In contrast, our alignment-based
approach, built on an offline RL framework, maintains strong performance.

Table 5: Success rate of in-distribution tasks and out-of-distribution BabyAI tasks. Each score is
evaluated over 3 seeds.

Algorithm Open Goto PickUp PutNext All

In Distribution

GCBC 96.9±0.8 91.8±1.1 85.6±0.0 27.6±3.3 79.1±1.3
BC-Z 96.3±0.7 77.5±1.0 49.9±4.4 14.2±0.7 64.0±1.8
GRIF 96.6±0.8 89.4±2.5 87.6±0.1 27.7±3.7 78.6±2.5
IQL 98.2±0.4 87.9±1.4 73.7±1.1 26.2±3.5 75.2±0.7
CQL 98.7±0.3 92.2±0.9 83.8±1.7 25.6±2.5 78.1±1.6
DAIL (ours) 97.2±0.2 96.5±1.4 94.9±1.4 57.9±0.9 89.2±0.5

Out of Distribution

GCBC 94.4±2.5 90.3±1.6 78.4±2.1 27.4±1.6 74.1±0.7
BC-Z 93.7±1.0 76.9±3.0 45.4±1.5 11.2±3.3 57.9±1.8
GRIF 95.9±1.7 88.8±2.6 75.6±3.9 22.5±2.7 71.2±2.6
IQL 98.0±0.4 86.1±1.2 70.4±3.6 21.4±3.1 69.7±2.3
CQL 98.8±0.5 88.9±2.1 71.9±2.2 27.6±0.8 72.6±0.4
DAIL (ours) 99.0±0.2 91.3±1.0 87.6±2.0 49.1±1.8 81.7±1.3

Results on the medium-quality dataset of BabyAI The success rates of in-distribution and out-of-
distribution tasks on the medium-quality dataset are shown in Table 6. Due to the lower proportion of
successful trajectories, learning in this dataset is more challenging. As a result, all methods show a
significant decline in performance compared to results on the high-quality dataset (Table 1). However,
our method still achieves optimal results, especially in the PutNext task category.

Table 6: Success rate of on the medium-quality dataset. Each score is evaluated over 3 seeds.

Algorithm In Distribution Out of Distribution

PutNext All PutNext All

GCBC 15.6±1.5 58.0±2.2 10.5±1.3 52.6±2.3
BC-Z 4.4±1.0 54.2±0.2 5.0±1.6 49.7±1.4
GRIF 7.0±1.5 61.4±0.2 4.9±2.5 54.7±0.6
IQL 17.7±2.8 67.3±0.5 12.3±0.9 61.4±0.0
CQL 13.5±1.8 69.2±0.7 14.5±1.9 63.4±1.3
Ours 32.8±2.7 81.3±0.7 26.4±0.6 73.7±0.6

Ablation of components To study the contribution of each component in our learning framework,
we conduct the following ablation study. We compare the performance of algorithms that only
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Table 7: Ablation results of AUC on the high-quality dataset. Each score is evaluated over 3 seeds.

Algorithm 10 20

CQL 38,385.3±853.5 81,876.0±848.0
DAIL w/o Alignment 40,374.7±601.3 85,247.1±540.2

DAIL w/o Distributional 40,752.9±248.7 85,416.5±543.6
DAIL 42,370.6±404.8 88,450.5±291.6

apply trajectory-wise alignment or distributional language-guided policy alone with our method on
SynthLoc. The experimental results in Figure 21 show that both modules significantly improve the
performance over vanilla CQL on in-distribution and out-of-distribution tasks. Further, combining
both components can achieve the best performance compared to other approaches.

We further evaluate the sample efficiency of each method by calculating the Area Under the Curve
(AUC) for the success rates of their learning curves, and present the AUC comparisons of in-
distribution learning curves at the key milestones of 10 and 20 epochs in Table 7. Statistical analysis
confirms that at 20 epochs, DAIL holds a significant lead over the other three ablation models, as
demonstrated by Kolmogorov-Smirnov tests on the AUC results (p = 0.004).
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Figure 21: Ablation experiments on BabyAI tasks. The success rates are evaluated over 3 seeds.

Quantitative measure of clustering. To quantitatively demonstrate the impact of different compo-
nents in DAIL on representation clustering, we measure the clustering quality with the Silhouette
score[52], and present the result in Table 8. The labels required to calculate the score are defined as
follows: two instructions share the same label if they require the agent to perform the same action on
the same kind of object with the same color as the final target object. The distance between language
embeddings is measured using cosine distance.

The results demonstrate that in the All-task setting, the clustering metric of CQL even exhibits
negative values, indicating pronounced task confusion. In contrast, both proposed methods evidently
improve clustering performance.

Table 8: Silhouette score of in-distribution BabyAI tasks.

Algorithm All PutNext

CQL -0.030±0.005 0.004±0.007
DAIL w/o Alignment 0.024±0.016 0.048±0.008

DAIL w/o Distributional 0.110±0.019 0.088±0.020
DAIL 0.127±0.013 0.107±0.012

Ablation of α In Equation 13, α is the weight of the CQL loss. The ablation is done on the
high-quality dataset in BabyAI tasks with various α. The experimental results in Table 9 indicates
that a wide range of α values (from 0.5 to 2) yield comparable performance, which drops off at the
extremes (α = 0.2 and α = 5). We therefore recommend setting α between 0.5 and 2.
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Table 9: Ablation experimental results on α. Each score is evaluated over 3 seeds.

α
In Distribution Out of Distribution

PutNext All PutNext All

0.2 44.0±3.6 83.7±0.7 40.8±5.1 78.4±1.7
0.5 57.4±2.2 88.1±0.3 50.7±2.7 83.1±0.8
1 56.2±3.6 87.7±1.3 50.8±3.7 84.1±0.7
2 57.9±0.9 89.2±0.5 49.1±1.8 81.7±1.3
5 44.8±3.2 85.2±0.2 37.1±5.1 77.4±1.7

10 35.7±2.3 82.8±1.1 39.1±4.4 77.2±0.7
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I Demonstration Trajectories in ALFRED

We present extended trajectory visualizations of DAIL’s task execution in the ALFRED benchmark,
illustrating its semantic comprehension and generalization capabilities.

Turn left, take a right and walk to 
the black fridge on the left.

Take the laddle and go to the right, 
over to the counter with the 
tomato.

Take a few steps forward and 
turn to the right and go forward 
past clear the counter top on the 
right and turn to the right and go 
to the wall and turn to left and 
step to the table.

Turn around and walk ahead, then 
veer left to the cart in the corner 
of the room.

Figure 22: Extended trajectories of DAIL in ALFRED validation tasks.
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