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Abstract

Generative pre-trained large language models (LLMs) have demonstrated impres-
sive performance over a wide range of tasks, thanks to the unprecedented amount
of data they have been trained on. As established scaling laws indicate, LLMs’
future performance improvement depends on the amount of computing and data
sources they can leverage for pre-training. Federated learning (FL) has the po-
tential to unleash the majority of the planet’s data and computational resources,
which are underutilized by the data-center-focused training methodology of cur-
rent LLM practice. Our work presents a robust, flexible, reproducible FL approach
that enables large-scale collaboration across institutions to train LLMs. We pro-
pose a scalable deployment system called Photon to enable the investigation and
development of this new training paradigm for LLM pre-training. We show that
Photon can be used by organizations interested in collaborating with their pri-
vate data sources and computational resources for pre-training LLMs with bil-
lions of parameters. This paradigm would mobilize more computational and data
resources while matching or potentially exceeding centralized performance. We
further show the effectiveness of the federated training scales with model size and
present our approach for training a billion-scale federated LLM using limited re-
sources. Furthermore, we demonstrate that LLM training is highly resilient to the
classical challenges of federated statistical and hardware heterogeneity. Finally,
we show that convergence is robust to partial participation, opening the avenue
for compute-efficient collaborative training. Photon will help data-rich actors to
become the protagonists of LLMs pre-training instead of leaving the stage to the
compute-rich alone.

1 Introduction

The impressive performance of generative pre-trained large language models (LLMs) and their
multi-modal derivations largely owes to their capacity to learn representations at scale [1]. Thus,
a handful of resourceful tech companies and institutions are using increasingly powerful computing
facilities in the race to scale up LLMs and dataset sizes to achieve state-of-the-art (SOTA) perfor-
mance. The thousands of hours of training on thousands of specialized and well-connected acceler-
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ators in a single data center incur a high energy and monetary cost [2]. Distributing training across
multiple data centers in sparse geographical locations, for those companies who could afford it,
would drive the cost even higher due to communication overheads [3, 4].

Hoffmann et al. [5] showed that the effective performance improvement of increasingly large LLMs
requires increasingly extensive training datasets. Most of the world’s data sources are unevenly
distributed among private actors who often don’t want to share it, even if the data regulations of
their respective jurisdictions permit such sharing. Since no organization independently owns the
rights to a sufficient amount of text data, the multi-terabyte datasets used in these procedures must
be obtained from publicly available sources. These may include materials potentially protected
by intellectual property laws [6] or be otherwise problematic [7, 8, 9, 10]. The potential means
of collecting non-public data may require arranging independent deals with data providers [11] or
taking model training directly to these private data sources. It is anticipated that, by 2026, the
amount of high-quality data that LLMs will require to continue to improve their performance will
exceed what is publicly available [12]. Where datasets’ sizes become constrained, but model growth
is unbounded, this can lead to memorization and data leakage amongst current LLMs [13, 14].

The next generation of LLMs and foundation models (FMs) will benefit from effectively leveraging
more data and computational resources than the centralized paradigm currently makes available.
Therefore, we argue that making FMs’ future even brighter requires shifting the dominant training
paradigm to a collaborative federated approach, where nodes control considerable (but not immense)
computational or data sources according to their abilities. Using federated learning (FL), we can
expand the quality of our models by gaining access to previously untapped data and computational
sources [15]. This broader data availability will, in turn, allow us to increase the size of models that
can be efficiently trained compared to the centralized paradigm and to avoid both memorization and
data leakage.

As shown in previous works [16, 17, 18], FL can relax the synchronization requirements of stochas-
tic gradient descent (SGD) to accommodate such poorly connected nodes. Also, more recent works
[19, 20, 21] showed that Local SGD could substantially reduce the communication overhead of
training LLMs in data center settings with homogeneous and heterogeneous computational nodes.
As a step forward, we argue for an entirely federated approach to LLM training that can automati-
cally balance the workload of multiple actors and privately merge the knowledge derived from their
local datasets without divulging them directly to other participants.

We are the first to fully utilize a practical and production-ready geographically distributed fed-
eration of heterogeneous devices and data sources for reproducible generative pre-training of a
billion-scale LLM. This work presents Photon, a complete system for pre-training federated LLMs
in a collaborative, reproducible, and scalable fashion that can address the main challenges for a flex-

Figure 1: A hypothetical representation of the available data silos around the world. While scraping
data from the web has taken foundation models quite far, most data remains under private entities’
control. These organizations can collaborate in the federated generative pre-training of large lan-
guage models to exploit their data towards the common goal of training LLMs they control. The
collaborative nature of FL and its low communication requirements make this possible with only
moderately powerful hardware, eliminating the prohibitive costs of pre-training.
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ible execution in arbitrary FL cross-silo settings. We built it on the open-source FL framework
Flower [22]. Furthermore, we make this available as a training recipe with a fully transpar-
ent experimental configuration accompanying our results. We emphasize that federated generative
pre-training can be done with affordable hardware configurations by interlinking single nodes con-
taining 1-8 GPUs from standard cloud providers —rather than renting multiple entire data centers
concurrently. We also argue that federated systems can and must evolve beyond networks of clients
holding both compute and data in a world of increasing hardware costs and competing privacy in-
terests. To achieve this, Photon allows data providers (sources) to come together with compute
providers in private partnerships among trusted parties without leaking any such data to other par-
ticipants. We demonstrate that pre-training LLMs can be democratized through FL technologies,
including data-rich actors independent of their connectivity and computing resources.

Developing this novel federated system led to numerous insights, including the fact that, in defiance
of expectations, larger federated LLMs can more easily find a consensus across clients than their
smaller counterparts. Our results show that:

1. Federated LLM training offers competitive performance with centralized training but with
far less communication overhead.

2. Under our system, Photon, larger models require less frequent communication while
receiving a more significant boost in generalization performance than smaller ones.

3. The classical challenges of statistical heterogeneity and partial participation are much less
impactful for overparameterized LLMs than the small models typically used in the FL
literature. This opens the door to compute-efficient collaboration at a massive scale.

4. By utilizing our local execution engine, Pollen [23], to balance loads across computational
nodes, we can establish a training pipeline that is faster and more robust than its central-
ized counterpart.

2 Methods

We describe in Appendix F the system that we built to execute real federated learning (FL) orches-
tration on clients holding heterogeneous hardware. To test its efficacy, we imbue it with a series of
experimental tools to enable modeling any potential federated configuration given available hard-
ware and data using the same pipeline as a production scenario. This section describes how we have
made Photon appropriate for scientific experimentation. Furthermore, it presents the experimen-
tal design of our evaluation meant to investigate if FL can match or even exceed the potential of
centralized training.

2.1 Reproducibility by Design

As discussed in Appendix E, our most challenging aims are broad participation and inclusivity in the
federated orchestration. We also target perfect reproducibility of both the system and results to allow
for robust and meaningful research. The path towards democratizing the generative pre-training of
LLMs inevitably involves disclosing training recipes, experimental details, and open-source and
validated code. Then, inspired by other works, such as Zhang et al. [24], we rely on open-source
resources as much as possible.

We used the popular open-source libraries maintained by Mosaic Research [25] for our local train-
ing pipeline and the centralized baselines. MosaicML NLP Team has released MPT (MosaicML
Pretrained Transformer), a commercially usable, open-source combination of a language model and
training pipeline to bundle the most popular software infrastructure and optimizations described in
Appendix D.1. The standard MPT model [26] is a decoder-style transformer with 6.7B parameters,
integrating Flash Attention [27] for efficient execution, ALiBi [28] for context length extrapolation
and general stability improvements to mitigate loss spikes. In this work, we use MPT models of
different scales and follow the best practices recommended by MosaicML for the local training
pipeline unless stated otherwise. We seed every local training and the client selection mechanism to
ensure experimental reproducibility.

3



2.1.1 Data Partitioning

To model scenarios where clients train on heterogeneous data, we provide scripts for partitioning
The Pile [29] and Multilingual Cleaned Colossal Common Crawl (mC4) [30] into naturally het-
erogeneous subsets, unlike previous work [19] which relied on artificially partitioned texts within
a dataset using the embeddings of a pre-trained model. While naturally heterogeneous partitions
for LLM training have been previously considered by Charles et al. [31], their work focused on
efficiently building fine-grained partitions for cross-device FL scenarios with potentially millions of
clients based on individual URLs. Given our cross-silo setting, we are far more concerned with the
degrees of heterogeneity likely to be exhibited across medium-scale and large organizations. Thus,
we focus on building large and semantically meaningful heterogeneous partitions.

For example, the heterogeneous partitioning strategies we have thus far mentioned and constructed
correspond to texts that differ by genre/originating website in the case of The Pile, simulating col-
laborations between publishers from different domains, and texts that vary by language in the case
of mC4, simulating transnational cooperation.

We first partition each heterogeneous dataset by category (e.g., source dataset for The Pile and lan-
guage for mC4) and then split each individual category into disjoint buckets. The number of buckets
we create per category equals J × |C|, where |C| is the number of distinct clients in the federation,
while J is the maximum number of categories a client may draw upon. For example, for a federation
of 8 clients, each of which may be a combination of 3 categories, we would create 24 buckets per
category. Each bucket can be mapped to at most one client in the federation, ensuring that even
if two clients draw from the same source, they constantly sample from disjoint data subsets. This
implementation allows us to build any arbitrarily complex topology without additional bookkeeping
or runtime costs.

2.2 Experimental Design

To evaluate Photon, we consider several aspects of federated LLM optimization corresponding to
what we perceive as the biggest challenges to adopting federated LLM pre-training.

Homogeneous Data Sources: First, we wish to isolate the impact of the optimization procedure
itself by using a standard benchmark dataset partitioned across clients in an IID fashion. Since
parameter averaging is known to inject noise into the optimization procedure [17], it may cause
a change in the dynamics of LLM training. Thus, we want to observe whether it can substitute
distributed data-parallel SGD for situations where data is mainly similar from client to client (e.g.,
in the same language and containing the same mix of genres). We use a version of C4 [32] randomly
split into randomly constructed shards for our homogeneous data sources experiments.

Heterogeneous Data Sources: Second, we want to observe whether injecting federated statistical
heterogeneity into the system harms convergence. We are particularly concerned with approximat-
ing a realistic cross-silo form of data heterogeneity similar to those encountered by institutions like
publishers, which may specialize in different text genres. For this purpose, we choose to use The Pile
partitioned into subsets representing general knowledge (Wikipedia, English only), general scientific
publications (ArXiv), long-form books (Project Gutenberg, alias PG-19), technical news/discus-
sions (HackerNews), medical publications (PubMed Central), law (FreeLaw), philosophical publi-
cations (PhilPapers), and Q/A websites (StackExchange). This coarse mapping allows us to directly
determine the efficacy of federated training in reconciling different styles and sources of knowledge.

Model Scaling: Third, we want to show that federated optimization can train a large model in a
cost-effective distributed fashion without access to the sprawling data centers traditionally tasked
with such training. Given the prohibitive nature of such training, we initially focus on the IID C4
partition due to its usefulness as a generally agreed-upon benchmark in the community.

Partial Participation: One aspect of federated training with broad implications for the compu-
tational costs and data efficiency of the method is partial participation. As previously discussed in
Appendix F.3, while in typical (i.e., cross-device) FL scenarios aggregating across a greater number
of clients helps improve convergence by reducing the variance of client pseudo-gradients, this effect
tends to saturate. Thus, we aim to discover if similar behaviors exist in federated settings.
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Table 1: Architecture details and local training parameters for our 75M, 125M, 350M and 1.3B
models. We report the number of transformer blocks, hidden model dimension d, number of atten-
tion heads, the linear layer expansion ratio, and Adam’s parameters (β1 and β2). We also report the
vocabulary size of the tokenizer we used [33] and the sequence length l.

Model #Blocks d #Heads Exp. Ratio (β1, β2) |Vocab| lSize
75M 3 896 16 4 (0.9, 0.95) 50 368 1024

125M 12 768 12 4 (0.9, 0.95) 50 368 2048
350M 24 1024 16 4 (0.9, 0.95) 50 368 2048
1.3B 24 2048 16 4 (0.9, 0.95) 50 368 2048

2.3 Training Setup

All experiments use 500 local steps per round, executed by all the clients in the federation. We
distinguish between parallel steps and sequential steps since the model parameters are averaged
after each round, and each of the 500 local steps in a round is done in parallel, as in standard data-
parallel training [34]. Our setting respects the conditions of standard cross-silo [35] FL in which the
orchestrator samples the entire batch of equally capable clients in every round. Our experiments used
diverse hardware resources whose specifications allow for reasonably fast execution; as an example,
we used a combination of heterogeneous servers equipped with NVIDIA A40, A100, and H100
GPUs. Due to FL’s lax synchronization requirements, these heterogeneous hardware accelerators
were able to collaborate despite being located in different countries.

As shown in Table 1, we trained models ranging in size from 75 million parameters to 1.3 billion for
the causal language modeling task. We used the tokenizer presented in [33] with a vocabulary size
of 50 368. The local optimizer the clients use in our experiments is AdamW [36], while the server
optimizer is FedMom [37]. The hyperparameters we used are reported in Table 2.

Table 2: Hyperparameters used in our experiments. The federated learning rate ηs and momentum
µs [37] are applied by Photon Aggregator. The FL is performed across the number of rounds
reported. SC are the parameters of the learning rate scheduler synchronized across sequential steps.
α is the factor to be applied to the maximum learning rate ηmax to obtain the minimum learning rate
for the cosine scheduler, i.e., ηmin = α× ηmax. T is the duration, in steps, of the cosine scheduler.
We also report the batch size used in the local training by the Photon LLM Nodes.

Model
ηs µs α ηmax T

Batch
Size Size

75M 0.7 0.9 10−1, 10−6 4× 10−4 88 000 256
125M 0.3, 0.5, 0.7 0.9 10−1, 10−5 {3.0, 6.0} × 10−4 15 000 256
350M 0.1 0.9 10−1 3× 10−4 13 400 256
1.3B 0.7 0.9 10−1 2× 10−4 24 800 512

3 Evaluation

The results presented in this section indicate the viability of federated optimization for LLM pre-
training and validate its ability to reach beyond the data and hardware constraints of centralized
approaches.

3.1 Federated Optimization is Effective and Stable across Scales

Our initial experiments using the IID partition of the C4 dataset reveal that federated optimization
can reach a performance comparable to centralized training. As can be seen in Fig. 2, federated mod-
els perform comparatively well to centrally trained ones or even better at sufficiently large model
sizes. Furthermore, while their convergence curves may initially look more unstable, the federated
aggregation procedure quickly resolves this once the model settles into an appropriate compromise
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Figure 2: Comparison between the perplexity of the federated global model evaluated on the cen-
tralized validation set, the train perplexities of federated clients (averaged together), and the train and
test perplexities for a centralized experiment. These metrics are reported for our 75M (a), 125M (b),
350M (c), and 1.3B (d) experiments. Crucially, the stability of federated training increases with
model size. For example, the centralized model outperforms the 75M federated model while per-
forming near-identically for the 1.3B models. While federated aggregation initially causes large
spikes in client perplexity, these subside as the clients reach a consensus on the model parameters,
which happens much quicker for larger models. Following this transitory phase, aggregation applies
a regularizing effect on the model performance, allowing a better model to be trained than would
be possible for a single client. The server validation perplexity is a soft upper bound for the spikes,
with the gap between train and validation perplexities decreasing over time.

for the clients. Most importantly, FL effectively trains the 1.3B parameters model. The gap
between centralized and federated performance becomes increasingly small as the model size in-
creases, ranging between 10 and 2 points on the perplexity axis.

As such, we believe that federated optimization can effectively replace standard data-parallel tech-
niques in data center settings when nodes are poorly connected, which Photon handles automatically.
Furthermore, we will now argue that it is suitable for in-the-wild federated systems where data may
also come from statistically heterogeneous distributions.

3.2 Federated Optimization is Robust to Heterogeneity

As previously discussed, federated statistical heterogeneity problem is inevitable for real federated
learning scenarios as clients use naturally generated private data to train their models. Thus, we
investigate how much heterogeneity impacts performance using our federated partition of The Pile
composed of Wikipedia (en), ArXiv, Project Gutenberg (PG-19), HackerNews, PubMed Central,
FreeLaw, PhilPapers, and StackExchange. We conduct these experiments on our smaller 75M and
125M models. We chose them because they are under-parameterized compared to our 1.3B model,
making reconciling heterogeneous data particularly challenging. In Table 2, we report the hyperpa-
rameters we use for our experiments.

We observe a high degree of robustness towards this naturally heterogeneous partition. As shown
in Fig. 3, while clients show much more significant variance in their loss, the server validation loss
converges with a similar trend to the IID C4 case. Compared to the previous set of experiments,
the absolute performance improves from 50 to 35 for the 75M model and from 50 to 30 for the
125M model mainly because of the different datasets used. We believe that the highly effective
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convergence is due to the regularization properties of FL, precisely because of FL’s meta-learning
properties [38, 39, 40].

Furthermore, as can be seen in Fig. 4, models trained in a federated fashion are not subject to
the same tendency of rapidly increasing activations as centralized models are. Corroborating this
against the perplexity in Fig. 3 shows that while the centralized model may diverge beyond repair,
the federated model can quickly recover from temporary decreases in server validation accuracy. We
argue that this is not a mere artifact of the model being less trained since Fig. 4 show that activations
of the centralized model start higher than those of the federated one and remain so throughout
the entire duration of the experiments. We attribute this to the noise injected by the aggregation
procedure, given that we observe periodic reductions in activation norms at round boundaries. This
confirms the robustness properties of federated aggregation [17].

0 5 10 15 20 25 30 35 40
Federated Round

0

25

50

75

100

125

150

175

200

225

Pe
rp

le
xi

ty

Global Model Validation
Client Model Train
Centralized Model Validation
Centralized Model Train

(a)

0 5 10 15 20 25
Federated Round

0

25

50

75

100

125

150

175

200

225

Pe
rp

le
xi

ty

Global Model Validation
Client Model Train
Centralized Model Validation
Centralized Model Train

(b)

Figure 3: Perplexity comparison between the global model evaluated on the centralized validation
set, the train and test perplexities for a centralized baseline, and the training perplexities of clients
(averaged together) for our naturally heterogeneous partition of The Pile using either a 75M (a) or
125M (b) model size. Unlike the homogeneous partition, the natural heterogeneity of the underlying
datasets makes an initial consensus harder to reach for the federated model, as can be observed from
the very high initial clients and server perplexities. However, like the IID partition shown in Fig. 2,
once clients reach consensus, performance becomes comparable to a centralized baseline.
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Figure 4: The l2 norms of the output activations of our 75M (a) and 125M (b) models trained
on a naturally heterogeneous partition of The Pile. The norm of the activations is a well-known
indicator of future model divergence [24]. As can be observed, the activations of the centralized
model outpace those of the federated clients right from the start and experience a massive increase
towards the end of training. The aggregation procedure keeps the federated clients in check by
reducing the norm of the activations round to round.

3.3 Large Models Reach Consensus

Our experiments focused on scaling the model size to determine if federated optimization can train
models approximating the size of those commonly used today [41, 42].

We observed that the stability of the training procedure improves directly with the model size, with
federated optimization reaching a better consensus across client models. As shown in Fig. 2, while
the centralized model’s final performance is slightly greater for small model sizes, it becomes almost
identical for the 1.3B model. Furthermore, client training perplexities showcase a shift from a
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transient oscillatory phase to a convergence phase where federated optimization acts as a regularizer,
improving performance. Thus, while aggregation increases local perplexity in the early stages, it
decreases it at convergence. This transition is much quicker for larger models, with the 1.3B model
spending only 4 rounds in the pre-convergence phase, while the 75M model requires over 20 rounds
to reach a consensus across client models. Similarly, while the 75M model continues to experience
occasional turbulences in convergence after round 20, the larger models, such as the 350M model,
obtain full client model alignment.

3.4 Federated Optimization is Robust to Partial Participation

Our experiments have shown that meaningfully-sized LLMs can be trained in a federated fashion
when using full client participation. However, one particularly effective way of reducing overall
training costs in terms of parallel computing while still having the regularization benefits of training
on more data is to subsample a smaller portion of the entire federated population. The experiments in
Fig. 5 show how subsampling only 6.25% of clients from our 64-client partition results in the same
performance as our previous full-participation experiments, despite training only 4 clients per round
instead of 8. Such robustness to partial participation opens the door to highly efficient LLM training
schedules in which the scalable addition of data, as needed, improves convergence whilst minimiz-
ing computing resource utilization. Furthermore, it enables applications where multiple federated
workloads may be executed simultaneously by sampling different clients from the population.
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Figure 5: Perplexity comparison, 75M (a) and 125M (b), between the server model evaluated on the
centralized validation set, the train and test perplexities for a centralized baseline, and the training
perplexities of clients for our 64-client partition of C4 with 4 client participating per round for a
6.25% participation rate. Despite using half of the parallel compute of the full participation base-
lines, partial participation converges to the same performance at the expense of more turbulences
early in the training process. Thus, subsampling cohorts can substantially reduce hardware utiliza-
tion for a sufficiently large cross-silo population, allowing for parallel training of several models.

4 Related Work

In the past few years, the research community has investigated the problem of executing the expen-
sive training of LLMs assuming a distributed infrastructure with restricted communication capabili-
ties. Unlike standard settings, which possess extremely well-connected hardware accelerators, these
worldwide distributed scenarios are assumed to communicate through the Internet with bandwidth
in the range of 10-100Mbps. In these situations, the amount and rate of data transferred between
workers is paramount because it can lead to suboptimal execution, eventually wasting precious GPU
hours on the nodes participating in the training.

Yuan et al. [43] were the first to try to answer the following very interesting research question: can
we instead leverage the much greater amount of decentralized, heterogeneous, and lower-bandwidth
interconnected compute? They defined a graph problem based on the concept of “tasklets” to opti-
mize for minimal communication overheads during the distributed training using a set of widely dis-
tributed data centers with heterogeneous bandwidth but homogeneous hardware accelerators. Their
approach, however, assumes that the minimal requirements for executing such “tasklets” are satis-
fied in any place the training can take place, e.g., data availability, power, and compute availability.
Our approach, instead, supports stragglers, partial participation, heterogeneous data sources, het-
erogeneous hardware resources, and not only heterogeneous networks, as it supports any federated
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optimizer and makes broad inclusivity one of its basic principles. Douillard et al. [19] proposes
using parameter averaging, known as Local-SGD [16] in centralized settings and FedAvg [18] in
federated ones, as a communication-efficient replacement for standard data-parallel techniques [44]
used in centralized pre-training. While their results show significant reductions in communication
frequency, their methodology is only suitable for centralized pre-training. This is because it relies
on homogeneous hardware and stateful optimizers for each participating node, which requires full
participation to avoid training with stale optimizer states. Such constraints make it impossible to use
in a federated setting and make any data center training where the hardware does not have 100%
uptime impossible, as drop-outs would automatically invalidate the local optimizer states. Charles
et al. [31] train LLMs in federated settings comprised of large client populations with heterogeneous
data and weak hardware. To tackle the very large degree of heterogeneity present in such a scenario,
their methodology relies on using a very low number of local steps coupled with a small batch size,
making their algorithm far closer to FedSGD [18] than FedAvg with the accompanying high com-
munication frequency and costs. More recently, Research [45] published a preliminary technical
report claiming impressive communication reduction in training an LLM with more than one billion
parameters using a set of 32 Nvidia H100 in a data center. Interestingly, they assume each GPU acts
as a single worker training the entire model on just a shard of the batch processed per step, recalling
the Distributed Data-Parallel (DDP) technique. However, they maintain a peer-to-peer topology that
may not be sufficiently private in most federated settings. Given our assumptions and the optimiza-
tion procedure, our proposal further reduces communication by a factor of 32x compared to DisTrO
without assuming any specific optimization, such as RingAllReduce, instead of standard AllReduce.

Compared to theirs, the strength of our work is that we are taking a completely new perspective
regarding the problem of pre-training LLMs. Instead of trying to combine the standard algorithms
used for centralized training to these uncommon distributed infrastructures, we devise a setting that
strictly depends on the reality of the data sources and the silo of computing resources in the wild.
We also take full advantage of the federated optimization to reduce as much as possible the number
of communication steps that are usually one of the most critical factors to minimize for obtaining an
efficient federated learning execution.

5 Future Work

This work presents a complete system for generative pre-training of LLMs across a federation of
clients, each participating with its own computing and data sources. In this section, we present a
summary of the future direction and possibilities this work will allow. We plan to fine-tune these
models on established benchmark tasks to assess further their performance in the broad range of
downstream applications the participants may be interested in. We also plan to scale up the federated
setting presented in this work regarding the population and model size. In addition, we will conduct
further investigations into the heterogeneity of data sources, such as different languages or genres,
and how this inherent property of FL impacts the capabilities of these federated models. These
investigations will illuminate the potential advantages of collaboration compared to the isolated
centralized paradigm. We expect FL’s benefits to grow only as we incorporate more extensive private
datasets into the training procedure. Since FL has been introduced as a privacy-preserving by-design
technique, we will analyze this paradigm’s potential privacy-preservation strengths and weaknesses.
As we advance the proposed system, we will delineate and develop further optimizations to mitigate
the few overheads remaining in the execution runtime. This will eventually make our proposal more
efficient and effective for allowing an even broader participation of the FL.

6 Conclusions

We successfully demonstrate the potential of LLM federated generative pre-training by obtaining
the first federated billion-scale model fully trained in a heterogeneous FL setting and showing how
federated training is robust to both data heterogeneity and partial participation. The complete system
presented in this work allows for collaborative, reproducible, and scalable pre-training of LLMs,
releasing the computational and data resources spread across the planet. Our system is built on
an open-source framework [22] and will soon be made publicly available. Furthermore, we fully
disclose our training recipe to enable future development and collaborations. Our work advances
LLM pre-training by democratizing it through federated technologies. This allows data-rich actors
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to pool resources together, whether extensive or limited. Given current trends, we believe that the
future of LLM pre-training lies in the data sources that FL can bring together.
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A Additional Experimental Tools

Unlike other FL applications, the incredible computational resources and time necessary for training
LLMs require constant monitoring, checkpoints, and potential manual interventions to restart train-
ing from an appropriate point. Thus, we use the MosaicML tools to track running statistics on the
norms of optimizer states, gradient updates, and activations. These generally serve as leading indi-
cators of model divergence in centralized settings [24]. Our extensions allow the monitors to track
per-model and per-layer statistics efficiently, a necessary addition given the added complexity of FL
and the need for client-level monitoring. Besides this, we allow for the easy integration of federated
metrics that cannot be captured locally, such as the pairwise distance or cosine similarity between
client models, client pseudo-gradient norms, and server-side momentum norms. Furthermore, we
ensure that all the resources controlling the local pipeline are correctly cleaned up or reused as
appropriate to avoid interference between different rounds or concurrent experiments.

To enable proper experimental configuration, tracking, and resumption, we provide a set of quality-
of-life improvements, such as automatic federated training resumption from the most recent round
and typed experimental schemas for all federated hyperparameters. Crucially, since federated exe-
cution may occur on various devices, we provide an efficient procedure for automatically choosing a
micro-batch size appropriate for your GPU type. The procedure produces an estimate for the micro-
batch size based on the model’s memory consumption and a micro-batch of 1 by finding the power
of 2 that most closely approaches the limits of the VRAM. It then iteratively improves upon this
guess by binary searching over powers of two for the largest batch size, which does not cause an
out-of-memory condition (OOM). We only search over powers of 2 as they are most likely to match
the assumptions of both underlying algorithms and the hardware configuration of most machines,
which have 1, 2, 4 or 8 GPUs.

B Additional Hyperparameters

Table 3: The table reports the hyperparameters we used for our federated experiments. For each
model size we evaluated, we report the number of total rounds executed, the population size P , the
number of clients sampled per round (cohort size) K, the datasets we have been training on D and
the number of local steps every sampled client performs in every federated round τ .

Model #Rounds P K D τSize
75M 40 8, 64 8, 4 C4 [32], The Pile [29] 500

125M 10, 25 8, 64 8, 4 C4 [32], The Pile [29] 250, 500
350M 40 8 8 C4 [32] 500
1.3B 14 8 8 C4 [32] 500

C Additional Results
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Figure 6: The l2 norm of the global model versus the server-side Nesterov momentum, which seeks
to track an exponential moving average of the model using β = 0.7, for our 75M (a), 125M (b),
350M (c), and 1.3B (d) experiments.
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Figure 7: The l2 norms of the global model, client models, and the average of client models for our
75M (a) and 125M (b) experiments on our naturally heterogeneous partition of The Pile. Despite the
heterogeneous data, the momentum mechanism of the server and the decaying learning rate allow it
to enforce a consensus effectively.
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Figure 8: The l2 norms of the global model, client models, and the average of client models for
our 75M (a) and 125M (b) experiments on our partial participation experiments using 4 clients per
round out of 64 total C4 clients, i.e., the 6% of the federated population. Despite the FL using only
a small sample of clients every round, the global model follows the exact same trend as in the full
participation scenario.
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Figure 9: The l2 norms, for our 75M (a) and 125M (b) experiments on The Pile, of the FedAvg
Pseudo-Gradient (average of client deltas relative to the server model of the previous round), the
client model gradients computed on a per-step basis, and the client gradients applied to the model
when considering learning rate, weight decay, and clipping. Unlike the IID case, the FedAvg
Pseudo-Gradient decays much faster than local client gradients, indicating that its decrease results
from the model adapting to data heterogeneity rather than being a consequence of learning rate de-
cay.
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Figure 10: The l2 norms, for our 75M (a) and 125M (b) partial participation experiments on C4,
of the FedAvg Pseudo-Gradient (average of client deltas relative to the server model of the previous
round), the client model gradients computed on a per-step basis, and the client gradients applied to
the model when considering learning rate, weight decay, and clipping. The relationship between the
FedAvg Pseudo-Gradient and the local steps is the same as in the full-participation case despite a
very small sample of clients being considered every round.
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Federated Optimization Aligns Client Gradients: We observe the cause of client model con-
vergence in Fig. 11, which showcases the relationship between the norms of the per-round pseudo-
gradient (i.e., average client update) and the local client gradients applied at every SGD step. While
the pseudo-gradient starts much larger than the applied local gradients, it reaches a similar or much
smaller size as the client models converge. The same trends hold for our results on heterogeneous
data, shown in Fig. 9, and for our partial-participation experiments, shown in Fig. 10.
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Figure 11: The l2 norms, for our 75M (a) and 350M (b) experiments, of the FedAvg Pseudo-
Gradient (average of client deltas relative to the server model of the previous round), the client
model gradients computed on a per-step basis, and the client gradients applied to the model when
considering learning rate, weight decay, and clipping. The decay in the pseudo-gradient is faster
than the decay of the scheduler for the 75M model, being data-driven, and comparable to that of the
step-gradient for the 125M model.

Interplay of Client and Server Models: We further investigate the training dynamics of the mod-
els of size 75M and 350M parameters. In particular, we are interested in understanding how the
client and server models interplay as the FL converges. As Fig. 12 shows, the server model initially
“pulls back” the clients’ model norms through the aggregation. After a few rounds, the federated
aggregation starts incrementing the norm of the averaged clients’ models until the global and local
models converge to the same norm. Figure 12 showcases how the client and server optimizations
interplay to agree on an initial set of global model parameters and then converge to an optimum.
The same trends are present for our heterogeneous partition of The Pile (Fig. 7) and for our partial-
participation experiments (Fig. 8).
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Figure 12: The l2 norms of the global model, client models, and the average of client models for
our 75M (a) and 350M (b) experiments. While in the transitory early stage, the server model grows
slower than the aggregate of client models, it is consistently larger in later stages. These figures
reflect both clients reaching a consensus and the ability of the momentum mechanism to stabilize
the optimization trajectory.

D The Landscape of LLM Training

Generative pre-trained large language models (LLMs) have demonstrated powerful performance
across various natural language processing tasks, leading to rapid and widespread adoption. They are
trained on massive corpora of text, incorporating mixtures of low-quality web-scraped data and high-
quality curated datasets [46, 47]. Recently, several institutions have released their pre-trained LLMs,
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either in the closed form, such as GPT-4 [47], Chinchilla [5], and Gemini [48], or the open-sourced
form, such as BLOOM [49], LLaMa [41, 42], and Falcon [50]. The scaling laws identified by Kaplan
et al. [1], Hoffmann et al. [5] dictate that model size and dataset size should be increased in equal
measure to improve model performance best. These suggest a future race between entities interested
in developing state-of-the-art LLMs to grab as many compute and data sources as possible. Thus,
LLMs are headed in a promising direction that can become even more luminous by gaining the trust
of private entities possessing an unprecedented breadth of knowledge and computing resources [15].

In Appendix D.1, we describe the current landscape for generative pre-training of LLMs with par-
ticular attention to the techniques for centralized distributed training. We discuss federated learning
(FL) and its impact as a communication efficient technique in Appendix D.2. Appendix D.3, for
completeness, presents the effort the community has put into matching FL with LLMs fine-tuning.
However, we highlight that our work tackles the far more challenging problem of federated pre-
training of LLMs.

D.1 Centralized Distributed Optimization

LLM pre-training is based on two denoising pillars: leveraging huge batch sizes and very long
contexts, i.e., sequence length of a single input sample. The combination of model and batch sizes
forces training LLMs to scale SGD beyond the confines of a single GPU. Thus, it is often necessary
(a) to process more training samples in parallel and (b) to split the model across GPUs if it cannot
fit within the memory of one GPU. In the following, we present a subset of optimizations and
techniques the research community proposed to make this challenging training recipe possible. As
we will see in Appendix D.2, FL follows as a natural next step in the sequence of distributed training
optimizations previously adopted. Given the importance of these optimizations even for FL’s local
training step, our work supports most of them, as described in Appendix G.1 and Section 2.1.

D.1.1 Data and Model Parallelism

The number of trainable parameters and the size of the datasets make LLM training very sensitive
to the stochastic fluctuations of the optimizer used, thus requiring a solid and robust regularization
achieved by the denoising properties of enormous batch sizes. Distributed Data Parallelism (DDP)
replicates the model Nd (number of devices) times across different devices to enable training with
sufficiently large batch sizes. Then, DDP splits each enormous batch into micro-batches, subse-
quently fed into each replica in parallel. The number of samples in every micro-batch depends on
the available memory in the hardware accelerator; as such, it is often referred to as device batch size.
Thus, each replica produces the gradients of its training micro-batch locally and accumulates them
via simple summation. This accumulation is eventually followed by a synchronization step where
these gradients are averaged and applied to the model. Since the batch size of an ML algorithm plays
a crucial role in its convergence [51, 52], this synchronization step happens after each replica has
accumulated sufficient micro-batches to match the desired true batch size. Modern DDP implemen-
tations such as the one used by PyTorch Distributed [34] use the Ring AllReduce algorithm
popularized by Horovod [53] to reduce the gradients across replicas. The algorithm is implemented
with low-level collective communication libraries like Nvidia’s NCCL or Facebook’s Gloo. Ring
AllReduce scales proportionally to the amount of data being transmitted and the latency of the
slowest connection between workers in the ring, making it highly sensitive to the network topology
connecting GPUs.

In the case of LLM training, the model size often mandates computing gradients over batch sizes
larger than what GPUs can support, even with DDP. Thus, practitioners are forced to use a micro-
batch size dictated by the number of training samples that fit in the GPU, which is, in turn, limited by
the VRAM occupancy due to model parameters and activations. These factors result in a complex
interplay between the model’s memory consumption and the training pipeline’s efficiency. The
resulting memory-efficiency trade-off is even more complex when considering how many ways the
models may be partitioned across GPUs to reduce their VRAM consumption.

For sufficiently large models, the parameters must be split across GPU workers so that they fit in
VRAM. Traditionally, this was achieved via Model Parallelism (MP) [54, 55], splitting individual
tensors and their computation vertically across GPUs and communicating as needed. While model
parallelism can reduce the per-GPU memory requirements linearly by the model parallelism degree
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Nm (number of model splits), it induces communication overheads that are tolerable in a single-
machine context with high inter-GPU bandwidth but cannot scale to multi-machine contexts.

Algorithm 1 Distributed Data Parallel (DDP) Training Algorithm

Require: N : Number of devices (workers), fθ: Model with parameters θ
Require: T : Number of epochs
Require: D: Dataset partitioned across devices Di where i ∈ {1, 2, . . . , N}
Require: RingAllReduce: All-reduce operation to aggregate across devices on a ring
Require: Opt: Optimizer for updating θ with gradients

1: Initialize:
2: Randomly initialize model parameters θ0 on each device
3: for t = 1 to T do

4: Step 1: Parallel Local Training
5: for each device i ∈ {1, 2, . . . , N} in parallel do
6: Compute local mini-batch loss Li(θt−1,Di)
7: Compute local gradients∇θt−1

Li(θt−1)

8: Step 2: Distributed RingAllReduce Gradient Aggregation
9: ∇θt−1

L = 1
N

∑N
i=1∇θt−1

Li

10: Each device now possesses the global gradient∇θt−1
L

11: Step 3: Parallel Model Update
12: for each device i ∈ {1, 2, . . . , N} in parallel do
13: θt = Opt(θt−1,∇θt−1L)
14: Output: Trained model parameters θT

D.1.2 Fully Sharded Data Parallelism

An alternative approach is to shard the model into equally-sized units amongst GPUs, with units
potentially containing multiple layers, and then materialize the units, as necessary, to compute the
activations during the forward pass via collective communication. This form of fully-sharded data
parallelism [44, 56] reduces memory consumption linearly in the data-parallelism degree Nd while
increasing communication by 1.5× compared to standard DDP. It is also possible to combine this
methodology with other techniques for reducing memory consumption, such as model parallelism,
activation checkpointing [57], or CPU offloading [58]. Activation checkpointing functions by re-
computing activations during the backward pass rather than saving them in memory. CPU offloading
refers to offloading either data to system RAM or operations to the CPU.

Given the memory requirements, it is crucial to consider the minimum number of GPUs necessary
to train one model with reasonable efficiency, e.g., without extreme CPU offloading. This estimate
provides a lower bound on the hardware that an organization requires to participate in any distributed
training of an LLM and is generally determined by the model size and the micro-batch size. The
micro-batch size is also known as the device batch size since it is bounded by the number of sam-
ples that can fit on a GPU device together with the model. By accounting for each organization’s
independent resources and manipulating the amount of local computation they do together with the
micro-batch size, our method can relax the lower bound within reasonable limits, thus allowing even
organizations with weak hardware to participate in distributed training.

D.1.3 Bottlenecks for generative pre-training of LLMs

High-quality public language data is liable for exhaustion within the next decade, while low-quality
language data may be exhausted in a few decades [12]. When taken together with a growing interest
from both individuals and corporations in constraining what data can be scraped from the Internet
or used to train an LLM, this limits the size of models that can be efficiently trained. Circumventing
this either requires costly independent deals with data providers [11], leaps in the effectiveness of
synthetic data generation for model training [59], or significant improvements in the data efficiency
of ML optimization.
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Similarly, hardware accelerators with enough memory and throughput to support LLM training are
scarce and increasingly unaffordable to anyone interested except for the best-funded organizations.
Hundreds to thousands of such accelerators are required with extremely high monetary costs for
training and inference [49, 60]. Moreover, such accelerators must be largely uniform in specifica-
tions to avoid stragglers and need to be extremely well-connected both within a computational node
and across nodes due to the synchronization requirements of data parallel or fully shared data par-
allel SGD [34, 44, 56]. These constraints pose significant system challenges that can be mitigated
by extremely expensive data center configurations or by developing heterogeneity-aware pipelines
that exploit the resources available despite their heterogeneity. The difficulties described above
scale with model size, as splitting the model across the memory of several GPUs further increases
communication demands [44, 56] and the optimization gaps.

D.1.4 Mitigation of LLMs demands

The wider AI community has gone to great lengths to circumvent the high requirements of LLM
utilization and thus expand the data pool we can draw upon. Such endeavors have widely focused
on locally running efficient inference with pre-trained model weights [41, 42], quantization [61],
or parameter-efficient fine-tuning [62]. The recent work proposes Petal [63], which enables wide-
scale collaboration for inference and parameter-efficient fine-tuning over the Internet by joining
the resources of multiple parties. Their work assumes that clients provide inference jobs or data for
fine-tuning, and servers execute the LLM inference/fine-tuning in a distributed pipeline parallel fash-
ion. Their system makes clients responsible for holding the trainable parameters to enable efficient
fine-tuning, with servers merely running forward passes and returning gradients for the pre-trained
weights they store.

We argue that while methods exploiting pre-trained weights are highly beneficial to the broader
community, they do not resolve the bottleneck of pre-training. Thus, the community is bound to
the decisions made by organizations capable of training LLMs regarding their structure and the data
they use, and they may suffer downstream consequences for such reliance. Performance degrada-
tion may happen since the pre-trained model, further fine-tuned for a specific downstream task, is
the dominant upper bound for the downstream model’s performances. Thus, we propose develop-
ing systems capable of the distributed pre-training of LLMs that can accommodate the variety of
hardware and data available in the AI community. Nevertheless, this new paradigm may include
training from scratch if the model’s size permits, starting from pre-initialized weights and retraining
the entire model instead of only a limited subset of parameters.

D.2 Federated Learning and Local SGD

Traditional machine learning involves using a central server that hosts the machine learning models
and all the data in one place. In contrast, when using federated learning (FL) [18] algorithms, client
devices collaboratively learn a shared global model using their local compute and data.

FL aims to collaboratively learn a global model while keeping private data on the device. Such a
training pipeline occurs over multiple communication rounds. During each round, a fraction of the
clients are selected and receive the global model from the server. Those selected clients then perform
local training with their local data before sending the updated models back to the central server.
Finally, the central server aggregates these updates via averaging [18] into a pseudo-gradient. It
then uses a federated optimizer [37] to update its model based on the pseudo-gradient, creating a
new global model. Then, this three-stage process is repeated.

Federated optimization has several properties that make it suitable as a new paradigm for LLM train-
ing: (a) it does not require the private data of participants to be directly shared, (b) it can naturally
incorporate Differential Privacy [64] or Secure Aggregation [65] to compile with privacy regula-
tions at an actor level, (c) it allows for more control over the optimization and has less restriction on
the connectivity as each data-source can be associated with a series of updates. Crucially, since FL
allows previously unseen data to be accessed during training, it reduces the likelihood of data memo-
rization and leakage, which have become increasingly common as model size has increased [13, 14].

Despite these advantages, FL comes with two major challenges in the form of data and systems het-
erogeneity [35]. Data heterogeneity refers to the tendency of naturally generated and partitioned data
to fail the IID assumption, which is common in centralized ML optimization. Systems heterogene-
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Algorithm 2 Cross-silo Federated Learning (FL) Algorithm

Require: N : Number of clients, fθ: Model with parameters θ
Require: T : Number of federated rounds, K: Number of local steps
Require: {Di}: Federated dataset, i.e., a set of private Di, i ∈ {1, . . . , N}
Require: ClientOpt: local client optimizer
Require: ServerOpt: server optimizer

1: Initialize:
2: Randomly initialize global model parameters θ0 on the server
3: for t = 1 to T do

4: Step 1: Broadcast model parameters
5: Server sends θt to all N clients

6: Step 2: Parallel Local Training
7: for each client i ∈ {1, 2, . . . , N} in parallel do
8: ωi,0 ← θt−1

9: for each local iteration k ∈ {1, 2, . . . ,K} do
10: Compute local mini-batch loss Li(ωi,k−1,Di)
11: Compute local gradients∇ωi,k−1

Li(ωi,k−1)
12: ωi,k ← ClientOpt(ωi,k−1,∇ωi,k−1

Li(ωi,k−1))

13: ∆θt−1,i ← ωi,K − θt−1

14: Step 3: Global Model Update (on the server)
15: θt = ServerOpt(θt−1, {∆θt−1,i})
16: Output: Trained model parameters θT

ity refers to the ability of client hardware to vary in terms of computational ability, communication
efficiency, or availability [66]. Both forms of heterogeneity are highly relevant for the distributed
training of LLMs. Data heterogeneity may arise from participants holding texts in different lan-
guages, belonging to various genres, or varying in complexity. Systems heterogeneity is primarily
present in the computational ability of the GPUs held by a specific client, their VRAM, and number,
as well as the communication efficiency of said client.

Local SGD [16, 67] is a data-parallel training paradigm where each replica applies independent
gradient updates to its parameters for several local steps before averaging parameters rather than
gradients. While mathematically equivalent to the FedAvg [18], the context in which it is applied,
lowering the communication costs in centralized training, lacks the hardware and potential data
heterogeneity specific to FL clients. Unlike previous work [19], we intend to go beyond local SGD
towards fully federated training inclusive of the broadest possible range of participants.

D.3 Federated Fine-tuning and Parameter Efficient Fine-tuning of LLMs

Until now, full federated pre-trained LLMs have not been accomplished because researchers could
not solve the dual challenges of its communication overhead and pre-training large models on
resource-challenged devices. That said, researchers, eager to reap the benefits of federated learning,
have nonetheless made progress on federating downstream LLM training tasks whose computational
and communication demands are lower, such as fine-tuning, parameter-efficient fine-tuning (PEFT),
and prompt-tuning. We outline these developments here for a complete reference.

For example, Hilmkil et al. [68] use FL to fine-tune all the model parameters of ALBERT [69] and
BERT [70], reaching 90% of the accuracy achieved by a centrally trained model on text classification
tasks. Meanwhile, Riedel et al. [71] found that BERT fine-tuned in an FL setting could perform as
well as a centralized model on multilingual text classification tasks. Wang et al. [72] and Weller
et al. [73] also conducted federated fine-tuning on private data but preceded it with centralized pre-
training on public data. They found that this workflow improved fine-tuning accuracy, even when
pre-training only on a 1% sampling of a large public corpus or if the client’s data was non-IID.

Much progress has also been made on federated PEFT, whose computational and communication
hurdles are lower than those of federated fine-tuning. Researchers have shown that a model that
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has been subject to federated PEFT can outperform the original pre-trained model [74], outperform
siloed client models [75], and even outperform federated fine-tuning [76, 77], including in non-IID
scenarios [78], but with far lower computation and communication costs because clients only need
to update and transmit the smaller set of parameters. Federated LoRA, for example, may consume as
little as 0.058% of the communication cost of federated full fine-tuning [75]. To reduce these costs
even further, Xu et al. [79] add Noise Contrastive Estimation to reduce memory demands and Xu
et al. [80] add backpropagation-free training to improve memory and time efficiency. Meanwhile, to
address the more significant impact that non-IID client distributions can have on federated PEFT per-
formance, Babakniya et al. [81] precede federated LoRA with a round of federated efficient sparse
fine-tuning, reducing the performance gap while keeping combined training time low. Differently,
Kim et al. [82] abandon a global model altogether, instead using FL to train client-specific models
that benefit from sharing data via FL but are more resilient to client drift.

Federated prompt tuning, wherein clients tune a set of continuous soft prompts appended to input
prompts, has also demonstrated its effectiveness. This technique can significantly reduce the number
of model parameters that clients must train and transmit compared with full fine-tuning. Models
fine-tuned this way perform better than siloed client transfer learning [76], better than centralized
training by benefiting from improved generalisation [83, 84], and also reduce the impact of client
drift due to non-IID data [85, 86] by leveraging an adaptive optimization method.

E Design Principles for Federated Generative Pre-Training of LLMs

We propose a federated LLM generative pre-training paradigm to create new pre-trained models over
which the previously mentioned fine-tuning techniques may be applied. Thus, we aim to disentangle
the broad, distributed community of researchers and practitioners that build upon LLMs from the
willingness of large organizations to provide open-source weights.

This section proposes a series of inclusive principles necessary for such federations to be effective
and incorporate them into the design of our system, Photon. The principles we chose are meant
to tackle the foundational issues of federated LLM pre-training with a particular focus on data and
hardware inclusivity, robustness, and efficiency.

Broad Access to Data and Compute: The ability to train an LLM should depend on the data that
a participant or a group possesses rather than unrestricted access to hardware. Thus, we aim to trans-
form organizations that right now can serve as data providers only [11, 87], when their ownership of
the data is respected, into active participants in the LLM training process. We believe that incorpo-
rating such contributors directly into the federated learning process and offering them an incentive
to participate, obtaining a model performing well on their data, is the natural next step in the prolif-
eration of generative AI generally and LLMs in particular. While some data-rich organizations may
be unable or unwilling to invest in computing power, we believe that voluntarily partnering with a
compute-rich yet data-poor one in a federated training context provides an excellent avenue for their
participation. Thus, Photon aims to create a broad network of data producers and consumers where
a single client may offer computing resources, data sources, or both to the training process.

Limited Communication Requirements: Pre-training should be possible without the strong syn-
chronization requirements of standard data-parallel training [44] to accommodate geographically
distributed and poorly connected participants. Our federated learning solutions allow orders-of-
magnitude reductions in communication frequency compared to centralized solutions. While such
improvements boost efficiency for all participants in the federation, they also offer particular benefits
to data sources that may have been underrepresented in the past. For example, incorporating private
data silos from regions with a lower internet presence may help alleviate the challenge of NLP for
low-resource languages [88, 89].

Broad Hardware Inclusivity: Organizations with valuable data must be able to participate in
the federated network, even with poorly connected or limited hardware resources. In the case of
clients that may hold distributed compute nodes lacking the connectivity necessary to support the
high-bandwidth Ring AllReduce algorithm necessary for classical data-parallel training (e.g., In-
finiband), we perform local federated training over their compute nodes and transparently aggregate
the node updates before sending results to the main server. Suppose a client suffers from either com-
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putational or communication limitations. In that case, we account for it by adjusting the maximum
round duration or allowing them to modulate the amount of local training they undertake. Thus,
our system can accommodate a broad set of potential participants with hardware varying from a few
medium-powered GPUs to small data centers.

Scalable Local Training Pipelines: Given that the participants in federated training are likely to
vary in terms of model-size requirements, for example, if they prefer smaller models capable of
faster training more specific to their data or more appropriate for the amount of data held by each
of them, a federated training system must be effective across a wide range of model sizes. Thus,
we build our system to support local training pipelines appropriate for all scales from billions-sized
models with fully-shaded data parallelism [44, 56] to simple data parallel training [34] and CPU
offloading [58]. While this work focuses on the most challenging large-scale setting, our codebase
is highly adaptable to all requirements.

F Photon Design

Photon is a system for federated generative pre-training of large language models (LLMs), allowing
organizations with limited communication capabilities to collaboratively train a federated learning
(FL) model using their private data sources. True to FL principles, Photon guarantees that private
data is never exchanged or moved without the consent of the participants, which is a necessary
condition as opposed to the centralized paradigm that uses public data. Following our principle of
broad hardware inclusivity (Appendix E), Photon allows FL participants to execute highly scalable
local training pipelines with heterogeneous computing resources in amount and type (e.g., different
generations of GPU), although sufficient (e.g., just one server with a few data center-level GPUs).
Furthermore, to offer broad access to data and compute, Photon allows clients that do not hold
both data and compute to self-organize into a distributed network of voluntary data producers and
consumers while keeping their data private from all other participants. Photon aims to satisfy the
system requirements and tackle the challenges for generative pre-training of LLMs, which FL can
sometimes exacerbate. This training paradigm requires infrequent communication of unprecedent-
edly big payloads (for FL) through unreliable heterogeneous networks. Every FL system is prone to
performance degradation due to dynamic client availability, stragglers, hardware heterogeneity, and
unexpected dropouts. Although some of these are present even in the centralized paradigm (e.g.,
stragglers and dropouts), their impact on this FL application is more severe as they may result in
wasting several precious GPU hours.

The features described above make Photon the first of its kind to successfully address the system
challenges for federated generative pre-training of LLMs, paving the way for a more democratic
training environment for federated LLMs. Our system provides three building blocks to execute such
a federated pipeline: one central server orchestrating the FL, called Photon Aggregator; at least one
distributed Photon LLM Node supporting scalable local training; and one distributed Photon Data
Source for each participating client running on the edge. We describe these components and their
interaction in Appendix F.1, while we further detail Photon’s scalability properties in Appendix F.3.

F.1 Photon Architecture

As discussed below, Photon’s three core components are co-designed to account for system re-
quirements and challenges of the specific setting featured in this work, following the principles
extensively described in Appendix E. The main objective of this discussion is to promote repro-
ducibility and further developments of the federated pre-training of LLMs. Fig. 13 presents a high-
level overview of the architecture of Photon, comprehensive of its three core components and their
sub-elements.

Photon Aggregator: The central component of standard FL systems is the server responsible for
orchestrating the training procedure and maintaining the global training state up to date. Photon
Aggregator plays this role by using the sub-components described here. Before starting any dis-
tributed step in the federated pipeline, the Photon Aggregator summons the client sampler, which
assesses how many Photon LLM Nodes are available and selects a number of them depending on the
requirements of the optimization algorithm. After such selection, the Photon Aggregator broadcasts
the current global model and the training instructions to the appointed Photon LLM Nodes. Any
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Figure 13: The diagram describes the Photon’s three principal components - Photon Aggregator ,
Photon LLM Node , Private Photon Data Sources and Public Photon Data Sources - and their
sub-components. Arrows describe how such elements work together or exchange messages. The
Photon Aggregator can communicate with the Photon LLM Nodes only through the Photon Link.
The instances responsible for storing the data samples, the Photon Data Source, can uniquely stream
to the Photon LLM Node bonded to them.

message between the Photon Aggregator and the Photon LLM Nodes travels through the Photon
Link, which acts as the communication gateway for both components. Photon Link also supports
secure communication protocols, such as HTTPS and the more complex secure aggregation [90].
The message payload includes, but is not limited to, model updates, training and evaluation instruc-
tions, client training or evaluation metrics, and side information (when considered safe to share).
The Photon Link receives the results of the distributed task executing at the Photon LLM Nodes,
such as model updates. The outer optimizer applies the gradient updates to the global model – ag-
gregation step – using the appointed optimization algorithms, such as FedAvg [18], FedProx [91]
or FedOPT [92]. When the method is associative, the outer optimizer further improves its effi-
ciency by taking advantage of asynchronous partial aggregation of the client updates. The Photon
Aggregator guarantees robustness in case of failures by keeping the state of the FL continuously
checkpointed. This state contains the global model parameters, the snapshot of the appointed outer
optimizer’s attributes, and bookkeeping metrics such as the timestamp and the elapsed time. We
assume that the Photon Aggregator is well-connected to the Photon LLM Nodes through the Inter-
net and doesn’t require particularly powerful computing capabilities, i.e., a commercial-level CPU
is sufficient. However, a Photon Aggregator requires sufficient storage capacity to maintain the
training state, which can be on a local disk or in the cloud.

Photon LLM Node: The Photon LLM Node is the distributed component of Photon, which ex-
ecutes the local training pipeline of the federated optimization. Each client in the federated pop-
ulation has a Photon LLM Node that can arbitrarily connect or disconnect to Photon’s runtime at
any time during training. A Photon LLM Node leverages several sub-components to fulfill the re-
quested training tasks robustly. The inner optimizer trains the latest model received by the Photon
LLM Node on the local client data using a selection of distributed optimization methods [34, 44],
which allow increasingly high memory savings at the cost of additional inter-GPU communication.
Given that our clients may range from single machines with a few GPUs to clusters of machines,
the Photon LLM Node selects the preferred local training method following the client’s hardware
resources, their connectivity, and the model’s size. The Photon Link can exchange model parameter
updates and training instructions with Photon Aggregator. Given the large size of such models and
the abundance of pruning techniques available, the Photon Link also handles model compression.
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We do not prune the model by default and only use lossless compression. Similarly to the Photon
Aggregator, the Photon LLM Node has a checkpointing component that guarantees speedy recovery
in case of disruption. In addition to the model parameters, this local state must track the optimizer
and data loading index states and the number of full epochs the client has completed. Since federated
quantity skew may result in clients having very different local dataset sizes, the checkpoints save the
dataset state privately without any server control that could impact the optimization’s fairness. Our
assumptions for the minimal hardware capabilities of Photon LLM Nodes require them to have at
least a few data center-level GPUs sufficiently supported by the RAM and CPU. We also assume the
Photon LLM Nodes tightly connect to their coupled Photon Data Source through the Internet.

Photon Data Source: FL requires strict guarantees regarding where to store data samples and how
to exchange them. To systematically satisfy such requirements, we designed Photon’s data storage
component, Photon Data Source, to tie uniquely to a Photon LLM Node. Photon Data Source
provides the training pipeline executing on the Photon LLM Node with continuous streaming of data
samples respecting the pipeline’s throughput demands. Exploiting this architecture, an institution
possessing a large silo of data samples that may want to participate in the FL can either acquire
computing resources to build a Photon LLM Node or reach an agreement with a trusted third party
with extensive computational resources. Photon’s design permits such confined collaborations that
are easier to achieve than sharing global data and computing resources.

Algorithm 3 Photon execution pipeline
Require: Number of rounds T , training population P , number of clients per round K, hyperparameters H

1: procedure PHOTONSERVER(T , K, H , P )
2: θ0 ← InitModel(H) ▷ Init on the server or sample a client and extract model weights
3: for each round t = 1, 2, 3, . . . , T do
4: C ∼ U(P,K) ▷ Sample K clients at random from the population
5: for k ∈ C do in parallel ▷ Each sampled client in parallel executes the local training
6: θtk,Mt

k ← PHOTONCLIENT(k, θt, H)

7: ∆t
k ← θt − θtk

8: ∆t ← 1
|C|

∑
k∈C ∆t

k ▷ Aggregate pseudo-gradients ∆t
k from clients

9: θt+1 ← ServerOpt(θt,−∆t, t) ▷ Apply pseudo-gradient to the global model
10: Mt+1

k ← AggMetrics(Mt
k ∀k ∈ C) ▷ Aggregate metrics across clients

11: Checkpoint(θt+1
k ) ▷ Checkpoint model

return θT+1
k

12: procedure PHOTONCLIENT(k, θt, H)
13: Dk ← BindStream(k) ▷ Bind Photon Data Sources to a merged data stream Dk

14: Ik ← GetNodes(k) ▷ Extract hardware configuration Ik

15: if HasInfiniband(Ik) then
16: Bk ← CalcBatchSize(Ik) ▷ Binary search for batch size Bk with static initial guess
17: θtk,Mt

k ← TrainClient(θt,Dk, Bk, H) ▷ Use DDP or FSDP based on model size
18: else
19: for node i ∈ I do in parallel ▷ In every node of the current client do FL
20: Bi

k ← CalcBatchSize(i, Ik)

21: Di
k ← PartitionStream(i,Dk) ▷ Split the client data into |I| shards

22: θti ,Mt
i ← TrainClient(θt,Di

k, B
i
k, H) ▷ Use DDP or FSDP based on model size.

23: θtk ← 1
|I|

∑
i∈I θ

t
i ▷ Partially aggregate node models

24: Mt
k ← AggMetrics(Mt

i ∀i ∈ Ik) ▷ Partially aggregate metrics across nodes

25: Checkpoint(θtk,Dk) ▷ Checkpoint model and dataset state
26: θtk ← PostProcess(θtk,Mt

k) ▷ E.g., apply differential privacy or compress the model
27: return θtk,Mt

k
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F.2 Workflow Overview

We are now ready to discuss the workflow of using Photon, which is succinctly illustrated in Algo-
rithm 3. A standard application for Photon is that of multiple independent institutions possessing
siloed data sources and computational resources. Each of these institutions will need to instanti-
ate a Photon LLM Node. The Photon Aggregator could be one of the collaborating institutions
or an appointed third party to provide further privacy protection and reliability. Regardless of the
hosting policy, the server is responsible for initializing a model or sourcing it from a participating
client ( L.1 ), coordinating rounds and sampling participating clients ( L.3− 4 ), of sending the model
parameters to the clients and collecting results ( L.5− 7 ), and finally building new federated mod-
els ( L.8− 9 ). Each institution participating with data sources must set up Photon Data Source to
supply the Photon LLM Node with training and evaluation samples. There might be private agree-
ments between organizations holding data sources without possessing any computing resources and
other organizations in the opposite situation. These two organizations will collaborate to provide
one coupling of Photon Data Source and Photon LLM Nodes. Public Photon Data Source is also
permitted, which can be used for initializing the global model in a pre-training fashion, regularizing
the FL, and mitigating the impact of the heterogeneity of Photon Data Sources.

Once all the parties have set up Photon’s components, the Photon Aggregator starts the FL by ini-
tializing the global model ( L.2 ) and sampling the Photon LLM Nodes ( L.4 ) participating in the
first iteration. The following steps describe such iteration, repeating until the global model con-
verges. The Photon Aggregator broadcasts the model parameters to the sampled clients to execute
the described local training ( L.6 ). Then, the Photon LLM Nodes start the local training using the
data samples they query from the Photon Data Source ( L.13 ). To efficiently complete the training
task, Photon LLM Nodes assess the hardware resources available ( L.14 ) and choose the optimal
execution strategy. They take advantage of the fast connectivity between GPUs on different nodes
if available ( L.15 ), or they execute another level of federated optimization if connectivity between
nodes is poor ( L.19 ). In the second case, an additional partial aggregation step ( L.23− 24 ) between
nodes is necessary to complete the local training. At the end, clients produce model updates they
send back to the Photon Aggregator ( L.25 ). Before sending these updates ( L.27 ), clients apply
local post-processing steps such as gradient clipping and noise injection in the case of differential
privacy [64, 93], or model compression [94] for lower server-client communication costs. After all
models have been transmitted, the iteration comes to the last step: the aggregation. The Photon
Aggregator produces a new version of the global model using the updates received ( L.9 ). The next
iteration will use this new version of the global model parameters. The validation of the training pro-
cedure is always performed on a held-out split of the samples available in any Photon Data Source.
Photon Data Source ensures this split is preserved and streamed to the Photon LLM Nodes when
asked to validate the current version of the model. As such, Photon allows for distributed evaluation
of the local and global models at any time during the FL. The FL can also be validated with public
Photon Data Source to take advantage of well-defined benchmarks, such as perplexity on Cleaned
Colossal Common Crawl (C4) [32], which allows meaningfully comparing the capabilities of the
FL models.

This ability to choose between public and private data enables Photon to assess performance in a
global context (i.e., on public data or the average performance across client test sets) or a personal-
ized one (i.e., on one client’s specific private test set). The ability to account for local performance
opens the door for various fair aggregation algorithms [95, 96] and allows for easy evaluation of bias
when accounting for AI regulation.

F.3 Communication-computation Scalability

Photon is built for a setting that crucially differs from the settings of previous proposals and ap-
plications [18, 66]. Prior system designs have mostly focused on cross-device FL, which often has
opposite demands compared to the cross-silo setting discussed in this work. While the very first
FL application [18] has been deployed for training a model with 860K parameters, Photon aims to
train scalable LLMs of unprecedentedly large sizes (i.e., several billions of parameters). While sam-
pling from populations of millions of devices with heterogeneous data and hardware brings many
challenges [51, 97], Photon is intended for cross-organizational use cases where the number of par-
ticipants may reach the hundreds. Furthermore, although FL is often challenged by executing ML
pipelines on constrained devices (such as smartphones, laptops, or other edge devices) [98], Photon
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assumes clients either have data center-level hardware accelerators, though limited in number, or
that some clients have such accelerators but insufficient data and may be willing to join a private
voluntary partnership with a data producer which does not own such hardware. These differences
with previous works implicitly reinstate how the Photon’s scalability properties impact the FL.

The communication step is considered the major bottleneck in cross-device FL settings, as local
training is performed by constrained devices with small models on a few data samples. This is
not necessarily the case for Photon’s use cases - we assume the Photon Aggregator’s connectivity
with the Photon LLM Nodes is fast and stable based on industry-level access to the Internet. One
may expect the communication steps to become even more problematic when training an LLM, as
each communication has a payload size several times greater than the usual models in cross-device
settings. However, in compute-intensive tasks such as LLM training, the bottleneck introduced by
external communication between client and server is negligible compared to the computational time.
Indeed, such computationally intensive tasks represent the predominant factor in the runtime for
Photon’s execution, as long as the number of local steps chosen is the range proposed in this work.
This does not apply to cross-device situations, where the limited hardware and data available on edge
devices restrict the number of possible local steps that can produce a meaningful aggregation on the
server. This cross-silo approach differentiates Photon from previous work [31], which trained clients
using 4 local steps instead of 500 with a batch size of 16 rather than 512 as Photon uses. Given that
this amount of local steps approaches FedSGD [18], which is known to be impractical in wall-clock
terms even for small CNNs due to communication inefficiency, we argue that Photon’s approach for
cross-silo represents a far more promising avenue.

Optimizing the efficiency of the compute-intensive part of the system requires more attention than
optimizing the communication part, even though the latter can still take advantage of the several
optimizations the community has proposed [94].

For an FL pipeline with a fixed-size model, the local training step takes a linear time with the
number of local steps performed by the client, assuming that no particular system optimization has
been performed and the workload for a single step fits the hardware resources. The transmission of
a model’s parameters with fixed precision takes linear time in the number of parameters, assuming
a constant transmission speed without chunking or compression.

Parallel and Sequential Computation: Given the paramount nature of clients’ computing capa-
bilities, compute efficiency is the most important aspect to consider when evaluating the efficiency
of federated learning. To properly understand the scaling properties of FL, it is first important to dis-
tinguish between parallel and sequential optimization steps. In stochastic gradient descent (SGD)
context, each sequential step (batch gradient) changes the model, causing future sequential steps to
calculate gradients w.r.t. a different set of parameters. In contrast, samples within a batch are eval-
uated in parallel and thus produce a gradient w.r.t. the same parameters before they are aggregated
and applied to the model. As such, for standard data-parallel techniques [34, 56], the parallelization
unit is a batch, and each batch completed moves the model forward. Once federated optimization is
considered, each client will perform a series of local updates in parallel and thus produce different
models. However, these models are all computed w.r.t. the same model received at the start of the
federated round. Thus, when the server averages client updates, it averages over all the local steps of
the clients, moving in the approximate mean direction of all clients and thus benefiting from access
to more data and lower variance [97]. Thus, FL serves to provide access to a practically larger batch
size [17] with a far greater variety of data available, enabling us to satisfy the data demand of scaling
laws [12] at the cost of having to train on more samples in parallel rather than sequentially.

There is strong evidence from the cross-device FL literature [99, 97], which our evaluation supports
in the case of LLMs, that training on a larger proportion of the total client population during a round
has diminishing returns as long as unbiased random sampling is applied. Thus, for a sufficiently
large training population of size P (e.g., between 32 and 128 clients) training for a fixed number
of local steps, it may be possible to boost the statistical efficiency of training by 5 − 10× over
full participation by simply sampling only 10% of clients each round without hurting model quality.
While a client’s data may be overlooked in a given round, it will eventually be seen and incorporated
into the model.
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G Photon Implementation

This section discusses the details of Photon’s implementation starting from the three principal com-
ponents described in Appendix F. As for its software infrastructure, Photon is a distributed system
consisting of a set of microservices [100], where each microservice tackles a well-defined com-
ponent of the LLM training pipeline. We hope this description allows any group of organizations
interested in the collaborative training of LLMs to replicate and build upon our design effectively.

Both Photon Aggregator and Photon LLM Node are microservices implemented using Python,
Pollen [23], Flower [22], and PyTorch [101]. We have chosen Flower and PyTorch due to
their technical maturity and ease of customization. In particular, Flower provides Photon with the
underlying communication layer and the basic FLOps for orchestrating the FL training. We use
the latest version of this framework, recently released and named Flower Next1. We added some
customizations to the framework to enable checkpointing operations and improve reproducibility,
e.g., reproducible sampling. PyTorch is the machine learning framework on which all the local
training operations of the Photon LLM Nodes are based. We opted for Pollen’s edge components
for managing internal communication and collaboration at Photon LLM Node level.

The entire configuration of each given execution (i.e., the training session) is structured as a hierar-
chical set of YAML files, which are parsed and processed by the Photon Aggregator and the Photon
LLM Nodes using Hydra [102] – an open-source Python framework that simplifies the development
complex applications.

Photon Data Source is implemented on a server with high storage capacity using an instance of
MinIO [103] – a high-performance open-source object store – that is supported with Amazon S3-
compatible [104] API. For Photon Data Source to be sufficiently compelling with the requirements
of a Photon execution, the server is backed by an array of solid-state disks (SSDs), providing the
best cost-random IO performance trade-off. As various management tools and RESTful API client
libraries are available to take full advantage of S3-based solutions, we built a Python S3 client
built on top of the boto3 [105] library tied to the Photon LLM Node.

The checkpointing sub-components in Photon require storing large binary objects with a frequency
that depends on the setting utilized. Such binaries are mainly composed of model parameters that
cannot be lossy-compressed to maintain the consistency of the execution. Since MinIO provides per-
sistent storage of binary blobs, we also use it to store training checkpoints of the Photon Aggregator
and the Photon LLM Nodes. These components have a Python S3 client to communicate with
the checkpoint S3 bucket similarly to that implemented for Photon Data Source.

G.1 Parallel Execution within Photon LLM Nodes

The local execution engine used in our solution is based on Pollen, which can adaptively take
advantage of the underlying GPU configuration at a Photon LLM Node level. Depending on the
model size, a single computer with one GPU per Photon LLM Node might provide insufficient
hardware resources to execute the pre-training. Pollen orchestrates the collaboration of the single
training processes on the GPUs available with PyTorch Distributed [34]. Thanks to Pollen, a
Photon LLM Node can dynamically set arbitrary collaboration topologies of GPUs through single or
multiple PyTorch Distributed environments, with support for a range of optimization strategies
appropriate to the hardware of a client and the size of the model.

Single-GPU Training In scenarios where the model fits within the VRAM of one GPU with a
sufficient device batch size to keep pace with the rest of the federation, Photon LLM Node defaults
to single-GPU training. While this strategy may seem inappropriate for all but the smallest model
sizes, FL’s high parallelization potential allows the efficiency of single-GPU training to scale lin-
early with the total number of GPUs available in the federation. Since FL requires no intra-round
communication, this is possible even when poorly connected.

Multi-GPU Training For scenarios where a single client has multiple well-connected GPUs avail-
able, Photon can exploit the PyTorch implementations of Distributed Data Parallel (DDP) [34] or
Fully Sharded Data Parallel (FSDP) [56] training. DDP constructs replicas across GPUs, computes

1Flower Next is the name given to Flower’s latest version (1.9.0) at the time of writing this manuscript.
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gradients independently w.r.t. separated batches, and then synthesizes these gradients on a per-batch
basis at a high communication cost. For situations where a model replica is too large to fit on a
single GPU with a reasonable batch size, FSDP shards the model together with its optimizer states
and gradients by splitting the layers into units that are distributed across GPUs and materialized as
needed at 1.5× the communication cost [44] of DDP.

Multi-Machine Training For settings where clients may own more than one GPU-equipped ma-
chine, Photon LLM Node can optimize the communication cost further than standard PyTorch
Distributed by adaptively deciding what technique to apply. For very well-connected clusters,
Photon LLM Node sets up a PyTorch Distributed process group containing all GPUs and uses
DDP or FSDP (if the model is too large for one GPU). However, when inter-machine connectivity is
poor (i.e., it cannot match the speed of high-bandwidth interconnection such as Infiniband NDR or
RoCEv2), Photon LLM Node creates disjoint dataset partitions of Photon LLM Node’s Photon Data
Sources. Then, it maps each disjoint partition to one of the nodes and treats all of them as separate
clients in a sub-federation. Each node then produces a model trained on its shard. These models
are then partially aggregated by the client’s lead node and transparently sent to the federated server
as a single client update. In distributed settings, islands of nodes with high-bandwidth connections
or even complex hierarchical structures are common [56, see sec.1, Hardware Heterogeneity]. For
such scenarios, Photon applies the same procedure over islands of well-connected machines rather
than single nodes, using DDP or FSDP across the nodes in the island.

The partially aggregated result is then transparently sent to the Photon Aggregator, which combines
it with the other clients’ results. Thus, while Photon is intended for federated training, it can also
enhance training efficiency within single organizations when they possess multiple nodes or entire
data centers that are geographically distributed and/or poorly connected.

G.2 Streaming Data Sources

Given the heterogeneous nature of naturally distributed data [106], we built our system to support
creating clients with heterogeneous data. Our implementation, based on the underlying MosaicML
StreamingDataset abstraction, does not enforce a one-to-one mapping between clients and data
sources; rather, it enables clients to draw upon arbitrary data streams with complete control over the
sampling procedure within and across streams. This flexibility enables the creation of a distributed
system of data and compute providers, which extends the federated network. Rather than having a
fixed set of clients, all of which hold data and compute, the topology becomes enriched with data
nodes that provide streams to compute-enabled clients in exchange for access to the final model. To
serve as data producers, clients must offer a means of accessing and locating their data buckets to
the compute clients willing to use them during training.

By streaming, caching, and optionally pre-tokenizing or compressing the data, we avoid the large
storage overheads of transferring it from data-producing clients to data-consuming clients. Further-
more, we allow data sources to be arbitrarily swapped out between rounds and for newly generated
data to be incorporated into the federated training process. With pre-tokenization enabled, the com-
puting resources of data-producing clients may also be effectively utilized in the training process,
freeing up the computing clients’ resources.
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