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Abstract

Existing code generation benchmarks such as HumanEval, MBPP, and Live-
CodeBench evaluate only full solutions, overlooking meaningful partial progress
on competitive programming tasks. We introduce SubtaskEval, a benchmark of
287 olympiad problems (2017-2025) that preserves official subtask structures,
metadata, and online-judge links. Evaluating six recent LLMs, including a tool-
augmented variant, we find that even the best model achieves only 18.47% accuracy
(pass@1) though tool use improves subtask performance. Models exhibit bottom-
heavy score distributions, in contrast to the more balanced distributions of human
contestants. Subtask-based evaluation thus provides a finer-grained view of model
problem-solving and highlight directions for advancing LLMs in code generation.

1 Introduction

Large language models (LLMs) have achieved near-saturation on standard code generation bench-
marks such as HumanEval (Chen et al.| 2021), MBPP (Austin et al.,[2021)), and LiveCodeBench (Jain
et al.,2024), with state-of-the-art models able to solve 80% of problems in entirety in a single run
(pass@1). In contrast, competitive programming (CP) problems from informatics olympiads are far
more challenging: in our benchmark the best pass@1 was only 18.47%. To probe deeper capabilities,
competitive programming (CP) tasks are attractive: they are subdivided into subtasks, constrained
variants of the main problem that award partial credit (e.g., solving N < 1000 cases in a problem
with IV < 10° may award 40% of the max total score). Subtasks also carry different weights (e.g., a
simpler case may yield 20% of points, while solving a subtask with a bigger scope may yield 80%).

Example. Consider a shortest-path problem where solving the full version requires O(N) algorithms,
but a subtask restricted to N < 500 is solvable with the Floyd—Warshall algorithm. A model that fails
on the full problem but succeeds on this subtask still shows meaningful competence. Subtask-level
evaluation thus reveals differences that case-by-case test scoring or pass@ 1 metrics obscure.

Recent benchmarks extend to competition-level problems, including CodeContests+ (Wang et al.,
2025b), USACO Benchmark (Shi et al., 2024), OIBench (Zhu et al.,2025), and OJBench (Wang et al.,
2025a). However, none preserve official subtasks. Alternatives like test-case fractions (Hendrycks
et al.| 2021) do not capture the structured partial credit used in contests.

Our Contributions. (1) We introduce SUBTASKEVAL, a benchmark of 287 olympiad problems
(2017-2025) with full subtask structure, metadata, and online-judge links. (2) We evaluate six modern
LLM:s, including tool-augmented variants, using new metrics such as the Normalized Subtask Score,
and examine differences between human and LLM performance distributions, the benefits of tool use,
and temporal performance trends.
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2 Benchmark Curation

SUBTASKEVAL comprises 287 tasks curated from international informatics olympiads between 2017
and 2025. Each task includes the full problem statement, input/output specification, sample tests, and
a description of subtasks. All problems are designed to be solved in C++. An illustrative problem is
provided in Appendix [D] In addition to problem content, we provide metadata annotations capturing
each task’s Name, Year, Source, Number of subtasks, and Input type (standard I/O or interactive).

For reproducibility, each task is linked to the online judge https://qoj.ac/, which supports direct
submission and evaluation. We also release automation scripts for submission and result retrieval,
and provide the dataset in the supplementary material for now (see Appendix [A).

The benchmark draws tasks from five olympiads: the Japanese Olympiad in Informatics (JOI) (JOI
Committee, |2017-2025)), the European Girls’ Olympiad in Informatics (EGOI) (EGOI Committee,
2020-2023), the Central European Olympiad in Informatics (CEOI) (CEOI Committeel 2017-2025)),
the Asia-Pacific Informatics Olympiad (APIO) (APIO Committee, 2017-2025)), and the Baltic
Olympiad in Informatics (BOI) (BOI Committeel 2017-2025)). Attribution details for each source are

given in Appendix

3 Evaluation Methodology

3.1 Models

We evaluated the zero-shot performance of 6 LLMs: gpt-5-mini, gpt-4.1, o4-mini, gemini-2.5-flash,
gemini-2.5-pro, and deepseek-v3.1-non-thinking on the benchmark to provide a baseline. We also
evaluated gpr-5-mini with the Code Execution Tool. The prompts used can be found in Appendix [E]

3.2 Metrics

Each model is ran once per problem and the code is evaluated across all subtasks of the problem.
The verdict is defined as the sum of the weights of successfully solved subtasks, with a maximum of
100 per problem. In addition to numeric scores, two special verdicts are possible: Compile Error,
assigned when the generated code fails to compile, and No Output, assigned when a model refuses or
fails to produce code for a given task. Valid generations refer to problems where the model produced
code which compiled.

We report both standard metrics from prior code generation benchmarks and new metrics tailored to
the subtask setting.

Let the total number of problems be N, and let problem 7 contain S; subtasks. Denote by v; s the
score for subtask s of problem i. If the verdict for problem ¢ is a Compile Error or No Output, we set
Vi, s =0Vse {1,2,...,Si}.

Full-problem pass@1 (%) Introduced in|Chen et al.|(2021)), this metric reports the percentage of
problems solved in their entirety in a single run:

Si

N
1
pass@1 =100 ;n : lum' =100

Average score over valid generations (AVG) This is the average score per problem, computed
only over problems that did not result in Compile Error or No Output.

Normalised Subtask Score (NSS) This is the average percentage of subtasks solved per problem:

1L (1 &
NSS:100~N; E-;ﬂ{m,j>0}


https://qoj.ac/

Table 1: Comparison of model performance across error rates, accuracy, and scoring metrics. Columns
2-5 report percentage of cases with no output, compile errors, zero score, and pass@1. Columns
6-8 report average score over valid generations (see , normalized subtask score (NSS) over valid
generations (see , and NSS over all problems. Best values are in bold, second-best are underlined.

No Compile
Model Output %  Error % 0% pass@l AVG NSS(val) NSS
deepseek-v3.1-nonthink 32.40 7.32 3240 6.27 15.54 19.01 12.85
gemini-2.5-flash 57.84 3.83 21.95 6.97 24.47 24.87 10.49
gemini-2.5-pro 70.03 1.05  12.20 7.32  33.49 37.24 11.16
gpt-4.1 0.00 2648 52.96 1.05 535 6.66  6.66
gpt-5-mini 0.00 16.03 38.33 14.63  25.40 26.37 2637
gpt-5-mini+tool 0.35 16.38 3240 1847 31.36 30.79 30.68
04-mini 3.14 1498 39.37 15.68 2533 26.14 2532

4 Results and Discussion

We present results evaluating multiple LLMs, comparing them to human performance, assessing
tool use, and analyzing temporal trends. Both Gemini models (gemini-2.5-flash and gemini-2.5-pro)
exhibited a high No Output rate: despite retries, they often used 20-30 thinking tokens but returned an
empty string. In contrast, the gpr models failed mainly with compile errors, particularly on interactive
tasks, where they produced full programs with a main function instead of the required function.

4.1 Performance of LLMs relative to human benchmark

We plotted violin distributions for all models and for the top 40 contestants from EGO]E] (Figure|1)).
Full dataset distributions are in Appendix[C| though human scores are unavailable. Model distributions
are bottom-heavy, with mass at low scores and some density near the maximum, while humans have
a balanced distribution centered around 20 points. This likely reflects strategy: humans secure partial
credit, whereas LLMs produce all-or-nothing solutions.
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Figure 1: Score distribution of models with human reference (EGOI). Width indicates score density.

4.2 Benefits of Tool Use

The Code Execution Tool enables the model to run Python code for verifying its solutions against
self-generated test cases. This additional feedback loop helps the model identify and correct errors

'The human group corresponds to the top 40 contestants from EGOL.
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Figure 2: Pass@1 by year of problem release.

before generating the final output. This could explain why we observe substantial gains in both N.SS
and average score, even though the frequency of compile errors remains largely unchanged.

4.3 Temporal Trends

Because many of the benchmark problems were released prior to the knowledge cut-off dates of the
evaluated models, we also studied the effect of problem release year on model accuracy. Figure[Z]
shows pass@1 across problems for each model grouped by year of release. Performance is higher on
problems from 2017-2020 but levels off from 2021-2025. Since all model cut-offs extend beyond
2021, the decline is unlikely due to memorisation and instead reflects increased problem difficulty.
Moreover, modern CP-oriented LLMs rely on reinforcement learning from outcome signals rather
than direct data memorisation, reinforcing difficulty as the main factor.

5 Conclusions and Future Work

We present SubtaskEval, a benchmark that evaluates LLMs on competitive programming problems
with subtasks. Our experiments show that while current models achieve partial progress, they still
lag behind human performance, with distinct error patterns and bottom-heavy score distributions. In
future, we plan to expand coverage to more models and agentic settings, evaluate multiple runs to
better capture stochastic variability, perform deeper per-model analysis, and explore ways to mitigate
potential data contamination.

Limitations

This work has three main limitations: (i) we could not rewrite problems to mitigate temporal effects,
as preserving the correctness and difficulty of Olympiad tasks makes such rewriting infeasible; (ii)
our evaluation covers only six models and one tool-augmented variant, evaluated with a single run
per problem, due to budget limitations, leaving broader families and agentic setups unexplored; and
(iii) because all problems were publicly released after their contests, data leakage into model training
corpora is possible, and contamination or fine-tuning remain future concerns.
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B Dataset Sources and Attributions

We gratefully acknowledge the contest organizers who created and released the problems used in the
dataset. All tasks were sourced from publicly available contest archives. Below we attribute each
olympiad to its official organizers:

JOI (Japanese Olympiad in Informatics). Organized by the Japanese Olympiad in Informatics
Committee. Problems and solutions are released on the official JOI archive (https://www.ioi-jp.
org/).

EGOI (European Girls’ Olympiad in Informatics). Organized by the EGOI International Com-
mittee with hosting rotating among participating countries. Problems are released on the official
EGOl site (https://egoi.org/).

CEOI (Central European Olympiad in Informatics). Organized annually by a rotating Central
European host under the coordination of the CEOI committee. Problems are available on the official
CEOI archive (https://ceoi.inf.elte.hu/).

APIO (Asia-Pacific Informatics Olympiad). Organized by the APIO Scientific Committee with
hosting rotating across Asia—Pacific countries. Problems are published on the official APIO sites of
each year. The website for the last edition is athttps://apio2025.uz/.

BOI (Baltic Olympiad in Informatics). Organized by the Baltic Olympiad in Informatics Com-

mittee, with hosting rotating among Baltic countries. Problems are released on the official BOI sites
of each year. The website for the last edition is at https://b0i2025.mat .umk.pl/,

C Score distribution of models on the full dataset

Figure [3 has the score distributions of the models over the complete dataset.
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Figure 3: Score distributions of the models on the full dataset. Width indicates density of scores.

D Illustrative problem

The pdf version of one of the problems in the data set can be found at https://www2.i01-
jp-org/j01/2024/2025-ho/2025-ho-t5-en.pdf.
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E Zero-shot prompts

The prompt we used for the non-tool models was:

Please reply with a C++14 solution to the below problem. Make sure to wrap
— your code in "~ “cpp and "~ Markdown delimiters, and include exactly
— one block of code with the entire solution.

Reason through the problem and think step by step.
No outside libraries are allowed.

Test out your solution on the provided samples, and ensure it works
— correctly.

If you are unable to solve the full problem, try to solve the subtasks and
— merge them into one solution with strict case checking.

Your goal is to maximize your score which is the sum of points for all
— subtasks.

[BEGIN PROBLEM]
{problem_block}

[END PROBLEM]
The prompt that we used for the tool variant was:

Solve the problem below and produce a **single** final answer: one C++17
< program.

Think step-by-step:
1) Restate the problem in your own words.
2) Design the approach in plain English; consider constraints and edge
< cases.
3) Draft pseudocode.
4) Use the python tool to **verify** the approach by stress testing (no
< logs in the final output):
- In Python, generate random test cases within the problem’s
— constraints.
- Implement a small-input brute-force oracle.
- Implement a correct efficient solver (Python is fine for the test
< harness).
- Compare brute vs efficient over many random cases (use a fixed RNG
— seed).
- If any mismatch occurs, investigate and fix before proceeding.
- Optionally check invariants (monotonicity, bounds, graph properties,
- etc.).

Final deliverable (the ONLY thing you print):

- Output exactly one fenced code block containing valid C++17 that solves
< the **full** problem if possible.

- If only subtasks are solvable, write the best mixed strategy and

< *¥merge** them into one file using clear condition checks.

- Start the code block with ~~“cpp and end it with ~~°.

Your goal is to maximize your score which is the sum of points for all
— subtasks.



OQutput policy:

- Do **not** print any analysis, pseudocode, stress-test logs, or
— explanations outside the final code block.

- The final code block must be the **only** content in your reply.

[BEGIN PROBLEM]
{problem_block}
[END PROBLEM]
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