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Abstract

Adversarial optimization algorithms that explicitly search for flaws in agents’
policies have been successfully applied to finding robust and diverse policies in
multi-agent settings. However, the success of adversarial optimization has been
largely limited to zero-sum settings because its naive application in cooperative
settings leads to a critical failure mode: agents are irrationally incentivized to self-
sabotage, blocking the completion of tasks and halting further learning. To address
this, we introduce Rationality-preserving Policy Optimization (RPO), a formalism
for adversarial optimization that avoids self-sabotage by ensuring agents remain
rational—that is, their policies are optimal with respect to some possible partner
policy. To solve RPO, we develop Rational Policy Gradient (RPG), which trains
agents to maximize their own reward in a modified version of the original game in
which we use opponent shaping techniques to optimize the adversarial objective.
RPG enables us to extend a variety of existing adversarial optimization algorithms
that, no longer subject to the limitations of self-sabotage, can find adversarial
examples, improve robustness and adaptability, and learn diverse policies. We
empirically validate that our approach achieves strong performance in several
popular cooperative and general-sum environments. Our project page can be found
at rational-policy-gradient.github.io1.

1 Introduction
A longstanding challenge in the field of multi-agent reinforcement learning (MARL) is that of learning
robust behavior: individual agents should be able to adapt to a variety of different strategies that other
agents might exhibit. One way to achieve robustness is by training agents to iteratively find and fix
flaws in their policy. In zero-sum settings, this can be naturally achieved through self-play [Samuel,
1959, Silver et al., 2016], where agents train against copies of themselves. Due to the adversarial
nature of zero-sum self-play, agents will continually be encouraged to find new ways of attacking
their opponents which will naturally lead to iterative improvement and robustification. In general-sum
(especially cooperative) settings, however, self-play will explicitly avoid the weaknesses of other
players, as it is harmful to the shared reward, resulting in brittle agents [Carroll et al., 2019].

Inspired by its success in zero-sum settings, we leverage a form of adversarial optimization (i.e., we
incentivize minimizing other players’ rewards) to train agents to find and fix flaws in general-sum
settings. However, seeking to minimize others’ rewards in cooperative settings, where all agents aim
to maximize a shared reward, unsurprisingly leads to self-sabotaging behavior [Cui et al., 2023]. If
an agent is solely incentivized to minimize the rewards of another player, the adversary can simply
learn to refuse to collaborate with that teammate. Even worse, the adversary has an incentive to act
irrationally by actively sabotaging its teammate’s (and by extension, its own) reward, preventing
meaningful learning.

1Code can be found at github.com/niklaslauffer/rational-policy-gradient.
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Figure 1: Rational policy gradient (RPG) allows finding rational adversarial examples, robustifying
behavior, and discovering diverse policies.

In order to reap the benefits of adversarial optimization without incurring self-sabotaging behavior,
we establish a new paradigm for adversarial optimization called Rationality-preserving Policy Opti-
mization (RPO). We formalize RPO as an adversarial optimization problem that requires the policy
to be optimal with respect to at least one policy that other agent(s) might play. This can be thought
of as enforcing the agent to be rational: the agent must be utility-maximizing for some choice of
teammates.

The rationality constraint imposed by RPO is difficult to directly integrate into a single optimization
objective. To solve RPO, we introduce a novel approach called rational policy gradient (RPG), which
provides a gradient-based method for ensuring rational learning while optimizing an adversarial
objective. RPG introduces a new set of agents called manipulators, one for each of the agents in the
original optimization problem (which we call base agents). In RPG, the base agents only train to
maximize their own reward in a copy of the game (called its manipulator environment) with their
teammates replaced by their manipulator counterparts – this ensures that the base agents are solely
learning to be rational. Each manipulator uses opponent-shaping [Foerster et al., 2017] to manipulate
the base agents’ learning and guide them towards policies that optimize the adversarial objective
(e.g., achieving low reward with one another in the original base environment). The manipulators
are discarded after training and the trained base agents give the solution to the RPO-version of the
adversarial objective – whether that be related to robustness, diversity, or some other objective.

As summarized in Figure 1, we use RPG to extend several existing adversarial optimization algorithms
to find adversarial examples in pretrained policies, train more robust strategies, and fully eliminate
self-sabotaging behavior exhibited by existing cross-play-based diversity algorithms – an open
problem in existing literature [Charakorn et al., 2023, Cui et al., 2023, Sarkar et al., 2024]. We
summarize our contributions:

• We introduce a formalism called RPO that overcomes the issue of self-sabotage in any
adversarial optimization algorithm.

• We introduce a gradient-based deep learning algorithm called RPG that solves RPO.
• We use RPG to construct five novel adversarial optimization algorithms that find rational

adversarial examples, train robust agents, and learn diverse policies.
• We empirically demonstrate that our algorithms avoid self-sabotage and outperform existing

baselines in popular cooperative environments.

2 Preliminaries
We consider the setting in which agents play in a general-sum partially-observable stochastic game
(M,S,A, R, γ, P,Ω,O) defined as follows. M = {1, . . . , k} is a set of agents. S is a set of
states with initial distribution S0. A = A1 × · · · × Am is the space of joint actions; for ease
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of notation, we assume without loss of generality that the action set is identical across agents.
Ri : S ×A× S → R is agent i’s reward function. γ is the discount factor. P : S ×A× S → [0, 1]
is the transition function where

∑
s′∈S P (s, a, s′) = 1. Ω = Ω1 × · · · × Ωm is the joint observation

space. O : S ×A× Ω→ [0, 1] is the observation function.

For sake of exposition, we limit ourselves to games with two players. Agents follow stochastic
Markovian policies: the policy πi agent i specifies a distribution over actionsAi for every observation
in Ωi. Let Π denote the joint stochastic Markovian policy space for all agents, Πi denote the policy
space of agent i, and Π−i denote the co-policy space, the joint policy space of the co-players (all
agents other than i). We note that our methods will work for history-dependent policies too (e.g., by
allowing the policies to maintain external memory). We use Ui(πi, π−i) to denote the expected (over
stochasticity from the environment and policy) sum of discounted rewards E

[∑
t γ

tRi(st, at, st+1)
]

for agent i from the initial distribution over states. The best-response function for agent i is the
set-valued function BRi : Π−i → P(Πi) such that BRi(π−i) = argmaxπi

Ui(πi, π−i), denoting
the set of policies agent i could play to maximize the sum of discounted returns in response to π−i.
We investigate the problem setting in which arbitrary optimization objectives Oi are given for each
agent i as discussed in the following section.

3 Rationality-Preserving Policy Optimization
3.1 Adversarial Optimization Causes Self-Sabotage
We call an optimization objective adversarial when some of the agents are explicitly incentivized
to minimize the reward of another agent. For example, the adversarial training (AT) optimization
problem [Gleave et al., 2019] is defined for a victim πvictim and an adversary πadversary in a 2-player
game. The objective for the adversary is minπadversary Uvictim(πvictim, πadversary) while the objective for
the victim is non-adversarial: maxπvictim Uvictim(πvictim, πadversary). In zero-sum settings, AT has been
used to train the adversary to find adversarial examples that expose robustness flaws in the victim’s
policy and have the victim learn to fix them.

Adversary
C D E

Victim A 1 0 −1
B 0 1 −1

Figure 2: A cooperative game.

In an attempt to train an agent that is robust in a cooperative
setting, consider applying AT to the game between two players
defined by the matrix in Figure 2. Suppose the victim is the
row player and the adversary is the column player. Under the
objectives specified by AT, no matter which policy πvictim plays,
the adversary will self-sabotage the game by playing policy
πAT

adversary = E since this automatically minimizes πvictim’s reward at a value of -1. Notice how
πAT

adversary will not help πvictim improve its robustness: no policy available to πvictim can do well if
πAT

adversary plays action E. Motivated by such examples, we define self-sabotage as follows.

Definition 3.1 (Self-sabotage). Optimization problems in multi-agent games often include objectives
distinct from the incentives in the underlying game (i.e., agents’ incentive to maximize their individual
reward). When the optimization problem results in policies with irrational behavior, behavior that
causes an agent to act against its own incentive in the underlying game, we call this self-sabotage.

3.2 The Rationality-Preserving Policy Optimization Formalism
Rationality-preserving policy optimization (RPO) fixes the issue of self-sabotage in adversarial
optimization problems by requiring an adversarial agent’s policy to be rational, i.e., a best-response
to at least one possible co-policy.

Definition 3.2 (Rationality-preserving Policy Optimization (RPO)). For each agent i, let
Oi(π1, . . . , πm) denote its adversarial optimization objective. The RPO-version of agent i’s ob-
jective is given by

max
πi

Oi(π1, . . . , πm) subject to ∃π′
−i ∈ Π−i s.t. πi ∈ BR(π′

−i). (1)

Let us walk through an example of applying RPO to the adversarial training (AT) objective
minπadversary Uvictim(πvictim, πadversary). RPO will modify AT by requiring that πadversary is rational by
serving as a best response to some co-policy. Notice that the RPO constraint has no affect on πvictim
since it is already optimizing to be rational.
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Now, if πvictim = A, the constraint from Theorem 3.2 will lead the adversary to find the policy
πRPO

adversary = D since D is a valid best response if the victim plays B. Note that while playing E
minimizes the adversarial objective further than playing D, it does not satisfy the constraint of being
a rational action. Importantly, the adversary is teaching the victim something actionable: increasing
their likelihood of playing B would improve their reward. Moreover, the only equilibrium of this
new optimization problem is for the victim to play a uniform mixture over actions A and B. This
makes the victim robust because the minimum expected reward it will obtain against any rational
co-policy is 0.5.

Notice that the AT-RPG is a strict generalization of AT since they are identical in zero-sum
games. In the zero-sum setting, letting π′ = πvictim trivially satisfies the rationality constraint
since BR(πvictim) = maxπadversary Uadversary(πvictim, πadversary) = minπadversary Uvictim(πvictim, πadversary) in
zero-sum games.

4 Rational Policy Gradient
Rational policy gradient (RPG) incorporates the constraint from Theorem 3.2 by introducing a new
manipulator agent policy πM

−i for each base agent policy πi. Each base agent i now ignores its original
objective Oi(π1, . . . , πm) and instead optimizes to play a best response against its manipulator to
enforce the rationality constraint from Equation (1). The manipulator is responsible for the original
objectives Oi, giving the following two objectives

Base agents: max
πi

U(πi, π
M
−i), Manipulators: max

πM
−i

Oi(π1, . . . , πm). (2)

Notice that the manipulators can only influence the original objective indirectly by choosing which
policy the base agents should best respond to. Since the rationality constraint has no affect on agents
with non-adversarial objectives (e.g., the victim in AT), as an optimization, such base agents keep
their original optimization objective: maxπi Oi(π1, . . . , πn).

The full RPG-modified objectives of several adversarial optimization problems modified are given in
Appendix D. In the rest of this section, we give an overview of the principles behind the gradient
update for RPG. Further details are available in Section E.

4.1 RPG Gradients
RPG approximates the objectives in Equation (2) through a policy gradient update. Let θi and
θM−i denote the parameters for policies πi and πM

−i. The gradient update for the base policies is
straightforward

θ′i ← θi +∇θiU(θi, θ
M
−i). (3)

Building atop existing opponent shaping techniques [Foerster et al., 2017], the manipulator takes
higher-order gradients through their base agents’ update with respect to the adversarial objective

θM−i ← θM−i +∇θM
−i
Oi(θ

′
1, . . . , θ

′
m). (4)

Notice that Oi is evaluated at the base agents’ parameters θ′i after they have taken one gradient step
into the future. The manipulators are responsible for the adversarial objective but can only indirectly
affect it by altering the base agent’s learning process.

4.2 Estimating Gradients from Samples

In order to compute gradients in a model-free deep learning setting, we approximate gradients
via samples using a surrogate loss that preserve higher-order gradients. Traditional RL surrogate
losses are only sufficient for single-order gradients, so we need a different loss for the manipulator
gradients that preserves all dependencies (in our case, the manipulator’s influence on the base agents’
update). We use Loaded DiCE [Farquhar et al., 2019], which is based on DiCE [Foerster et al., 2018]
to define a surrogate loss that admits computing unbiased higher-order gradients through autodiff
from advantage estimates. Let E be a set of rollouts between different pairs of base agents for the
optimization objective Oi. The manipulator loss is defined as

LOi =
∑
e∈E

we

∑
t

γt
({

at
′≤t
j∈B,M

})
rte, (5)
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Algorithm 1 RPG update with lookahead N

input Policy parameters θM−i, θi, ∀i ∈ [m].
1: Copy: θ′i ← θi, ∀i ∈ [m]
2: for n in 1 . . . N do
3: Rollout trajectories under (θ′i, θ

M
−i)

4: θ′i ← θ′i + α1∇θ′
i
L(θ′i, θM−i)

5: end for
6: Rollout trajectories under (θ′1, . . . , θ

′
m)

7: θM−i ← θM−i + α2∇θM
−i
LOi(θ′1, . . . , θ

′
m)

8: θi ← θi + α3∇θiL(θi, θM−i)

output θM−i, θi, ∀i ∈ [m].

Figure 3: Psuedo code (left) and visualization (right) for the RPG update. The inner box visualizes
a base agent’s update and the full figure visualizes the corresponding manipulator update taking
gradients through the base agent’s update.

where
{
at

′≤t
j∈B,M

}
denotes the set of actions from all players when the base agents trains with its

manipulator during lookahead, we is the weight (e.g., +1 for maximize and −1 for minimize)
specified by the optimization objective, and rte are the associated rewards between the two base
agents specified by e. is the magic box operator from [Foerster et al., 2018]. The loss for each base
agent is based on a traditional RL surrogate loss L =

∑
e∈E we

∑
t γ

t log
(
π(at|st)

)
rte, the sum of

rewards for different training partners rescaled by the training weight (e.g., we = ϵ for partner-play).

4.3 Partner-play Regularization
In deep learning settings, significant distribution shifts between training and evaluation data can lead
to poor performance. In our case, base agents are training against manipulators and then evaluated
against other base agents: this shift in partner can easily put the base agent’s policy out-of-distribution.
To minimize the impact of this distribution shift, we introduce a regularization term in the base
agent’s loss function called partner-play regularization: for each base agent i, we add to the training
data some rollouts of i partnered with each other base agent that i is evaluated against under Oi. We
scale this by a small value ϵ so that it only acts as a secondary loss. This prevents i’s policy from
being out-of-distribution during evaluation and ensures that manipulators cannot optimize adversarial
objectives by simply putting the base agents training out-of-distribution.

4.4 The Rational Policy Gradient Algorithm
Algorithm 1 shows pseudocode for a single policy update of RPO. Lines 2-5 perform N lookahead
steps on the base agent policies by taking gradient steps towards being a best-response to their
corresponding manipulator policies (as well as partner-play regularization). Line 6 performs rollouts
between all of the updated base agents required to evaluate the original objectives Oi (rollouts between
all base agents are shown for simplicity). Line 7 then applies a gradient step on the manipulator
policies through the DiCE-modified [Foerster et al., 2018] loss function LO evaluated on the rollouts
from updated base agents. Line 8 simply applies a single gradient step on the base agents (identical
to the update on line 4) with respect to a traditional RL surrogate loss. We note that RPG is agnostic
to the underlying RL algorithm used to compute the gradients of the loss function.

4.5 RPG Algorithms
In this section, we give an overview of the novel algorithms that we introduce using RPG, allowing
them to be applied to non-zero-sum games. A more detailed specification along with a visualization
of each algorithm is given in Section D as well as a glossary of acronyms and terms in Section A.

Adversarial policy (AP)-RPG is used to find flaws in agents. AP-RPG is the RPG variant of
adversarial policy (AP) [Gleave et al., 2019]. AP is used in zero-sum settings to find adversarial
vulnerabilities in pretrained agents. In both AP and AP-RPG, we refer to the pretrained agent as the
victim. Meanwhile, the learning agent that attempts to find a vulnerability in the victim is called the
adversary. In the case of AP-RPG, since we want to prevent the adversary from acting irrationally, it
trains against an adversary manipulator that guides it towards the adversarial solutions.
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Adversarial training AT-RPG is used to robustify a learning agent. AT-RPG is the RPG variant of
adversarial training (AT) [Gleave et al., 2019]. AT is an extension of adversarial policy that allows the
victim to simultaneously learn while the adversary attacks. AT-RPG modifies AP-RPG in the same
way by allowing the victim to learn. Since the victim is not subject to any adversarial incentives, it
does not require a manipulator.

PAIRED-RPG is used to robustify a learning agent using regret. PAIRED-RPG is the RPG variant
of protagonist-antagonist induced regret minimization (PAIRED) [Dennis et al., 2020]. PAIRED is
an algorithm used for unsupervised environment design and if naively applied to coplayer design, the
adversary can simply learn to sabotage the game when matched with the protagonist. PAIRED-RPG
fixes this issue by introducing a manipulator for the adversary.

PAIRED-Attack-RPG is used to find flaws that maximize an agent’s regret. PAIRED-A-RPG is a
variant of PAIRED-RPG in which the protagonist is fixed, allowing us to find adversarial policies that
the protagonist performs well with, but the victim does not. This finds adversarial examples that do
not only minimize score, but maximizes regret.

Cross-play diversity (XPD)-RPG is dual purpose: (1) finding a set of meaningfully diverse policies,
and (2) generating an auto-curriculum to train robust policies. XPD-RPG is the RPG variant of
cross-play diversity (XPD) algorithms underlying approaches such as ADVERSITY [Cui et al., 2023],
LIPO [Charakorn et al., 2023], and CoMeDi [Sarkar et al., 2024]. XPD algorithms work by framing
diversity as the problem of finding a set of strategies that perform well in self-play but poorly in
cross-play, indicating that distinct solutions have been found. However, naively training a population
this way leads agents to achieve low cross-play scores by sabotaging the game rather than finding
fundamentally incompatible strategies. XPD is often implemented by sequentially training agents,
however, we find that simultaneously training all agents with XPD-RPG serves the dual purpose
of producing an auto-curriculum that identifies and fixes weaknesses in the population’s policies
throughout training, providing similar benefits as self-play in zero-sum settings.

5 Experiments
Following a description of our experiment setup, results are organized into three subsections according
to the following empirical claims, with the last one explored throughout:

Claim 1 RPG allows the learning of meaningfully diverse policies, a set of policies that covers
differing strategies within the space.

Claim 2 RPG algorithms train policies that are more robust to differing partners.
Claim 3 RPG algorithms find non-trivial adversarial examples in pretrained policies.
Claim 4 RPG prevents self-sabotage across a range of adversarial algorithms.

Our project webpage includes additional interactive visualizations, demos for playing against our
trained agents, and various videos that demonstrate interesting behavior. The glossary in Section A
can be useful as a reminder of terms and acronyms throughout.

5.1 Experiment Setup
We evaluate our approach in four primary environments: matrix games with varying zero-sum,
cooperative, and mixed-motive payoffs; several standard Overcooked [Carroll et al., 2019] layouts,
a modified version of STORM [Khan et al., 2023] that requires agents to collect either green or
red coins, rewarding them when they collect the same color; and a simplified 2-player version of
Hanabi [Bard et al., 2020] that contains 3 colors and ranks and a version that contains 4 colors and
ranks (instead of the standard 5). See Section F for descriptions and visualization of each of these
environments. We use the JaxMARL [Rutherford et al., 2023] implementation for the latter three
environments. Section E outlines algorithm implementation and hyperparameter details used.

To evaluate the efficacy of RPG, we compare it against a number of baselines. We include (1)
self-play (SP) [Samuel, 1959], where policies are learned by training with themselves. We also
compare against a selection of existing adversarial learning algorithms. Specifically, we compare
against (2) adversarial policy [Gleave et al., 2019], (3) adversarial training [Gleave et al., 2019], (4)
PAIRED [Dennis et al., 2020], (5) a cross-play diversity (XPD) baseline, and (6) CoMeDi [Sarkar
et al., 2024], the previous SOTA extension for preventing self-sabotage in cross-play diversity. The
XPD baseline we use is very similar to LIPO Charakorn et al. [2023] without a mutual information
term and SPWR Cui et al. [2023]. In fully observed settings (e.g., Overcooked), our XPD baseline is
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Figure 4: Left: training curves for each learning agent in XPD-RPG. Self-play rewards increase
while cross-play scores decrease (but notably never reach zero). Manipulator’s only reach the level of
reward necessary to influence the base agents to be diverse. Shaded region shows 95% confidence
interval. Right: self-play and cross-play rewards for algorithms based on cross-play diversity in the
cramped room Overcooked layout. Self-sabotage leads to deceptively low cross-play rewards for
CoMeDi and XPD while XPD-RPG maintains high score even in cross-play.

effectively identical to ADVERSITY Cui et al. [2023]. See Section C for a detailed discussion of
these points.

5.2 Claim 1: RPG Finds Meaningfully Diverse Policies
In this section we demonstrate how RPG allows the learning of diverse (i.e, incompatible) policies
by solving self-sabotage in cross-play diversity algorithms, whereas existing approaches [Cui et al.,
2023, Sarkar et al., 2024] fail.

STORM. Figure 4 (left) shows the training curves for XPD-RPG in the original STORM environment.
Around episode 10000, the manipulators learn to lead each base agent to gather a different colored
coin, causing cross-play reward (e.g., base 0 vs. base 1) to drop. The manipulator’s rollout rewards
eventually plateau since further shaping would do nothing to increase the objective of diversity
between base agents. Even in cross-play, agents avoid self-sabotage and continue to receive a positive
reward, supporting Claim 4. Qualitatively, in cross-play, the agents first each gather an opposite
colored coin. Then, once they realize their incompatibility, they adapt their initial strategy, gathering
a matching coin in order to receive a partial reward. This highlights that XPD-RPG only drives down
value in cross-play if it is necessary to improve self-play.

We also test CoMeDi [Sarkar et al., 2024] in the STORM environment and it fails to exhibit any
attempt to deviate, quickly driving cross-play reward all the way to zero, even though XPD-RPG
shows that this is not necessary for high self-play reward. In order to exemplify this behavior, we
modify the original STORM environment so that both agents receive a reward of −0.1 on every
timestep either agent occupies the top-left square in the grid, giving agents an easy way to sabotage
the game if desired. Figure 18 shows the training curves for CoMeDi run in this modified version of
the STORM environment. The policy quickly learns to intentionally sabotage and receive a large
negative reward in cross-play. Meanwhile, XPD-RPG learns to avoid the sabotage state in both
self-play and cross-play in this modified environment.

Overcooked. Figure 4 (right) shows the self-play and cross-play rewards computed by different
algorithms in the cramped room Overcooked layout. CoMeDi achieves low cross-play rewards (along
with XPD), seemingly a sign of finding incompatible strategies. However, closer inspection reveals
that in cross-play, CoMeDi and XPD agents will simply stand in front of the plate dispenser to
prevent their partner from finishing any dishes – a clear sign of sabotage. See the project webpage
for videos of this behavior. Moreover, high cross-play rewards with XPD-RPG demonstrate that it
is able to avoid sabotage (Claim 4) and that the cramped room layout contains very little genuine
diversity: agents will only achieve low cross-play reward if they are incentivized to sabotage. This
is unsurprising in light of Lauffer et al. [2023], which showed that policies in Overcooked require
trivial levels of coordination to be successful.

5.3 Claim 2: RPG Trains Robust Policies
In this section, we show that XPD-RPG can learn policies that can generalize across partners. To do
so, we train five policies with different seeds for XPD, XPD-RPG, SP (with entropy coefficient 0.01),
and SP (with entropy coefficient 0.05). We found that using a large entropy coefficient with SP often
encouraged policies to converge on the same strategy (therefore leading to higher robustness within
its population). XPD and XPD-RPG both use a population size of two policies.
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Figure 5: Cross-play grids between different algorithms across environments. Each square represents
the average reward from a specific pair of seeds trained by one of the three algorithms when paired as
teammates. Standard error < 1 for Overcooked and < 0.1 for Hanabi for all values.
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represent pairs of seeds, bar charts represent means, and error bars represent 95% confidence intervals.
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Figure 5 shows robustness results for different environments in the form of cross-play grids. The
project webpage includes an interactive visualization of rollouts from these cross-play grids. In
our cross-play grids, each row represents a single seed trained by the specified algorithm. The first
five rows represent SP with an entropy coefficient of 0.01 and the second five represent SP with an
entropy coefficient of 0.05. The following ten rows represent the five pairs of policies from each
run of XPD (since we use a population of size two) and the last ten rows represent XPD-RPG in
the same fashion. Each column represents the same so that in diagonal entries, both players come
from the same seed. Each square in the cross-play grid represents the average reward of the policies
from the two associated seeds played against one another averaged over 1000 rollouts of the game.
Figure 6 shows the average intra-population cross-play reward for each algorithm: the average of the
cross-play scores from within the population of seeds of each individual algorithm.

Overcooked. SP policies in cramped room and forced coordination often tend to converge on a
single strategy, especially with high entropy regularization (second set of 5 SP seeds). It’s therefore
unsurprising that these seeds perform well with one another. However, their adaptability to strategies
from other algorithms is very poor – they often achieve close to zero reward with other policies.
Take forced coordination for example: even the two sets of SP seeds (with different entropy) are
completely incompatible. On the other hand, XPD-RPG performs nearly perfectly with any partner
as evident by the right third of the grid achieving high value. The asymmetry of the grid can be
explained by the asymmetry of roles in forced coordination: the column player is responsible for
picking up onions passed by their partner. XPD-RPG, as the column player, is able to adapt to any
strategy for passing the onions while other algorithms are only robust to a single one.

The more complicated layouts of coordination ring and counter circuit allow multiple solutions and
prove a challenge for SP (even with high entropy), achieving very low cross-play rewards. Meanwhile,
XPD-RPG is able to maintain much higher cross-play rewards, evident by the higher mean bars in
Figure 6 and the fact that it rarely achieves close to zero reward with itself in cross-play.

Hanabi. In the 3-color and 4-color version of Hanabi, SP with high entropy achieves significantly
higher intra-population rewards than low entropy. We speculate that this is due to the entropy
regularization causing policies to converge on very similar strategies. This is somewhat surprising
given previous works [Bard et al., 2020, Hu et al., 2020] on Hanabi and might result from our policies
lacking history-dependence or because the game is simpler with fewer colors, either of which might
make SP policies less likely to develop specialized strategies.

5.4 Claim 3: RPG Finds Rational Adversarial Examples

In order to explore the effectiveness of AT-RPG, PAIRED-RPG, AP-RPG, and PAIRED-A-RPG, we
use a modified version of STORM, which we call unobserved STORM, in which the agents cannot
observe their partner’s position. This simplifies the strategy space by preventing agents from learning
policies that react to their partner (such as how XPD-RPG adapts in cross-play). Table 1 shows the
performance of various fixed victims against different types of adversarial attacks in unobserved
STORM. The ‘Victim’ column indicates the algorithm used to train the victim and the ‘Training’
column the reward that the algorithm achieved by the end of training. The ‘AP’, ‘PAIRED-A-RPG’
and ‘AP-RPG’ columns show the performance against the respective adversarial attacks.

These results demonstrate that (1) PAIRED-A-RPG and AP-RPG are both able to find weaknesses
in fixed policies and neither is susceptible to sabotage, (2) PAIRED-RPG and AT-RPG training
lead to more robust policies, indicated by high scores against both PAIRED-A-RPG and AP-RPG
attacks. Unsurprisingly, every victim achieves zero reward against the AP attack since the adversary
simply learns to self-sabotage the game by collecting no coins. Likewise, the non-RPG variations
of algorithms (AT, PAIRED, XPD) fail during training due to self-sabotage. Figures 19 to 21 in
Section G.2 show AP, AP-RPG, and PAIRED-RPG attack training curves against these victims.

Overcooked. We tested the ability of AP-RPG to discover weaknesses in fixed policies in the
cramped room Overcooked layout. AP-RPG is able to successfully find weaknesses in a fixed policy
trained via self-play, finding an adversarial policy that achieves a reward of 4.6, even though the
fixed policy achieves a reward of 240 in self-play. Figure 7 and videos on the project webpage
illustrate one of these adversarial examples that AP-RPG finds: instead of simply sabotaging the
game like AP, AP-RPG discovers that the victim (blue) assumes that the agents will move around
each other clockwise. The manipulator in AP-RPG incentivizes the adversary (red) to instead move in
a counterclockwise fashion, a rational strategy, though it happens to be incompatible with the victim.
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Adversarial Attack

Victim Training AP PAIRED-A-RPG AP-RPG

PAIRED 0.13 0.0 0.50 0.42
PAIRED-RPG 0.93 0.0 0.84 0.85
AT 0.0 0.0 0.0 0.0
AT-RPG 0.65 0.0 0.72 0.88
XPD 0.00 0.0 0.00 0.00
XPD-RPG 0.98 0.0 0.25 0.96
Self-play 0.98 0.0 0.16 0.96

Table 1: The average reward that “Victims" trained by various
algorithms achieve against different adversarial attack types. The
“Train" column shows the reward achieved during training and the
following columns show the reward against different adversarial
attack types. The AP attack trivially achieves zero reward because
it suffers from self-sabotage. See Section A for a glossary of
acronyms.

Figure 7: A rational adversar-
ial example found by XPD-
RPG. Both agents assume the
other will move out of the way,
preventing progress.

6 Related Works
Prior work [Cui et al., 2023, Sarkar et al., 2024] has identified the phenomenon of self-sabotage in
the context of cross-play diversity algorithms and proposed fixes based on making the observation
distributions of self-play and cross-play similar. Our experiments show that the approach from Sarkar
et al. [2024] fails to prevent sabotage in all of our environments and that [Cui et al., 2023] fails
in Overcooked and matrix games, since our XPD baseline is effectively identical to ADVERSITY
in fully-observed settings. See Section C for a detailed discussion of why. Several simultaneous
works [Ruhdorfer et al., 2025, Wang et al., 2025, Chaudhary et al., 2025] have explored the idea of
extending the adversarial training algorithm to the cooperative setting to improve robustness against
unseen partners. Specifically, Wang et al. [2025] and Chaudhary et al. [2025] encounter the problem
of self-sabotage and attempt to fix it by mixing state distributions across self-play and cross-play
and by limiting the adversarial search space via a generative model, respectively. However, none of
these methods propose a complete framework for preventing self-sabotage across any adversarial
optimization algorithm in the way that we do.

There are several other paradigms for training more performant or robust policies in cooperative
settings. Approaches based on the setting of zero-shot coordination Hu et al. [2020], Treutlein et al.
[2021], Muglich et al. [2022] aim to learn policies that do not depend on arbitrary symmetries of
the game. Several other methods aim make policies robust by training them against a population of
agents Vinyals et al. [2019], Rahman et al. [2022] or against human-data-informed policies Carroll
et al. [2019], [FAIR], Liang et al. [2024]. Our work differs from all of these by directly applying
different forms of adversarial optimization and does not rely on collecting human data.

A significant part of the technical backing of RPG is based on the line of work on opponent shaping
[Foerster et al., 2017, Kim et al., 2021, Letcher et al., 2018]. To the best of the author’s knowledge,
RPG represents the first use of opponent shaping in the context of adversarial training. A more recent
line of work [Lu et al., 2022, Khan et al., 2023] aims to achieve opponent shaping without having to
explicitly compute expensive higher-order gradients. Investigating whether this type of shaping could
be incorporated into RPG to improve efficiency would be an exciting line of future research.

7 Conclusion

We introduce the problem of rationality-preserving policy optimization and give a solution in the
form of a gradient-based algorithm called rational policy gradient (RPG). We demonstrate the diverse
uses of RPG by constructing algorithms that robustify agents, expose rational adversarial examples,
and learn genuinely diverse behaviors across general-sum settings. Our results highlight that the
success of adversarial optimization in zero-sum training methods can indeed be extended to the
general-sum setting and we aim to inspire further research in this direction. Furthermore, we hope that
the generality of RPG will enable the development of entirely new classes of adversarial optimization
algorithms in general-sum settings.
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A Glossary of terms

Acronym Term Definition
RPO Rationality-preserving Policy Optimization Section 3.2, Equation (1)
RPG Rational Policy Gradient Section 4, Algorithm 1
AP-RPG Adversarial Policy – RPG Section 4.5 Section D.2
AT-RPG Adversarial Training – RPG Section 4.5 Section D.3
PAIRED-RPG Protagonist–Antagonist Induced Regret Min. – RPG Section 4.5 Section D.4
PAIRED-A-RPG PAIRED-Attack – RPG Section 4.5 Section D.5
XPD-RPG Adversarial Diversity – RPG Section 4.5 Section D.6

AP Adversarial Policy [Gleave et al., 2019]
AT Adversarial Training [Gleave et al., 2019]
PAIRED Protagonist–Antagonist Induced Regret Minimization [Dennis et al., 2020]
XPD Adversarial Diversity [Cui et al., 2023, Charakorn et al., 2023]
SP Self-play [Samuel, 1959]
CoMeDi Cross-play optimized, Mixed-play enforced Diversity [Sarkar et al., 2024]

Table 2: Glossary of terms and acronyms.

B Limitations

RPG relies on higher-order gradients through agents’ learning updates, which introduces computa-
tional overhead, especially in high-dimensional domains. However, this overhead is roughly linear in
the number of optimizing agents in the problem and is indepedent of any other aspects of the problem.
Empirically, we see that cross-play diversity (XPD) is roughly two times slower (in wall-clock time)
throughout our experiments since it doubles the number of agents and XPD-RPG is an extra three
times slower than that through the introduction of a manipulator agent for each base agent. Otherwise,
RPG algorithms experience only a constant overhead as the size of the problem grows. Estimating
higher-order gradients from samples has high variance, so large batch sizes are required to stabilize
learning in our experiments although recent works [Engstrom et al., 2025] have significantly improved
the stability of meta-gradients and could be extended to our work.

While RPG enforces rationality constraints by ensuring that base agents only train to maximize their
utility, we currently have no formal guarantee of convergence to truly rational strategies. However, it
would be useful for future work to explore under which conditions RPG ensures a solution to RPO.

C Comparison to existing attempts to solve self-sabotage

In this section, we theorize why existing approaches to preventing self-sabotage fail. In order to match
the setting of existing work on self-sabotage [Cui et al., 2023, Sarkar et al., 2024], we investigate
the setting of the cross-play diversity (XPD) algorithms. XPD algorithms aims to generate a diverse
population of policies by maximizing self-play scores and minimizing cross-play scores within
the population. Our XPD baseline is very similar to LIPO Charakorn et al. [2023] except we use
an average instead of a max to aggregate cross-play scores and do not add any additional mutual
information terms to the loss. Our XPD baseline is nearly identical to ADVERSITY [Cui et al., 2023]
in fully-observed settings since there is no partially-observed history to do belief reinterpretation
over. The only remaining distinction is that our XPD baseline rolls out SP and XP in distinct rollouts
instead of mixing within the same rollout as ADVERSITY does.

Now we turn to observing why traditional approaches to solving self-sabotage in XPD algorithms
have failed. Consider running XPD with a population of size two in the following matrix game:

Player Y
C D E F

Player X A 1 0.9 −1 0

B 0 −1 0.9 1

Figure 8: The payoff matrix for a cooperative game.
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Figure 9: Graphical representation of the RPG algorithms described in section D.1. Nodes represent
optimizing agents and outgoing edges represent their optimization objectives. Weights on edges scale
the importance of different objectives such that negative weights indicate minimization.

Running the original XPD algorithm (along with those from [Cui et al., 2023, Sarkar et al., 2024])
with a population of size two will lead to the solution {(A,D), (B,E)}, achieving self-play scores of
0.9 and cross-play scores of −1. Both policies maximize the objectives of their respective algorithm
by irrationally playing D and E instead of C and F , respectively. They sacrifice a little bit of score
in self-play to greatly decrease the cross-play score. However, notice that the actions D and E are
strictly worse no matter what the partner plays – clearly an irrational choice.

As identified in [Cui et al., 2023, Sarkar et al., 2024], true diversity should only come from a decreases
in cross-play scores that are necessary to improve self-play scores within the population. Choosing
action D over C is the opposite: sacrificing self-play score to artificially reduce cross-play score.
XPD-RPG finds the desired solution {(A,C), (B,F )} because it constrains the diversity to rational
policies and only allows a decrease in cross-play if it benefits self-play However, just like ordinary
XPD, the algorithms presented in [Cui et al., 2023, Sarkar et al., 2024] find the undesired solution
{(A,D), (B,E)}. Both of the algorithms presented in these works are based on the idea of confusing
agents during training so that they do not know whether they are currently training in self-play or
cross-play. They do this by altering RL training so that the distributions of observations seen during
self-play and cross-play are as similar as possible. However, the example in Figure 8 demonstrates
that self-sabotage can happen, even if there’s only a single observation in the game. No amount of
confusion about observation distributions can prevent self-sabotage, so the approaches in [Cui et al.,
2023, Sarkar et al., 2024] fail in situations like this. The experiments shown in Figure 4 and Figure 18
demonstrate that these approaches fail in STORM and Overcooked, too, indicating that the structure
of the game in Figure 8 may be present in more complicated environments.

D RPO objectives

D.1 A Graphical Language for RPG Algorithms

In order to simplify specifying and interpreting RPG algorithms, we introduce a graphical language.
Agents (base agents and manipulators) are represented by nodes and an agent’s loss function is
represented by a collection of triples that can be visually represented by outgoing edges in the graph.
A triple is defined by the optimizing agent (i.e. the node that the edge is coming out of) and the two
agents being evaluated.

Figure 9 shows the graph for all RPG algorithms. Let us use AP-RPG as an example. It includes three
agents: the victim, adversary base agent, and adversary manipulator. The victim is fixed, indicated by
having no solid outgoing edges. The adversary base agent has two outgoing edges, one for training
against its manipulator (with weight 1− ϵ), and one for partner-play against the victim base agents
(with weight ϵ). The adversary manipulator has a single outgoing edge pointing to the victim’s reward
when the adversary base agents and victim base agents are evaluated against one another. The weight
of -1 on this edge indicates that the adversary manipulator’s loss wants to minimize this value.
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D.2 Adversarial Policy-RPG

The objective for adversarial policy-RPG is

min
πM

adversary

Uvictim(πadversary, πvictim),

s.t. πadversary ∈ BR(πM
adversary).

(6)

Notice that AP-RPG is identical to AT-RPG except that the the victim is fixed.

D.3 Adversarial Training-RPG

The objective for adversarial training-RPG is

min
πM

adversary

Uvictim(πadversary, πvictim),

max
πvictim

Uvictim(πadversary, πvictim),

s.t. πadversary ∈ BR(πM
adversary).

(7)

D.4 PAIRED-RPG

The objective for PAIRED-RPG is

max
πM

adversary

Uvictim(πadversary, πantagonist)− Uvictim(πadversary, πprotagonist),

max
πprotagonist

Uvictim(πadversary, πprotagonist),

max
πantagonist

Uvictim(πadversary, πantagonist),

s.t. πadversary ∈ BR(πM
adversary).

(8)

D.5 PAIRED-Attack-RPG

The objective for PAIRED-A-RPG is

max
πM

adversary

Uvictim(πadversary, πantagonist)− Uvictim(πadversary, πprotagonist),

max
πantagonist

Uvictim(πadversary, πantagonist),

s.t. πadversary ∈ BR(πM
adversary).

(9)

Notice that PAIRED-A-RPG is identical to PAIRED-RPG except that the protagonist (which acts as
the victim) is fixed.

D.6 Adversarial Diversity-RPG

The objective for cross-play diversity-RPG with a population size of m is

max
πM
1 ...,πM

m

∑
i∈[m]

Ui(πi, πi)−
λ

m− 1

∑
j∈[m],j ̸=i

Ui(πi, π
j)


s.t. πi ∈ BR(πM

i ) ∀i ∈ [m],

(10)

where λ weighs the relative importance of minimizing cross-play. Our experiments use λ = 0.25.
Note that we only apply XPD-RPG to cooperative settings.
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E RPG Details

E.1 Implementation details

RL algorithm. Our implementation of RPG uses actor-critic with a single epoch and update as
the RL algorithm. We initially considered trying PPO, but realized that clipping might interfere
with the higher-order gradients, leaving the implementation of more sophisticated RL algorithms
to future work. For the same reason, only the manipulators use a max gradient norm. We use a
separately learned centralized critic for each pair of agents rolled out in the underlying game. All of
our experiments also use entropy regularization.

Choice of optimizer. Since the manipulators need to take gradient’s through the base agent’s update,
the base agent’s optimizer update must be differentiable. Many modern optimizers for deep learning
incorporate methods such as momentum, which might make it more difficult for the manipulator’s
to estimate their influence on their base agent. In our experiments, we show that our methods work
whether we use vanilla SGD or adam optimizers [Kingma, 2014].

Normalization. We also find that properly normalizing advantage estimates for each agent is
important: each agent normalizes the advantage estimates associated with each of their training
partners together. We also tried normalizing advantages between training partner’s independently but
learning proved to be more unstable.

Variable learning rates. Using different learning rates between the manipulator and the base agents
is often important. We find that it is often necessary to use a significantly larger manipulator learning
rate than base agent learning rate to magnify the manipulator’s ability to influence the base agent’s
learning. We also find that using different learning rate in the base agent lookahead vs. its actual
update step is important. A larger inner base agent learning rate allows the manipulator to project
the base agent’s update further into the future, similar to using a additional lookahead step, except
without the added computational burden.

Partner-play. Partner-play regularization also makes a manipulator’s optimization problem more
difficult: if a manipulator wants to minimize the score between two base agents, it cannot simply make
sure its base agent’s training is trivially out-of-distribution. We find that in the case of XPD-RPG,
a small partner-play (0.05 - 0.1) is more effective at finding genuinely diverse solutions while a
large partner-play (0.1 - 0.2) is more effective at robustifying policies. Too large of a partner-play
eliminates the manipulator’s influence over the base agent entirely, rendering RPG useless.

E.2 RPG hyperparameters

Table 3 contains the RPG hyperparemeters used in the experiments for each of our environments.

Table 3: RPG hyperparameters for different environments
Hyperparameter Matrix STORM Overcooked Hanabi
Architecture 64x64 64x64 64x64 512x512
Optimizer SGD Adam Adam Adam
Manipulator LR 1× 10−2 8× 10−3 1× 10−3 2.5× 10−3

Base LR 1× 10−2 1× 10−4 2× 10−4 5× 10−3

Base lookahead LR 1× 10−1 4× 10−4 2× 10−4 5× 10−3

Batch size 128 256 512 128
Discount factor (γ) 0.95 0.99 0.99 0.99
GAE parameter (λ) 0.95 0.99 0.99 0.99
Loaded DiCE coef (λ) 0.95 0.99 0.99 0.99
Value function coef. 0.5 0.5 0.5 0.5
Entropy coef. 0.0 0.01 0.01, SP: 0.05 0.01, SP: 0.05
Manipulator max gradient norm 0.5 0.5 0.5 0.5
Partnerplay coefficient 0 0.15 0.1 0.1

16



E.3 Compute Resources

Experiments were all performed on single GPUs (a mix of A4000s and A6000s) on a local SLURM
cluster using 32 cpu cores and 50Gb of RAM. Seeds for all experiments took between a minute up to
24 hours to run.
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F Environment descriptions

F.1 STORM

Figure 10: A visualization of the storm environment with green and red coins and the agents in
orange and blue. Their 5x5 observation windows are illuminated in front of them.

The Spatial-Temporal Representations of Matrix Games (STORM) [Khan et al., 2023] environment
is visualized in Section F. The agents move around the grid and collect green and red coins while
only observing a limited area directly in front of them. The agents can ‘interact’ by getting near each
other and playing the ‘interact’ action. When the agents interact, a coin is randomly chosen from the
ones they have picked up. The agents both get a reward of +1 if they interact with the same colored
coin, and 0 otherwise.

Our experiments also investigate two modifications of the original STORM environment. In the
first modification, which we refer to as unobserved STORM, agents’ observations no longer include
their partner’s position. We use this modification to simplify analysis by eliminating the possibility
of strategies that react to their partner’s policy. In the second modification, both agents receive a
reward of -0.1 when either agent stands in grid position (0,0). We use this modification to exemplify
sabotaging behavior exhibited by the CoMeDi [Sarkar et al., 2024] baseline.

F.2 Overcooked

Figure 11: Visualization of various Overcooked layouts in their initial positions. From left to
right: Cramped Room, Coordination Ring, Counter Circuit, Asymmetric Advantages, and Forced
Coordination.

Overcooked [Carroll et al., 2019] is a cooperative game where players control chefs working together
in a kitchen to prepare and serve meals under time constraints. The agents need to work together to
gather multiple ingredients into a pot, wait for the soup to cook, and then plate and deliver the dish.
We perform experiments in a variety of Overcooked layouts.

F.3 Hanabi

Hanabi [Bard et al., 2020] is a cooperative, imperfect-information card game that has been a corner-
stone of recent coordination benchmarks. Players work together to arrange a shared set of colored,
numbered cards in order. Each player holds their cards facing outward, unable to see their own hand
but able to see others’. Players provide limited hints to teammates about their hands, constrained by a
finite set of clue tokens. The challenge lies in deducing one’s own cards and playing them correctly
without direct knowledge. It is difficult to coordinate in Hanabi because strategies often rely on
arbitrary signaling strategies to communicate information to teammates. Hanabi is typically played
with 5 colors and 5 ranks, but we experiment with a version that uses 3 colors and 3 ranks as well as
a version that uses 4 colors and 4 ranks.
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G Additional results

G.1 Matrix Games

G.1.1 RPG stabilizes learning dynamics.
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Figure 12: A larger RPG lookahead stabilizes learning dynamics and allows them to converge on an
unstable equilibrium.

It is well known that multi-agent problems can have unstable learning dynamics [Claus and Boutilier,
1998, Bowling and Veloso, 2002]. However, a large enough number of lookahead steps in RPG helps
stabilize learning, leading to convergence. Figure 12 shows the reward of the learned victim policy in
various runs of AT-RPG for the matrix game from Figure 2. The solutions converge on playing an
equal mixture between actions A and B even though this is an unstable equilibrium. By allowing the
manipulator to look several steps forward through the learning of the base agents, it can anticipate that
the victim could respond to a deviation which would ultimately decrease the manipulator’s objective.
We observed the effect in RPG algorithms across a variety of matrix games. See Section G.1 for more
details.

G.1.2 Understanding how RPG behaves through various matrix games

Player Y
C D E

Player X A 1 0.9 0

B 0 −1 1

Figure 13: A common-payoff game with a dominated action.

Consider the problem of finding two different pairs of diverse strategies in the matrix game in Figure
13 using cross-play diversity (XPD). Imagine for a moment that column D did not exist. Clearly, the
most diverse population of successful strategy pairs would then be the solutions (A,C) and (B,E):
both pairs of strategies get the maximum self-play score of 1 and the minimum cross-play score of 0.
Now, consider adding column D back in: Player Y could change their action in the first pair from
C to D. This greatly improves the diversity metric by decreasing the cross-play score to -1 while
only losing a little bit of score in self-play. However, Player Y choosing to play action D over C
is clearly a case of sabotage: not only are they intentionally reducing their score in cross-play, they
are doing it at the cost of self-play performance! In fact, action D is strictly dominated by action
C: it performs worse in all scenarios. Not only do agents artificially sabotage their performance in
cross-play by playing action D, they do it at the cost of self-play performance. Existing work [Cui
et al., 2023, Sarkar et al., 2024] fails to prevent sabotage in these types of scenarios because it does
not depend on a different in observation distributions between cross-play and self-play.

Figure 14 shows a mixed-motive game with a sabotage option. AT and PAIRED sabotage by playing
action E. AT-RPG converges on playing a uniform mixture across the two rational policies while
PAIRED-RPG converges on one of the two equilibria. XPD converges on one sabotage policy and
one at equilibrium while XPD-RPG converges on the two equilibrium.

Figure 15 shows a cooperative game. Suppose the victim in AT is Player X and the adversary is
Player Y . In this case, AT oscillates between playing C and D to minimize the victim’s reward. On
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Player Y
C D E

Player X A 3, 2 0, 0 −1,−1
B 1, 1 2, 3 −1,−1

Figure 14: A mixed-motive game with a sabotage option.

Player Y
C D E

Player X A 0.9 0 1

B 0 0.9 1

Figure 15: A cooperative game.

the other hand, since such an adversary is irrational, the adversary in AT-RPG will just play action
E. Likewise, XPD finds artificially diverse solutions by playing (A,C) and (B,D). Both sets of
policies in XPD-RPG just play action E, the only rational action.

Player Y
C D

Player X A 0, 0 −1, 1
B 1,−1 −10,−10

Figure 16: A mixed-motive game of ‘chicken’.

Figure 16 shows the mixed-motive game of ‘chicken’. In this case, AT and AT-RPG solutions align
and always play action D to minimize the victim’s reward, forcing them to play the conservative
action of A.

Player Y
C D E

Player X
A 0, 0 −1, 1 1,−1
B 1,−1 0, 0 −1, 1
C −1, 1 1,−1 0, 0

Figure 17: A zero-sum game of ‘rock-paper-scissors’.

Figure 17 shows the zero-sum game of ‘rock-paper-scissors’. In this case, AT and AT-RPG solutions
have very similar behavior in which the adversary and victim oscillate between picking rock, paper,
or scissors during training (similar to the oscillating behavior in 12). We found that increasing
the lookahead (e.g. greater than 8) in AT-RPG led to this behavior stabilizing and converging on
playing the strategy that randomizes across the three actions (in the same way lookahead stabilizes
the oscillations in 12).
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G.2 STORM
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Figure 18: CoMeDi learns to sabotage in a modified version of STORM that allows easy sabotage.
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Figure 19: Training curves for AP applied to various victims in the unobserved STORM environment.
As expected, AP immediately learns to sabotage, revealing nothing useful about the robustness of
each victim.
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Figure 20: Training curves for AP-RPG applied to various victims in the unobserved STORM
environment. AP-RPG avoids the problem of sabotage but inconsistently finds weaknesses in victim
policies.
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Figure 21: Training curves for PAIRED-RPG attack applied to various victims in the unobserved
STORM environment. PAIRED-RPG attack consistently finds weaknesses in victim policies while
avoiding the problem of sabotage. These results also highlight that PAIRED-RPG and AT-RPG can
produce more adversarially robust policies.
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1. Claims
Question: Do the main claims made in the abstract and introduction accurately reflect the
paper’s contributions and scope?
Answer: [Yes]
Justification: Contributions can be found in the intro and the experiments subsections clearly
outline supporting claims for each of the contributions.
Guidelines:

• The answer NA means that the abstract and introduction do not include the claims
made in the paper.

• The abstract and/or introduction should clearly state the claims made, including the
contributions made in the paper and important assumptions and limitations. A No or
NA answer to this question will not be perceived well by the reviewers.

• The claims made should match theoretical and experimental results, and reflect how
much the results can be expected to generalize to other settings.

• It is fine to include aspirational goals as motivation as long as it is clear that these goals
are not attained by the paper.

2. Limitations
Question: Does the paper discuss the limitations of the work performed by the authors?
Answer: [Yes]
Justification: Discussed in Section B.
Guidelines:

• The answer NA means that the paper has no limitation while the answer No means that
the paper has limitations, but those are not discussed in the paper.

• The authors are encouraged to create a separate "Limitations" section in their paper.
• The paper should point out any strong assumptions and how robust the results are to

violations of these assumptions (e.g., independence assumptions, noiseless settings,
model well-specification, asymptotic approximations only holding locally). The authors
should reflect on how these assumptions might be violated in practice and what the
implications would be.

• The authors should reflect on the scope of the claims made, e.g., if the approach was
only tested on a few datasets or with a few runs. In general, empirical results often
depend on implicit assumptions, which should be articulated.

• The authors should reflect on the factors that influence the performance of the approach.
For example, a facial recognition algorithm may perform poorly when image resolution
is low or images are taken in low lighting. Or a speech-to-text system might not be
used reliably to provide closed captions for online lectures because it fails to handle
technical jargon.

• The authors should discuss the computational efficiency of the proposed algorithms
and how they scale with dataset size.

• If applicable, the authors should discuss possible limitations of their approach to
address problems of privacy and fairness.

• While the authors might fear that complete honesty about limitations might be used by
reviewers as grounds for rejection, a worse outcome might be that reviewers discover
limitations that aren’t acknowledged in the paper. The authors should use their best
judgment and recognize that individual actions in favor of transparency play an impor-
tant role in developing norms that preserve the integrity of the community. Reviewers
will be specifically instructed to not penalize honesty concerning limitations.

3. Theory assumptions and proofs
Question: For each theoretical result, does the paper provide the full set of assumptions and
a complete (and correct) proof?
Answer: [NA]
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Justification: No theory contribution.
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• The answer NA means that the paper does not include theoretical results.
• All the theorems, formulas, and proofs in the paper should be numbered and cross-

referenced.
• All assumptions should be clearly stated or referenced in the statement of any theorems.
• The proofs can either appear in the main paper or the supplemental material, but if

they appear in the supplemental material, the authors are encouraged to provide a short
proof sketch to provide intuition.

• Inversely, any informal proof provided in the core of the paper should be complemented
by formal proofs provided in appendix or supplemental material.

• Theorems and Lemmas that the proof relies upon should be properly referenced.

4. Experimental result reproducibility
Question: Does the paper fully disclose all the information needed to reproduce the main ex-
perimental results of the paper to the extent that it affects the main claims and/or conclusions
of the paper (regardless of whether the code and data are provided or not)?

Answer: [Yes]

Justification: Psuedocode and full descriptions of the method (including hyperparamters
in Section E) and environments are provided as well as access to the code to replicate
experiments.

Guidelines:

• The answer NA means that the paper does not include experiments.
• If the paper includes experiments, a No answer to this question will not be perceived

well by the reviewers: Making the paper reproducible is important, regardless of
whether the code and data are provided or not.

• If the contribution is a dataset and/or model, the authors should describe the steps taken
to make their results reproducible or verifiable.

• Depending on the contribution, reproducibility can be accomplished in various ways.
For example, if the contribution is a novel architecture, describing the architecture fully
might suffice, or if the contribution is a specific model and empirical evaluation, it may
be necessary to either make it possible for others to replicate the model with the same
dataset, or provide access to the model. In general. releasing code and data is often
one good way to accomplish this, but reproducibility can also be provided via detailed
instructions for how to replicate the results, access to a hosted model (e.g., in the case
of a large language model), releasing of a model checkpoint, or other means that are
appropriate to the research performed.

• While NeurIPS does not require releasing code, the conference does require all submis-
sions to provide some reasonable avenue for reproducibility, which may depend on the
nature of the contribution. For example
(a) If the contribution is primarily a new algorithm, the paper should make it clear how

to reproduce that algorithm.
(b) If the contribution is primarily a new model architecture, the paper should describe

the architecture clearly and fully.
(c) If the contribution is a new model (e.g., a large language model), then there should

either be a way to access this model for reproducing the results or a way to reproduce
the model (e.g., with an open-source dataset or instructions for how to construct
the dataset).

(d) We recognize that reproducibility may be tricky in some cases, in which case
authors are welcome to describe the particular way they provide for reproducibility.
In the case of closed-source models, it may be that access to the model is limited in
some way (e.g., to registered users), but it should be possible for other researchers
to have some path to reproducing or verifying the results.

5. Open access to data and code
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Question: Does the paper provide open access to the data and code, with sufficient instruc-
tions to faithfully reproduce the main experimental results, as described in supplemental
material?

Answer: [Yes]

Justification: See Supplementary for Code with README instructions.

Guidelines:

• The answer NA means that paper does not include experiments requiring code.
• Please see the NeurIPS code and data submission guidelines (https://nips.cc/
public/guides/CodeSubmissionPolicy) for more details.

• While we encourage the release of code and data, we understand that this might not be
possible, so “No” is an acceptable answer. Papers cannot be rejected simply for not
including code, unless this is central to the contribution (e.g., for a new open-source
benchmark).

• The instructions should contain the exact command and environment needed to run to
reproduce the results. See the NeurIPS code and data submission guidelines (https:
//nips.cc/public/guides/CodeSubmissionPolicy) for more details.

• The authors should provide instructions on data access and preparation, including how
to access the raw data, preprocessed data, intermediate data, and generated data, etc.

• The authors should provide scripts to reproduce all experimental results for the new
proposed method and baselines. If only a subset of experiments are reproducible, they
should state which ones are omitted from the script and why.

• At submission time, to preserve anonymity, the authors should release anonymized
versions (if applicable).

• Providing as much information as possible in supplemental material (appended to the
paper) is recommended, but including URLs to data and code is permitted.

6. Experimental setting/details
Question: Does the paper specify all the training and test details (e.g., data splits, hyper-
parameters, how they were chosen, type of optimizer, etc.) necessary to understand the
results?

Answer: [Yes]

Justification: Environment details are given in Section 5.1 and hyperparameters/details in
Section E.

Guidelines:

• The answer NA means that the paper does not include experiments.
• The experimental setting should be presented in the core of the paper to a level of detail

that is necessary to appreciate the results and make sense of them.
• The full details can be provided either with the code, in appendix, or as supplemental

material.

7. Experiment statistical significance
Question: Does the paper report error bars suitably and correctly defined or other appropriate
information about the statistical significance of the experiments?

Answer: [Yes]

Justification: Error bars are reported and labeled where relevant.

Guidelines:

• The answer NA means that the paper does not include experiments.
• The authors should answer "Yes" if the results are accompanied by error bars, confi-

dence intervals, or statistical significance tests, at least for the experiments that support
the main claims of the paper.

• The factors of variability that the error bars are capturing should be clearly stated (for
example, train/test split, initialization, random drawing of some parameter, or overall
run with given experimental conditions).
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• The method for calculating the error bars should be explained (closed form formula,
call to a library function, bootstrap, etc.)

• The assumptions made should be given (e.g., Normally distributed errors).
• It should be clear whether the error bar is the standard deviation or the standard error

of the mean.
• It is OK to report 1-sigma error bars, but one should state it. The authors should

preferably report a 2-sigma error bar than state that they have a 96% CI, if the hypothesis
of Normality of errors is not verified.

• For asymmetric distributions, the authors should be careful not to show in tables or
figures symmetric error bars that would yield results that are out of range (e.g. negative
error rates).

• If error bars are reported in tables or plots, The authors should explain in the text how
they were calculated and reference the corresponding figures or tables in the text.

8. Experiments compute resources
Question: For each experiment, does the paper provide sufficient information on the com-
puter resources (type of compute workers, memory, time of execution) needed to reproduce
the experiments?

Answer: [Yes]

Justification: Given in Section E.3.

Guidelines:

• The answer NA means that the paper does not include experiments.
• The paper should indicate the type of compute workers CPU or GPU, internal cluster,

or cloud provider, including relevant memory and storage.
• The paper should provide the amount of compute required for each of the individual

experimental runs as well as estimate the total compute.
• The paper should disclose whether the full research project required more compute

than the experiments reported in the paper (e.g., preliminary or failed experiments that
didn’t make it into the paper).

9. Code of ethics
Question: Does the research conducted in the paper conform, in every respect, with the
NeurIPS Code of Ethics https://neurips.cc/public/EthicsGuidelines?

Answer: [Yes]

Justification:

Guidelines:

• The answer NA means that the authors have not reviewed the NeurIPS Code of Ethics.
• If the authors answer No, they should explain the special circumstances that require a

deviation from the Code of Ethics.
• The authors should make sure to preserve anonymity (e.g., if there is a special consid-

eration due to laws or regulations in their jurisdiction).

10. Broader impacts
Question: Does the paper discuss both potential positive societal impacts and negative
societal impacts of the work performed?

Answer: [NA]

Justification: This work provides a new foundational method for applying adversarial
optimization to general-sum settings. No immediate societal impact follows.

Guidelines:

• The answer NA means that there is no societal impact of the work performed.
• If the authors answer NA or No, they should explain why their work has no societal

impact or why the paper does not address societal impact.
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• Examples of negative societal impacts include potential malicious or unintended uses
(e.g., disinformation, generating fake profiles, surveillance), fairness considerations
(e.g., deployment of technologies that could make decisions that unfairly impact specific
groups), privacy considerations, and security considerations.

• The conference expects that many papers will be foundational research and not tied
to particular applications, let alone deployments. However, if there is a direct path to
any negative applications, the authors should point it out. For example, it is legitimate
to point out that an improvement in the quality of generative models could be used to
generate deepfakes for disinformation. On the other hand, it is not needed to point out
that a generic algorithm for optimizing neural networks could enable people to train
models that generate Deepfakes faster.

• The authors should consider possible harms that could arise when the technology is
being used as intended and functioning correctly, harms that could arise when the
technology is being used as intended but gives incorrect results, and harms following
from (intentional or unintentional) misuse of the technology.

• If there are negative societal impacts, the authors could also discuss possible mitigation
strategies (e.g., gated release of models, providing defenses in addition to attacks,
mechanisms for monitoring misuse, mechanisms to monitor how a system learns from
feedback over time, improving the efficiency and accessibility of ML).

11. Safeguards
Question: Does the paper describe safeguards that have been put in place for responsible
release of data or models that have a high risk for misuse (e.g., pretrained language models,
image generators, or scraped datasets)?
Answer: [NA]
Justification: NA
Guidelines:

• The answer NA means that the paper poses no such risks.
• Released models that have a high risk for misuse or dual-use should be released with

necessary safeguards to allow for controlled use of the model, for example by requiring
that users adhere to usage guidelines or restrictions to access the model or implementing
safety filters.

• Datasets that have been scraped from the Internet could pose safety risks. The authors
should describe how they avoided releasing unsafe images.

• We recognize that providing effective safeguards is challenging, and many papers do
not require this, but we encourage authors to take this into account and make a best
faith effort.

12. Licenses for existing assets
Question: Are the creators or original owners of assets (e.g., code, data, models), used in
the paper, properly credited and are the license and terms of use explicitly mentioned and
properly respected?
Answer: [Yes]
Justification: NA
Guidelines:

• The answer NA means that the paper does not use existing assets.
• The authors should cite the original paper that produced the code package or dataset.
• The authors should state which version of the asset is used and, if possible, include a

URL.
• The name of the license (e.g., CC-BY 4.0) should be included for each asset.
• For scraped data from a particular source (e.g., website), the copyright and terms of

service of that source should be provided.
• If assets are released, the license, copyright information, and terms of use in the

package should be provided. For popular datasets, paperswithcode.com/datasets
has curated licenses for some datasets. Their licensing guide can help determine the
license of a dataset.
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• For existing datasets that are re-packaged, both the original license and the license of
the derived asset (if it has changed) should be provided.

• If this information is not available online, the authors are encouraged to reach out to
the asset’s creators.

13. New assets
Question: Are new assets introduced in the paper well documented and is the documentation
provided alongside the assets?
Answer: [Yes]
Justification: See supplementary for code.
Guidelines:

• The answer NA means that the paper does not release new assets.
• Researchers should communicate the details of the dataset/code/model as part of their

submissions via structured templates. This includes details about training, license,
limitations, etc.

• The paper should discuss whether and how consent was obtained from people whose
asset is used.

• At submission time, remember to anonymize your assets (if applicable). You can either
create an anonymized URL or include an anonymized zip file.

14. Crowdsourcing and research with human subjects
Question: For crowdsourcing experiments and research with human subjects, does the paper
include the full text of instructions given to participants and screenshots, if applicable, as
well as details about compensation (if any)?
Answer: [NA]
Justification: NA
Guidelines:

• The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

• Including this information in the supplemental material is fine, but if the main contribu-
tion of the paper involves human subjects, then as much detail as possible should be
included in the main paper.

• According to the NeurIPS Code of Ethics, workers involved in data collection, curation,
or other labor should be paid at least the minimum wage in the country of the data
collector.

15. Institutional review board (IRB) approvals or equivalent for research with human
subjects
Question: Does the paper describe potential risks incurred by study participants, whether
such risks were disclosed to the subjects, and whether Institutional Review Board (IRB)
approvals (or an equivalent approval/review based on the requirements of your country or
institution) were obtained?
Answer: [NA]
Justification: NA
Guidelines:

• The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

• Depending on the country in which research is conducted, IRB approval (or equivalent)
may be required for any human subjects research. If you obtained IRB approval, you
should clearly state this in the paper.

• We recognize that the procedures for this may vary significantly between institutions
and locations, and we expect authors to adhere to the NeurIPS Code of Ethics and the
guidelines for their institution.

• For initial submissions, do not include any information that would break anonymity (if
applicable), such as the institution conducting the review.
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16. Declaration of LLM usage
Question: Does the paper describe the usage of LLMs if it is an important, original, or
non-standard component of the core methods in this research? Note that if the LLM is used
only for writing, editing, or formatting purposes and does not impact the core methodology,
scientific rigorousness, or originality of the research, declaration is not required.
Answer: [NA]
Justification:
Guidelines: NA

• The answer NA means that the core method development in this research does not
involve LLMs as any important, original, or non-standard components.

• Please refer to our LLM policy (https://neurips.cc/Conferences/2025/LLM)
for what should or should not be described.
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