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The Stackelberg security game is played between a defender and an attacker, where the defender 
needs to allocate a limited amount of resources to multiple targets in order to minimize the loss 
due to adversarial attacks by the attacker. While allowing targets to have different values, classic 
settings often assume uniform requirements for defending the targets. This enables existing results 
that study mixed strategies (randomized allocation algorithms) to adopt a compact representation

of the mixed strategies.

In this work, we initiate the study of mixed strategies for security games in which the targets can 
have different defending requirements. In contrast to the case of uniform defending requirements, 
for which an optimal mixed strategy can be computed efficiently, we show that computing the 
optimal mixed strategy is NP-hard for the general defending requirements setting. However, we 
show strong upper and lower bounds for the optimal mixed strategy defending result. Additionally, 
we extend our analysis to study uniform attack settings on these security games.

We propose an efficient close-to-optimal Patching algorithm that computes mixed strategies using 
only a few pure strategies. Furthermore, we study the setting when the game is played on a network 
and resource sharing is enabled between neighboring targets. We show the effectiveness of our 
algorithm in various large real-world datasets, addressing both uniform and general defending 
requirements.

1. Introduction

Stackelberg security games have recently garnered significant interest from the game theory community and combinatorial opti-

mization experts due to their extensive applications in real-world scenarios, such as patrolling [1,2], forest protection [3,4], defense 
coordination [5]. These classic security games typically model the interaction as a Stackelberg game [6,7], involving two players: the 
defender (leader) who commits to a defending strategy, and the attacker (follower), who observes and then reacts to this strategy. This 
paper concentrates on zero-sum games [8,9], where the objective is to defend multiple valuable targets. Each target 𝑢 is associated 
with a value 𝛼𝑢, indicating the potential loss due to a successful attack on the target, and a threshold 𝜃𝑢 , representing the resources 
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required to defend the target. A target 𝑢 is considered secure if it receives resources at least 𝜃𝑢 , preventing any loss from attacks. 
Under this framework, the defender must strategize the allocation of limited resources across targets, while the attacker selects a 
target based on the defender’s allocation. The defender’s goal is to minimize the potential loss, which we define as the defending 
result of the allocation strategy.

The allocation strategies are often categorized into pure strategies and mixed strategies. An allocation is termed a pure strategy when 
it is deterministic, and a mixed strategy when it is randomized. Formally, a mixed strategy is defined as a probability distribution 
over a set of pure strategies. It is a common observation that mixed strategies yield defending results superior to those of the best 
pure strategy.

Example 1.1. Consider a scenario with targets {𝑎, 𝑏, 𝑐, 𝑑}, each having a defending requirement (threshold) of 1. The values for 
targets {𝑎, 𝑏, 𝑐} are 3, and for target 𝑑, it is 1. With a total resource 𝑅 = 2, every pure strategy leads to a defending result of 3, as 
there will always be one target among {𝑎, 𝑏, 𝑐} with insufficient defending resources. In contrast, a mixed strategy that applies each 
of the three pure strategies (1,1,0,0), (1,0,1,0), and (0,1,1,0) with probability 1∕3 achieves a defending result of 1.

Most existing works on mixed strategies in security games assume uniform thresholds [4,10–12], where all targets have the same 
defending requirements, i.e. 𝜃𝑢 = 1,∀𝑢 ∈ 𝑉 . The example we show above has uniform thresholds. This allows for the representation of 
each mixed strategy through their corresponding compact representation, where the allocation to targets is no longer binary. Instead, a 
target receiving resources below its threshold is considered fractionally defended when evaluating the loss from an attack. Korzhyk et 
al. [12] demonstrated that any compact representation can be converted into a mixed strategy using 𝑂(𝑛2) pure strategies that achieves 
the same defending result as the compact representation, where 𝑛 is the number of targets. In this paper, we explore scenarios with 
non-uniform target thresholds, i.e., varying defending requirements among targets. Consider, for instance, the allocation of vaccines 
to cities (targets) in a virus defense scenario, where the defending requirement for each city depends on its population, leading to 
significant variance. This raises a critical question about the applicability of compact representation under these conditions:

Can every compact representation be transformed into a mixed strategy that achieves the same defending result when targets have general 
thresholds?

Regrettably, we show that this may not always be feasible.

1.1. Our contribution

We show that when targets have different defending requirements, the set of compact representations and mixed strategies are 
no longer equivalent. We henceforth refer to a compact representation as a fractional strategy. We formalize mixed and fractional 
strategies in security games with varied defending requirements, and explore their relationships and distinctions.

Mixed vs. fractional. A key contribution of our study is the theoretical exploration of the relation between mixed and fractional 
strategies. We denote the defending result of the optimal mixed strategy using total resource 𝑅 as OPT𝑚(𝑅), and that of the optimal 
fractional strategy as OPT𝑓 (𝑅). We establish that while computing OPT𝑚(𝑅) is NP-hard, it holds that OPT𝑚(𝑅) ≥ OPT𝑓 (𝑅). Given 
that OPT𝑓 (𝑅) can be determined through linear programming, it serves as a lower bound for OPT𝑚(𝑅). Crucially, we demonstrate 
that for any given total resource 𝑅, a mixed strategy can be identified with a defending result no greater than OPT𝑓 (𝑅 − 𝜃max), 
where 𝜃max represents the highest threshold among the targets. Furthermore, we introduce a polynomial-time algorithm capable of 
computing such a mixed strategy that uses 𝑂(𝑛2) pure strategies. Interestingly, for uniform thresholds, the mixed strategy achieves a 
defending result OPT𝑓 (𝑅), i.e., our analysis re-produces the result of Korzhykcp et al. [12]. By proving the convexity of the function 
OPT𝑓 (⋅), we infer that when 𝑅 significantly exceeds 𝜃max, the values of OPT𝑚(𝑅) and OPT𝑓 (𝑅) closely converge, admitting a very 
small additive gap (see Section 3.3 for more details). Therefore, we establish the near-equivalence between mixed and fractional 
strategies in security games with general defending requirements.

Algorithm with small support. In practical applications, a mixed strategy employing a limited number of pure strategies is often 
preferable. For instance, deploying a mixed strategy that utilizes 𝜔(𝑛) pure strategies becomes impractical when the number of 
targets 𝑛 is large. Therefore, our research focuses on devising mixed strategies with small supports. Inspired by the Double Oracle 
algorithm by Jain et al. [13] and the column generation techniques [14–16], we introduce the Patching algorithm. This algorithm 
iteratively identifies and incorporates new pure strategies to enhance the defense of poorly protected nodes within the current mixed 
strategy framework. We demonstrate that, for a given set of pure strategies 𝐷 with bounded size, our algorithm computes an optimal 
mixed strategy with support 𝐷 in polynomial time relative to |𝐷|.
Resource sharing. Our investigation extends to scenarios involving resource sharing within a network, a concept inspired by applica-

tions in patrolling and surveillance camera deployment [17–19]. In such models, targets are depicted as network nodes, allowing for 
the sharing of a portion of resources allocated to neighboring nodes during an attack. While similar studies (e.g. [20]) have explored 
models with general thresholds focusing solely on pure strategies, our work delves into the implications of resource sharing. We 
reveal that the gap between OPT𝑚(𝑅) and OPT𝑓 (𝑅) can become arbitrarily large with resource sharing, undermining the feasibility 
of approximating mixed strategies from rounding the fractional ones. Nonetheless, the Patching algorithm remains applicable, effi-

ciently computing mixed strategies within this context. We further ascertain that, under specific conditions, the algorithm is capable 
of making progress toward reducing the defending result.
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Table 1
Summary of existing models.

Model Limited Budget Threshold Mixed Strategy Resource Sharing Attack Type 
Yes No General Uniform Yes No Duplicated Reallocate Adversary Uniform 

Kiekintveld et al. [11] ✓ ✓ ✓ ✓
Korzhy et al. [12] ✓ ✓ ✓ ✓
Bai et al. [19] ✓ ✓ ✓ ✓ ✓
Bai et al. [24] ✓ ✓ ✓ ✓ ✓ ✓

An et al. [25] ✓ ✓ ✓ ✓
Vorobeychik et al. [17] ✓ ✓ ✓ ✓
Conitzer et al. [36] ✓ ✓ ✓ ✓
Aspnes et al. [21] ✓ ✓ ✓ ✓
Kumar et al. [22] ✓ ✓ ✓ ✓
Gan et al. [27] ✓ ✓ ✓ ✓ ✓
Li et al. [20] ✓ ✓ ✓ ✓ ✓
Yin et al. [18] ✓ ✓ ✓ ✓ ✓

Ours (isolated) ✓ ✓ ✓ ✓ ✓
Ours (shared) ✓ ✓ ✓ ✓ ✓ ✓

Uniform attack. We further extend our analysis to deal with uniform attacks, wherein the attacker attacks each target with equal 
probability. In this scenario, we show that the optimal mixed strategy is a pure strategy, and its computation (even without resource 
sharing), is NP-hard. Nonetheless, we identify a tight connection between the model and the knapsack problem, using which we 
establish lower and upper bounds for the defending results: OPTuni

𝑓 (𝑅) ≤ OPTuni
𝑚 (𝑅) ≤ OPTuni

𝑓 (𝑅− 𝜃max).

Experiments. To validate our theoretical findings, we conducted comprehensive experiments using several large real-world datasets. 
The outcomes demonstrate the Patching algorithm’s efficiency in computing mixed strategies with small support, such as utilizing only 
5 pure strategies. These strategies significantly enhance the defending results beyond those achievable with optimal pure strategies 
and approach optimality in numerous instances.

The remainder of this paper is organized as follows: Section 2 provides a detailed model description. Sections 3.1 to 3.3 delve into 
the relation between mixed and fractional strategies, laying the groundwork for our theoretical contributions. Section 3.5 discusses 
some challenges encountered in the resource-sharing context. The Patching algorithm is detailed in Section 4. The results for uniform 
attacks are presented in Section 5, which are followed by a presentation of our experimental findings in Section 6.

1.2. Other related works

Motivated by applications aimed at halting the spread of viruses, network security games with contagious attacks have garnered 
considerable attention in recent years [21,22,9,23,19,24]. In these models, an attack on a node can propagate to its neighbors, 
with the loss evaluated across all affected nodes. Aspnes et al. [21] conceptualized the inoculation challenge as a network security 
game, analyzing the pure Nash equilibrium with a focus on uniform thresholds. Kumar et al. [22] extended this work to consider 
general thresholds but did not account for the common real-world constraint of limited resources. Several studies have addressed 
security games under a limited budget [19,24–26], emphasizing the finite nature of defending resources. Additionally, some research 
has explored security games with resource-sharing mechanisms [27,20]. Gan et al. [27] introduced a network security game where 
allocating resources to a target also benefits its neighbors. Li et al. [20] proposed a model where a node’s defense capability is 
determined by both its allocated resources and a linear combination of resources from its neighbors. Kroupa et al. [28] studied the 
continuous games and proposed a type of multiple oracle algorithm. There are investigations into security games where resource 
sharing is dynamic, requiring time for neighboring nodes to share resources [29,18], and studies on multi-defender games, with each 
defender responsible for a single target [30–32]. There are also some studies on multiple defender Stackelberg security games that 
consider robust solutions [33], focus on resource allocation based on risk sharing [34], or tackle scheduling problems [35].

To facilitate a clear comparison with closely related models, we summarize the main features of these models in Table 1.

2. Preliminaries

In this section we present the model we study. We define our model in the most general form, i.e., including the network structure 
and with resource sharing, and consider the model without resource sharing as a restricted setting. We model the network as an 
undirected connected graph 𝐺(𝑉 ,𝐸), where each node 𝑢 ∈ 𝑉 has a threshold 𝜃𝑢 that represents the defending requirement, and a 
value 𝛼𝑢 that represents the possible damage due to an attack at node 𝑢. Each edge 𝑒 ∈ 𝐸 is associated with a weight 𝑤𝑢𝑣, which 
represents the efficiency of resource sharing between the two endpoints. We use 𝑁(𝑢) ∶= {𝑣 ∈ 𝑉 ∶ (𝑢, 𝑣) ∈ 𝐸} to denote the set of 
neighbors for node 𝑢 ∈ 𝑉 . We use 𝑛 and 𝑚 to denote the number of nodes and edges in the graph 𝐺, respectively. For any integer 𝑖, 
we use [𝑖] to denote {1,2,… , 𝑖}.
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The defender has a total resource of 𝑅 that can be distributed to nodes in 𝑉 . We use 𝑟𝑢 to denote the defending resource1 allocated 
to node 𝑢. Thus we have 

∑
𝑢∈𝑉 𝑟𝑢 ≤𝑅.

Definition 2.1 (Pure strategy). We use 𝐫 = {𝑟𝑢}𝑢∈𝑉 to denote a pure strategy and Ω𝑝(𝑅) = {𝐫 ∈ [0,𝑅]𝑉 ∶ ‖𝐫‖ =
∑

𝑢∈𝑉 𝑟𝑢 ≤ 𝑅}2 to 
denote the collection of pure strategies using resource 𝑅. When 𝑅 is clear from the context, we use Ω𝑝 to denote Ω𝑝(𝑅).

We consider resource sharing in our model. That is, when node 𝑢 is under attack, it can receive 𝑤𝑢𝑣 ⋅ 𝑟𝑣 units of resource shared 
from each of its neighbors 𝑣 ∈𝑁(𝑢).

Definition 2.2 (Defending power). Given pure strategy 𝐫, the defending power of node 𝑢 is defined as 𝜋𝑢(𝐫) = 𝑟𝑢 +
∑

𝑣∈𝑁(𝑢)𝑤𝑢𝑣 ⋅ 𝑟𝑣. 
We use 𝝅(𝐫) = (𝜋𝑢(𝐫))𝑢∈𝑉 to denote defending powers of nodes.

Definition 2.3 (Defending status). Given a pure strategy 𝐫, we use 𝐱(𝐫) ∈ {0,1}𝑉 to denote the defending status of nodes under 𝐫, 
where for each node 𝑢 we have 𝑥𝑢(𝐫) = 1 if 𝜋𝑢 ≥ 𝜃𝑢, i.e., node 𝑢 is well defended; and 𝑥𝑢(𝐫) = 0 if 𝜋𝑢 < 𝜃𝑢, i.e., node 𝑢 is not well 
defended.

Each pure strategy 𝐫 has a unique defending status 𝐱(𝐫) but different strategies can have the same defending status.

Definition 2.4 (Defending result). Given a pure strategy 𝐫, when node 𝑢 ∈ 𝑉 is under attack, the loss is given by 𝐿𝑝(𝑢, 𝐫) = 𝛼𝑢 if 𝑥𝑢(𝐫) =
0; 𝐿𝑝(𝑢, 𝐫) = 0 otherwise. The defending result of strategy 𝐫 is defined as the maximum loss due to an attack: 𝐿𝑝(𝐫) = max𝑢∈𝑉 {𝐿𝑝(𝑢, 𝐫)}.

We use 𝐫∗ to denote the optimal pure strategy, i.e., the pure strategy that has the minimum defending result 𝐫∗=argmin𝐫∈Ω𝑝
{𝐿𝑝(𝐫)}. 

The corresponding defending result is defined as OPT𝑝 =𝐿𝑝(𝐫∗).

Definition 2.5 (Mixed strategy). A mixed strategy is denoted by (𝐷,𝐩), where 𝐷 ⊆Ω𝑝 is a subset of pure strategies and 𝐩 is a probability 
distribution over 𝐷. For each 𝐫 ∈𝐷, we use 𝑝(𝐫) to denote the probability that pure strategy 𝐫 is used.

A mixed strategy is a randomized algorithm that applies pure strategies with certain probabilities. Note that 
∑

𝐫∈𝐷 𝑝(𝐫) = 1. We 
can also interpret 𝐩 as a |𝐷| dimension vector with ‖𝐩‖ = 1. We use

Ω𝑚(𝑅) = {(𝐷,𝐩) ∶𝐷 ⊆Ω𝑝(𝑅),𝐩 ∈ [0,1]|𝐷|,‖𝐩‖ = 1}

to denote the collection of all mixed strategies using total resource 𝑅. When 𝑅 is clear from the context, we use Ω𝑚 to denote Ω𝑚(𝑅).

Definition 2.6 (Defending status of mixed strategy). Given a mixed strategy (𝐷,𝐩), we use 𝑥𝑢(𝐷,𝐩) =
∑

𝐫∈𝐷 𝑝(𝐫) ⋅ 𝑥𝑢(𝐫) to denote the 
defending status of node 𝑢 ∈ 𝑉 under (𝐷,𝐩). In other words, 𝑥𝑢(𝐷,𝐩) is the probability that node 𝑢 is well defended under mixed 
strategy (𝐷,𝐩). We use 𝐱(𝐷,𝐩) = (𝑥𝑢(𝐷,𝐩))𝑢∈𝑉 ∈ [0,1]𝑉 to denote the defending status of (𝐷,𝐩).

Definition 2.7 (Defending result of mixed strategy). Given mixed strategy (𝐷,𝐩), we use 𝐿𝑚(𝑢, (𝐷,𝐩)) = (1 − 𝑥𝑢(𝐷,𝐩)) ⋅ 𝛼𝑢 to denote 
the (expected) loss when node 𝑢 is under attack. The defending result is defined as 𝐿𝑚(𝐷,𝐩) = max𝑢∈𝑉 {𝐿𝑚(𝑢, (𝐷,𝐩))}.

We use (𝐷∗,𝐩∗) to denote the optimal mixed strategy, i.e., the mixed strategy with the minimum defending result. The corre-

sponding defending result is defined as OPT𝑚 =𝐿𝑚(𝐷∗,𝐩∗).
Next we define the fractional strategies. Technically, a fractional strategy is not a strategy, but a pure strategy equipped with a 

fractional valuation of defending loss. In the remaining of this paper, when a pure strategy is evaluated by its fractional loss, we call 
it a fractional strategy.

Definition 2.8 (Fractional loss). Given a pure strategy 𝐫 ∈Ω𝑝, we evaluate the fractional loss when node 𝑢 is attacked by 𝐿𝑓 (𝑢, 𝐫) =
(1 −min{𝜋𝑢(𝐫)∕𝜃𝑢,1}) ⋅ 𝛼𝑢. The fractional defending result is defined as 𝐿𝑓 (𝐫) = max𝑢∈𝑉 {𝐿𝑓 (𝑢, 𝐫)}.

In a fractional strategy, if a node 𝑢 has defending power 𝜋𝑢, then we assume that min{𝜋𝑢∕𝜃𝑢,1} fraction of the node is defended. 
Thus when node 𝑢 is under attack, the loss is given by (1 − min{𝜋𝑢∕𝜃𝑢,1}) ⋅ 𝛼𝑢. We use �̃�∗ to denote the optimal fractional strategy, 
i.e., the strategy with minimum 𝐿𝑓 (�̃�∗). The corresponding defending result is defined as OPT𝑓 . We use OPT𝑝(𝑅),OPT𝑚(𝑅) and 
OPT𝑓 (𝑅) to denote the defending result of the optimal pure, mixed and fractional strategy using total resource 𝑅, respectively. When 
𝑅 is clear from the context, we simply use OPT𝑝,OPT𝑚 and OPT𝑓 .

Next we use an example to illustrate the difference between mixed strategy and fractional strategy.

1 As in [20,19], we assume the resource can be allocated arbitrarily in our model.
2 Throughout this paper we use ‖ ⋅ ‖ to denote the 𝐿1 norm of a vector.
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Example 2.9. Consider an instance involving three targets, with their thresholds and values detailed in the table below. With a total 
resource of 𝑅 = 4, the optimal mixed strategy applies each of the pure strategies (3,0,1) and (0,3,1) with a probability of 12 , resulting 

in a defending result of 1. In contrast, the compact representation 
(
15
8 ,

15
8 ,

1
4

)
yields a defending result of 34 , demonstrating that no 

mixed strategy can achieve this same defending result.

Target a b c 
Value 2 2 1 
Threshold 3 3 1 

The following lemma implies that the optimal fractional strategy has a defending result at most that of the optimal mixed strategy.

Lemma 2.10. For any problem instance, we have OPT𝑝 ≥ OPT𝑚 ≥ OPT𝑓 .

Proof. Note that every pure strategy 𝐫 is also a mixed strategy (with 𝐷 = {𝐫} and 𝑝(𝐫) = 1). Hence the first inequality trivially holds. 
In the following, we show that for any mixed strategy (𝐷,𝐩), we can find a fractional strategy �̃� using the same total resource 𝑅 such 
that 𝐿𝑚(𝐷,𝐩) ≥𝐿𝑓 (�̃�).

Let 𝑟𝑢 =
∑

𝐫∈𝐷 𝑝(𝐫) ⋅ 𝑟𝑢 be the expected resource node 𝑢 receives under (𝐷,𝐩). Let �̃� = (𝑟𝑢)𝑢∈𝑉 be the resulting fractional strategy. 
Note that we have 𝜋𝑢(�̃�) =

∑
𝐫∈𝐷 𝑝(𝐫) ⋅ 𝜋𝑢(𝐫). Furthermore, ‖�̃�‖ ≤𝑅, i.e., it uses a total resource at most 𝑅. Observe that when node 

𝑢 is under attack we have

𝐿𝑚(𝑢, (𝐷,𝐩)) = (1 − 𝑥𝑢(𝐷,𝐩)) ⋅ 𝛼𝑢
=(1 −

∑
𝐫∈𝐷 𝑝(𝐫) ⋅ 𝑥𝑢(𝐫)) ⋅ 𝛼𝑢

≥(1 −
∑

𝐫∈𝐷 𝑝(𝐫) ⋅min{𝜋𝑢(𝐫)∕𝜃𝑢,1}) ⋅ 𝛼𝑢
≥(1 −min{

∑
𝐫∈𝐷 𝑝(𝐫) ⋅ 𝜋𝑢(𝐫)∕𝜃𝑢,1}) ⋅ 𝛼𝑢 =𝐿𝑓 (𝑢, �̃�).

It means that 𝐿𝑚(𝐷,𝐩) ≥𝐿𝑓 (�̃�) since above relation holds for each node, which implies that OPT𝑚 ≥ OPT𝑓 . □

3. Computation of strategies

In this section we consider the computation of the optimal pure, mixed and fractional strategies, and also analyze some properties 
regarding the optimal defending results of different strategies.

3.1. Optimal pure and fractional strategy

We remark that our model is equal to the “single threshold” model of [20]. We thus use their algorithm (that runs in polynomial 
time) to compute an optimal pure strategy. Roughly speaking, in their algorithm a target defending result 𝛼 is fixed and the goal is to 
decide whether it is possible to defend all nodes 𝐴(𝛼) = {𝑢 ∈ 𝑉 ∶ 𝛼𝑢 > 𝛼} with value larger than 𝛼. For every fixed 𝛼 the above decision 
problem can be solved by solving a feasibility LP with constraints 

∑
𝑢∈𝑉 𝑟𝑢 ≤ 𝑅 and 𝑟𝑢 +

∑
𝑣∈𝑁(𝑢)𝑤𝑢𝑣 ⋅ 𝑟𝑣 ≥ 𝜃𝑢 for every 𝑢 ∈ 𝐴(𝛼). 

Combining the above subroutine with a binary search on 𝛼 ∈ {𝛼𝑢}𝑢∈𝑉 ∪ {0} yields a polynomial time algorithm for computing the 
optimal pure strategy, i.e., with the minimum achievable defending result 𝛼.

The computation of the optimal fractional strategy can be done efficiently by solving the following linear program (LP𝑓 (𝑅)), 
where we introduce a variable 𝑟𝑢 for each node 𝑢 ∈ 𝑉 that represents the resource 𝑢 receives, and a variable 𝐿 for the defending 
result.

(LP𝑓 (𝑅)) minimize 𝐿 

subject to
∑

𝑢∈𝑉 𝑟𝑢 ≤𝑅,

(1 − (𝑟𝑢 +
∑

𝑣∈𝑁(𝑢)𝑤𝑢𝑣 ⋅ 𝑟𝑣)∕𝜃𝑢) ⋅ 𝛼𝑢 ≤𝐿, ∀𝑢 ∈ 𝑉

By solving the above LP we get the optimal fractional strategy �̃�∗, whose defending result OPT𝑓 is the optimal objective of the 
LP. From Lemma 2.10, we have OPT𝑓 ≤ OPT𝑚, i.e., we can use OPT𝑓 as a lower bound for the defending result of the optimal mixed 
strategy (which is NP-hard to compute, as we will show later). In the following we show that the optimal objective of the above LP 
is a convex function of the total resource 𝑅.

Lemma 3.1 (Convexity). Given resource 𝑅1 and 𝑅2, we have

OPT𝑓 (𝑅1) + OPT𝑓 (𝑅2) ≥ 2 ⋅ OPT𝑓
(
1
2 (𝑅1 +𝑅2)

)
.
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Proof. Let �̃�∗𝟏 and �̃�∗𝟐 be the optimal fractional strategies given resource 𝑅1 and 𝑅2, respectively. Note that (�̃�∗𝟏 ,OPT𝑓 (𝑅1)) and 
(�̃�∗𝟐 ,OPT𝑓 (𝑅2)) are feasible solutions to (LP𝑓 (𝑅1)) and (LP𝑓 (𝑅2)), respectively. Let �̃� = 1

2 ⋅ (�̃�∗𝟏 + �̃�∗𝟐 ). In the following we show that 
(�̃�, 12 ⋅ (OPT𝑓 (𝑅1) + OPT𝑓 (𝑅2))) is a feasible solution to (LP𝑓 (

1
2 (𝑅1 + 𝑅2))). The first constraint of the LP trivially holds because ‖�̃�‖ = 1

2 ⋅ (‖�̃�∗1‖+ ‖�̃�∗2‖) ≤ 1
2 (𝑅1 +𝑅2). By the feasibility of (�̃�∗𝟏 ,OPT𝑓 (𝑅1)) and (�̃�∗𝟐 ,OPT𝑓 (𝑅2)), we have the following relations:

(1 − 𝜋𝑢(�̃�∗𝟏 )∕𝜃𝑢) ⋅ 𝛼𝑢 ≤ OPT𝑓 (𝑅1), ∀𝑢 ∈ 𝑉

(1 − 𝜋𝑢(�̃�∗𝟐 )∕𝜃𝑢) ⋅ 𝛼𝑢 ≤ OPT𝑓 (𝑅2), ∀𝑢 ∈ 𝑉 .

Combining the two sets of inequalities we get

(1 − 1
2 (𝜋𝑢(�̃�

∗
𝟏 ) + 𝜋𝑢(�̃�∗𝟐 ))∕𝜃𝑢) ⋅ 𝛼𝑢 ≤

1
2 ⋅ (OPT𝑓 (𝑅1) + OPT𝑓 (𝑅2)),∀𝑢 ∈ 𝑉 .

Since we have 𝜋𝑢(�̃�) =
1
2 (𝜋𝑢(�̃�

∗
𝟏 ) + 𝜋𝑢(�̃�∗𝟐 )), we conclude that (�̃�, 12 (OPT𝑓 (𝑅1) + OPT𝑓 (𝑅2))) is a feasible solution to (LP𝑓 (

1
2 (𝑅1 +

𝑅2))). Consequently the optimal objective of the LP has

OPT𝑓 (
1
2 (𝑅1 +𝑅2)) ≤

1
2 ⋅ (OPT𝑓 (𝑅1) + OPT𝑓 (𝑅2)).

Rearranging the inequality concludes the proof. □

3.2. Hardness for computing mixed strategies

We have shown that the optimal pure and fractional strategies can be computed efficiently. Unfortunately, we show that computing 
the optimal mixed strategy is NP-hard, even in the isolated model, i.e., when 𝑤𝑢𝑣 = 0 for all (𝑢, 𝑣) ∈𝐸.

Theorem 3.2. Unless 𝑃 =𝑁𝑃 , there does not exist any polynomial time algorithm that given a graph 𝐺(𝑉 ,𝐸) and resource 𝑅 computes 
the optimal mixed strategy, even under the isolated model.

Proof. We prove the hardness result by a reduction from the Even Partition problem, which is known to be NP-complete [37]. Given 
a set of numbers 𝐴 = {𝑎1, 𝑎2, ..., 𝑎𝑛}, the problem is to decide whether 𝐴 can be partitioned into two subsets of equal sum. Given set 
𝐴, we construct the instance of the defending problem as follows. Let 𝐺(𝑉 ,𝐸) be a graph with 𝑉 = [𝑛] and 𝐸 = ∅. For each node 
𝑖 ∈ 𝑉 we set 𝜃𝑖 = 𝑎𝑖 and 𝛼𝑖 = 1. We set the total resource 𝑅 = 1

2
∑

𝑖∈𝐴 𝑎𝑖.
Obviously if 𝐴 can be partitioned into two sets 𝐴1 and 𝐴2 of equal sum, then both of them have sum equals to 𝑅. Then we can 

define two pure strategies: the first strategy allocates resource 𝑟𝑖 = 𝜃𝑖 for each 𝑖 ∈ 𝐴1; the second one allocates resource 𝑟𝑖 = 𝜃𝑖 for 
each 𝑖 ∈ 𝐴2. Then we define a mixed strategy that applies each of these two strategies with probability 0.5. It is easy to check that 
the defending result is 0.5 since the defending status of each node is 0.5. Hence if 𝐴 has an even partition, we have OPT𝑚(𝑅) ≤ 0.5.

On the other hand, we show that if 𝐴 does not have an even partition, then OPT𝑚(𝑅) > 0.5. Let 𝑅′ be the maximum sum of 
numbers in 𝐴 that is at most 𝑅. Since 𝐴 does not have an even partition, we have 𝑅′ <𝑅. Moreover, in every pure strategy the total 
threshold of nodes that are well defended is at most 𝑅′ . In other words, for every 𝐫 ∈ Ω𝑝(𝑅), there is a corresponding 𝐫′ ∈ Ω𝑝(𝑅′)
with 𝐱(𝐫′) = 𝐱(𝐫). Thus we have OPT𝑚(𝑅) = OPT𝑚(𝑅′). Observe that since 𝑅′ <𝑅 = 1

2 ⋅
∑

𝑖∈𝑉 𝜃𝑖, in any fractional strategy using total 
resource 𝑅′, there must exist a node 𝑖 ∈ 𝑉 with 𝑟𝑖 < 0.5 ⋅ 𝜃𝑖. Consequently, we have OPT𝑓 (𝑅′) > 0.5. Finally, by Lemma 2.10, we 
have OPT𝑚(𝑅) = OPT𝑚(𝑅′) ≥ OPT𝑓 (𝑅′) > 0.5, as claimed.

In conclusion, we have OPT𝑚(𝑅) ≤ 0.5 if and only if 𝐴 admits an even partition. Since the reduction is in polynomial time, we 
know that the computation of the optimal mixed strategy is NP-hard. □

3.3. A strong upper bound for isolated model

While computing the optimal mixed strategy is NP-hard, we can use OPT𝑓 (𝑅) to give a lower bound on OPT𝑚(𝑅). In other words, 
if a mixed strategy has a defending result close to OPT𝑓 (𝑅), then it is close-to-optimal. However, if the lower bound is loose, then 
no such mixed strategy exists. Therefore, it is crucial to know whether this lower bound is tight. In this section, we show that in the 
isolated model, we can give a strong upper bound on OPT𝑚(𝑅), which shows that OPT𝑓 (𝑅) is an almost tight lower bound when 𝑅
is large.

Theorem 3.3. In the isolated model, given any instance 𝐺(𝑉 ,𝐸) and a total resource 𝑅, we have

OPT𝑚(𝑅) ≤ OPT𝑓 (𝑅− 𝜃max),

where 𝜃max =max𝑢∈𝑉 {𝜃𝑢} is the maximum threshold of the nodes.

Before presenting the proof, we remark that by convexity of the function OPT𝑓 (⋅), we have

OPT𝑓 (𝑅− 𝜃max) ≤
𝑅− 𝜃max

𝑅 
⋅ OPT𝑓 (𝑅) +

𝜃max

𝑅 
⋅ OPT𝑓 (0)
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=OPT𝑓 (𝑅) +
𝜃max

𝑅 
⋅
(
max
𝑢∈𝑉

{𝛼𝑢} − OPT𝑓 (𝑅)
)
.

In other words, when 𝑅 ≫ 𝜃max, OPT𝑓 (𝑅) and OPT𝑓 (𝑅 − 𝜃max) have very similar values. Hence combining Lemma 2.10 and 
Theorem 3.3, we have strong upper and lower bounds on OPT𝑚(𝑅) when 𝑅 ≫ 𝜃max. Furthermore, we remark that following our 
analysis, it can be verified that if 𝜃𝑢 = 𝜃max for all nodes 𝑢 ∈ 𝑉 and 𝑅 is divisible by 𝜃max, then we can prove the stronger result 
OPT𝑚(𝑅) = OPT𝑓 (𝑅). Moreover, there exists a mixed strategy (𝐷,𝐩) with |𝐷| = 𝑂(𝑛2) that achieves this defending result. In other 
words, our analysis also reproduces the result of [12]. We prove Theorem 3.3 by showing the following lemma.

Lemma 3.4. Given any vector 𝐟 ∈ [0,1]𝑉 with 
∑

𝑢∈𝑉 𝑓𝑢 ⋅𝜃𝑢 ≤𝑅−𝜃max, we can compute in polynomial time a mixed strategy (𝐷,𝐩) ∈ Ω𝑚(𝑅)
with |𝐷| =𝑂(𝑛2) such that 𝐱(𝐷,𝐩) = 𝐟 .

In particular, let �̃�∗ be the optimal fractional strategy using resource 𝑅−𝜃max. Note that in the isolated model we have 𝜋𝑢(�̃�∗) = 𝑟∗𝑢 . 
Let 𝐟 ∈ [0,1]𝑉 be defined by 𝑓𝑢 =min{𝑟∗𝑢∕𝜃𝑢,1}, for all 𝑢 ∈ 𝑉 . That is, 𝑓𝑢 is the fraction node 𝑢 is defended in the fractional strategy. 
Then 𝐟 satisfies the condition of Lemma 3.4, and hence there exists a mixed strategy (𝐷,𝐩) ∈ Ω𝑚(𝑅) with 𝐱(𝐷,𝐩) = 𝐟 . Hence we have

OPT𝑚(𝑅) ≤𝐿𝑚(𝐷,𝐩) = max
𝑢∈𝑉

{(1 − 𝑥𝑢(𝐷,𝐩)) ⋅ 𝛼𝑢}

=max
𝑢∈𝑉

{(1 − 𝑓𝑢) ⋅ 𝛼𝑢} =𝐿𝑓 (�̃�∗) = OPT𝑓 (𝑅− 𝜃max).

3.4. Proof of Lemma 3.4

We prove the lemma by giving a polynomial time algorithm that given the vector 𝐟 computes the mixed strategy (𝐷,𝐩) with 
the claimed properties. For uniform thresholds (when 𝜃𝑢 = 𝜃max for all nodes 𝑢 and 𝑅 is divisible by 𝜃max), we can have the same 
guarantee when 

∑
𝑢∈𝑉 𝑓𝑢 ⋅ 𝜃𝑢 ≤ 𝑅. Intuitively, we prove the lemma by showing that for any subset of nodes, we can use 𝑂(𝑛) pure 

strategies to increase their defending status by the same amount. It can be shown that any vector 𝐟 ∈ [0,1]𝑉 can be decomposed into 
𝑂(𝑛) “canonical” vectors, where a vector is canonical if all its non-zero dimensions have the same value. Therefore by expressing 
each canonical component of 𝐟 using 𝑂(𝑛) pure strategies, the total number of strategies used is 𝑂(𝑛2).

For convenience of discussion, we first introduce the following notations.

Notations. In the isolated model, it makes no sense to allocate resource 𝑟𝑢 ∈ (0, 𝜃𝑢) to a node 𝑢. Thus we only consider pure strategies 
𝐫 with 𝑟𝑢 ∈ {0, 𝜃𝑢} for all 𝑢 ∈ 𝑉 , and let Ω̃𝑝(𝑅) be the collection of such pure strategies using total resource at most 𝑅. For a vector 
𝐟 ∈ [0,1]𝑉 , we use 𝑉max(𝐟) = {𝑢 ∈ 𝑉 ∶ 𝑓𝑢 =max𝑣∈𝑉 {𝑓𝑣}} to denote the set of nodes 𝑢 with maximum 𝑓𝑢, and 𝑉0(𝐟) = {𝑢 ∈ 𝑉 ∶ 𝑓𝑢 = 0}. 
In addition, given vector 𝐟 , we define MaxTop(𝐟) ⊆ 𝑉 to be a set of nodes with total threshold at most 𝑅 as follows. We initialize 
MaxTop(𝐟)← ∅ and then greedily include nodes 𝑢 ∈ 𝑉 ⧵ MaxTop(𝐟) with maximum 𝑓𝑢 value (break ties by the index of nodes) into 
MaxTop(𝐟) as long as 𝑓𝑢 > 0 and the resulting set of nodes has total threshold at most 𝑅.

Algorithm 1: MaxTop(𝐟 ).
Input: the fractional strategy 𝐟

1 initialize 𝑀 ← ∅ ; 
2 while 𝑀 ≠ 𝑉 ⧵ 𝑉0(𝐟 ) do

3 𝑢← argmax𝑣∈𝑉 ⧵𝑀{𝑓𝑣} ; 
4 if 𝜃𝑢 +

∑
𝑣∈𝑀 𝜃𝑣 ≤𝑅 then

5 𝑀 ←𝑀 ∪ {𝑢} ; 
6 else

7 return 𝑀

Output: a set of nodes with total threshold at most 𝑅.

Notice that there exists a pure strategy 𝐫 ∈ Ω̃𝑝(𝑅) that defends (and only defends) the nodes in MaxTop(𝐟) simultaneously. 
Furthermore, unless MaxTop(𝐟) contains all nodes with non-zero 𝑓 values, i.e., 𝑀 = 𝑉 ⧵ 𝑉0(𝐟), the total resource 𝐫 uses is ‖𝐫‖ =

∑
𝑢∈MaxTop(𝐟) 𝜃𝑢 > 𝑅 − 𝜃max. Note that for uniform thresholds, we have ‖𝐫‖ = |MaxTop(𝐟)| ⋅ 𝜃max = 𝑅, which means that all 

resources are used up in each pure strategy 𝐫 ∈ Ω̃𝑝(𝑅).

3.4.1. Overview

Let 𝐟 (0) be the vector 𝐟 given in Lemma 3.4. Recall that our goal is to find 𝑂(𝑛2) pure strategies 𝐷 ⊆ Ω̃𝑝(𝑅) and associate a 
probability 𝑝(𝐫) to each 𝐫 ∈𝐷 satisfying3

3 Formally, we need equality here. However, given any mixed strategy whose total probability is 1− 𝜖, we can add a dummy pure strategy (that allocates 0 resource 
to every node) with probability 𝜖 without changing the defending result.
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𝐫∈𝐷 𝑝(𝐫) ≤ 1, (1)

such that 𝐱(𝐷,𝐩) = 𝐟 (0). We implement this goal by progressively including new pure strategies (with certain probabilities) into 𝐷 as 
long as

𝐱(𝐷,𝐩) ≤ 𝐟 (0). (2)

In particular, we let 𝐟 = 𝐟 (0) − 𝐱(𝐷,𝐩) be the residual vector, which will be dynamically updated when we include new pure 
strategies into 𝐷. The goal is to eventually decrease 𝐟 to the all-zero vector 𝟎. In such case our algorithm terminates and outputs the 
mixed strategy (𝐷,𝐩). Our algorithm works in iterations. In each iteration, the algorithm includes 𝑂(𝑛) pure strategies into 𝐷,4 and 
guarantees that the inclusion of new strategies increases |𝑉max(𝐟)|+ |𝑉0(𝐟)| by at least one. It can also be verified that throughout the 
whole algorithm |𝑉max(𝐟)| and |𝑉0(𝐟)| never decrease. The algorithm terminates when |𝑉max(𝐟)|+ |𝑉0(𝐟)| > 𝑛, in which case we have 
𝑉max(𝐟) ∩ 𝑉0(𝐟) ≠ ∅, which implies 𝑉max(𝐟) = 𝑉0(𝐟) = 𝑉 , i.e., 𝐟 is an all-zero vector.

Phase A. A natural idea is to include the pure strategy 𝐫 that defends the nodes MaxTop(𝐟), i.e., those with largest 𝑓 values, into 𝐷
and give it an appropriate probability satisfying conditions (1) and (2). In particular, suppose 𝑉max(𝐟) ⊆MaxTop(𝐟). We continuously 
increase 𝑝(𝐫) (which decreases 𝑓𝑢 for all 𝑢 ∈ MaxTop(𝐟) at the same rate) until one of the following two events happens

(a) the maximum 𝑓 value of nodes in MaxTop(𝐟) is the same as max𝑣∉MaxTop(𝐟){𝑓𝑣}; or

(b) 𝑓𝑢 = 0 for some 𝑢 ∈ MaxTop(𝐟).

In Case-(a), we increase |𝑉max(𝐟)| by at least one; in Case-(b), we increase |𝑉0(𝐟)| by at least one without decreasing |𝑉max(𝐟)|. In 
either case, we can finish the iteration with |𝑉max(𝐟)|+ |𝑉0(𝐟)| increased by at least one. The subtle case is when 𝑉max(𝐟) ⊊MaxTop(𝐟). 
In such case, the strategy 𝐫 (that defends nodes in MaxTop(𝐟)) falls short of defending all nodes in 𝑉max(𝐟). As a consequence, we can 
only have 𝑝(𝐫) = 0 because any 𝑝(𝐫) > 0 may result in a decrease in |𝑉max(𝐟)|. Hence, when this happens, our algorithm enters Phase 
B.

Phase B. Observe that 𝑉max(𝐟) ⊊ MaxTop(𝐟) is equivalent to 
∑

𝑢∈𝑉max(𝐟) 𝜃𝑢 > 𝑅. We show that in this case, we can find 𝑂(𝑛) pure 
strategies and associate a probability to each of them such that after including these strategies to 𝐷, we can decrease 𝑓𝑢 for each 
𝑢 ∈ 𝑉max(𝐟) by

𝜖 ∶= max 
𝑢∈𝑉max(𝐟)

{𝑓𝑢} − max 
𝑣∉𝑉max(𝐟)

{𝑓𝑣}. (3)

The following lemma is the key to find these 𝑂(𝑛) pure strategies.

Lemma 3.5. Given any vector 𝐭 ∈ {0, 𝜖}𝑉 with 
∑

𝑢∈𝑉max(𝐭) 𝜃𝑢 > 𝑅, we can find 𝑂(|𝑉max(𝐭)|) pure strategies 𝑇 ⊆ Ω̃𝑝(𝑅) such that ‖𝐫‖ >
𝑅− 𝜃max,∀𝐫 ∈ 𝑇 . For uniform thresholds, we further have ‖𝐫‖=𝑅. Moreover, there exists an integer 𝑐 > 0 such that

𝐭 = 𝜖

𝑐
⋅
∑

𝐫∈𝑇 𝐱(𝐫).

We define 𝐭 as 𝑡𝑢 = 0 for all 𝑢 ∉ 𝑉max(𝐟); 𝑡𝑢 = 𝜖 for all 𝑢 ∈ 𝑉max(𝐟), where 𝜖 is as defined in (3). Then by Lemma 3.5, we can find 
𝑂(|𝑉max(𝐭)|) = 𝑂(𝑛) pure strategies 𝑇 with the above properties. By assigning probability 𝑝(𝐫) = 𝜖∕𝑐 for each 𝐫 ∈ 𝑇 and including 
these strategies into 𝐷, we can decrease 𝑓𝑢 for 𝑢 ∈ 𝑉max(𝐟) by 𝜖. As a consequence, including these new pure strategies increases |𝑉max(𝐟)| by at least one. Hence when this iteration finishes we have |𝑉max(𝐟)|+ |𝑉0(𝐟)| increased by at least one. Observe that in the 
next iteration we also have 𝑉max(𝐟) ⊊MaxTop(𝐟). In other words, the algorithm stays in Phase B until it terminates.

3.4.2. Proof of Lemma 3.5

Let 𝐭 ∈ {0, 𝜖}𝑉 be the vector given in Lemma 3.5, and 𝑘 = |𝑉max(𝐭)| be the number of non-zero coordinates. To prove Lemma 3.5, 
we will show that there exists 𝑇 ⊆ Ω̃𝑝(𝑅) satisfying following conditions:

(a) each 𝐫 ∈ 𝑇 defends only nodes in 𝑉max(𝐭), i.e., 𝑟𝑢 = 0 if 𝑢 ∉ 𝑉max(𝐭);
(b) each 𝐫 ∈ 𝑇 uses total resource ‖𝐫‖ >𝑅− 𝜃max;

(c) there exists an integer 𝑐 such that for every node 𝑢 ∈ 𝑉max(𝐭), the number of pure strategies in which 𝑢 is well defended is |{𝐫 ∈ 𝑇 ∶ 𝑟𝑢 = 𝜃𝑢}| = 𝑐;

(d) |𝑇 | ≤ 𝑘.

Since strategies in 𝑇 defend only nodes in 𝑉max(𝐭) and each node in 𝑉max(𝐭) is defended by the same number of pure strategies, we 
have 𝐭 = 𝜖

𝑐
⋅
∑

𝐫∈𝑇 𝐱(𝐫), as claimed in Lemma 3.5. We remark that condition (a) and (b) are relatively easy to satisfy. The tricky part 
is to satisfy condition (c) using only 𝑘 strategies (condition (d)). We accomplish the mission by proposing the following algorithm.

4 As we may include the same pure strategy into 𝐷 multiple times in different iterations, 𝐷 would be a multi-set of pure strategies, in which if a pure strategy 
appears several times, they are regarded as different strategies and can have different probabilities.
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In the following, we present the ideas for computing 𝑇 .

Let {𝑢1,… , 𝑢𝑘} be the nodes in 𝑉max(𝐭), indexed by their IDs. Suppose MaxTop(𝐭) = {𝑢1,… , 𝑢𝑖}, where 𝑖 < 𝑘. That is, 
∑𝑖

𝑗=1 𝜃𝑢𝑗 ≤𝑅

but 
∑𝑖+1

𝑗=1 𝜃𝑢𝑗 > 𝑅. Then we first include the strategy that defends node in MaxTop(𝐭) and try to find other strategies to defend 
the remaining nodes {𝑢𝑖+1,… , 𝑢𝑘}. Now suppose that 

∑𝑘
𝑗=𝑖+1 𝜃𝑢𝑗 ≤ 𝑅 − 𝜃max. Then the pure strategy 𝐫 that defends only nodes in 

{𝑢𝑖+1,… , 𝑢𝑘} does not satisfy condition (b). To ensure condition (b) holds, we include nodes {𝑢1, 𝑢2,…} into the set of nodes to be 
defended by 𝐫, until we have ‖𝐫‖ > 𝑅 − 𝜃max (for uniform thresholds, we have ‖𝐫‖ = 𝑅). In particular, Algorithm 2 computes the 
maximal set of nodes (starting from 𝑢𝑖) to be defended, and also returns the end position 𝑗, i.e., 𝑢𝑗−1 is defended but 𝑢𝑗 is not. Suppose 
(𝑀,𝑗) is returned by CycleMaxTop(𝐭, 𝑖). The main idea is to include the strategy that defends nodes in 𝑀 , and then recursively call 
CycleMaxTop(𝐭, 𝑗) to compute the next strategy. If for some call of CycleMaxTop(𝐭, 𝑖), the returned end position 𝑗 = 1, then we know 
that the pure strategies we have computed thus far defend all nodes the same number of times. Unfortunately, we cannot guarantee 
that this will happen, let alone guaranteeing this to happen in 𝑂(𝑘) rounds.

Fortunately, we have the following important observation. Every time when we call the function CycleMaxTop(𝐭, 𝑖), we check 
whether such a call (with the same parameters 𝐭 and 𝑖) has been made before. If yes, then the set of pure strategies computed since 
the first call to CycleMaxTop(𝐭, 𝑖) (inclusive) till the second call (exclusive) must have defended all nodes in 𝑉max(𝐭) the same number 
of times: the first strategy defends a sequence of nodes starting from node 𝑢𝑖 , and the last strategy defends a sequence of nodes ending 
at node 𝑢𝑖−1. In such case we extract this subset of pure strategies and return it as the desired set 𝑇 . We summarize the steps in 
Algorithm 3.

Algorithm 2: CycleMaxTop(𝐭, 𝑖).
1 initialize 𝑀 ← ∅ ; // suppose 𝑉max(𝐭) = {𝑢1 ,… , 𝑢𝑘} ; 
2 while

∑
𝑢∈𝑀 𝜃𝑢 ≤𝑅− 𝜃max do

3 𝑀 ←𝑀 ∪ {𝑢𝑖} ; 
4 𝑖← 1 + (𝑖 mod 𝑘) ; 
5 return (𝑀 , 𝑖)

Algorithm 3: FindT(𝐭).
Input: 𝑉max(𝐭)

1 suppose 𝑉max(𝐭) = {𝑢1,… , 𝑢𝑘} ; 
2 initialize 𝑇 ← ∅ and 𝑖← 1 ; 
3 while True do

4 (𝑀,𝑖)← CycleMaxTop(𝐭, 𝑖) ; 
5 let 𝐫 be defined as follows:

6 𝑟𝑢 = 𝜃𝑢 if 𝑢∈𝑀 and 𝑟𝑢 = 0 otherwise ; 
7 if 𝐫 ∈ 𝑇 then

8 remove all strategies in 𝑇 that are included before 𝐫 ; 
9 pick an arbitrary 𝑢∈ 𝑉max(𝐭), and set 𝑐← |{𝐫 ∈ 𝑇 ∶ 𝑟𝑢 = 𝜃𝑢}| ; 

10 return (𝑇 ,𝑐) ; 
11 else

12 𝑇 ← 𝑇 ∪ {𝐫}

Output: a set of strategy 𝑇 that defends all nodes in 𝑉max(𝐭) with same number of times 𝑐.

Proof of Lemma 3.5. As argued above, it suffices to show that the computed set of pure strategies meet conditions (a) - (d). By the 
way the strategies are generated conditions (a) and (b) are easily satisfied. Condition (c) is satisfied because when we observe that 
function CycleMaxTop(𝐭, 𝑖) is called for the second time with the same parameters, we keep only the strategies they are computed 
between these two calls. As shown above, these pure strategies defend all nodes in 𝑉max(𝐭) the same number of times. Finally, condition 
(d) is satisfied because we call the function CycleMaxTop(𝐭, 𝑖) only for 𝑖 ∈ [𝑘]. Thus within 𝑘+ 1 calls we must have found two calls 
with the same input parameter 𝑖, in which case Algorithm 3 terminates and outputs at most 𝑘 strategies (line 7 - 9). □

3.4.3. The complete algorithm

We summarize the steps of our algorithm in Algorithm 4, which takes as input the nodes 𝑉 (where each 𝑢 ∈ 𝑉 has threshold 𝜃𝑢), 
a resource bound 𝑅 and a vector 𝐟 (0), and outputs a mixed strategy with properties stated in Lemma 3.4.

Each while loop of Algorithm 4 correspond to one iteration of our algorithm. In Particular, line 4 - 9 correspond to Phase A of 
the algorithm, during which we add one new pure strategy in each iteration; line 10 - 15 correspond to Phase B of the algorithm, 
which is called only if 𝑉max(𝐟) ⊊MaxTop(𝐟). In such case, we let 𝐭 be defined as we stated in Section 3.4.1, and call the sub-routine 
FindT(𝐭) (the detailed description of the algorithm is included in the appendix) to compute the set of pure strategies 𝑇 ⊆ Ω̃𝑝(𝑅) and 
the constant 𝑐 as stated in Lemma 3.5. We include the pure strategies in 𝑇 into 𝐷, and give each of them probability 𝜖∕𝑐, which 
finishes the iteration.
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Algorithm 4: Compute Mixed Strategy.

Input: 𝑉 , {𝜃𝑢}𝑢∈𝑉 , 𝑅, and 𝐟 (0) ∈ [0,1]𝑉
1 𝐷← ∅, 𝐟 ← 𝐟 (0) ; 
2 while ‖𝐟‖ ≠ 𝟎 do

3 𝑀 ← MaxTop(𝐟 ) ; 
4 if 𝑉max(𝐟 ) ⊆𝑀 then

5 let 𝐫 be defined as follows:

6 𝑟𝑢 = 𝜃𝑢 if 𝑢∈𝑀 and 𝑟𝑢 = 0 otherwise ; 
7 𝐷←𝐷 ∪ {𝐫} ; 
8 𝑝(𝐫)←min{max𝑢∈𝑀{𝑓𝑢} −max𝑣∉𝑀{𝑓𝑣},min𝑢∈𝑀{𝑓𝑢}} ; 
9 update 𝐟 ← 𝐟 − 𝑝(𝐫) ⋅ 𝐱(𝐫) ; 

10 else

11 𝜖←max𝑢∈𝑉max (𝐟 ){𝑓𝑢} −max𝑣∉𝑉max (𝐟 ){𝑓𝑣} ; 
12 let 𝐭 be defined as 𝑡𝑢 = 𝜖 if 𝑢 ∈ 𝑉max(𝐟 ) and 𝑡𝑢 = 0 otherwise ; 
13 (𝑇 , 𝑐)← FindT(𝐭) ; 
14 𝐷←𝐷 ∪ 𝑇 ; 
15 set 𝑝(𝐫)← 𝜖∕𝑐 for all 𝐫 ∈ 𝑇 update 𝐟 ← 𝐟 − 𝜖∕𝑐 ⋅

∑
𝐫∈𝑇 𝐱(𝐫) ; 

16 return (𝐷,𝐩)
Output: The mixed strategy (𝐷,𝐩)

3.4.4. Analysis

We first prove the correctness of our algorithm, i.e., the mixed strategy (𝐷,𝐩) returned by Algorithm 4 satisfies

(1) 𝐱(𝐷,𝐩) = 𝐟 (0);
(2) 𝐷 =𝑂(𝑛2);
(3)

∑
𝐫∈𝐷 𝑝(𝐫) ≤ 1.

The first condition is easy to show because our algorithm always guarantees that 𝐱(𝐷,𝐩) ≤ 𝐟 (0), and terminates only if 𝐟 = 𝐟 (0) −
𝐱(𝐷,𝐩) is an all-zero vector. Following the arguments we have presented, in each iteration of Phase A we include one pure strategy into 
𝐷; in each iteration of Phase B we include 𝑂(𝑛) pure strategies into 𝐷 (by Lemma 3.5). Since each iteration increases |𝑉max(𝐟)|+ |𝑉0(𝐟)|
by at least one and our algorithm terminates when |𝑉max(𝐟)|+ |𝑉0(𝐟)| > 𝑛 (in which case we have 𝐟 = 𝟎), we conclude that there are 
at most 𝑛 iterations. Hence |𝐷| =𝑂(𝑛2).

Next we show that 
∑

𝐫∈𝐷 𝑝(𝐫) ≤ 1. We analyze total probability in two cases, depending on whether algorithm ever enters Phase 
B.

Let 𝑢 ∈ 𝑉max(𝐟 (0)) be an arbitrary node with maximum 𝑓𝑢 in 𝐟 (0). Throughout the whole algorithm, we can guarantee 𝑢 ∈ 𝑉max(𝐟)
for any 𝐟 , because we never decrease 𝑓𝑢 to a value that is lower than the second largest 𝑓 value. Hence if Algorithm 4 never enters 
Phase B, then we have∑

𝐫∈𝐷 𝑝(𝐫) = 𝑓𝑢 ≤ 1.

Now suppose that Algorithm 4 terminates at Phase B. The important observation here is that in such case we have 
∑

𝑢∈𝑀 𝜃𝑢 >

𝑅− 𝜃max for every 𝑀 that is returned by MaxTop(𝐟) in line 3, because 
∑

𝑢∈𝑀 𝜃𝑢 ≤𝑅− 𝜃max happens only if MaxTop(𝐟) = 𝑉 ⧵ 𝑉0(𝐟), 
in which case the algorithm never enters Phase B. Consequently for each 𝐫 ∈𝐷 we have ‖𝐫‖ > 𝑅− 𝜃max (for uniform thresholds we 
have ‖𝐫‖ =𝑅). Recall that 𝐟 (0) is defined such that for some �̃�∗ ∈ Ω𝑝(𝑅− 𝜃max), 𝑓

(0)
𝑢 =min{𝑟∗𝑢∕𝜃𝑢,1} for all 𝑢 ∈ 𝑉 . Also recall that for 

each 𝑢 ∈ 𝑉 we have∑
𝐫∈𝐷

(𝑝(𝐫) ⋅ 𝑟𝑢) = 𝜃𝑢 ⋅ 𝑥𝑢(𝐷,𝐩) = 𝜃𝑢 ⋅ 𝑓
(0)
𝑢 .

It follows that∑
𝑢∈𝑉

∑
𝐫∈𝐷

(𝑝(𝐫) ⋅ 𝑟𝑢) =
∑
𝑢∈𝑉

(𝜃𝑢 ⋅ 𝑓 (0)
𝑢 ) ≤

∑
𝑢∈𝑉

𝑟∗𝑢 ≤𝑅− 𝜃max. (4)

On the other hand, we have∑
𝑢∈𝑉

∑
𝐫∈𝐷

(𝑝(𝐫) ⋅ 𝑟𝑢) =
∑
𝐫∈𝐷

(𝑝(𝐫) ⋅ ‖𝐫‖) > (𝑅− 𝜃max) ⋅
∑
𝐫∈𝐷

𝑝(𝐫). (5)

Combining (4) and (5), we have 
∑

𝐫∈𝐷 𝑝(𝐫) < 1.

For uniform thresholds we have∑
𝑢∈𝑉

∑
𝐫∈𝐷

(𝑝(𝐫) ⋅ 𝑟𝑢) =
∑
𝑢∈𝑉

(𝜃𝑢 ⋅ 𝑓 (0)
𝑢 ) =

∑
𝑢∈𝑉

𝑟∗𝑢 =𝑅, (6)

and
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𝑢∈𝑉

∑
𝐫∈𝐷

(𝑝(𝐫) ⋅ 𝑟𝑢) =
∑
𝐫∈𝐷

(𝑝(𝐫) ⋅ ‖𝐫‖) =𝑅 ⋅
∑
𝐫∈𝐷

𝑝(𝐫). (7)

Combining (6) and (7), we have 
∑

𝐫∈𝐷 𝑝(𝐫) = 1.

Complexity. Now we analyze the complexity of Algorithm 4. It is easy to check that 𝑉max(𝐟), 𝑉0(𝐟), MaxTop(𝐟) and CycleMaxTop(𝐭, 𝑖)
can be computed in 𝑂(𝑛 log𝑛) time. From the proof of Lemma 3.5, we know that Algorithm 3 executes in 𝑂(𝑛) rounds. Thus each call 
to FindT(𝐭) finishes in 𝑂(𝑛2 log𝑛) time. Finally, since there are 𝑂(𝑛) iterations, and in each iteration FindT(𝐭) is called at most once, 
the total complexity of Algorithm 4 is 𝑂(𝑛3 log𝑛).

3.5. Mixed strategy with resource sharing

As we have shown above, in the isolated model we can give a strong upper bound OPT𝑚(𝑅) by OPT𝑓 (𝑅 − 𝜃max). It would be 
natural to ask whether similar upper bounds hold under the non-isolated model, i.e., when defending resource can be shared between 
neighboring nodes. Unfortunately, we show that when resource sharing is allowed, we do not have such guarantees, even if we allow 
the mixed strategy to use several times more resource than the fractional strategy.

Lemma 3.6. For any constant 𝛽 > 1, there exists an instance for which OPT𝑚(𝛽 ⋅𝑅) >OPT𝑓 (𝑅).

Proof. Consider a complete bipartite graph 𝐺(𝑈 ∪𝑉 ,𝐸), where |𝑈 | = 2𝛽 ⋅𝑅, |𝑉 | = 4𝛽2 ⋅𝑅 and all edges (𝑢, 𝑣) ∈𝐸 =𝑈 ×𝑉 have the 
same weight 𝑤𝑢𝑣 = 1∕|𝑈 |. Let 𝜃𝑢 = 𝛼𝑢 = 1 for all 𝑢 ∈𝑈 ∪ 𝑉 .

Observe that there exists a fractional strategy (using total resource 𝑅) that allocates 1∕(2𝛽) resource to each of the nodes in 
𝑈 , under which every node in 𝑈 and 𝑉 has defending power 1∕(2𝛽). Therefore, the defending result of this fractional strategy is 
1− 1∕(2𝛽), which implies that OPT𝑓 (𝑅) ≤ 1− 1∕(2𝛽). Next we show that for every 𝐫 ∈Ω𝑝(𝛽 ⋅𝑅), the number of well defended nodes 
is at most 2𝛽 ⋅𝑅. Suppose otherwise, there must exist a well defended node 𝑢 with 𝑟𝑢 <

𝛽⋅𝑅 
2𝛽⋅𝑅 = 0.5. Hence

𝜋𝑢(𝐫) = 𝑟𝑢 +
∑

𝑣∈𝑁(𝑢)𝑤𝑢𝑣 ⋅ 𝑟𝑣

≤ 𝑟𝑢 +
1 

2𝛽⋅𝑅 ⋅ (𝛽 ⋅𝑅− 𝑟𝑢) <
1
2 +

1
2 = 1.

However, since 𝑢 is well defended, we must have 𝜋𝑢(𝐫) ≥ 1, which is a contradiction.

Hence for any pure strategy 𝐫 ∈ Ω𝑝(𝛽 ⋅𝑅), we have ‖𝐱(𝐫)‖ ≤ 2𝛽 ⋅𝑅. Consequently for any mixed strategy (𝐷,𝐩) ∈ Ω𝑚(𝛽 ⋅𝑅), we 
have ‖𝐱(𝐷,𝐩)‖ ≤ 2𝛽 ⋅𝑅 (because 𝐱(𝐷,𝐩) is a linear combination of defending statuses of pure strategies). Hence there must exist a 
node 𝑢 for which

𝑥𝑢(𝐷,𝐩) ≤
2𝛽⋅𝑅 |𝑈 |+|𝑉 | = 2𝛽⋅𝑅 

2𝛽⋅𝑅+4𝛽2⋅𝑅 < 1 
2𝛽 .

Therefore, OPT𝑚(𝛽 ⋅𝑅) > 1 − 1∕(2𝛽) ≥ OPT𝑓 (𝑅). □

4. Small support mixed strategies

So far, we evaluate the quality of a mixed strategy only by its defending result without considering its support size |𝐷|. Intuitively, 
the larger support a mixed strategy has, the more likely the strategy can balance the defending status among all nodes. However, in 
practice, it is usually preferable to have mixed strategies (𝐷,𝐩) with a small 𝐷 for efficiency purpose. In this section, we study the 
computation of mixed strategies that have good defending results and small support. In particular, we propose the Patching algorithm 
that computes mixed strategies with an upper bound on the support size, but also have good defending results. By Theorem 3.2, we 
know that computing the optimal mixed strategy is NP-hard. Moreover, by the reduction we can see that even computing the optimal 
mixed strategy with |𝐷| = 2 is NP-hard. However, we have the following very helpful observations. We show that deciding if a set of 
nodes can be defended simultaneously using one pure strategy is polynomial-time solvable. Throughout this section we fix 𝐺(𝑉 ,𝐸)
to be the graph instance and 𝑅 to be the total resource.

Lemma 4.1. Given a set of nodes 𝑆 ⊆ 𝑉 , deciding if there exists 𝐫 ∈Ω𝑝 with 𝑥𝑢(𝐫) = 1 for all 𝑢 ∈ 𝑆 is polynomial-time solvable. Moreover, 
if they exist, we can compute one in polynomial time.

Proof. We can reduce the problem of defending all nodes in 𝑆 with one pure strategy (using total resource 𝑅) to solving the following 
feasibility LP. In particular, we introduce the variable 𝑟𝑢 to denote the resource allocated to node 𝑢. We introduce the constraints that 
total resource used is at most 𝑅, and that each node 𝑢 ∈ 𝑆 has defending power at least 𝜃𝑢.

minimize 0

subject to 
∑

𝑢∈𝑉 𝑟𝑢 ≤𝑅,

𝑟𝑢 +
∑

𝑣∈𝑁(𝑢)𝑤𝑣𝑢 ⋅ 𝑟𝑣 ≥ 𝜃𝑢, ∀𝑢 ∈ 𝑆
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Algorithm 5: Patching.

Input: the number of iterations 𝑑 and optimal pure strategy 𝐫∗
1 𝐷← {𝐫∗} ; 
2 for 𝑖 = 2,3,… , 𝑑 do

3 𝐩← ProbLP(𝐷) ; 
4 compute the loss vector 𝐿𝑚 of mixed strategy (𝐷,𝐩) ; 
5 𝐫 ← FindR(𝐿𝑚) ; 
6 if ‖𝐫‖ ≠ 0 then

7 𝐷←𝐷 ∪ {𝐫} ; 

8 𝐩← ProbLP(𝐷); 
9 return (𝐷,𝐩)

Output: mixed strategy set (𝐷,𝐩)

𝑟𝑢 ≥ 0, ∀𝑢 ∈ 𝑉 .

If the above LP is infeasible then there does not exist a pure strategy that can defend all nodes in 𝑆 ; otherwise any feasible solution 
to the LP is the desired pure strategy. □

While computing the optimal mixed strategy is NP-hard, we show that for a small set of pure strategies 𝐷, computing the optimal 
mixed strategy with support 𝐷 is polynomial-time solvable.

Lemma 4.2. Given a set of pure strategies 𝐷⊆Ω𝑝, the optimal mixed strategy (𝐷,𝐩∗) with support 𝐷 can be computed in time polynomial 
in |𝐷| and 𝑛.

Proof. Since 𝐷 is fixed, the problem is to decide the probability 𝑝(𝐫) for each 𝐫 ∈ 𝐷, such that the defending result is as small 
as possible. We first compute the defending status 𝐱(𝐫) for each 𝐫 ∈ 𝐷. Then we transform this problem into an LP, in which the 
probabilities {𝑝(𝐫)}𝐫∈𝐷 and 𝐿 are variables.

minimize 𝐿

subject to 
∑

𝐫∈𝐷 𝑝(𝐫) = 1,

(1 −
∑

𝐫∈𝐷 𝑝(𝐫) ⋅ 𝑥𝑢(𝐫)) ⋅ 𝛼𝑢 ≤𝐿, ∀𝑢 ∈ 𝑉

𝑝(𝐫) ≥ 0, ∀𝐫 ∈𝐷.

It can be verified that the optimal solution to the above LP corresponds to the mixed strategy with support 𝐷 that has minimum 
loss. The first and third sets of constraints guarantee that {𝑝(𝐫)}𝐫∈𝐷 is a feasible probability distribution over 𝐷. The second set of 
constraints guarantees that the final defending result is minimum. □

4.1. The Patching algorithm

Following the above observations, we propose the local-search based algorithm that progressively and efficiently computes a 
mixed strategy with small support and good defending result. Our algorithm takes as input an iteration bound 𝑑, terminates after 
𝑑 search steps and outputs a mixed strategy (𝐷,𝐩) with |𝐷| ≤ 𝑑. For convenience of notation we use 𝐿𝑚(𝑢) to denote 𝐿𝑚(𝑢, (𝐷,𝐩)), 
when the mixed strategy (𝐷,𝐩) is clear from the context.

Intuitively speaking, our algorithm starts from a mixed strategy (𝐷,𝐩) and tries to include a new pure strategy 𝐫 into 𝐷, so that 
the optimal mixed strategy with support 𝐷 ∪ {𝐫} is likely to achieve a better defending result. As shown in Lemma 4.2, as long as |𝐷| is small, computing the optimal mixed strategy with support 𝐷 can be done efficiently by solving an LP. We denote this sub-

routine by ProbLP(𝐷). Our main idea is to add the new strategy to patch the poorly defended nodes up based on their current losses. 
Borrowing some ideas from the proof of Lemma 3.4, we compute the maximal set of nodes 𝑀 with largest losses under the current 
mixed strategy (𝐷,𝐩), and use Lemma 4.1 to compute a new pure strategy that defends these nodes. As we will show in the next 
section, as long as the maximum loss of nodes in 𝑀 is larger than that of nodes not in 𝑀 , our algorithm can always make progress 
in decreasing the defending result. Otherwise we randomly permute the nodes in 𝑉 and try to include a random new pure strategy 
into 𝐷. We introduce the FindR(𝐿𝑚) subroutine for the computation of the new pure strategy, for a given loss vector 𝐿𝑚. Note that if 
it fails to compute a new pure strategy, an all-zero vector will be returned. We summarize the main steps of the Patching algorithm 
in Algorithm 5. Initially we set the strategy set 𝐷 to be a singleton containing only the optimal pure strategy and the algorithm 
terminates after 𝑑 iterations.

Next we introduce the details of the sub-routine FindR. As discussed, given the loss vector 𝐿𝑚 , the idea is to first locate the nodes 
with large losses and then generate a new pure strategy that enhances the defending statuses of these poorly defended nodes. We 
thus use similar ideas as in the proof of Lemma 3.4 to compute the maximal set of nodes to be defended. However, since resource 
sharing is considered, the procedure is slightly more complicated.
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Algorithm 6: FindR.

Input: the loss vector 𝐿𝑚 with current strategy set 𝐷
1 let 𝑀 ← SharedMaxTop(𝐿𝑚) ; 
2 if ∃ 𝐫 ∈𝐷 ∶ 𝑥𝑢(𝐫) = 1 for all 𝑢∈𝑀 then

3 𝐿𝑚 ← random vector in [0,1]𝑉 and 𝑀 ← SharedMaxTop(𝐿𝑚) ; 
4 if ∃ 𝐫 ∈𝐷 ∶ 𝑥𝑢(𝐫) = 1 for all 𝑢∈𝑀 then

5 return {0}𝑉

6 let 𝐫 be the pure strategy that defends all nodes in 𝑀 ; 
7 return 𝐫

Output: new pure strategy 𝐫

Given any integer 𝑘 > 0, we can identify the Top-𝑘 nodes 𝑆 with maximal losses in 𝐿𝑚, and check whether it is possible to 
defend all nodes in 𝑆 by solving an LP (see Lemma 4.1). Using a binary search on 𝑘 we can identify the maximum 𝑘 for which the 
corresponding set of nodes 𝑆 can be defended. Let SharedMaxTop(𝐿𝑚) be these nodes. The sub-routine FindR(𝐿𝑚) first computes 
𝑀 ← SharedMaxTop(𝐿𝑚) and tries to include the pure strategy 𝐫 that defends all nodes in 𝑀 . If there already exists a strategy in 
𝐷 that defends all nodes in 𝑀 , then it is unnecessary to include 𝐫 because its inclusion will not help in decreasing the defending 
result. In such case we do a random permutation on 𝑉 (by replacing 𝐿𝑚 with a random vector in [0,1]𝑉 ), and compute another pure 
strategy. As mentioned, if we fail to find a new pure strategy after the random permutation, then the sub-routine returns the trivial 
defending strategy {0}𝑉 . We summarize the steps of FindR(𝐿𝑚) in Algorithm 6.

Complexity. Observe that every call to SharedMaxTop involves 𝑂(log𝑛) computations of some feasibility LPs with 𝑂(𝑛) variables. 
Therefore, the total complexity of the FindR algorithm is bounded by 𝑂(log𝑛) computations of LP solvings. Note that the complexity 
of each iteration of the Patching algorithm is dominated by the FindR sub-routine (recall that ProbLP can be done by solving one 
LP). As a consequence, the total complexity of Patching is bounded by 𝑂(𝑑 log𝑛) computations of LP solvings, where 𝑑 is the number 
of iterations.

4.2. Effectiveness

As we will show in our experiments (Section 6), the Patching algorithm achieves close-to-optimal defending results on several large 
datasets. In this section, we theoretically analyze the algorithm and formalize the condition under which our algorithm is guaranteed 
to make progress in terms of decreasing the defending result. Our analysis also sheds lights into why random permutation could help 
improve the performance of the algorithm.

Consider any iteration of the Patching algorithm. Suppose (𝐷,𝐩) is the current mixed strategy and 𝐿𝑚 is the loss vector. In line 
5 of Algorithm 5, we call the sub-routine FindR. In the sub-routine we compute the maximal set of nodes that can be defended 
𝑀 ← SharedMaxTop(𝐿𝑚) (line 1 of Algorithm 6). The following lemma states that as long as 𝑀 contains all nodes with maximum 
loss (in which case Δ𝐿 > 0), our algorithm can always make progress in decreasing the defending result.

Lemma 4.3. Let 𝐫 be the pure strategy that defends all nodes in 𝑀 . Including 𝐫 into 𝐷 decreases the defending result of the current mixed 
strategy (𝐷,𝐩) by at least Δ𝐿 

Δ𝐿+𝛼max
⋅𝐿𝑚(𝐷,𝐩), where

𝛼max =max
𝑢∈𝑉

{𝛼𝑢} and Δ𝐿 =max
𝑢∈𝑀

{𝐿𝑚(𝑢)} −max
𝑢∉𝑀

{𝐿𝑚(𝑢)}.

Proof. Let 𝜖 = Δ𝐿 
Δ𝐿+𝛼max

and 𝐷′ =𝐷∪{𝐫}. We show that there exists a mixed strategy with support 𝐷′ that achieves defending result 
(1− 𝜖) ⋅𝐿𝑚(𝐷,𝐩). Specifically, we define the mixed strategy (𝐷′,𝐩′) as follows. Let 𝑝′(𝐫) = 𝜖; for each 𝐫′ ∈𝐷, let 𝑝′(𝐫′) = (1− 𝜖) ⋅𝑝(𝐫′). 
Since ‖𝐩‖ = 1, we have

‖𝐩′‖ = 𝜖 + (1 − 𝜖) ⋅ ‖𝐩‖ = 1.

Thus (𝐷′,𝐩′) is a feasible mixed strategy. For each 𝑣 ∉𝑀 , since 𝑣 is not defended by the new strategy 𝐫, we have

𝐿𝑚(𝑣, (𝐷′,𝐩′)) =
(
1 −

∑
𝐫∈𝐷′ 𝑝′(𝐫) ⋅ 𝑥𝑣(𝐫)

)
⋅ 𝛼𝑣

=
(
1 −

∑
𝐫∈𝐷 𝑝

′(𝐫) ⋅ 𝑥𝑣(𝐫)
)
⋅ 𝛼𝑣

=
(
1 − (1 − 𝜖) ⋅

∑
𝐫∈𝐷 𝑝(𝐫) ⋅ 𝑥𝑣(𝐫)

)
⋅ 𝛼𝑣

=(1 − 𝜖) ⋅𝐿𝑚(𝑣, (𝐷,𝐩)) + 𝜖 ⋅ 𝛼𝑣

≤(1 − 𝜖) ⋅ (𝐿𝑚(𝐷,𝐩) − Δ𝐿) + 𝜖 ⋅ 𝛼max = (1 − 𝜖) ⋅𝐿𝑚(𝐷,𝐩).

For each 𝑢 ∈𝑀 , we have

𝐿𝑚(𝑢, (𝐷′,𝐩′)) =
(
1 −

∑
𝐫∈𝐷′ 𝑝′(𝐫) ⋅ 𝑥𝑢(𝐫)

)
⋅ 𝛼𝑢
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=
(
1 − (1 − 𝜖) ⋅

∑
𝐫∈𝐷 𝑝(𝐫) ⋅ 𝑥𝑢(𝐫) − 𝜖 ⋅ 1

)
⋅ 𝛼𝑢

= (1 − 𝜖) ⋅𝐿𝑚(𝑢, (𝐷,𝐩)) ≤ (1 − 𝜖) ⋅𝐿𝑚(𝐷,𝐩).

Hence we have 𝐿𝑚(𝐷′,𝐩′) ≤ (1 − 𝜖) ⋅𝐿𝑚(𝐷,𝐩). So given 𝐷′ =𝐷 ∪ {𝐫}, when our algorithm computes the optimal mixed strategy 
with support 𝐷′, its defending result must be at most (1 − 𝜖) ⋅𝐿𝑚(𝐷,𝐩), as claimed by the lemma. □

By Lemma 4.3, we can see that as long as all nodes with maximum loss can be defended by one pure strategy, the Patching
algorithm can always decrease the defending result. When the nodes with maximum loss are too many and no pure strategy can 
defend them all, we randomly permute the nodes to compute a random pure strategy to be included in 𝐷. As we observed from 
our empirical study, such random permutations are crucial as otherwise the algorithm may get stuck in the early stage during the 
execution.

5. Uniform attacks

In contrast to the adversarial attack scenarios discussed in the preceding section—where the attacker targets a specific node 
to maximize the defender’s loss—this section explores the case of uniform attacks. Note that the adversarial attack model and the 
uniform attack model correspond to the cases when the attacker is fully rational and fully irrational, respectively. Under uniform 
attacks, each node is equally likely to be attacked, regardless of its defense status. Next, we introduce definitions and notations for 
the uniform attack setting. The network is again represented as an undirected connected graph 𝐺(𝑉 ,𝐸) with 𝑛 nodes.

Definition 5.1 (Defending result of uniform attack). Given a strategy 𝐫, the defending power of node 𝑢 is 𝜋𝑢(𝐫) = 𝑟𝑢 +
∑

𝑣∈𝑁(𝑢)𝑤𝑢𝑣 ⋅ 𝑟𝑣. 
For a pure strategy, the defending status 𝑥𝑢(𝐫) of 𝑢 is the indicator of whether 𝜋𝑢(𝐫) ≥ 𝜃𝑢; for a fractional strategy, the defending 
status �̃�𝑢(𝐫) = min{ 𝜋𝑢(𝐫)

𝜃𝑢
,1}. For a pure strategy, the loss at a node 𝑢 is defined as 𝐿𝑝(𝑢, 𝐫) = 𝛼𝑢 ⋅ (1 − 𝑥𝑢(𝐫)). The overall defending 

result is then expressed as:

𝐿uni
𝑝 (𝐫) = 1

𝑛 
∑
𝑢∈𝑉

𝐿𝑝(𝑢, 𝐫).

The losses under fractional strategy 𝐫 are defined similarly: 𝐿𝑓 (𝑢, 𝐫) = 𝛼𝑢 ⋅ (1 − �̃�𝑢(𝐫)) and 𝐿uni
𝑓

(𝐫) = 1
𝑛 
∑

𝑢∈𝑉 𝐿𝑓 (𝑢, 𝐫).

To illustrate the distinction between adversarial and uniform attacks, consider the following example:

Example 5.2. Echoing Example 2.9, consider three targets with values and thresholds listed in the table below. With total resource 
𝑅 = 5, an optimal pure strategy is (4,0,1), resulting in a defending outcome of OPT𝑝 = 2 under an adaptive attack. However, under 
a uniform attack, the expected loss diminishes to 23 , as node 𝑏 will be attacked only with probability 1∕3. Note that for this example 
the optimal fractional strategy is (1,3,1), with OPT𝑓 = 1

2 .

Target a b c 
Value 2 2 1 
Threshold 4 3 1 

As in Section 2, we use OPTuni
𝑝 , OPTuni

𝑚 , and OPTuni
𝑓 to represent the defending results of the optimal pure, mixed, and fractional 

strategies under uniform attacks. The other notations are defined in a similar way. As the example above shows, the optimal defending 
results by pure and fractional strategies might be different. However, we show that for uniform attacks, the optimal mixed strategy 
is a pure strategy.

5.1. Equivalence and hardness of mixed and pure strategies

Unlike the case of adversarial attacks, we show that for uniform attacks, the mixed strategies do not have advantage over pure 
strategies.

Lemma 5.3. For uniform attacks, every mixed strategy (𝐷,𝐩) can be transformed into a pure strategy, whose defending result is at most that 
of the mixed strategy.

Proof. Recall that the loss of a node 𝑢 under a mixed strategy (𝐷,𝐩) is the expected loss of the node under the distribution 𝐩 over 
pure strategies 𝐷:
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𝐿𝑚(𝑢, (𝐷,𝐩)) = 𝛼𝑢 ⋅ (1 − 𝑥𝑢(𝐷,𝐩))

= 𝛼𝑢 ⋅ (1 −
∑
𝐫∈𝐷

𝑝(𝐫) ⋅ 𝑥𝑢(𝐫)) =
∑
𝐫∈𝐷

𝑝(𝐫) ⋅𝐿𝑝(𝑢, 𝐫).

By linearity of expectation we also have

𝐿uni
𝑚 (𝐷,𝐩) = 1

𝑛 
∑
𝑢∈𝑉

𝐿𝑚(𝑢, (𝐷,𝐩)) =
∑
𝐫∈𝐷

𝑝(𝐫) ⋅𝐿uni
𝑝 (𝐫).

Therefore, there must exist a pure strategy in 𝐷 whose defending result is at most that of (𝐷,𝐩), which concludes the proof. □

Since every pure strategy can be interpreted as a mixed strategy with |𝐷| = 1, the above lemma implies that the optimal mixed 
and pure strategies are equivalent. Thus in the following we only study pure strategies and fractional strategies. We first show that 
computing the optimal pure strategy is NP-hard, even in the isolated model or the uniform threshold model.

Theorem 5.4. Unless 𝑃 =𝑁𝑃 , there does not exist any polynomial-time algorithm that, given a graph 𝐺(𝑉 ,𝐸) and resource 𝑅, computes 
the optimal pure strategy, even under the isolated model or the uniform threshold model.

Proof. We first show the hardness result under the isolated model. We prove the hardness result through a reduction from the 
Knapsack problem. In an instance of the knapsack problem, we have a capacity 𝐶 and a set of items {𝑒1, 𝑒2,… , 𝑒𝑛}, where each item 
𝑒𝑖 has value 𝑣𝑖 and size 𝑠𝑖. The goal is to find a subset of items whose total size is at most the capacity 𝐶 while its total value is 
maximized. Given the instance we construct an instance 𝐺(𝑉 ,𝐸) under the isolated model as follows. Let 𝑉 = {𝑢1, 𝑢2,… , 𝑢𝑛}, where 
each node 𝑢𝑖 has value 𝛼𝑢𝑖 = 𝑣𝑖 and threshold 𝜃𝑢𝑖 = 𝑠𝑖. Let the capacity 𝐶 =𝑅. The defending result of any pure strategy 𝐫 is given by

𝐿uni
𝑝 (𝐫) = 1

𝑛 
∑
𝑢∈𝑉

𝐿𝑝(𝑢, 𝐫) =
1
𝑛 
⋅

(∑
𝑢∈𝑉

𝛼𝑢 −
∑

𝑢∈𝑉 ∶𝑟𝑢≥𝜃𝑢

𝛼𝑢

)
.

Therefore, minimizing the defending result is equivalent to find a subset of nodes whose total threshold is at most 𝑅, while its 
total value is maximized. Hence there is a one-one correspondence between a pure strategy and a solution to the knapsack problem. 
Since the reduction can be done in polynomial time, we conclude that the computation of optimal pure strategy is NP-hard, even in 
the isolated model.

Next we prove that the problem is NP-hard under the uniform threshold model, when resource sharing is enabled. We prove the 
result by a reduction from the Maximum Coverage problem, in which we have a set of elements 𝑈 = {𝑒1, 𝑒2,… , 𝑒𝑛} and a collection of 
sets {𝑆1, 𝑆2,… , 𝑆𝑚}, where each set 𝑆𝑖 ⊆ 𝑈 covers some elements. The goal is to pick 𝑘 sets, where 𝑘 is a parameter of the problem, 
that covers a maximum number of elements.

Given any instance of the maximum coverage problem, we construct a uniform threshold instance 𝐺(𝑉 ,𝐸) with 𝑛 + 𝑚 nodes, 
where the first 𝑛 nodes represent the 𝑛 elements and the last 𝑚 nodes represent the 𝑚 sets. Specifically, let 𝑉 = {𝑢1, 𝑢2,… , 𝑢𝑛+𝑚}, 
where 𝛼𝑢𝑖 = 1 for all 𝑖 ≤ 𝑛 and 𝛼𝑢𝑖 = 0 for all 𝑖 > 𝑛. Let there be an edge between 𝑢𝑖 and 𝑢𝑛+𝑗 with weight 1 if 𝑒𝑖 is contained in set 𝑆𝑗
(in the maximum coverage problem). We call 𝑢𝑖 an element-node if 𝑖 ≤ 𝑛, set-node if 𝑖 > 𝑛. Finally, let 𝑅 = 𝑘.

Clearly, the optimal pure strategy for the problem will ensure that a maximum number of element-nodes are well defended. 
Therefore, it is optimal to only place defending resources on the set-nodes, since one unit of resource on node 𝑢𝑛+𝑗 protects all 
elements covered by 𝑆𝑗 . Hence computing the optimal pure strategy corresponds to finding 𝑘 sets that covers most elements. Since 
the reduction can be done in polynomial time, the result follows. □

5.2. Pure and fractional strategies in the isolated model

As we have shown above, for the isolated model, the problem of computing the optimal pure strategy is equivalent to the knapsack 
problem. Therefore when the defending thresholds of all nodes are integers, the optimal pure strategy can be efficiently computed 
using dynamic programming, yielding a complexity of 𝑂(𝑛𝑅). For general (non-integer) thresholds, the problem can be solved by the 
following Mixed Integer Linear Program (MILP)5:

(LPuni
𝑓

(𝑅)) minimize 𝐿 

subject to
∑

𝑢∈𝑉 𝑟𝑢 ≤𝑅,

𝑟𝑢 ≥ 𝜃𝑢 ⋅ 𝑥𝑢, ∀𝑢 ∈ 𝑉

1
𝑛 ⋅

∑
𝑢∈𝑉 (1 − 𝑥𝑢) ⋅ 𝛼𝑢 ≤𝐿

𝑥𝑢 ∈ {0,1}, ∀𝑢 ∈ 𝑉

5 By changing the second set of constraints to 𝑟𝑢 +
∑

𝑣∈𝑁(𝑢)𝑤𝑢𝑣 ⋅ 𝑟𝑣 ≥ 𝜃𝑢 ⋅ 𝑥𝑢 , ∀𝑢 ∈ 𝑉 , we can use the MILP to solve the non-isolated model.
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Here, for each node 𝑢 ∈ 𝑉 , we introduce an integer variable 𝑥𝑢 ∈ {0,1} indicating whether 𝑟𝑢 ≥ 𝜃𝑢, which is exactly the defending 
status of the node under the pure strategy. This MILP facilitates the computation of the optimal pure strategy and its corresponding 
value OPTuni

𝑝 (𝑅).
For the fractional strategy in the uniform attack setting, we relax the integer constraint on 𝑥𝑢 to allow continuous values (𝑥𝑢 ∈

[0,1]), where 𝑥𝑢 represents the defending status of 𝑢 under the fractional strategy. Therefore by solving the LP (in polynomial time), 
the optimal solution gives an optimal fractional strategy, with an objective equal to OPTuni

𝑓 (𝑅).
In fact, by the connection we have established in the proof of Theorem 5.4 between the defending problem and the knapsack 

problem, the computation of fractional strategy is equivalent to the fractional knapsack problem, in which an item can be selected 
fractionally. For the fractional knapsack problem, it is well known that the greedy algorithm that selects items continuously in de-

scending order of density (𝑣𝑖∕𝑠𝑖) until the total (fractional) size reaches 𝑅 gives an optimal solution. Therefore, the optimal fractional 
strategy can be computed in 𝑂(𝑛 log𝑛) time. Since in the optimal fractional defending strategy, the decrease in defending result per 
unit of defending resource is diminishing, the defending result is a convex function of the total resource 𝑅. Thus we have the following 
lemma immediately (we can also prove the lemma using a proof similar to that of Lemma 3.1).

Lemma 5.5 (Convexity). Given resource 𝑅1 and 𝑅2, we have

OPTuni
𝑓 (𝑅1) + OPTuni

𝑓 (𝑅2) ≥ 2 ⋅ OPTuni
𝑓

(
1
2 (𝑅1 +𝑅2)

)
.

While it is NP-hard to compute the optimal pure strategy, we can use OPTuni
𝑓 (𝑅) to provide a lower bound on OPTuni

𝑝 (𝑅). We 
further show that we can give an upper bound for OPTuni

𝑝 (𝑅) similar to Theorem 3.3, echoing the result for adversarial attack from 
Section 3.3.

Theorem 5.6. In the isolated model, for any instance 𝐺(𝑉 ,𝐸) and total resource 𝑅, we have

OPTuni
𝑝 (𝑅) ≤ OPTuni

𝑓 (𝑅− 𝜃max),

where 𝜃max =max𝑢∈𝑉 {𝜃𝑢} is the maximum threshold among the nodes.

Proof. As we have argued above, the optimal fractional strategy can be computed by first sorting all nodes in descending order of 
density 𝛼𝑢∕𝜃𝑢, and then allocate resources continuously in the sorted order until the resource is used up. Therefore, among the nodes 
that receive resources, at most one of them (e.g., the last node) is fractionally defended. Let 𝑆 be the set of nodes that are fully 
defended, i.e., those with 𝑟𝑢 = 𝜃𝑢. The total resource allocated to nodes in 𝑆 is larger than 𝑅 − 𝜃max but at most 𝑅. Hence we can 
define a pure strategy 𝐫 with resource 𝑅 that defends all nodes in 𝑆 , which implies

OPTuni
𝑝 (𝑅) ≤𝐿uni

𝑝 (𝐫) = OPTuni
𝑓 (

∑
𝑢∈𝑆

𝜃𝑢) ≤ OPTuni
𝑓 (𝑅− 𝜃max). □

By the convexity of the function OPTuni
𝑓 (⋅), we also have

OPTuni
𝑓 (𝑅− 𝜃max) ≤ OPTuni

𝑓 (𝑅) +
𝜃max

𝑅 
⋅ (max

𝑢∈𝑉
{𝛼𝑢} − OPTuni

𝑓 (𝑅)),

which implies that when 𝑅≫ 𝜃max, the values of OPT𝑓 (𝑅) and OPT𝑓 (𝑅− 𝜃max) are very close.

6. Experimental evaluation

In this section we perform the experimental evaluation of our algorithms on several real-world graph datasets whose sizes range 
from 1000 nodes to 260𝑘 nodes (see Table 2). All the datasets are downloaded from SNAP by Stanford [38]. Unless otherwise specified, 
we set the parameters of instances as follows.6 For each of these datasets, we set the value 𝛼𝑢 of each node 𝑢 to be an independent 
random integer chosen uniformly at random from [1,9]. We set the threshold 𝜃𝑢 of each node 𝑢 differently for different sets of 
experiments. We set the weight 𝑤𝑢𝑣 of each edge (𝑢, 𝑣) ∈𝐸 to be an independent random real number chosen from [0,1]. We set the 
total resource 𝑅 = 0.2 ⋅

∑
𝑢∈𝑉 𝜃𝑢 by default, and will evaluate the results for different settings of total resource.

In the experiments we mainly evaluate the effectiveness of the Patching algorithm. Additionally we test and report the mixed 
strategies we stated in Section 3.3, and compare their defending results and support sizes with that of the mixed strategies returned 
by Patching. As we have shown in Section 3, for the same problem instance we always have OPT𝑚 ≥ OPT𝑓 . Thus in our experiments 
we mainly use OPT𝑓 as the baseline to evaluate the performance of the mixed strategies.

Experiment environment. We perform our experiments on an AWS Ubuntu 18.04 machine with 32 threads and 128 GB RAM without 
GPU. We use Gurobi optimizer as our solver for the LPs.

6 We remark that for different settings of the parameters, e.g., wider ranges for the values and thresholds, or smaller values of 𝑅, the experimental results are very 
similar.
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Table 2
Number of nodes and edges of the datasets.

Dataset Email-S Facebook Ca-AstroPh Email-L Twitter Amazon 
# Nodes 1,005 4,039 18,772 36,692 81,306 262,111 
# Edges 25,571 88,234 198,110 367,662 1,768,149 1,234,877 

Fig. 1. Defending Results of Mixed Strategies by Patching in the Uniform Threshold Isolated Model when 𝑅= 0.2 ⋅
∑

𝑢∈𝑉 𝜃𝑢 . 

6.1. Adversarial attack: uniform threshold in the isolated model

We first consider the most basic setting with uniform thresholds and without resource sharing. The same setting was also considered 
in [11,12]. That is, we set 𝜃𝑢 = 1 for all nodes 𝑢 ∈ 𝑉 and 𝑤𝑢𝑣 = 0 for all edges (𝑢, 𝑣) ∈𝐸, in this subsection. Under this setting it can 
be shown that OPT𝑚 = OPT𝑓 for all instances of the problem [11,12]. Thus we measure the effectiveness of the Patching algorithm 
by comparing the defending result of the returned mixed strategy with OPT𝑓 . For each dataset, we report the defending result of the 
mixed strategy returned by Patching(𝑑), for increasing values of 𝑑 ∈ [1,30]. Note that for 𝑑 = 1, the mixed strategy uses the optimal 
pure strategy 𝐫∗ with probability 1. For general 𝑑, the returned mixed strategy uses |𝐷| ≤ 𝑑 pure strategies. The results are presented 
as Fig. 1.

From Fig. 1, we observe that the defending result rapidly decreases in the first few iterations of the algorithm, and gradually 
converges to the optimal defending result OPT𝑓 . Specifically, within the first 5 iterations, the defending result of the mixed strategy 
is already within a 5% difference with the optimal one in most datasets. After 30 iterations, the defending result is almost identical 
to the optimal one in all datasets.

We also evaluate the results under different total resource, by setting 𝑅 = 0.1 ⋅
∑

𝑢∈𝑉 𝜃𝑢. From Fig. 2, we observe a similar phe-

nomenon as in Fig. 1: the defending result decreases rapidly within the first few iterations, and then gradually converge to that of the 
optimal fractional strategy. After 120 iterations, the defending result is almost identical to the optimal one in all datasets. As expected, 
when the amount of total resource is smaller, the support of the mixed strategy will increase: recall that when 𝑉max(𝐟) ⊊MaxTop(𝐟)
(which is more likely to happen when 𝑅 is small), we need to do a random permutation on the nodes to find a new pure strategy. 
Therefore the algorithm takes more iterations to eventually converge.

The experiment demonstrates the effectiveness of our algorithm on computing mixed strategies that have small support sizes and 
are close-to-optimal.

6.2. Adversarial attack: general thresholds in the isolated model

Next we consider the more general setting with non-uniform thresholds, in which the threshold 𝜃𝑢 ∈ [1,10] is chosen uniformly at 
random for each node 𝑢 ∈ 𝑉 . As we have shown in Theorem 3.2, computing the optimal mixed strategy in this case is NP-hard. On 
the other hand, we have shown in Section 3.3 that for any instance we always have OPT𝑓 (𝑅) ≤ OPT𝑚(𝑅) ≤ OPT𝑓 (𝑅− 𝜃max), where 
the maximum threshold 𝜃max ≤ 10 in our experiments.

The experimental results are reported in Fig. 3 and Fig. 4, for 𝑅 = 0.2 ⋅
∑

𝑢∈𝑉 𝜃𝑢 and 𝑅 = 0.1 ⋅
∑

𝑢∈𝑉 𝜃𝑢, respectively. As we can 
observe, the results are very similar to the uniform threshold case we have considered in the previous experiments: the defending 
results of the algorithm quickly converge to that of the optimal fractional strategy, where the convergence is faster when 𝑅 is larger. 
Nevertheless, both experiments confirm our theoretical analysis in Section 3.3: when 𝑅 is sufficiently large (compared with 𝜃max), 
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Fig. 2. Defending Results of Mixed Strategies by Patching in Uniform Threshold Isolated Model when 𝑅= 0.1 ⋅
∑

𝑢∈𝑉 𝜃𝑢 . 

Fig. 3. Defending Results of Mixed Strategies by Patching in General Threshold Isolated Model when 𝑅= 0.2 ⋅
∑

𝑢∈𝑉 𝜃𝑢 . 

the optimal mixed strategy should have defending result close to OPT𝑓 (𝑅). Furthermore, the experiment demonstrates that even for 
general thresholds, Patching returns mixed strategies that are close-to-optimal, and uses very few pure strategies.

Recall that in Section 3.3 we show that there exists a mixed strategy (𝐷,𝐩) ∈ Ω𝑚(𝑅) whose defending result 𝐿𝑚(𝐷,𝐩) = OPT𝑓 (𝑅−
𝜃max). In our experiments, we implement the algorithm and report the defending result and the support size to verify its correctness. 
The results are presented in Table 3, where (𝐷,𝐩) is the mixed strategy our algorithm computes, and (𝐷,𝐩∗) is the optimal mixed 
strategy with support 𝐷 (which can be computed by solving an LP, as we have shown in Lemma 4.2). Note that due to long computation 
time, we did not finish the computing of 𝐿𝑚(𝐷,𝐩∗) for the Twitter and Amazon datasets (too many variables). In the table, we also 
compare them with the mixed strategies returned by Patching(𝑑) with 𝑑 ∈ {5,30}. Consistent with our theoretical analysis, for all 
datasets we have

OPT𝑓 (𝑅− 𝜃max) =𝐿𝑚(𝐷,𝐩) ≥𝐿𝑚(𝐷,𝐩∗) ≥ OPT𝑓 (𝑅).

From the above results we can see that compared to (𝐷,𝐩), the Patching algorithm is able to compute mixed strategies with very 
small support, e.g., 30 vs. 2500+ for large datasets, while guaranteeing a defending result that is very close.

We also compare the time to compute 𝐿𝑚(𝐷,𝐩) and the running time (in seconds) of Patching in Table 4. As we can observe 
from the table, compared to the computation of 𝐿𝑚(𝐷,𝐩), the running time of Patching is less sensitive to the size of the network. 
Consequently for large datasets the Patching algorithm runs several times faster than computing 𝐿𝑚(𝐷,𝐩). In conclusion, the Patching

Artiϧcial Intelligence 341 (2025) 104297 

18 



R. Bai, H. Lin, X. Wu et al. 

Fig. 4. Defending Results of Mixed Strategies by Patching in General Threshold Isolated Model when 𝑅= 0.1 ⋅
∑

𝑢∈𝑉 𝜃𝑢 . 

Table 3
Defending Results of Mixed Strategies in Different Datasets.

Email-S Facebook Ca-AstroPh Email-L Twitter Amazon 
OPT𝑓 (𝑅− 𝜃max) 4.161 4.32 4.281 4.273 4.285 4.293 
𝐿𝑚(𝐷,𝐩) 4.161 4.32 4.281 4.273 4.285 4.293 
𝐿𝑚(𝐷,𝐩∗) 4.147 4.316 4.28 4.273 – – |𝐷| 268 671 1900 2592 6052 9957 
OPT𝑓 (𝑅) 4.139 4.314 4.28 4.273 4.285 4.293

Patching(5) 4.41 4.5 4.5 4.5 4.5 4.5 
Patching(30) 4.161 4.326 4.29 4.291 4.324 4.319 

Table 4
Running Time Comparison (in seconds).

Email-S Facebook Ca-AstroPh Email-L Twitter Amazon 
𝐿𝑚(𝐷,𝐩) 0.2 3.2 57 214 1027 9370 
Patching(5) 0.3 0.8 3.3 6.5 14 45 
Patching(30) 2.3 8.2 37 73 165 523 

algorithm computes mixed strategies that use way fewer pure strategies than (𝐷,𝐩) while having similar defending results. Further-

more, its running time is also much smaller in large datasets.

6.3. Adversarial attack: general thresholds with resource sharing

Finally, we evaluate the performance of the Patching algorithm on the network defending problem with resource sharing. In 
contrast to the isolated model, with resource sharing we can no longer guarantee OPT𝑚 ≈ OPT𝑓 , even if 𝑅 is sufficiently large (see 
Section 3.5 for the hard instance). In other words, the lower bound OPT𝑓 we compare our mixed strategy with can possibly be much 
smaller than the optimal defending result OPT𝑚 of mixed strategies. Moreover, with resource sharing we must set 𝑅 to be smaller 
compared with previous experiments. If we set 𝑅 = 0.2 ⋅

∑
𝑢∈𝑉 𝜃𝑢 as before, the defending result is 0, because when resource can 

be shared, it requires a much smaller amount of resource to fully defend all nodes. For this reason, we set 𝑅 = 0.1 ⋅
∑

𝑢∈𝑉 𝜃𝑢 for 
the Email-EU and CA-AstroPh datasets, and 𝑅 = 0.015 ⋅

∑
𝑢∈𝑉 𝜃𝑢 for the Facebook dataset, because slightly larger values of 𝑅 will 

result in OPT𝑝(𝑅) = 0. The experimental results are reported as Fig. 5. As discussed in Section 4, computing mixed strategies for the 
non-isolated model involves solving LPs with Θ(𝑛) variables, which can be quite time consuming. Thus we only manage to run the 
experiments on the three small datasets.

From Fig. 5, we observe similar phenomenons as in the isolated model: the defending result decreases dramatically in the first 
5 iterations, and after around 10 iterations the defending result is close to what it will eventually converge to. However, different 
from the isolated model, now we can no longer guarantee that the defending results of the mixed strategies are close to OPT𝑓 , the 
lower bound for OPT𝑚. As discussed above, one possible reason can be that OPT𝑓 is much smaller than OPT𝑚. Unfortunately, unless 
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Fig. 5. Patching in the Non-isolated Model. 

Table 5
Defending Results under Uniform Attack with Uniform Thresholds.

Dataset Email-S Facebook Ca-AstroPh Email-L Twitter Amazon 
OPTuni

𝑓
(𝑅) 3.1363 3.306 3.272 3.2742 3.28254 3.28745 

OPTuni
𝑝

(𝑅) 3.1363 3.3077 3.2722 3.2743 3.28256 3.28746 
OPTuni

𝑓
(𝑅− 𝜃max) 3.143 3.308 3.2724 3.2744 3.28264 3.28748 

Table 6
Defending Results under Uniform Attack with General Thresholds.

Dataset Email-S Facebook Ca-AstroPh Email-L Twitter Amazon 
OPTuni

𝑓
(𝑅) 2.488 2.6257 2.6078 2.6084 2.6144 2.6122 

OPTuni
𝑝

(𝑅) 2.489 2.6259 2.6079 2.6085 2.6144 2.6122 
OPTuni

𝑓
(𝑅− 𝜃max) 2.5 2.6287 2.6085 2.6088 2.6145 2.6123 

there is way to give a tighter lower bound for OPT𝑚, there is no way to find out whether the mixed strategy Patching(30) returns is 
close-to-optimal or not. We believe that this would be an interesting topic to study, and we leave it as the future work.

6.4. Uniform attack

In this section, we evaluate the defending results of different strategies under the uniform attack setting, verifying the theoretical 
results.

We start by considering the most basic setting with uniform thresholds in the isolated model. The parameter settings are the same 
as in Section 6.1. Recall from Lemma 5.3 that for uniform attacks the defending result of any mixed strategy is at least that of a 
pure strategy. Therefore we only evaluate the defending results of the optimal pure and fractional strategies, both of which can be 
computed via a reduction to the knapsack problem, as we have argued in Section 5. Given resource 𝑅, we compare OPTuni

𝑝 (𝑅) with 
OPTuni

𝑓 (𝑅) and OPTuni
𝑓 (𝑅− 𝜃max). The results are shown in Table 5.

From Table 5, we observe that the defending result of the optimal pure strategy is almost equal to that of the optimal fractional 
strategy7 and is less than OPTuni

𝑓 (𝑅− 𝜃max) in all datasets. This demonstrates that OPTuni
𝑓 (𝑅− 𝜃max) is an upper bound of OPTuni

𝑝 (𝑅), 
verifying the correctness of Lemma 5.6.

We also consider the setting with non-uniform thresholds, where 𝜃𝑢 is chosen uniformly at random from [1,10] for each node 
𝑢 ∈ 𝑉 . As observed from Table 6, the results are very similar to the case of uniform thresholds.

Finally, we compare OPTuni
𝑓 (𝑅) and OPTuni

𝑝 (𝑅) in the general threshold setting when resource sharing is allowed. Unlike the 
isolated model, with resource sharing, we can no longer guarantee OPTuni

𝑝 (𝑅) ≤ OPTuni
𝑓 (𝑅 − 𝜃max). Furthermore, since computing 

the optimal pure strategy for the non-isolated model involves solving an MILP with Θ(𝑛) integer variables, which is time-consuming, 
we only ran experiments on the three small datasets. The results are shown in Table 7 (the parameter settings are the same as in 
Section 6.3).

From Table 7, we observe that there is a noticeable gap between OPTuni
𝑝 (𝑅) and OPTuni

𝑓 (𝑅), which shows that there is an integrality 
gap between the integral and fractional defending status. As we have shown in the proof of Theorem 5.4, when resource can be shared 
between neighboring nodes, the problem has a connection with the maximum coverage problem, which is not only NP-hard, but also 
admit a gap in the optimal integral solution and optimal fractional solution. Therefore, the experimental results are again consistent 
with our theoretical analysis.

7 If 𝑅 is divisible by 𝜃max, then the two defending results are equal.

Artiϧcial Intelligence 341 (2025) 104297 

20 



R. Bai, H. Lin, X. Wu et al. 

Table 7
Defending Results in the Non-isolated Model.

Dataset Email-S Facebook Ca-AstroPh 
OPTuni

𝑓
(𝑅) 0.3578 0.046 0.71 

OPTuni
𝑝

(𝑅) 0.403 0.11 1.22 

7. Conclusion and future works

In this work, we study mixed strategies for security games with general threshold and quantify its advantage against pure strategies 
under adversarial attack and uniform attack. For both attack types, we show that it is NP-hard to compute the optimal mixed strategy 
in general and provide strong upper and lower bounds for the optimal defending result of mixed strategies for the isolated model. 
For adversarial attack, we propose the Patching algorithm for the computation of mixed strategies with theoretical guarantees. For 
uniform attack, we prove that the defending result of the optimal mixed strategy is equal to that of the optimal pure strategy, whose 
computation is NP-hard, even under the isolated model or the uniform threshold model.

Regarding future work, we believe that it would be most interesting to study mixed strategies against contagious attacks [19] 
and imperfect attackers [39]. The uniform attack setting and adversarial attack setting are two extreme cases of the quantal response 
model, i.e., the cases when the attacker is fully rational and fully irrational, respectively. Therefore, generalizing our results to quantal 
response model would be a very interesting future topic. Finally, since many real-world security games are not zero-sum, the problem 
of computing the mixed strategies with general defending requirement for non-zero-sum games is also worthwhile studying.
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