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Abstract

Operator eigenvalue problems play a critical role in various scientific fields and
engineering applications, yet numerical methods are hindered by the curse of
dimensionality. Recent deep learning methods provide an efficient approach to
address this challenge by iteratively updating neural networks. These methods’
performance relies heavily on the spectral distribution of the given operator: larger
gaps between the operator’s eigenvalues will improve precision, thus tailored
spectral transformations that leverage the spectral distribution can enhance their
performance. Based on this observation, we propose the Spectral Transformation
Network (STNet). During each iteration, STNet uses approximate eigenvalues and
eigenfunctions to perform spectral transformations on the original operator, turning
it into an equivalent but easier problem. Specifically, we employ deflation projection
to exclude the subspace corresponding to already solved eigenfunctions, thereby
reducing the search space and avoiding converging to existing eigenfunctions.
Additionally, our filter transform magnifies eigenvalues in the desired region and
suppresses those outside, further improving performance. Extensive experiments
demonstrate that STNet consistently outperforms existing learning-based methods,
achieving state-of-the-art performance in accuracy

1 Introduction

The operator eigenvalue problem is a prominent focus in many scientific fields [[10, 4} |6, 35] and
engineering applications [8} 5, [13]]. However, traditional numerical methods are constrained by the
curse of dimensionality, as the computational complexity increases quadratically or even cubically
with the mesh size [43]].

A promising alternative is using neural networks to approximate eigenfunctions [36]. These ap-
proaches reduce the number of parameters by replacing the matrix representation with a parametric
nonlinear representation via neural networks. By designing appropriate loss functions, it updates
parameters to approximate the desired operator eigenfunctions. These methods only require sampling
specific regions without designing a discretization mesh, significantly reducing the algorithm design
cost and unnecessary approximation errors [[19]. Moreover, neural networks generally exhibit stronger
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Figure 1: Left. Absolute error results of zero eigenvalues for the Fokker-Planck operator computed
using various algorithms, the x axis represents the operator dimension. Right. Comparison of the
eigenfunctions of the 2D Harmonic operator computed by STNet and the ground truth.
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expressiveness than linear matrix representations, requiring far fewer sampling points for the same
problem compared to traditional methods [14].

Despite these advantages, the performance of such methods strongly depends on the operator’s spectral
distribution: if the target eigenvalues differs greatly to each other, the algorithm converges much
more faster; otherwise, it may suffer from inefficient iterations. To improve convergence, spectral
transformations can be designed based on the spectral distribution, reformulating the original problem
into an equivalent but more tractable one. However, since the real spectrum of the operator is initially
unknown, existing approaches do not optimize spectral properties through such transformations.

To address this limitation, we propose the Spectral Transformation Network (STNet). By exploiting
approximate eigenvalues and eigenvectors learned during the iterative process, STNet applies spectral
transformations to the original operator, modifying its spectral distribution and thereby converting it
into an equivalent problem that converges more easily. Concretely, we employ deflation projection
to remove the subspace corresponding to already computed eigenfunctions. This not only narrows
the search space but also prevents subsequent eigenfunctions from collapsing into the same sub-
space. Meanwhile, our filter transform amplifies eigenvalues within the target region and suppresses
those outside it, promoting rapid convergence to the desired eigenvalues. Extensive experiments
demonstrate that STNet significantly surpasses existing methods based on deep learning, achieving
state-of-the-art performance in accuracy. Figure[T]illustrates a selection of the experimental results.

2 Preliminaries

2.1 Operator Eigenvalue Problem

We primarily focus on the eigenvalue problems of differential operators, such as % + 8%7 A, etc.
Mathematically, an operator £ : Hy — Ho is a mapping between two Hilbert spaces. Considering
a self-adjoint operator £ defined on a domain Q C RP, the operator eigenvalue problem can be
expressed in the following form [[T1]:

Lyv=Xv in{), D

where 2 C RP serves as the domain; v is the eigenfunction and ) is the eigenvalue. Typically, it is
often necessary to solve for multiple eigenvalues, A\;,i = 1,..., L.

2.2 Power Method

The power method is a classical algorithm designed to approximate the eigenvalue of an operator £ in
the vicinity of a given shift . By applying the shift o (often chosen as an approximation to the target
eigenvalue), the original eigenvalue problem is effectively transformed into an equivalent problem
for the new operator (£ — o 1)~L. In each iteration, the current approximate solution is multiplied
by this new operator, thereby amplifying the component associated with the eigenvalue closest to o.
This iterative procedure converges to the desired eigenvalue, as shown in Algorithm [I] [13]].



Algorithm 1 Power Method for the Operator £
0

Input: Operator L, shift o, initial guess v
Output: Eigenvalue A near o.
v =00/[[0°]] .
for £ = 1 to k., do
vk = p¥/||p¥|| and solve (£ — o 1) p* = v*~1L,
if [|[v* — vF~1|| < ¢ then
A= % and break.
end if
end for

, maximum iterations kp,x, convergence threshold e.

YR R DN RN

In each iteration, solving the linear system (£ — o 1) p¥ = v*~! is equivalent to applying the operator

(L — oI)~! to v*~1. Afterward, normalizing v* helps maintain numerical stability. Convergence
is typically assessed by evaluating the error [|v* — v*~!||, ensuring that the final solution meets
the desired accuracy. The fundamental reason for the convergence of the power method lies in the
repeated application of (£ — o)™, which progressively magnifies the component of v* in the
direction of the eigenfunction with eigenvalue closest to o. For a more detailed introduction to the
power method, please refer to the Appendix [B.1}

2.3 Deflation Projection

The deflation technique plays a critical role in solving eigenvalue problems, particularly when multiple
distinct eigenvalues need to be computed. Deflation projection is an effective deflation strategy that
utilizes known eigenvalues and corresponding eigenfunctions to modify the structure of the operator,
thereby simplifying the computation of remaining eigenvalues [39].

The core idea of deflation projection is to construct an operator P, often defined as P(u) = (u, v1)v;
where v; is a known eigenfunction. This operator is then used to modify the original operator £ into
a new operator:

B=L—-MP. 2)
In BB, the eigenvalue \; associated with v; is effectively removed from the spectrum of £. Additional
details on deflation projection can be found in Appendix [B.2]

2.4 Filter Transform

The filter transform is widely used in numerical linear algebra to enhance the accuracy of eigenvalue
computations [39]. By constructing a suitable filter function F'(£L), the operator £ undergoes a
spectral transformation that amplifies the target eigenvalues and suppresses the irrelevant ones. The
filter transform can effectively highlight the desired spectral region without altering the corresponding
eigenfunctions [43]. Further details on the filter transform can be found in Appendix

3 Method

3.1 Problem Formulation

We consider the operator eigenvalue problem for a differential operator £ defined on a domain
2 C RP. Our goal is to approximate the L eigenvalues \; near a given shift o and their corresponding
eigenfunctions v;, satisfying

Evi:)\ivh i:172,...7L. (3)
To achieve this, we employ L neural networks parameterized by 6;. Each neural network N N (-;6;)
maps the domain {2 into R, providing an approximation of the eigenfunction v;:

NNz (50;):Q—=R, i=1,2,...,L. 4)

In order to represent both the functions and the operators numerically, we discretize €2 by uniformly
randomly sampling N points:

S={z;=(z},....,27) |z, €Q,j=12,...,N}, 5)

VR
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Figure 2: Overview of the STNet. (a) Introduction to the inputs and outputs. (b) STNet comprises
multiple neural networks, each tasked with predicting distinct eigenvalues. If the accuracy of the
solution reaches the expectation, then STNet will output the result.

Correspondingly, each neural network NN (-; ;) output a vector Y; € RY, which approximate the
values of the eigenfunction ¥;(-) = NN.(+; 0;) at these sampled points:

U(x;) =Yi(4), i=12,...,L, j=1,2,...,N. 6)

The approximate eigenvalues A; are then obtained by applying L to the computed eigenfunctions v;:
3 ~i7 £~i

)\izu, -1,2,..., L. ©)
(Di, 0i)

Here, the differential operator £ acts on the functions via automatic differentiation. We iteratively
update the neural network parameters 6; using gradient descent, aiming to minimize the overall
residual. Specifically, we formulate the following optimization problem:

1 L N
min N Z Z[f}l (337) — V; (1547‘)]2, (8)

0,€0
’ i=1j=1

where © denotes the parameter space of the neural networks. This approach does not require
any training data, as it relies solely on satisfying the differential operator eigenvalue equations

over the domain 2. Finally, this procedure provides approximations A; of the true eigenvalues \;,
i=1,...,L.

3.2 Spectral Transformation Network

Inspired by the power method and the power method neural network [45], we propose STNet to
solve eigenvalue problems, as shown in Figure 2| In STNet, we replace the function v* from the k-th
iteration of the power method with 9% (x) = N N (x; 0%), where each neural network is implemented
via a multilayer perceptron (MLP). Since neural networks cannot directly perform the inverse operator
(L—oI)~!, weenforce (£ —o1)o"* ~ %~ through a suitable loss function. The updated parameters

oF — Hfﬂ then yield 9% +! = NN, (z; 9?“). Algorithm shows the detailed procedure of STNet.

Classical power method convergence is strongly influenced by the spectral distribution of the op-
erator, which is unknown initially and thus difficult to optimize against directly. However, as the
iterative process starts, we can get additional information—such as already computed eigenvalues
and eigenfunctions. Using these results for the spectral transformation of the original operator can
greatly improve subsequent power-method iterations. In Algorithm [2| we introduce two modules to
improve the performance. Their impact on the operator spectrum is shown in Figure[3]

* Deflation projection uses already computed eigenvalues and eigenfunctions to construct a
projection that excludes the previously resolved subspace, preventing convergence to known
eigenfunctions and reducing the search space.

* Filter transform employs approximate eigenvalues to construct a spectral transformation
(filter function) that enlarges the target eigenvalue region and suppresses others, boosting
the efficiency of STNet.



Algorithm 2 Spectral Transformation Network

1: Input: Operator £ over domain Q C RP, shift o, number of sampling points N, number of
eigenvalues L, learning rate 7, convergence threshold €, maximum iterations Kmax.

2: Output: Eigenvalues \;, i=1,...,L.

Uniformly randomly sample N pomts {z;} in Q to form dataset S.

Randomly initialize the network parameters Qi , as well as the normalized v;, and set ;\i =0,
i=1,...,L.

W

5: for k = 1 to kmax do
6:  F(x ) NN[;(:BJ,HZ) :Bj es.
7. L,=D)L), i=1,...,L [/ Deflation Projection
8: E’/ =F(L), i= 1 ..., L/l Filter Transform
. k L0} (25) C_
9: U/((CJ) W Z—l,...7L.

10:  Loss} = ﬁzjzl[ o (xy) — alb(x;))?, i=1,...,L
11: 08 =9 — )V, Loss¥, i=1,...,L // Parameter Update
12: for:=1to L do

13: if Losslg < ¢; then

14: = Lossh, & = SLE80 5, = o

15: end if

16:  end for

17:  if ¢; < e for all ¢ then

18: Convergence achieved; break.

19: else

20: Update deflation projection and filter function: D;, F;, ¢=1,..., L.
21:  end if

22: end for

3.2.1 Deflation Projection

Suppose we have already approximated the eigenvalues Ay, A2, ..., A\;—1 and their corresponding
eigenfunctions vy, v, . . ., v;—1. To compute the i-th eigenfunction, we focus on the residual subspace
orthogonal to the subspace spanned by these previously computed eigenfunctions. The deflated
projection is then defined as

Di(L) = L — Q1519 . )
Here Q,_; maps each vector (o, ...,q;—1) € R*~! to the function 22;11 Qg Uk, thus reconstructing
functions from the span of {91, ...,0;—1}. Q;r_l is the transpose of Q;_1. And >;_; is a diagonal

operator that scales each vy by its corresponding eigenvalue \g.

By employing the deflation projection, the gradient descent search space of the neural network is
constrained to be orthogonal to the subspace spanned by {¥1, 72, . . ., ¥;—1 }. This projection prevents
the neural network output NN (6;) from converging to the invariant subspace formed by known
eigenfunctions, thereby enhancing the orthogonality among the outputs of different neural networks
NNg(61),...,NN£(0;—1). On the one hand, this reduction in the search space accelerates the
convergence toward the eigenfunctions v;; On the other hand, it improves the orthogonality among
the neural network outputs, which reduces the error in predicting the eigenfunction v;.

In practice, we use the approximate eigenvalues and eigenfunctions with the smallest error in iterations
to construct the deflation projection. This allows us to update adaptively, ensuring that the method
remains effective when calculating more eigenfunctions.

3.2.2 Filter Transform

During the iterative process, we can obtain approximate eigenvalues A;, and assume the corresponding

true eigenvalues lie within [ — &N+ €], where ¢ is a tunable parameter, typically & = 0.1 or
& = 1. We employ a rational functlon based filter transform on the original operator to simultaneously
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Figure 3: Illustration of the modules’ impact on the operator spectrum: (a) Deflation projection
sets the solved eigenvalues to zero, (b) Filter transform enlarges the target eigenvalue region and
suppresses others.

amplify the eigenvalues in these intervals and thus improve convergence performance. Specifically,
we transform

i—1
< 5 —1
L — H [(‘C - ()‘io - 6)1) (E - ()‘io + 5)1)] : (]O)
i0=0
By contrast, the basic power method shift-invert strategy, £ — (£ — o)1, can be viewed as a
special case of this more general construction. In STNet, we simulate the inverse operator via a

suitably designed loss function. Therefore, the corresponding pseudocode filter function F' removes
the inverse, namely:

1—1
FiL) = T L~ iy =D (L~ Ny + )] (11)

i0=0

When \; lies within [A; — &, A; + ], the poles \; + & make ||F;(v;)| sufficiently large for the
corresponding eigenvector v;. This repeated amplification causes that direction to dominate in the
subsequent iterations, while eigenvalues outside those intervals are gradually suppressed. Conse-
quently, the method converges more efficiently to the desired eigenvalues.

4 Experiments

We conducted comprehensive experiments to evaluate STNet, focusing on:

* Solving multiple eigenvalues in the Harmonic eigenvalue problem.

* Solving the principal eigenvalue in the Schrodinger oscillator equation.
* Solving zero eigenvalues in the Fokker-Planck equation.

* Comparative experiment with traditional algorithms.

* The ablation experiments.

Baselines: For these experiments, we selected three learning-based methods for computing operator
eigenvalues as our baselines: 1. PMNN [45]]; 2. NeuralEF [7]; 3. NeuralSVD [38]]. NeuralSVD and
NeuralEF were implemented using the publicly available code provided by the authors of NeuralSVD.
PMNN was implemented using the code provided by the authors of PMNN. An introduction to related
works can be found in Appendix [A] In the comparative experiments with traditional algorithms, we
chose the finite difference method (FDM) [24].

Experiment Settings: To ensure consistency, all experiments were conducted under the same com-
putational conditions. For further details on the experimental environment and algorithm parameters,
please refer to Appendices [C.T]and[C.2]

4.1 Harmonic Eigenvalue Problem

Harmonic eigenvalue problems are common in fields such as structural dynamics and acoustics, and
can be mathematically expressed as follows [45] 33]]:

{—Av =)\, inQ,

v =0, on 0f2. (12)

Here A denotes the Laplacian operator. We consider the domain Q = [0, 1]” where D represents the
dimension of the operator, and the boundary conditions are Dirichlet. In this setting, the eigenvalue
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Table 1: Relative error comparison for eigenvalues of Harmonic operators. The first row lists the
methods, the second row lists eigenvalue indices, and the first column lists the operator dimensions.
The most accurate method is in bold.

NeuralEF NeuralSVD STNet
Method
A1 A2 A3 A4 A1 A2 A3 Ay A1 A2 A3 A1
Dim=1 1.98e+0 2.53e+0 8.89%-1  7.8le-1 1.72¢-2  1.83e-2  1.88e-2  9.38e-1 6.38e-11  8.61e-3  2.13e-2  4.05e-1
Dim=2 1.27e+0 1.66e+1 1.6le+2 1.3le+l 7.23e-3  7.50e-3 7.82e-3  7.64e-3 5.07e-7  1.01e-3  2.30e-3  2.53e-3
Dim=5 398e-1 7.24e+0 1.16e+1 1.12e+1 2.88e-2  3.56e-2 3.36e-2 3.3le-2 4.66e-6  1.60e-6 1.05e-6 2.20e-5

problem has analytical solutions, with eigenvalues and corresponding eigenfunctions given by:

D D
2 2 .
Myoonp =T E ny, nk €N w, (T, 1) = I | sin(ngmay). (13)

k=1 k=1

These experiments aim to calculate the smallest four eigenvalues of the Harmonic operator in 1, 2 and
5 dimensions. Since the PMNN model only computes the principal eigenvalue and cannot compute
multiple eigenvalues simultaneously, it is not considered for comparison.

Firstly, as demonstrated in Table[T} the accuracy

of STNet in most tasks is significantly better
than that of existing methods. This enhance-
ment primarily stems from the deflation pro-

Table 2: Residual comparison for eigenpairs for
solving 5-dimensional Harmonic eigenvalue prob-
lems. The first row indicates the eigenpair index.

jection. It effectively excludes solved invariant

subspaces during the multi-eigenvalue solution Index (1, A1) (v2,22)  (v3,23)  (va, A1)
process, thereby preserving the accuracy of mul-

. . . . NeuralSVD ~ 1.90e+0  2.63e+0  2.70e+0  3.02e+0
tiple eigenvalues. This strongly validates the o ipp  34sert 269042 20041 183041
efficacy of our algorithm. STNet 4.864e-4  3.060e-3  5.980e-3  4.447e-3

Secondly, in 5-dimension, STNet consistently

maintains a precision improvement of at least

three orders of magnitude. As shown in Table[2] this is largely due to the STNet computed eigenpairs
having smaller residuals (defined as |[£? — AD||2, see Appendix |C.3|for details), indicating that
STNet can effectively solve for accurate eigenvalues and eigenfunctions simultaneously.

4.2 Schrodinger Oscillator Equation

The Schrodinger oscillator equation is a com-
mon problem in quantum mechanics, and its
time-independent form is expressed as follows:

Table 3: Relative error comparison for the principal
eigenvalues of oscillator operators. The first row
lists the methods, and the first column lists the

_% A+ Ve =Eyp, inQ=1[0,1", (14) operator dimensions. The most accurate method is

in bold.
where v is the wave function, A represents the
Laplacian operator indicating the Kinetic energy Method  PMNN  NeuralEF  NeuralSVD  STNet
term, V is the potential energy within 2, and Dim=1 234e-6  4.58¢+0 1.25e-3 7.24e-7
E denotes the energy eigenvalue 38 [16]]. This Dim=2  9.07e-5  3.74e+0 5.95e-2 2.35e-6
Dim=5 1.57e-1  1.78e+0 3.32-1 1.29¢-1

equation is formulated in natural units, simpli-
fying the constants involved. Typically, the po-

tential V(z1,...,2p) = 3 Z,?Il x} characterizes a multidimensional quadratic potential. The
principal eigenvalue Fj and corresponding eigenfunction ¢ are given by:

D 1
D 1\%2 =<2
50 7/)0($1,‘..,;cD):H <7r> eiTk,

k=1

o (15)

This experiment focuses on calculating the ground states of the Schrodinger equation in one, two,
and five dimensions, i.e., the smallest principal eigenvalues.

Firstly, as shown in Table[3] the STNet achieves significantly higher precision than existing algorithms
in computing the principal eigenvalues of the oscillator operator.



Furthermore, the accuracy of STNet surpasses that of PMNN. Both are designed based on the concept
of the power method. When solving for the principal eigenvalue, the deflation projection loss may
be considered inactive. This outcome suggests that the filter transform significantly enhances the
accuracy.

4.3 Fokker-Planck Equation

The Fokker-Planck equation is central to statistical mechanics and is extensively applied across
diverse fields such as thermodynamics, particle physics, and financial mathematics [45} 21} [12]. It
can be mathematically formulated as follows:

D
~Av—V -Vv—AVv =X, inQ=][0,27]", V(z)=sin (Z Ci cos(xi)> . (16)
i=1

Here V() is a potential function with each coefficient ¢; varying within [0.1, 1], X the eigenvalue, and
v the eigenfunction. When the boundary conditions are periodic, there are multiple zero eigenvalues.

The eigenvalue at zero significantly impacts the numerical stability of the algorithm during iterative
processes. This experiment investigates the computation of two zero eigenvalues for the Fokker-
Planck equations with different parameters in 1, 2, and 5 dimensions. Due to the inherent limitation
of the PMNN method, which can only compute a single eigenvalue, we restrict our analysis to
calculating one eigenvalue when employing this approach.

Table 4: Absolute error comparison for the zero eigenvalues of Fokker-Planck operators across
algorithms. The first row lists the methods, the second row lists the eigenvalue index, the first column
lists the Fokker-Planck parameter, and the second column lists the operator dimensions. The most
accurate method is in bold.

Method PMNN NeuralEF NeuralSVD STNet

c; Dim A1 A1 A2 A1 A2 A1 A2
1 1.16e+0 4.98e-2 1.05e+0 7.19e-1 1.02e+0 1.17e-3 8.75e-3

0.5 2 1.11e+0 6.71e-2 1.57e+0 3.33e-1 1.03e+0 5.26e-6 5.14e-2
5 1.17e+0 2.11e+0 9.17e+0 2.11e+0 4.82e+0 3.90e-3 1.29e-1
1 8.60e-1 5.21e-1 5.95e-1 2.73e-1 3.19%-1 3.86e-2 2.33e-1

1.0 2 8.30e-1 6.58e-1 8.45e-1 2.75e-1 3.94e-1 1.99e-2 3.91e-2
5 7.58e-1 7.71e-1 1.02e+0 2.01e-1 3.08e-1 5.64e-2 2.67e-2

As indicated in Tabled] the STNet algorithm significantly outperforms existing methods in computing
the zero eigenvalues of the Fokker-Planck operator, effectively solving cases where the eigenvalue is
zero. It is mainly due to the filter function, which performs a spectral transformation on the operator,
converting the zero eigenvalue into other eigenvalues that are easier to calculate without changing the
eigenvector.

4.4 Comparative Experiment with Traditional Algorithms

This experiment compares the accuracy of STNet and the traditional finite difference method (FDM)
with a central difference scheme under varying grid densities [24]]. Both methods aim to compute the
four smallest eigenvalues (A to A\y) of the 5D harmonic operator.

As shown in Table[5] STNet consistently achieves higher accuracy than FDM across all eigenvalues.
While FDM’s precision improves with increasing grid density, this comes at the cost of exponentially
higher memory consumption. For instance, as the grid points increases from 4° to 45°, the relative
error for A\; decreases from 3.20 x 10! to 3.82 x 1073, but memory usage grows from 0.0001
GB to 22.9 GB. This demonstrates the inefficiency of FDM in high-dimensional problems, where
maintaining accuracy requires an impractical number of grid points.

In contrast, STNet employs uniform random sampling instead of fixed grids, enabling it to achieve
superior accuracy with fewer parameters and lower memory requirements. For example, with a grid



Table 5: Relative error comparison for eigenvalues of 5D Harmonic operators. The first column lists
the methods, the second column lists grid points, and the third column lists memory consumption (in
GB). Columns \; to A4 list the eigenvalue relative errors.

Method  Grid Points Memory (GB) A1 Ao A3 A4
45 1.0le-4 3.20e-1 1.04e+0 1.04e+0 1.04e+0
7 1.86e-3 1.26e-1 4.15e-1  4.15e-1  4.15e-1
9° 6.74¢-3 8.10e-2 2.68e-1 2.68e-1 2.68e-1

FDM 15 9.05¢e-2 3.17e-2  1.05e-1 1.05e-1 1.05e-1
25° 1.19e+0 1.20e-2  4.00e-2  4.00e-2  4.00e-2
35° 6.48e+0 6.26e-3  2.09¢-2  2.09¢-2  2.09e-2
455 2.29e+1 3.82e-3  1.27e-2 1.27e-2 1.28e-2

STNet 95 1.14e+0 4.62e-5 1.59%-5 1.04e-5 2.32e-4

density of 9%, STNet achieves relative errors of 2.32 x 10~* for \4, outperforming FDM by orders
of magnitude. Its memory usage remains relatively low at 1.14 GB, highlighting its scalability and
efficiency in high-dimensional eigenvalue problems. By leveraging the expressive power of neural
networks, STNet effectively approximates eigenfunctions without relying on dense grids. This makes
it a promising alternative to traditional numerical methods for solving high-dimensional operators. A
more detailed comparison with traditional algorithms is provided in Appendix

Traditional algorithms and neural network-based methods each excel in different scenarios. In
low-dimensional problems, traditional algorithms are faster and can improve accuracy by increasing
grid density. However, in high-dimensional problems, the number of required grid points grows
exponentially with dimensionality, making grid-based methods impractical. For example, while a 2D
problem requires 100? grid points, a 5D problem requires 100° grid points. Neural network-based
algorithms, such as STNet, offer an effective solution to these challenges, providing high accuracy
without the need for dense grids.

4.5 Ablation Experiments

We conducted ablation experiments to validate the ef-
fectiveness of the deflation projection and filter trans- Table 6: A comparison of different settings of

form modules. As shown in Table[6] the results for §TNet for the 2-dimensional Harmonic eigen-
"w/o F" indicate that removing the filter transform yaJue problem. "w/o" denotes the absence

significantly reduces solution accuracy. In the cases of 4 specific module, "F" represents the filter
of "w/o D" and "w/o F and D," while the residuals  (ransform module, and "D" indicates the de-
remain small, the absolute errors for Ay and Az are  flatjon projection module.

notably larger compared to A\;. This suggests that

without the deflation projection module, the network Index X Absolute Error  Residual
converges excluswel.y. to the first eigenfunction vy cor- (01, A1) L0205 11203
responding to Ay, failing to capture subsequent eigen-  stNet (v3, A2) 3.04e-2 124041
functions. These findings underscore the critical roles (v3, A3) 6.76e-1 1.43e+1
of both modules: the filter transfo'rm enhances accu- (v1, A1) 6.73¢-5 1 356-2
racy through spectral transformation. The deflation  wioF (va, A2) 5.10e-2 4.72e+1
projection removes the subspace of already solved (v3, A3) 1.06e-1 1.70e+2
eigenfunctions from the search space, enabling the (v1, A1) 1.42¢-5 4.12¢-3
computation of multiple eigenvalues. wlo D (v2, A2) 2.96e+1 7.09e-3

. . . (vs, A3) 2.97e+1 1.09e-2
Additionally, experiments detailing the performance ) P 3502

. . V1, A1 .73e- .35e-

of STNet as a function of model .depth, modeli w1dt.h, WoFandD (v, As) 2 06et1 L4503,
and the number of sampling points are provided in (v3, As) 2.97e+1 1.37e-2

Appendix [D.1I] Runtimes and convergence processes
for selected experiments are presented in Appen-
dices[D.2land[D.3]



5 Limitations and Conclusions

In this paper, we propose STNet, a learning-based approach for solving operator eigenvalue problems.
By leveraging approximate eigenvalues and eigenvectors from iterative processes, STNet uses spectral
transformations to reformulate the operator, enhancing convergence properties. Experiments show
that STNet outperforms existing deep learning methods, achieving state-of-the-art accuracy.

While STNet shows strong performance in solving operator eigenvalue problems, several limitations
and avenues for future exploration remain: 1. Although STNet utilizes spectral transformations, the
potential benefits of broader matrix preconditioning techniques have not been investigated. 2. Its
current scope is limited to linear operators, with future work needed to address nonlinear eigenvalue
problems.
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NeurlIPS Paper Checklist

The checklist is designed to encourage best practices for responsible machine learning research,
addressing issues of reproducibility, transparency, research ethics, and societal impact. Do not remove
the checklist: The papers not including the checklist will be desk rejected. The checklist should
follow the references and follow the (optional) supplemental material. The checklist does NOT count
towards the page limit.

Please read the checklist guidelines carefully for information on how to answer these questions. For
each question in the checklist:

* You should answer [ Yes] , ,or [NA].

* [NA] means either that the question is Not Applicable for that particular paper or the
relevant information is Not Available.

* Please provide a short (1-2 sentence) justification right after your answer (even for NA).

The checklist answers are an integral part of your paper submission. They are visible to the
reviewers, area chairs, senior area chairs, and ethics reviewers. You will be asked to also include it
(after eventual revisions) with the final version of your paper, and its final version will be published
with the paper.

The reviewers of your paper will be asked to use the checklist as one of the factors in their evaluation.
While "[Yes] " is generally preferable to " ", itis perfectly acceptable to answer " " provided a
proper justification is given (e.g., "error bars are not reported because it would be too computationally
expensive" or "we were unable to find the license for the dataset we used"). In general, answering
" "or "[NA] " is not grounds for rejection. While the questions are phrased in a binary way, we
acknowledge that the true answer is often more nuanced, so please just use your best judgment and
write a justification to elaborate. All supporting evidence can appear either in the main paper or the
supplemental material, provided in appendix. If you answer [Yes] to a question, in the justification
please point to the section(s) where related material for the question can be found.

IMPORTANT, please:

* Delete this instruction block, but keep the section heading ‘“NeurIPS Paper Checklist",
¢ Keep the checklist subsection headings, questions/answers and guidelines below.
* Do not modify the questions and only use the provided macros for your answers.

1. Claims
Question: Do the main claims made in the abstract and introduction accurately reflect the
paper’s contributions and scope?
Answer: [Yes]
Justification: The claims are put in the abstract and Section [I]
Guidelines:

e The answer NA means that the abstract and introduction do not include the claims
made in the paper.

* The abstract and/or introduction should clearly state the claims made, including the
contributions made in the paper and important assumptions and limitations. A No or
NA answer to this question will not be perceived well by the reviewers.

* The claims made should match theoretical and experimental results, and reflect how
much the results can be expected to generalize to other settings.

* It is fine to include aspirational goals as motivation as long as it is clear that these goals
are not attained by the paper.

2. Limitations
Question: Does the paper discuss the limitations of the work performed by the authors?
Answer: [Yes]

Justification: For further details, please refer to the "Limitations and Conclusions" section,
found in Section
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Guidelines:

* The answer NA means that the paper has no limitation while the answer No means that
the paper has limitations, but those are not discussed in the paper.

 The authors are encouraged to create a separate "Limitations" section in their paper.

* The paper should point out any strong assumptions and how robust the results are to
violations of these assumptions (e.g., independence assumptions, noiseless settings,
model well-specification, asymptotic approximations only holding locally). The authors
should reflect on how these assumptions might be violated in practice and what the
implications would be.

* The authors should reflect on the scope of the claims made, e.g., if the approach was
only tested on a few datasets or with a few runs. In general, empirical results often
depend on implicit assumptions, which should be articulated.

* The authors should reflect on the factors that influence the performance of the approach.
For example, a facial recognition algorithm may perform poorly when image resolution
is low or images are taken in low lighting. Or a speech-to-text system might not be
used reliably to provide closed captions for online lectures because it fails to handle
technical jargon.

* The authors should discuss the computational efficiency of the proposed algorithms
and how they scale with dataset size.

* If applicable, the authors should discuss possible limitations of their approach to
address problems of privacy and fairness.

* While the authors might fear that complete honesty about limitations might be used by
reviewers as grounds for rejection, a worse outcome might be that reviewers discover
limitations that aren’t acknowledged in the paper. The authors should use their best
judgment and recognize that individual actions in favor of transparency play an impor-
tant role in developing norms that preserve the integrity of the community. Reviewers
will be specifically instructed to not penalize honesty concerning limitations.

3. Theory assumptions and proofs

Question: For each theoretical result, does the paper provide the full set of assumptions and
a complete (and correct) proof?

Answer: [Yes]

Justification: For more information, please see the "Preliminaries" section in Section@], as
well as the theoretical analysis in Appendix

Guidelines:

* The answer NA means that the paper does not include theoretical results.

* All the theorems, formulas, and proofs in the paper should be numbered and cross-
referenced.

* All assumptions should be clearly stated or referenced in the statement of any theorems.

* The proofs can either appear in the main paper or the supplemental material, but if
they appear in the supplemental material, the authors are encouraged to provide a short
proof sketch to provide intuition.

* Inversely, any informal proof provided in the core of the paper should be complemented
by formal proofs provided in appendix or supplemental material.

» Theorems and Lemmas that the proof relies upon should be properly referenced.
4. Experimental result reproducibility

Question: Does the paper fully disclose all the information needed to reproduce the main ex-
perimental results of the paper to the extent that it affects the main claims and/or conclusions
of the paper (regardless of whether the code and data are provided or not)?

Answer: [Yes]

Justification: For detailed information, please refer to the "Method" section in Section
Complete pseudocode can be found in Algorithm 2] Specific experimental parameters are
discussed in Section[d] Appendix [C]and Appendix

Guidelines:
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The answer NA means that the paper does not include experiments.
If the paper includes experiments, a No answer to this question will not be perceived
well by the reviewers: Making the paper reproducible is important, regardless of
whether the code and data are provided or not.
If the contribution is a dataset and/or model, the authors should describe the steps taken
to make their results reproducible or verifiable.
Depending on the contribution, reproducibility can be accomplished in various ways.
For example, if the contribution is a novel architecture, describing the architecture fully
might suffice, or if the contribution is a specific model and empirical evaluation, it may
be necessary to either make it possible for others to replicate the model with the same
dataset, or provide access to the model. In general. releasing code and data is often
one good way to accomplish this, but reproducibility can also be provided via detailed
instructions for how to replicate the results, access to a hosted model (e.g., in the case
of a large language model), releasing of a model checkpoint, or other means that are
appropriate to the research performed.

While NeurIPS does not require releasing code, the conference does require all submis-

sions to provide some reasonable avenue for reproducibility, which may depend on the

nature of the contribution. For example

(a) If the contribution is primarily a new algorithm, the paper should make it clear how
to reproduce that algorithm.

(b) If the contribution is primarily a new model architecture, the paper should describe
the architecture clearly and fully.

(c) If the contribution is a new model (e.g., a large language model), then there should
either be a way to access this model for reproducing the results or a way to reproduce
the model (e.g., with an open-source dataset or instructions for how to construct
the dataset).

(d) We recognize that reproducibility may be tricky in some cases, in which case
authors are welcome to describe the particular way they provide for reproducibility.
In the case of closed-source models, it may be that access to the model is limited in
some way (e.g., to registered users), but it should be possible for other researchers
to have some path to reproducing or verifying the results.

5. Open access to data and code

Question: Does the paper provide open access to the data and code, with sufficient instruc-
tions to faithfully reproduce the main experimental results, as described in supplemental
material?

Answer: [Yes]

Justification: We provide the instruction and code in supplemental material.

Guidelines:

The answer NA means that paper does not include experiments requiring code.

Please see the NeurIPS code and data submission guidelines (https://nips.cc/
public/guides/CodeSubmissionPolicy) for more details.

While we encourage the release of code and data, we understand that this might not be
possible, so “No” is an acceptable answer. Papers cannot be rejected simply for not
including code, unless this is central to the contribution (e.g., for a new open-source
benchmark).

The instructions should contain the exact command and environment needed to run to
reproduce the results. See the NeurIPS code and data submission guidelines (https:
//nips.cc/public/guides/CodeSubmissionPolicy) for more details.

The authors should provide instructions on data access and preparation, including how
to access the raw data, preprocessed data, intermediate data, and generated data, etc.
The authors should provide scripts to reproduce all experimental results for the new
proposed method and baselines. If only a subset of experiments are reproducible, they
should state which ones are omitted from the script and why.

At submission time, to preserve anonymity, the authors should release anonymized
versions (if applicable).
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* Providing as much information as possible in supplemental material (appended to the
paper) is recommended, but including URLSs to data and code is permitted.

6. Experimental setting/details

Question: Does the paper specify all the training and test details (e.g., data splits, hyper-
parameters, how they were chosen, type of optimizer, etc.) necessary to understand the
results?

Answer: [Yes]
Justification: Specific experimental parameters are discussed in Appendix [C]
Guidelines:

* The answer NA means that the paper does not include experiments.

* The experimental setting should be presented in the core of the paper to a level of detail
that is necessary to appreciate the results and make sense of them.

 The full details can be provided either with the code, in appendix, or as supplemental
material.
7. Experiment statistical significance

Question: Does the paper report error bars suitably and correctly defined or other appropriate
information about the statistical significance of the experiments?

Answer: [Yes]

Justification: For a detailed comparison, please refer to the experimental sections in Sec-
tion 4l

Guidelines:

» The answer NA means that the paper does not include experiments.

* The authors should answer "Yes" if the results are accompanied by error bars, confi-
dence intervals, or statistical significance tests, at least for the experiments that support
the main claims of the paper.

* The factors of variability that the error bars are capturing should be clearly stated (for
example, train/test split, initialization, random drawing of some parameter, or overall
run with given experimental conditions).

* The method for calculating the error bars should be explained (closed form formula,
call to a library function, bootstrap, etc.)

* The assumptions made should be given (e.g., Normally distributed errors).

¢ It should be clear whether the error bar is the standard deviation or the standard error
of the mean.

e It is OK to report 1-sigma error bars, but one should state it. The authors should
preferably report a 2-sigma error bar than state that they have a 96% CI, if the hypothesis
of Normality of errors is not verified.

» For asymmetric distributions, the authors should be careful not to show in tables or
figures symmetric error bars that would yield results that are out of range (e.g. negative
error rates).

* If error bars are reported in tables or plots, The authors should explain in the text how
they were calculated and reference the corresponding figures or tables in the text.

8. Experiments compute resources

Question: For each experiment, does the paper provide sufficient information on the com-
puter resources (type of compute workers, memory, time of execution) needed to reproduce
the experiments?

Answer: [Yes]
Justification: Specific experimental environments can be found in Appendix
Guidelines:

* The answer NA means that the paper does not include experiments.

* The paper should indicate the type of compute workers CPU or GPU, internal cluster,
or cloud provider, including relevant memory and storage.

17



9.

10.

11.

* The paper should provide the amount of compute required for each of the individual
experimental runs as well as estimate the total compute.

* The paper should disclose whether the full research project required more compute
than the experiments reported in the paper (e.g., preliminary or failed experiments that
didn’t make it into the paper).

Code of ethics

Question: Does the research conducted in the paper conform, in every respect, with the
NeurIPS Code of Ethics https://neurips.cc/public/EthicsGuidelines]?

Answer: [Yes]
Justification: We have checked the NeurIPS code of ethics.
Guidelines:

e The answer NA means that the authors have not reviewed the NeurIPS Code of Ethics.

* If the authors answer No, they should explain the special circumstances that require a
deviation from the Code of Ethics.

* The authors should make sure to preserve anonymity (e.g., if there is a special consid-
eration due to laws or regulations in their jurisdiction).

Broader impacts

Question: Does the paper discuss both potential positive societal impacts and negative
societal impacts of the work performed?

Answer: [Yes]

Justification: The work presented in this paper aims to develop a novel eigenvalue-solving
algorithm, focused solely on the field of scientific computing. It does not have any direct
positive or negative social impacts.

Guidelines:

* The answer NA means that there is no societal impact of the work performed.

* If the authors answer NA or No, they should explain why their work has no societal
impact or why the paper does not address societal impact.

» Examples of negative societal impacts include potential malicious or unintended uses
(e.g., disinformation, generating fake profiles, surveillance), fairness considerations
(e.g., deployment of technologies that could make decisions that unfairly impact specific
groups), privacy considerations, and security considerations.

* The conference expects that many papers will be foundational research and not tied
to particular applications, let alone deployments. However, if there is a direct path to
any negative applications, the authors should point it out. For example, it is legitimate
to point out that an improvement in the quality of generative models could be used to
generate deepfakes for disinformation. On the other hand, it is not needed to point out
that a generic algorithm for optimizing neural networks could enable people to train
models that generate Deepfakes faster.

* The authors should consider possible harms that could arise when the technology is
being used as intended and functioning correctly, harms that could arise when the
technology is being used as intended but gives incorrect results, and harms following
from (intentional or unintentional) misuse of the technology.

« If there are negative societal impacts, the authors could also discuss possible mitigation
strategies (e.g., gated release of models, providing defenses in addition to attacks,
mechanisms for monitoring misuse, mechanisms to monitor how a system learns from
feedback over time, improving the efficiency and accessibility of ML).

Safeguards

Question: Does the paper describe safeguards that have been put in place for responsible
release of data or models that have a high risk for misuse (e.g., pretrained language models,
image generators, or scraped datasets)?

Answer: [NA]

Justification: We have checked this and confirmed the paper poses no such risks.
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12.

13.

14.

Guidelines:

* The answer NA means that the paper poses no such risks.

* Released models that have a high risk for misuse or dual-use should be released with
necessary safeguards to allow for controlled use of the model, for example by requiring
that users adhere to usage guidelines or restrictions to access the model or implementing
safety filters.

* Datasets that have been scraped from the Internet could pose safety risks. The authors
should describe how they avoided releasing unsafe images.

* We recognize that providing effective safeguards is challenging, and many papers do
not require this, but we encourage authors to take this into account and make a best
faith effort.

Licenses for existing assets

Question: Are the creators or original owners of assets (e.g., code, data, models), used in
the paper, properly credited and are the license and terms of use explicitly mentioned and
properly respected?

Answer: [Yes]

Justification: The original papers or URLs of the codes, models, and data sets used in this
article have been cited in the paper.

Guidelines:

* The answer NA means that the paper does not use existing assets.
* The authors should cite the original paper that produced the code package or dataset.

 The authors should state which version of the asset is used and, if possible, include a
URL.

* The name of the license (e.g., CC-BY 4.0) should be included for each asset.

* For scraped data from a particular source (e.g., website), the copyright and terms of
service of that source should be provided.

 If assets are released, the license, copyright information, and terms of use in the
package should be provided. For popular datasets, paperswithcode.com/datasets
has curated licenses for some datasets. Their licensing guide can help determine the
license of a dataset.

* For existing datasets that are re-packaged, both the original license and the license of
the derived asset (if it has changed) should be provided.

* If this information is not available online, the authors are encouraged to reach out to
the asset’s creators.
New assets

Question: Are new assets introduced in the paper well documented and is the documentation
provided alongside the assets?

Answer: [Yes]
Justification: We provide the instruction in supplemental material about our code and data.
Guidelines:

* The answer NA means that the paper does not release new assets.

* Researchers should communicate the details of the dataset/code/model as part of their
submissions via structured templates. This includes details about training, license,
limitations, etc.

* The paper should discuss whether and how consent was obtained from people whose
asset is used.

* At submission time, remember to anonymize your assets (if applicable). You can either
create an anonymized URL or include an anonymized zip file.

Crowdsourcing and research with human subjects

Question: For crowdsourcing experiments and research with human subjects, does the paper
include the full text of instructions given to participants and screenshots, if applicable, as
well as details about compensation (if any)?
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Answer: [NA]

Justification: The paper does not involve crowdsourcing nor research with human subjects.
Guidelines:

* The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

¢ Including this information in the supplemental material is fine, but if the main contribu-
tion of the paper involves human subjects, then as much detail as possible should be
included in the main paper.

* According to the NeurIPS Code of Ethics, workers involved in data collection, curation,

or other labor should be paid at least the minimum wage in the country of the data
collector.

15. Institutional review board (IRB) approvals or equivalent for research with human

16.

subjects

Question: Does the paper describe potential risks incurred by study participants, whether
such risks were disclosed to the subjects, and whether Institutional Review Board (IRB)
approvals (or an equivalent approval/review based on the requirements of your country or
institution) were obtained?

Answer: [NA]

Justification: The paper does not involve crowdsourcing nor research with human subjects.
Guidelines:
* The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

* Depending on the country in which research is conducted, IRB approval (or equivalent)
may be required for any human subjects research. If you obtained IRB approval, you
should clearly state this in the paper.

* We recognize that the procedures for this may vary significantly between institutions
and locations, and we expect authors to adhere to the NeurIPS Code of Ethics and the
guidelines for their institution.

* For initial submissions, do not include any information that would break anonymity (if
applicable), such as the institution conducting the review.
Declaration of LLM usage
Question: Does the paper describe the usage of LLMs if it is an important, original, or
non-standard component of the core methods in this research? Note that if the LLM is used

only for writing, editing, or formatting purposes and does not impact the core methodology,
scientific rigorousness, or originality of the research, declaration is not required.

Answer: [NA]
Justification: This paper only utilizes LLMs for writing and editing.
Guidelines:

* The answer NA means that the core method development in this research does not
involve LLMs as any important, original, or non-standard components.

¢ Please refer to our LLM policy (https://neurips.cc/Conferences/2025/LLM)
for what should or should not be described.
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A Related work

Recent advancements in applying neural networks to eigenvalue problems have shown promising
results [42] 91301 26l 27, 28, 137, 23] [29] 25/ 18}, 131]]. Innovations such as spectral inference networks
(SpIN) [36], which model eigenvalue problems as kernel problem optimizations solved via neural
networks. Neural eigenfunctions (NeuralEF) [7]], which significantly reduce computational costs by
optimizing the costly orthogonalization steps, are noteworthy. Neural singular value decomposition
(NeuralSVD) employs truncated singular value decomposition for low-rank approximation to enhance
the orthogonality required in learning functions [38].

Another class of algorithms originates from optimizing the Rayleigh quotient. The deep Ritz
method (DRM) utilizes the Rayleigh quotient for computing the smallest eigenvalues, demonstrating
significant potential [47]. Several studies have employed the Rayleigh quotient to construct variation-
free functions, achieved through physics-informed neural networks (PINNs) [2, 3]. Extensions of
this approach include enhanced loss functions with regularization terms to improve the learning
accuracy of the smallest eigenvalues [20]. Additionally, [[17] reformulates the eigenvalue problem as
a fixed-point problem of the semigroup flow induced by the operator, solving it using the diffusion
Monte Carlo method. The power method neural network (PMNN) integrates the power method with
PINNS, using an iterative process to approximate the exact eigenvalues [45] closely. While PMNN
has proven effective in solving for a single eigenvalue [45], it has yet to be developed for computing
multiple distinct eigenvalues simultaneously.

B Background Knowledge and Relevant Analysis

B.1 Convergence Analysis of the Power Method

Suppose A € R™" and V-'AV = diag(A1,...,\,) with V = [v; -+ v,]. Assume that
[A1] > |A2| > -+ > |An|. The pseudocode for the power method is shown below [L15]):

Algorithm 1: Power method for finding the largest principal eigenvalue of the matrix A

Given A € R™*™ an n x n matrix, an arbitrary unit vector 2(®) € R™, the maximum number of
iterations kp,x, and the stopping criterion e.

fork=1,2,..., k. do

Compute y*) = Ag-1),

Normalize (%) = %
Compute the difference § = [|J(®) — 2(*=1)|.

if § < e then
Record the largest principal eigenvalue using the Rayleigh quotient.

w _ (@®, Az®)

= z®, z®)y

The stopping criterion is met, and the iteration can be stopped.

Let us examine the convergence properties of the power iteration. If
2 = a1v) + agvy + - + anv,

and v, # 0, then
n s s k
ko.(0) _ 1k j (N _
A%z = a1 A] 'u1+j§72a1 <)\1) v;

Since z(*) € span{A*2(?)}, we conclude that

dist (span{w(k)},span{vl}) =0 ((ij)k> .
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It is also easy to verify that

A k
R A2
AL — A®)]| O((A1>>'

Since A; is larger than all the other eigenvalues in modulus, it is referred to as the largest principal
eigenvalue. Thus, the power method converges if A; is the largest principal and if =(*) has a
component in the direction of the corresponding dominant eigenvector x; .

In practice, the effectiveness of the power method largely depends on the ratio |A2|/|A1], as this ratio
determines the convergence rate. Therefore, applying specific spectral transformations to the matrix
to increase this ratio can significantly accelerate the convergence of the power method.

B.2 Deflation Projection Details

Consider the scenario where we have determined the largest modulus eigenvalue, A\, and its cor-
responding eigenvector, v;, utilizing an algorithm such as the power method. These algorithms
consistently identify the eigenvalue of the largest modulus from the given matrix along with an
associated eigenvector. We ensure that the vector v; is normalized such that ||v1]|2 = 1. The task
then becomes computing the subsequent eigenvalue, s, of the matrix A. A traditional approach to
address this is through what is commonly known as a deflation procedure. This technique involves a
rank-one modification to the original matrix, aimed at shifting the eigenvalue \; while preserving
all other eigenvalues intact. The modification is designed in such a way that A\ emerges as the
eigenvalue with the largest modulus in the adjusted matrix. Consequently, the power method can be
reapplied to this updated matrix to extract the eigenvalue-eigenvector pair Ag, vs.

When the invariant subspace requiring deflation is one-dimensional, consider the following Proposi-
tion[B.1I] The propositions and proofs below are derived from [39] P90.

Proposition B.1. Let v1 be an eigenvector of A of norm 1, associated with the eigenvalue \y and
let A1 = A — a'ul'vf{. Then the eigenvalues of A; are 5\1 =)\ — o and ;\j =X,j=2,3,...,n
Moreover, the Schur vectors associated with ;\j,j =1,2,3,...,n are identical with those of A.

Proof. Let AV = V R be the Schur factorization of A, where R is upper triangular and V is
orthonormal. Then we have

AV =[A—-0oviv| |V =VR-ovie] = VIR —ceie]].
Here, e; is the first standard basis vector. The result follows immediately. O

According to Proposition[B.T} once the eigenvalue \; and eigenvector v, are known, we can define the

deflation projection matrix Py = I —\jv;v, to compute the remaining eigenvalues and eigenvectors.

When deflating with multiple vectors, let g1, g2, . .., g; be a set of Schur vectors associated with
the eigenvalues A1, Ao, ..., A;. We denote by @Q; the matrix of column vectors g1, go, . . ., g;. Thus,
Q; = [q1,92,...,q;] is an orthonormal matrix whose columns form a basis of the eigenspace
associated with the eigenvalues Ai, A2, ..., A;. An immediate generalization of Proposition is
the following [39] P94.

Proposition B.2. Let 3; be the j x j diagonal matrix ¥; = diag(o1,09,...,0;), and Q; an
n X j orthogonal matrix consisting of the Schur vectors of A associated with Ay, ..., \;. Then the
eigenvalues of the matrix

Aj=A-Q;%;Q],

are 5\1 =\ —o; fort < j and 5\1 = \; for i > j. Moreover, its associated Schur vectors are
identical with those of A.

Proof. Let AU = U R be the Schur factorization of A. We have
AjU=[A-Q;3;Q/|]U=UR-Q;3;E],
where E; = [e1, es,...,e;]. Hence
A;U=U|[R- E;%;E/]
and the result follows. O
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According to Proposition if A is a normal matrix and the eigenvalues Aq, ..., A; along with
their corresponding eigenvectors v, . .., v; are known, we can construct the deflation projection
matrix P; = I — V;3; VjT to compute the remaining eigenvalues and eigenvectors. Here, 3; =
diag(oq,09,...,0;) and V; = [vq,v9, ..., v;].

B.3 Filtering Technique

The primary objective of filtering techniques is to manipulate the eigenvalue distribution of a matrix
through spectral transformations [39]]. This enhances specific eigenvalues of interest, facilitating their
recognition and computation by iterative solvers. Filter transformation functions, F'(x), typically fall
into two categories:

1. Polynomial Filters, expressed as P(x), such as the Chebyshev filter [32} [1]].

2. Rational Function Filters, often denoted as P(x)/Q(z), such as the shift-invert method [41]
43]). Below, we describe this strategy in detail.

Shift-Invert Strategy The shift-invert strategy applies the transformation (A — o) ! to the matrix
A, where o is a scalar approximating a target eigenvalue, termed as shift. This operation transforms
each eigenvalue A of A into Ai—a, amplifying those eigenvalues close to o in the transformed matrix,
making them larger and more distinguishable [43]].

For instance, consider the power method, where the convergence rate is primarily governed by the
ratio of the matrix’s largest modulus eigenvalue to its second largest. Suppose matrix A has three
principal eigenvalues: A\; = 10, Ay = 3, and A3 = 2. Our objective is to compute A1, the largest
eigenvalue. In the original matrix A, the convergence rate of the power method hinges on the spectral
gap ratio, defined as:

A
Spectral Gap Ratio = /\—1 ~ 3.33
2
Applying the shift-invert transformation with o = 9.5 strategically selected close to A;, the new
eigenvalues p are recalculated as:
1

i — 0

Hi =~
This results in transformed eigenvalues:
w1 =2, pe~-—0133, p3~—-0.125

Under this transformation, pq = 2 emerges as the dominant eigenvalue in the new matrix, with the
other eigenvalues significantly smaller. Consequently, the new spectral gap ratio escalates to:

2
New Spectral Gap Ratio = —— ~ 15.04
ew Spectral Gap Ratio 0133
This enhanced spectral gap notably accelerates the convergence of the power method in the new
matrix configuration.

Filtering techniques are often synergized with techniques like the implicit restarts of Krylov al-
gorithms [43| [15} |46]], employing matrix operation optimizations to minimize the computational
demands of evaluating matrix functions. These methods enable more precise localization and compu-
tation of multiple eigenvalues spread across the spectral range, particularly vital in physical [40, [1]
and materials science [22] simulations where these eigenvalues frequently correlate with the system’s
fundamental properties [44].

C Details of Experimental Setup

C.1 Experimental Environment

To ensure consistency in our evaluations, all comparative experiments were conducted under uniform
computing environments. Specifically, the environments used are detailed as follows:

e CPU: 72 vCPU AMD EPYC 9754 128-Core Processor
¢ GPU: NVIDIA GeForce RTX 4090D (24GB)
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C.2 Experimental Parameters

NeuralSVD and NeuralEF were implemented using the publicly available code provided by the au-
thors of NeuralSVD (https://github.com/jongharyu/neural-svd). PMNN was implemented
using the code provided by the authors of PMNN (https://github.com/SummerLoveRain/
PMNN_IPMNN). No modifications were made to their original code for the experiments, except
for changes to the target operator to be solved. All experiments are fully reproducible. The detailed
baseline experimental parameter files and code are provided in the supplementary materials.

* NeuralSVD and NeuralEF: (Using the original paper settings)

Optimizer: RMSProp with a learning rate scheduler.
Learning rate: le-4, batch size: 128
Neural Network Architecture: layers = [128,128,128]
Laplacian regularization set to 0.01, with evaluation frequency every 10000 iterations.
Fourier feature mapping enabled with a size of 256.
Neural network structure: hidden layers of 128,128,128 using softplus as the activation
function.
* PMNN and STNet
— Optimizer: Adam
— Learning rate: le-4
— Neural Network Architecture: Assuming d is the dimension of the operator. Ford = 1
or 2, layers = [d, 20, 20, 20, 20, 1]. For d=5, layers = [d, 40, 40, 40, 40, 1]. For the else
cases, layers = [d, 40, 40, 40, 40, 1].
— For the 1-dimensional problem, the number of points is 20, 000, with 400, 000 iterations.
For the 2-dimensional problem, the number of points is 40,000 = 200 x 200, also
with 400, 000 iterations. For the 5-dimensional problem, the number of points is
59,049 = 93, with 500, 000 iterations.

C.3 Error Metrics

* Absolute Error:
We employ absolute error to estimate the bias of the output eigenvalues of the model:

Absolute Error = | X — \|.

Here A represents the eigenvalue predicted by the model, while A denotes the true eigenvalue.
* Relative Error:

We employ relative error to estimate the bias of the output eigenvalues of the model:
A=A

Relative Error =
RY

Here A represents the eigenvalue predicted by the model, while A denotes the true eigenvalue.

* Residual Error: ~
To further analyze the error in eigenpair (¥, ) predictions, we use the following metric:

Residual Error = ||£7 — Ad|[o.

Here, v represents the eigenfunction predicted by the model. When \ is the true eigenvalue
and v is the true eigenfunction, the Residual Error equals 0.

24


https://github.com/jongharyu/neural-svd
https://github.com/SummerLoveRain/PMNN_IPMNN
https://github.com/SummerLoveRain/PMNN_IPMNN

D Supplementary Experiments

D.1 Analysis of Hyperparameters
Model Depth:
Table 7: Consider the 2-dimensional Harmonic problem, with the fixed layer width of 20, and

compare the performance of STNet at different model layers. Other experimental details are the same
as Appendix|[C.2] The error metric is absolute error.

Eigenvalue Layer3 Layer4 Layer5 Layer6

A1 1.02e-5 1.42e-5 4.36e-6 1.06e-5
A2 3.04e-2  2.96e-1 8.63e-1 8.2le-1
A3 6.76e-2  4.17e-1  1.98e+0 1.17e+0
A4 1.00e-1  2.00e+1 8.94e+1 3.81e+l

Model Width:

Table 8: Consider the 2-dimensional Harmonic problem, with the fixed layer depth of 3, and compare
the performance of STNet at different model widths. Other experimental details are the same as
Appendix @ The error metric is absolute error.

Eigenvalue Width 10 Width20 Width 30  Width 40

A1 1.68e-6 1.42e-5 3.26e-5 1.57e-5

A2 3.82e-1 2.96e-1 1.50e+0 2.67e+0

A3 7.54e-1 4.17e-1 1.59¢+0 7.93e+1

A4 1.71e-1 2.00e+1 3.52e+2 1.50e+2
The Number of Points:

Table 9: Consider the 2-dimensional Harmonic problem and compare the performance of STNet at
different numbers of points. Other experimental details are the same as Appendix [C.2] The error
metric is absolute error.

Eigenvalue 20000 Points 30000 Points 40000 Points 50000 Points

A1 1.11e-5 4.40e-5 1.42e-5 4.94e-6
A2 1.25e+0 3.58e-1 2.96e-1 2.53e-1
A3 1.61e+0 1.70e-1 4.17e-1 3.73e-1

The influence of model depth, model width, and the number of points on STNet is illustrated in
Tables[7] [8] and [9] respectively. Experimental results indicate that STNet is relatively unaffected by
changes in model depth and model width. However, it is significantly influenced by the number of
points, with performance improving as more points are used.
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D.2 Computational Complexity and Runtimes

While neural network-based methods may exhibit a larger computational overhead than traditional
methods in low-dimensional problems, their strength lies in high-dimensional settings where they
offer a significant precision and computational cost advantages. To illustrate this, we provide a
runtime comparison for the 5D Harmonic problem in Table[I0]

Table 10: Runtime comparison for the 5D Harmonic problem. "STNet (partial)" refers to the time
taken to achieve an error of 1.00 x 1073,

Method Computation Time (s) Principal Eigenvalue Absolute Error
FDM (45° points) ~ 1.9e+4 3.8e-3
STNet (partial) ~ 1.3e+3 1.0e-3
STNet (converged) ~ 3.let+4 4.6e-5
NeuralEF (converged) ~ 1.2e+4 3.9¢e-1
NeuralSVD (converged) ~ 1.2e+4 2.8e-2

The results in Table [T0] highlight two key points:

1. STNet achieves a lower error more rapidly than other learning-based methods and converges to a
significantly more accurate solution than NeuralEF and NeuralSVD.

2. The total time to full convergence for STNet is longer. This is an inherent trade-off of the Filter
Transform, which iteratively refines the problem to unlock further optimization, thus requiring more
iterations to reach its high-precision potential.

D.3 Partial Convergence Process

we provide the convergence process for the Harmonic problem in Table[TT] The table shows the
absolute error for the first two eigenvalues (A1, A2) at different iteration counts across dimensions 1,
2,and 5.

Table 11: Absolute Error vs. Iterations for the Harmonic problem. Empty cells indicate that
convergence for that eigenvalue was already achieved in a prior stage.

Dim Eigenvalue Iter: 100 500 1000 40000 80000 130000 180000

d=1 A1 1.6e-2 3.5e-3 32e4 26e4 27e-5 1.2e-3
B A2 1.0e+4  2.4e+3 2.8e+3 8.0e+2 9.8e-1 8.8e-3

d=2 A1 6.9e-2 6.9e-3  59e-3 5.3e-6
B A2 6.3e01  59e+0 4.2e+0 5.le-2

d=5 A1 5.8e-2 6.6e-3 4.8e-4 7.8e-3 39e-3 6.2e-3 3.9e3
B A2 6.3e+3  4.le+2 1.5e+2 29e+0 5.5e+0 3.8e+0  1.3e-1

D.4 Impact of Discretization on Traditional Methods

A critical point of comparison is understanding the primary sources of error in different methodolo-
gies. For traditional methods like the Finite Difference Method (FDM), the dominant bottleneck in
high-dimensional problems is not the algebraic eigenvalue solver’s accuracy but the fundamental
discretization error introduced when mapping a continuous operator onto a discrete grid. While
advanced solver techniques such as deflation or filtering can improve the precision of the matrix eigen-
value solution, they cannot overcome the inherent error from the initial discretization. Reducing this
error necessitates a denser grid, which leads to an exponential increase in memory and computational
cost, a challenge known as the "curse of dimensionality."

To empirically validate this, we conducted a experiment for the SD Harmonic problem, comparing
STNet against FDM enhanced with Richardson extrapolation—a technique designed to improve
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accuracy. The results, presented in Table[T2] show that even when FDM is augmented with advanced
techniques, it cannot match the accuracy of STNet.

Table 12: Comparison with advanced FDM techniques for the 5D Harmonic problem.

Method Grid/Points Memory (GB) Ay Error Ay Error A3 Error A4 Error
FDM (Richardson Extrap.) 255 3.4e+0 8.6e-3 2.9e-2 2.9e-2 2.9e-2
FDM (with deflation & filtering; Richardson Extrap.) 255 3.4e+0 8.6e-3 2.9e-2 2.9e-2 2.9e-2
FDM (Central Difference) 45° 2.2e+1 3.8e-3 1.2e-2 1.2e-2 1.2e-2
FDM (with deflation & filtering; Central Difference) 45° 2.2e+1 3.8e-3 1.2e-2 1.2e-2 1.2e-2
STNet 95 1.1e+0 4.6e-5 1.6e-5 1.0e-5 2.3e-4

This experiment reinforces that neural network-based methods, which rely on mesh-free random
sampling, are inherently better suited for high-dimensional problems, as they effectively bypass the
discretization step that limits traditional grid-based approaches.

While traditional methods are often superior for low-dimensional problems, their practicality dimin-
ishes rapidly in high dimensions due to the "curse of dimensionality". To provide a more granular
analysis, Table[I3] details the convergence time versus accuracy for the 5D Harmonic problem. Our
traditional baseline uses ‘scipy.eigs’, which is based on the highly-optimized ARPACK library. The
data clearly shows that FDM’s accuracy is capped by the grid resolution, and STNet can achieve
higher precision. The total time for STNet is longer, but it reaches a level of accuracy that is infeasible
for FDM under reasonable memory constraints.

Table 13: Detailed convergence analysis for the SD Harmonic problem (A1). The table shows the
time required to reach specific absolute error thresholds. A dash (-) indicates that the method could

not reach the specified error due to limitations imposed by grid resolution.
Method Grid/Sample Pts  Memory (GB)  Final Abs. Error  Time to Error < le+0  Time to Error < le-1 ~ Time to Error < le-2  Time to Error < le-3  Total Time

15° (~ 8e+5) 9.le-2 3.2e-2 1.3s 4.0s Iletls - Lletls

FDM-eigs 25:‘ le+7) 1.2e+0 1.2e-2 2.5e+1s 3.2e+ls 8.le+ls - 1.1e+2s
© 35 (~ Se+7) 6.5e+0 6.3e-3 1.8e+2s 2.5e+2s 4.9e+2s 1.9e+3s 1.9e+3s

45° (~ 2e+8) 2.3e+l1 3.8¢e-3 9.4e+2s 3.1e+3s 6.7e+3s 1.9e+4s 1.9e+4s

5.0e+4 9.5e-1 3.4e-4 7.2s Lde+ls 1.7e+2s 1.3e+3s 1.0e+5s

STNet 9% (~ 6e+4) 1.1e+0 4.6e-5 9.6s 1.9e+1s 1.5e+2s 1.3e+3s 3.le+4s
7.0e+4 1.3e+0 6.5e-5 5.7s 1.le+ls 1.4e+2s 3.0e+2s 5.4e+ds

8.0e+4 1.5e+0 2.5e-5 8.9s L.6e+ls 1.6e+2s 9.8e+2s 2.9e+4s

This detailed analysis validates our conclusion that for large-scale, high-dimensional problems, STNet
holds a significant advantage in both achievable accuracy and memory efficiency. Its core strength lies
in its mesh-free random sampling strategy, which leverages the expressive power of neural networks
to approximate eigenfunctions directly, thereby circumventing the need to construct and store a
massive matrix.
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