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Abstract

We propose a novel randomized algorithm for constructing binary neural networks
with tunable accuracy. This approach is motivated by hyperdimensional computing
(HDC), which is a brain-inspired paradigm that leverages high-dimensional vector
representations, offering efficient hardware implementation and robustness to
model corruptions. Unlike traditional low-precision methods that use quantization,
we consider binary embeddings of data as points in the hypercube equipped with the
Hamming distance. We propose a novel family of floating-point neural networks,
G-Nets, which are general enough to mimic standard network layers. Each floating-
point G-Net has a randomized binary embedding, an embedded hyperdimensional
(EHD) G-Net, that retains the accuracy of its floating-point counterparts, with
theoretical guarantees, due to the concentration of measure. Empirically, our binary
models match convolutional neural network accuracies and outperform prior HDC
models by large margins, for example, we achieve almost 30% higher accuracy
on CIFAR-10 compared to prior HDC models. G-Nets are a theoretically justified
bridge between neural networks and randomized binary neural networks, opening a
new direction for constructing robust binary/quantized deep learning models. Our
implementation is available at https://github.com/GNet2025/GNet.

1 Introduction

We are motivated by hyperdimensional computing (HDC), a brain-inspired computational paradigm
that uses high-dimensional vectors as the basic elements of computation [33]. Applications of
HDC include classification and regression [7, 10, 17, 35, 39], reinforcement learning [4, 25], and
dimensionality reduction [14, 24]. Recent works have also explored online learning approaches
[10, 12] and advanced the theoretical understanding of HDC [26, 31, 37]. HDC methods can be
efficiently implemented on hardware, making these models attractive for edge and low-energy
computing [3, 5, 13, 16, 18, 19]. For readers less familiar with HDC, Section A of the Appendix
offers a detailed taxonomy and broader overview of HDC methods.

For predictive tasks, an HDC pipeline typically consists of two core components: a hyperdimensional
embedding module, which often carries some component of randomness, and an inference module
[32]. The embedding transforms input data into high-dimensional representations—often binary
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hypervectors—that retain key structural features while simplifying the data space. The inference
module, commonly a lightweight classifier, operates on these embeddings and often resembles a
support vector machine in decision making [20, 19]. These components are generally decoupled, and
due to limited representational capacity, lack of task-specific learning—especially in the embedding
stage—and the simplicity of the overall architecture, HDC models struggle to match the performance
of state-of-the-art predictors. Moreover, the high-dimensional and highly structured (e.g., binary)
nature of the embedding space hinders the training of more sophisticated models in that domain.

In this paper, we introduce a new class of (random) binary neural networks that operate in the
hyperdimensional Hamming space without requiring training within that space. Typical approaches to
training binary neural networks include using a straight-through estimator (STE) [6, 28], a continuous
piecewise-defined approximation [21], a thermometer encoder [38], or quantization [9, 11] (see
Section B of the Appendix for a more detailed overview of binary neural networks). In contrast, our
approach leverages the geometry of the hypercube and random matrix theory. We propose a class of
floating-point networks, G-Nets, that can be converted into randomized binary networks with accuracy
guarantees derived from the concentration of measure. Central to our method is the random binary
encoding ¢ : RP — {—1,1}¥, defined as ¢(x) = sign(Gx), where G € RV*? has i.i.d. standard
normal entries—a common HDC encoding scheme [27, 13]. For large N, Grothendieck’s identity
(see Lemma 3.1) ensures that 1 (¢(z), ¢(y)) ~ 2 arcsin((z,y)) when z,y € SP~!. Thus, inner
products in SP~! can be approximated by those in the Hamming space, up to a known nonlinearity.
By absorbing this nonlinearity into the activation functions, we construct a new class of multi-layer
neural networks that can be trained on source real-valued data and directly mapped along with the
data to the binary hyperdimensional space, maintaining a comparable predictive performance.

Empirically, our approach circumvents the need to train expressive models directly in the binary
domain, which is both high-dimensional (N > p) and structurally constrained—posing significant
challenges for fitting predictive models. Theoretically, the proposed framework for constructing
high-performing binary neural networks addresses key open questions in HDC research. First, we
address questions about how far HDC models can be pushed to achieve accuracies on par with
neural networks (asymptotically, the accuracies of the proposed hyperdimensional models converge
to that of a G-Net as N increases). Second, we provide non-asymptotic results on how large the
hyperdimension N needs to be for a desirably close performance to that of a G-Net. At a more abstract
level, the proposed framework can be interpreted as an inexpensive access to a meta-distribution over
binary neural networks tailored to a prediction task, where G-Net controls its mean accuracy and the
hyperdimension controls the level of concentration. Sampling from this distribution without training
may benefit applications such as privacy, robustness, and ensemble learning. Moreover, individual
binary networks drawn from this distribution can be further refined through fine-tuning techniques.

The remainder of the paper is organized as follows. Section 2 introduces the bundle embedding
problem, which concerns embedding both data and predictive models coherently, with minimal
loss in performance within the embedded space. Section 3 presents the core G-Net framework as a
solution to this problem and outlines architectural variations designed for varying levels of hardware
compatibility. In Section 4, we provide a detailed consistency analysis between the performance of a
G-Net and its hyperdimensional counterpart (EHD G-Net), including non-asymptotic, layer-wise, and
network-level results showing how the choice of hyperdimension governs the discrepancy between
the two. Section 5 demonstrates, under realistic conditions, how the encoding can be significantly
simplified by replacing Gaussian matrices with Rademacher matrices. Finally, Section 6 presents
numerical experiments that showcase the strong performance of the proposed method, followed by
discussion and concluding remarks. Proofs of all theoretical results, along with additional experiments
and implementation details, are provided in the Appendix.

Notations. Let S™~! and BY denote the unit sphere and unit Euclidean ball in R™, respectively. We
use lowercase letters for vectors and uppercase letters for matrices. For two binary vectors z,y €
{~1,1}", Dy (z, y) represents the normalized Hamming distance: Dy (z,y) = n~|{i : 2; # y:}|.
For two vectors x,y € S" %, Dg(z, y) represents the normalized geodesic distance between the two
vectors obtained by dividing the smaller angle between the two vectors by 7. A random vector/matrix
is called Gaussian (or Rademacher) if the elements are independently drawn from a standard normal
distribution (or a Rademacher distribution taking values 1 and —1 with equal probability 1/2). We
use script font for random quantities (e.g., g, ¢). We use teletype font for functions that operate
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Figure 1: A graphical demonstration of data embedding, and bundle embedding

on matrices/vectors in an element-wise fashion, e.g., sign(z) is a vector with sign(z;) as its i-th
element.

2 Bundle Embedding Problem

Quantization simplifies data representation and computation to better suit hardware constraints. Its
effectiveness is maximized when the geometric structure of the data is preserved, motivating the use
of (nearly) distance-preserving mappings, often referred to as (near) isometries.

Definition 2.1. Suppose that € > 0, and let X and Y be metric spaces equipped with distances D x
and Dy, respectively. A mapping A : X — Y is called an e-near-isometry if for all x1,x2 € X:
Dy (A(x1), A(2)) — Dx(x1,22)| <.

A prominent example of such mappings is the random binary embedding, where real-valued vectors
are converted to high-dimensional binary codes via a random linear projection followed by a quantiza-
tion operator (such as a sign function). Typically, such embeddings takes the form A(x) = sign(GQx),
where @ is a Gaussian matrix. It is well-understood that by increasing the height of ¢, the mapping
can be made arbitrarily close to an isometry, as stated below.

Proposition 2.1. For a Gaussian matrix G € RN*", consider the mapping A(x) = sign(Gx) from
X = S"~! (equipped with a geodesic distance Dg) to Y = {—1,1} (equipped with a normalized
Hamming distance Dy ). Fix e € (0, 1), then there exist absolute constants c¢1 and co such that if
N > cyn/e?, with probability exceeding 1 — exp(—caon), A is an e-near-isometry. That is

Yo,y €S"71: Dy (sign(Gr), sign(Gy)) — Delw,y)| <e. (1

Throughout this paper, we refer to X' as the primal space and Y as the embedded space. For
sufficiently large N, Proposition 2.1 guarantees, with high probability, an e-consistency between the
pairwise distances measured in the primal space X = S"~! and the embedded space ) = {—1,1}%.
To be able to use a similar metric on both spaces, for the same setting as Proposition 2.1, one may
consider the normalized mapping A(z) = N~'/?sign(Gx) which will map unit vectors in S"*~!
to unit vectors in SV 1. As detailed in the proof discussion of Proposition 2.1, in this case, the
consistency result (1) can be reformulated as

Yo,y e S": ‘Sin2 (gDG (N_l/Qsign(Qx) ,N~1/2sign (Qy))) - Dg(x,y)‘ <eg (2

where a geodesic metric is used on both spaces. Equation (2) reveals that no matter how small ¢ is,
s

there is an intrinsic sin2(§-) deformation of the geodesic distance when applying A to the source
data. To visually illustrate the effect of this embedding, Figure 1 shows the result of applying A to a
dense set of points on S?, using N = 100 and N = 1000. The binary codes produced in {—1, 1}
are then visualized in R? via their first three principal components to illustrate how the representation
improves as N increases. Although the spherical geometry is nearly intact for N = 1000, the
deformation is noticeable when comparing the color labels—the coloring pattern on the right deviates

from that of the original on the left.

In this paper, the bundle embedding problem broadly refers to the problem of coherently embedding
both data and a predictive model defined on it, such that the model remains functional in the embedded
space without requiring retraining. As a motivating example, suppose that a model py(y | z) is trained
on the source data X illustrated in Figure 1. After binary embedding, such a model is unusable due



to two main issues: first, the data format has changed from continuous to binary, and, second, there
is a nonlinear distortion introduced by the embedding, which standard predictors are not equipped
to correct easily. On the other hand, training a high-accuracy classifier in the embedded space that
operates in binary mode is itself difficult, owing to both the discreteness of the problem and the
often-large dimension V. In this case our goal is to construct predictive models that can be embedded
along with the data to operate in binary mode while maintaining accuracy.

To this end, we introduce a flexible class of neural networks, whose performance remains close
after the data are quantized via a random sign embedding, ensuring consistent accuracies in both
the primal and embedded domains. Rewiring these models to their binary neural network counter-
parts is as simple as going through a random sign embedding of the primal model weights. In a
hyperdimensional-computing pipeline, this approach supplies high-accuracy predictors that operate
directly on the binary-represented data, obviating any training in the embedded domain.

3 G-Net Main Idea

At a high level, many standard feed-forward neural networks can be viewed as a cascade of L layers
given by y; = o¢(Wyye—1), where Wy are learnable weight matrices, y, is the output of the /-th layer,
and oy is a nonlinear, typically element-wise, activation function. In this section, we discuss the bundle
embedding of a class of neural networks originally operating on real-valued data, demonstrating
how they can be systematically transformed to operate on binary data while maintaining accuracy
controllably close to the original real-valued model. The construction is grounded in Grothendieck’s
identity (cf. [34, page 63]); hence, we refer to the proposed architectures as G-Nets.

Lemma 3.1 (Grothendieck’s Identity). Let g be a standard Gaussian vector in RP. Then, for fixed
vectors u,v € RP: E [sign(g "u) sign(g "v)] = 2 arcsin (m) .

If ¢ € RNV*P is a standard Gaussian matrix with rows g;", then by the law of large numbers

1 2
SP=t: — (sign(G § : Tv) ~ = arcsi :
u,v € I (sign(Qu), sign(Qv)) sign(g, u)sign(g; v) - arcsin((u, v))

This observation offers a new perspective on Grothendleck’s Identity: through the random sign
embedding, inner products in SP~! are approximately mapped to inner products in {—1,1}*V up to
some scaling and sine distortion. More generally, when W € R™*P has normalized rows (that is,
w] €SP~ i€ {1,...,n}), and y € SP7!, then }sign (WG ") sign(Cy) ~ 2arcsin(Wy),
where sign and arcsin functions act element wise. Applying a suitable activation 7 (later to be
specified) can preserve this approximation, and for a general input y € R? deliver a neural network
layer of the form

o <W||;||> ~T (sign (WQT) sign (Q’y)) ) )

where 0 = 7 o £*arcsin. Observe that the left-hand side of (3) operates on inner products of
real-valued vectors, while the main right-hand side operation is inner products between their binary
embeddings. The activations differ between the two sides, since o further carries the nonlinear
distortion introduced by Grothendieck’s identity. If the discrepancy between the two sides of (3) is
controllably small (specifically, by picking a large V), then cascading multiple layers—embedded
via independent Gaussian matrices Gy—forms a neural network operating in the embedded regime,
with performance that closely matches its primal counterpart. The above construction and conversion
can be extended to L layers as follows.

2N

Definition 3.1 (G-Net). Let ng,...,nr be a sequence of positive integers, and T be an activation
function. Suppose that Wy is an ny X ny_1 matrix whose rows are {o-normalized for { =1, ... L,
and let an input vector yo = x € R™ be given. We define the output yr, of an L-layer G-Net

iteratively by y; = o (Wg m) foré=1,... L, whereoc =To %arcsin.

Definition 3.2 (EHD G-Net: Embedded Hyperdimensional G-Net). Suppose a trained G-Net is given
as in Definition 3.1. Fix a sequence of hyperdimensions N, ..., Ny, and let Gy be independent
Gaussian matrices of size Ny X nyg_1. We define the output ij, of the L-layer Hyperdimensional
embedding of the given G-Net iteratively by j, = 7(sign(W,G) ) sign(Ggje—1)), for ¢ = 1,..., L.

We propose three element-wise choices for 7. The simplest choice is the identity map, 7(x) = Id(x),
primarily used for analysis purposes, which corresponds to the arc-sine activation unit o(x) =
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Figure 2: (a) A G-Net layer (top), and its corresponding EHD G-Net layer (bottom); the input to each
block is denoted by x and the output is represented by y; (b) A G-Net and corresponding EHD G-Net
constructed by cascading the proposed layer blocks

ASU(z) £ 2arcsin(z) in the G-Net architecture. Additionally, we use 7(z) = ReLU(z), and
7(x) = sign(x), which lead respectively to the following G-Net activations o

2 arcsin(z), x>0, N 2%
and TASU.(z) £ tanh ( arcsin(m)) .

0, z <0, ™

RASU(7) = {

In the last activation, we employed a smooth approximation of the sign function, specifically
7(2) = tanh(kz) for sufficiently large &, to ensure that the associated G-Net activation remains
smooth. The top panel of Figure 2(a) presents the architecture of a G-Net layer, and the bottom
panel depicts the corresponding EHD G-Net layer. An L-layer G-Net and correspondingly a similar-
depth EHD G-Net can be constructed through the composition of the proposed layers. Note that
in Definition 3.2 and Figure 2, we omitted the normalization factors 1/N,. In intermediate layers,
this factor can be absorbed by the subsequent sign operation. For the final layer, neglecting this
normalization merely affects the output’s scale, which is typically inconsequential.

The core bundle embedding process involves first training a G-Net on the original real-valued data to
learn the weights W;, and subsequently converting it into an EHD G-Net by selecting sufficiently
tall Gaussian matrices Gy. The resulting EHD G-Net is a sequential neural network featuring binary
weights sign(W,CG, ) and appropriately adjusted activations, which are acquired without training
on the embedded binary data. Once the EHD G-Net is constructed, the first sign embedding block
of the first layer (i.e., sign(Qz)) can be interpreted as the random sign embedding of the source
data, and the rest of the pipeline (shown as the dashed box in the bottom panel of Figure 2(b)) can
be viewed as an embedding of the primal inference module. Since HDC models typically employ a
simple inference stage (see Section A of the Appendix), the framework can equivalently be viewed as
an HDC pipeline with multi-stage embedding: the first L — 1 layers constitute the embedding stack,
and the final classification layer serves as the inference block. Under either interpretation, unlike
many current HDC frameworks, the designs of our embedding and inference modules are tightly
coupled by construction.

The primary distinctions between a G-Net layer (top panel of Figure 2(a)) and a standard feed-
forward network layer are the ¢5-normalization applied at the input, and the enforced row-wise
normalization on the learnable weight matrices W. While these constraints may initially seem to
limit the flexibility and expressiveness of G-Nets, they have been shown to accelerate training and
enhance the generalization accuracy [30, 22, 36], making them advantageous design choices rather
than limitations. Furthermore, the choice of activation function—being the sole distinction between
RASU and TASU G-Nets—directly influences the operating mode of the resulting EHD G-Nets. In
RASU networks, each layer output (i.e., the right-hand side of (3)) is a non-negative integer vector,
whereas in TASU layers, the output is binary, allowing their EHD G-Nets to operate entirely in binary
mode.

The rest of the paper delves more deeply into a theoretical understanding of the proposed framework.
We first examine how the hyperdimension N controls the approximation error between a G-Net



layer and its EHD counterpart, and how these errors accumulate when multiple layers are cascaded.
Although Grothendieck’s identity is naturally linked to Gaussian distributions, Section 5 shows that
much simpler Rademacher embeddings offer comparable guarantees.

From a practical standpoint, the framework extends well beyond fully connected layers: convolution,
batch-normalization, pooling, and similar modules can all be incorporated into a G-Net and subse-
quently embedded into a hyperdimensional model. In addition to addressing such details in Section
N of the Appendix, we will also discuss details such as handling the bias term for all such layers, and
the activation chosen for the last layer, which determines whether the resulting network behaves as a
classifier or a regressor.

4 Consistency of G-Net and EHD G-Net

This section presents a non-asymptotic analysis of the consistency between a G-Net layer and its
hyperdimensional embedding, providing high-probability bounds on the required value of N to
achieve a target discrepancy between the primal and embedded layers. First, we analyze the RASU
layer, which yields bounds analogous to those of an ASU layer.

Theorem 4.1. Consider a RASU (or ASU) layer with input x € SP~' and a weight matrix
W e R™ P whose rows are ly-normalized. Let the layer output be given by y = RASU(Wx)
(or y = ASU(W=z)). Define the embedded output as jj = ReLU(sign(WGT) sign(Gx)) (or
y=1Id (sign(WgT) sign(g’x))), where G € RN*? s a standard Gaussian matrix. Then, for any
¢ > 0, with probability at least 1 — exp(—c): H%gj — yH2 < \/2]\/'*1(0 + log 2n)n.

Corollary 4.1. To ensure that the discrepancy between a RASU/ASU layer output and its hyperdi-
mensional embedding satisfies || %g - y|| o S & itis possible to choose the embedding dimension N
such that

N=0O (Efznlog n) . “4)

A few remarks are in order. First, the log n term in (4) arises from reusing the same embedding matrix
@ across all rows of W, which induces dependencies among components of the discrepancy vector.
In the discussion following the proof of Theorem 4.1 in the Appendix, we argue that if independence
were enforced—e.g., by using a distinct embedding matrix ¢; for each row w; and computing
Ji = ReLU (sign(w, G, )sign(Q;z))—this would remove the logn factor but at a considerable
cost in both computation and memory. Second, in our discrepancy analysis, we compare y to the
scaled output ﬁgj purely for normalization purposes, since g is integer-valued by construction. As
stated before, this scaling does not affect downstream computations, as y is passed through another
sign-based embedding layer in subsequent processing, rendering the 1/ scaling irrelevant in practice.
Next, we analyze a TASU layer, where in addition to the standard discrepancy, one also needs to
account for the error introduced by approximating the sign(-) function with tanh(x-).

Theorem 4.2. Consider a TASU layer with output y = TASU,, (W x), where x € SP~ and W € R"*P
has normalized rows w; (||wi||2 = 1 fori = 1,...,n). Define the embedded layer output as
g = sign(sign(WGT) sign(Gx)), where G € RN*P is a standard Gaussian matrix. Assume

’U%Tl’|2€mm>0, Z:L,n (5)

L 4\/77

26min €

N > 8(c+log2n)nk?/e? guarantees that with probability exceeding 1 — 3 exp(—c): ||y — 7|2 < .

Pick a target discrepancy € < \/n and set k > log . Then, for any scalar c > 0, selecting

We emphasize that assumption (5) is essential for the analysis, to handle the discontinuity of the sign
function. Specifically, when w,' # = 0 for some row i, the TASU output yields y; = 0, whereas
the corresponding embedded output y; takes a binary £1 value as the output of a sign function.
Practically, a common approach to handle such zero inputs to a sign quantizer is to assign +1
randomly with equal probabilities. In our framework, this behavior emerges naturally from the
symmetry of the Gaussian matrix . Substituting the required ~ into the hyperdimension bound, we
find that achieving an e-discrepancy necessitates a hyperdimension of N = O(nlog®n/(2(2,.)),
which is larger compared to that required for a RASU layer. The increased scale of log® n SO
reflects the cost of constructing an embedded layer that, unlike the integer-valued outputs of RASU
layers, produces binary codes at the layer’s output.

6



4.1 Network Consistency

The preceding layer-wise result motivates us to analyze the overall discrepancy of the EHD G-Net
as a cascade of multiple layers. For conventional feed-forward architectures, tracking the error
accumulation across the network layers is straightforward (e.g., see [1, 2]). In G-Net, however, the
normalization operation complicates this tracking, requiring a more careful analysis. To streamline
the discussions, while still covering the key technical steps, we focus on the base ASU G-Net case.
Specifically, we consider a cascade of L sequential layers, where

ye = ASU (W Hj; 11”2> ge=1d (Sign (ngl:r) sign (g@gg_l)) , {=1,...,L. (6)

Here W, € R™*"¢-1 are the G-Net weights with normalized rows, and ¢, € RN¢X"e-1 are
independent Gaussian matrices used for the embedding of each layer. Since G-Net layers operate on

normalized inputs, we define §, = ”771/;H2 Hy H to quantify the accumulated discrepancy up to the
{-th layer. Clearly, since both networks are fed with identical inputs, 6y = 0.

While normalizing the layer inputs is a common practice to improve the training and generalization
of neural networks [30], to avoid edge cases, the cascade analysis demands some assumptions about
the degree of nonlinear distortion each layer introduces, as will be detailed below.

Definition 4.1. A given matrix W &€ R"*P with normalized rows is called consistent with near
isometry of ASUin set D C BL, if forall z,y € D:

_ 2
lz = yll3 — & < B~ [ 4SU(Wa) — 4sU(Wy)|l; < |z = yll3 + <, ()
where B > 0 and € € [0, 1) are constants independent of x and y (possibly dependent on n and p).

When the layers of an ASU G-Net maintain the property in (7), we can show that the network
discrepancy scales linearly with the number of layers:

Theorem 4.3. Consider the cascade of L G-Net layers and the corresponding hyperdimensional
embedding as (6). Assume that each layer £ of the network is consistent with near isometry of ASUin
Sne-1=1 with parameters 3 and <y, as stated in (7). Then with probability exceeding 1 — L exp(—c):

(c+logny) TLg
|6 <
lox]l2 cZ( NeBe (1 —€y) 1+E£

and c' is an absolute constant.

where 61, = Hfl’iL — -,

grllz llycllz
A natural question is: what conditions on the set D or on the matrix IV are sufficient to ensure that
(7) holds? One simple scenario occurs when D has a sufficiently small radius, so that (7) follows
directly from the continuity of ASU (the case with more restricted datasets). Beyond this rather
trivial case, broadly speaking, one can show that when W is picked to be a tall generic matrix with
normalized rows, (7) is likely to hold within the entire unit ball BY. To state this rigorously, let’s
consider 1/ € R™*P of the form

91/l
w=1 = |, @®)

gn/llgnll
where g; ~ N (0, I,,) are independent standard normal vectors.
Theorem 4.4. Consider W € R™*P, following the construction format in (8), where n = p > 27.
Let g; ~ N (0, I,) be independent standard normal vectors. Then, for all x,y € BY, with probability
exceeding 1 — cexp(—c'p): ||z = ylly — e, , < B [4SU(Wa) — ASU(WyY)|* < ||z — yl; + <
where

—1 = 77(21) gl =q \/I) 5“ =c \/Z) + n+p2
Pt T e T\ (e )

and c,c , ¢; and ¢, are absolute numerical constants.

n,p’

Observe that by choosing n to be a sufficiently large multiple of p, €;, , and £, , in Theorem 4.4 can
be made desirably small. The proof of the theorem precludes the use of concentratlon results for



Lipschitz functions, due to the infinitely steep slope of the arcsin function around £1. A technical
contribution and key part of the proof is bounding a fourth-order induced norm of ¥/ (which does not
offer independence along the columns). Clearly, W, are determined by the G-Net training algorithm,
however, by covering a large class of matrices, Theorem 4.4 showcases that when the trained weight
matrices are tall and “spread-out”, there is a good chance that (7) holds. It is also noteworthy that
wide neural networks experience only minor changes in their weight distributions during training [15]
(see Section M of Appendix for more details). This provides an opportunity to control the weight
distribution of the trained models. Empirically, in all the experiments performed in this paper, we
randomly initialized the G-Net weights according to (8), and never observed an instance of poor
consistency between a G-Net and its corresponding hyperdimensional embedding.

S Rademacher Embedding

One promising approach to enhance the efficiency of the proposed framework for hardware implemen-
tation is to utilize random vectors that are simpler to generate and apply than Gaussian vectors. In this
section, we demonstrate that even the most basic choice—a Rademacher vector—can be employed as
the embedding matrix, provided that the G-Net weights are sufficiently “spread out”—a condition
that often holds in practice. The following result extends Grothendieck’s lemma to Rademacher
vectors.

Theorem 5.1 (Approximate Grothendieck identity). Suppose that w,v € SP~1 are unit vectors. Let «
be a Rademacher random vector in RP. Then,
( v — (u,v)u )
S Cg Uy T )
[l — (u, v)ullz

where ¢ = 264 is an absolute constant, and for w and w' in SP~1, g(w,w') = Y (w? + w

Ve = O(p~/3),

‘IE [sign (zTu) sign (ZTU)] - % arcsin(u ' v)

2
e
Corollary 5.1. Consider unit vectors u,v € SP~1 such that ||ul|o = O(p~'/?),
and there exists some constant ¢ > 0 such that |(u,v)| <1 — c. Then

—o(p ).

Informally speaking, Corollary 5.1 says that Grothendieck’s identity approximately holds for
Rademacher vectors when the inner product factors are dispersed. The layer consistency results of
Section 4 can be readily extended to this substantially simpler encoding scheme.

‘E [sign (r Tu) sign (v 'v)] — % arcsin(u ' v)

Proposition 5.1. Consider a similar RASU (or ASU) layer as Theorem 4.1, where for fixed constants
C,0 >0, ||2]lee < CPp V2 ||Jwilloo < Cp~/2, and |w] x| < 1—-6foralli € {1,...,n}. Define the
embedded output as ij = ReLU(sign(WRT) sign(Rz)) (or §j = Id (sign(WRT) sign(Rz))),
where R € RN*P is a Rademacher matrix. Then, with high probability: H%g] —yll2 <

O(/N-1Inlogn + +/n/p).

Proposition 5.2. Consider a similar TASU layer as Theorem 4.2, where additionally for fixed
constants C,6 > 0, ||z]|o0 < C’p’l/z), Willoo < Cp~ 2 and 0 < lpin < \w;'—x\ < 1-—94 for
all i € {1,...,n}. Define the embedded layer output as §j = sign(sign(WR") sign(Rx)),
where R € RN*P is a Rademacher matrix. Assume Cp_1/2 < Lyin/m. Fix e < /n and set
Kk > 77— log @. Then, picking N = O(nk?logn/e?) guarantees that ||y — |2 = O(e +k+/n/p)

— Lmin

with high probability.

In both cases, we observe an additional \/n/p discrepancy term which, unlike the Gaussian case,
does not vanish by increasing N. However, taking into account the fact that ||y||2 scales with \/n,
the above results can be interpreted as the relative discrepancy diminishing with increasing N and p.
While Gaussian embedding offers the best theoretical results, our numerical experiments show that
Rademacher embedding achieves a comparably close performance.

6 Numerical Experiments and Concluding Discussion

Among various applications of the proposed framework, a key contribution lies in enhancing the
accuracy of predictive HDC models. Practical implementation details of G-Nets beyond standard



fully connected layers—such as convolutional, pooling, classification, etc—are provided in Section
N of the Appendix. Also, a detailed and extended version of the numerical experiments presented in
this section, along with additional accuracy and robustness analysis across other datasets, is included
in Section O. Here, we selectively present classification results on MNIST, CIFAR-10, and human
activity recognition (HAR-WSS [29]).

The experiments involve fitting a G-Net to the original training data, followed by evaluation in
the binary hyperspace by applying the corresponding EHD G-Net to the random sign embedding
of test data. Owing to the G-Net’s normalization property, all experiments required at most three
convolutional and two fully connected layers, enabling fast and efficient training in the primal space,
while still achieving strong baseline accuracies for the G-Net. Panels (a-c) of Figure 3 report the
average test accuracies of EHD G-Net and other HDC methods. The reported hyperdimension N
represents the average N, across G-Net layers and the dimension used in other methods. For each [V,
the conversion of the reference G-Net to an EHD G-Net was repeated multiple times with different
random matrices; the same number of repetitions was applied to other HDC techniques. The plots
show the resulting mean accuracies along with £1 standard deviation.
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Figure 3: (a—c) Comparison of Rademacher RASU G-Net with other HDC methods (classic HDC
[8], HoloGN [23], Laplace HDC [26], OnlineHD [10] and RFF-HDC[37]) on MNIST, CIFAR-10,
and WSS (left to right); (d,e) performance of different G-Nets on MNIST (left) and WSS (right)

The G-Net architecture used in panels (a—c) is a RASU network. Although Gaussian embedding
yields slightly better results, we report EHD G-Net accuracies with Rademacher embedding due to its
hardware efficiency. One observes that without training a large binary model—and by training only a
compact network in the primal space followed by inexpensive binary encoding—we achieve classifiers
that outperform state-of-the-art HDC models by a significant margin. For example, HDC accuracies
exceed 99% on MNIST and 81% on CIFAR-10, rivaling real-valued convolutional neural networks.
Accuracy can be even further improved by employing larger G-Nets and higher hyperdimensions, as
EHD G-Net performance asymptotically approaches that of the original G-Net with increasing NV, as
evidenced in the plots. Panels (d,e) present G-Net and EHD G-Net accuracies for both RASU and
TASU networks, as well as for Gaussian and Rademacher embeddings. While RASU networks tend
to yield higher accuracies, TASU remains competitive—for instance, achieving 98.4% on MNIST.
As theory suggests, TASU-based EHD G-Nets converge more slowly to their G-Net baselines. These
plots also reinforce the earlier statement regarding the close performance of Gaussian and Rademacher
embeddings. Additional experiments and discussion are provided in Section O of the Appendix.



Relevance to Other Binary Neural Network Designs The proposed framework is rooted in
hyperdimensional computing: it constructs binary, high-dimensional models without heavy training
pipelines. Leveraging random matrix theory, we derive sample-complexity and concentration guar-
antees for the resulting embeddings. This contrasts with conventional BNN training, which poses
a challenging discrete optimization problem and is therefore commonly addressed with heuristics
that offer limited theoretical guarantees. G-Net sidesteps this difficulty by learning a continuous,
low-dimensional generator whose sign embedding yields the binary model. Furthermore, thanks to
the randomized nature of the process, a single trained G-Net can instantiate combinatorially many
EHD G-Nets, providing architectural diversity that can be exploited for privacy and security on edge
devices. In the extended experiments (Appendix, Section O), we also observe that BNNs initialized
via an EHD G-Net attain peak accuracy within a few epochs, whereas BNNs trained from scratch
typically require substantially many more epochs.

Computational Cost of EHD G-Net versus a Floating Point G-Net At the hardware level,
any floating-point network can be viewed as a “binary” system by interpreting each weight as a
bit sequence manipulated by floating-point operators. Unlike the EHD G-Net, however, these bit
sequences contain significance structure, and the induced operations are substantially more complex.
In Appendix Section P, we provide a mathematical comparison of computational cost, both time and
memory, between EHD G-Net and its floating-point G-Net counterpart. We show that the binary
encoding not only reduces computational complexity via a simpler representation, but also confers
markedly higher robustness. More specifically, EHD G-Nets are significantly more resilient to bit
flips than the corresponding floating-point models where weights are viewed as bit sequences.

In conclusion, this paper introduces a new class of randomized binary neural networks formed
by inexpensive sampling from a meta-distribution with controllable mean and variance. As a
primary application, the proposed framework demonstrates that hyperdimensional computing can
serve as a practical and competitive computational paradigm, achieving performance comparable to
conventional deep learning methods, if multi-layer encoding or inference pipelines are considered.
Additionally, the paper advances the theoretical foundations of HDC by establishing connections
between hyperdimension size and model performance. Moreover, this paper opens several promising
directions for future research. One avenue involves fine-tuning and compressing the theoretically
grounded models introduced here, including the possibility of directly training EHD G-Nets through
easy optimization techniques. Another direction is expanding the theoretical understanding of the
Rademacher-based embeddings of the hypersphere to the hypercube we introduced. Additionally,
exploring the robustness of the proposed randomized binary neural networks—especially under
adversarial conditions—remains a compelling avenue.

In terms of limitations, the proposed framework is primarily motivated by HDC applications where
high-dimensional models are typical. Accordingly, EHD G-Nets—derived without training in the
binary space—are also high-dimensional, which could be seen as a limitation in certain use cases.
Moreover, the network analysis in Section 4.1 focuses on the base ASU activations to streamline
the theoretical development. While the cascade analysis of TASU and RASU layers involves many
similar steps, a comprehensive treatment requires additional analysis, which is deferred to a more
extended presentation.
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A An Overview of Hyperdimensional Computing

Hyperdimensional computing (HDC) is a machine learning paradigm inspired by the structure and
operation of the brain. In HDC systems, data are represented by high-dimensional vectors, called
hypervectors, typically on the order of hundreds or thousands of dimensions. Vector entries may be
taken from any number of sets; various models have used real-valued entries [62], complex entries
[63], and binary entries [26], [48]. In the latter of these cases, hyperdimensional computing schemes
benefit from greatly simplified arithmetic, in contrast to traditional neural networks with float-valued
arithmetic. HDC computations are also highly parallelizable and tolerant to stochastic computation
environments [37], [69, 60].

An HDC scheme is principally comprised of two stages: embedding and inference. Consequently,
the differences in HDC schemes primarily stem from the differences in their respective embedding
and inference methods. In the embedding stage, input data x in some input space X" is embedded
into a high-dimensional vector space (hyperspace) ) as a hypervector through an embedding map
¢: X — Y. Regardless of the embedding method, the mapping to ) should ensure that similar input
data are represented by similar hypervectors.

For classification tasks with k output labels, the inference stage involves constructing a set of class
representatives 1. € ) for each class ¢ € {1,..., k}. Predicting the class of an input = then reduces
to comparing its embedding y with all class representatives and selecting the label corresponding to
the representation most similar to y. It is worth noting that our proposed framework can be interpreted
within the HDC framework, where in the EHD G-Net architecture of Figure 2(b), the first L — 1
layers function as a multi-stage embedding pipeline, and the final classification layer operates as the
inference module.

A.1 Hypervector Arithmetic

In classic HDC, with information embedded as hypervectors, one may use operations on these
hypervectors to form composite hypervectors, and measure similarity of hypervectors with a similarity
metric. The vector arithmetic operations often used are superposition, binding, and permutation as
detailed below.

Superposition. The superposition operation +: ) x J — ) combines hypervectors in a way that
the similarity of the original operands is preserved [33]. In most cases, the superposition operation is
taken as typical element-wise vector addition, motivating the choice of notation.

Binding. The binding operation o: ) x ) — ) associates two hypervectors into a new hypervector,
which is dissimilar from both its operands. This operation is often used to combine component
hypervectors into composite hypervectors, retaining some information of each its factors. In the
special case of binary-valued hypervectors when binding is taken to be elementwise multiplication,
the resulting vector arithmetic is particularly amenable to hardware-level implementation [26].

Permutation. The permutation operation, as the name suggests, permutes the entries of a hypervector.
Denoting by II a permutation matrix, the product I1y permutes the entries of y according to 1I.

Similarity. A similarity measure is a function §: ) x ) — R. The measure is typically used to
determine to which class a hypervector belongs, e.g. by selecting

A linear classifier is obtained by selecting §(y, ') = y'y’. Naturally, the choice of embedding
method and similarity measure should be amenable in the sense that, (¢ (z), #(z’)) correlates with
the similarity of « and 2’ in X'.

class(y) = arg max.¢ gy

.

A.2 Encoding Methods

We now briefly review several representative encoding techniques, nearly all of which incorporate
some form of randomness.

Record-Based Encoding. This encoding framework applies when the feature values are discrete
or can be closely approximated by discrete levels. This encoding method employs two types of
hypervectors, representing the feature positions and their level values, respectively. The encoding
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involves the binding and bundling of random hypervectors associated with the feature positions and
level values [51]. In this framework, the position hypervectors are independent and uncorrelated,
while the level hypervectors are correlated for neighboring levels. This way correlated vectors in X’
remain correlated in ).

N-Gram-Based Encoding. This method also applies to feature vectors with discrete levels. First
level hypervectors are randomly generated. Then the encoding happens by binding level hypervectors
that are rotationally permuted according to their feature position [8].

Fractional Power Encoding. This method enables the representation of continuous numerical
values using complex-valued hypervectors. It begins by sampling a random basis hypervector with
complex values (each component corresponds to a random phasor). A value x is encoded by applying
fractional self-binding of the basis hypervector z number of times. The similarity kernel of the
resulting encoding depends on the distribution generating the basis hypervector [54, 47].

Random Projection Encoding. This is also a general encoding scheme which incorporates random
projections as the core operation [27]. For hyperspace ) of dimension N and input space X C R?
this encoding is performed by ¢(x) = o(Gz), where ¢ € RY*P has i.i.d. standard normal entries,
and o is a quantization operation such as a sign function. A bias b € ) may optionally be added to
the argument of o, as in the method described in [66].

Random Fourier Feature Encoding This method proposed in [37] begins by prescribing a desired
symmetric similarity matrix M € R"*! among [ level hypervectors. Then, binary hypervectors are
generated by computing the singular value decomposition (SVD) of sin(%5 M) to obtain left singular
values U and diagonal matrix S, which is identical to the typical S with its negative entries set to 0,
and X € R™*P has i.i.d. standard normal entries. The Laplace-HDC model by Pourmand ez al. [26]
extends this work and shows that choosing M to be a Laplacian kernel is particularly amenable to
this framework.

A.3 Inference Methods

In this section, we will briefly describe several HDC schemes present in recent literature. We will
discuss both broad classes of architectures, as well as some selected realizations of these architectures.
We emphasize the following techniques are not mutually exclusive within any particular HDC model.
As the array of methods present in HDC models is quite large, we will discuss a relatively small
number of selected methods. For a more complete survey of HDC methods, see [33].

Centroid Classifiers. Centroid classifiers are the simplest type of HDC classifiers [53]. In these
methods, a hypervector is generated for each class by adding the hypervectors of the training data
that belong to that class.

Adaptive Training. Adaptive learning techniques are able to adapt to changing data, and are suitable
for real-time predictions. Essentially, they operate by updating class representatives only when the
classifier would incorrectly predict the class of a training datum. The update to the class representative
may be done directly proportional to the misclassified hypervector, as in the AdaptHD model [12],
or by scaling the misclassified vector by some expression relating to similarity of the misclassified
vector with its predicted class, as in OnlineHD [10].

Regenerative Training. Regenerative training techniques attempt to improve the selection of class
representatives by passing through the data several times. In each pass, a prescribed number of entries
of the class representatives carrying the least information (determined by entries with the smallest
variance, tracked over the updates) are dropped and re-selected. Notable examples of HDC schemes
utilizing this technique are NeuralHD [39] and DistHD [35].

Dimensionality Reduction. A number of HDC models reduce the dimensionality of the hyperspace,
thereby increasing the time and memory efficiency of computation. With fewer dimensions in
which to embed data, HDC models utilizing dimensionality reduction techniques often incorporate
adaptive and regenerative techniques. The SparseHD [14] first trains a standard dense centroid
classifier, and compares its performance against a sparsified copy of the classifier, with retraining
in the case the sparsification reduces the model accuracy by too large a margin. CompHD [24]
partitions hypervectors into s equally-sized components, then binding each component with another
hypervector based on its position, and superimposing each component to yield a compressed model.
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Optimization-Based Methods. Many HDC models involve tunable parameters, and a broad class
of these methods optimize performance by jointly tuning them. In this sense, a subset of HDC
approaches can be regarded as optimization-based. As an example, LeHDC [7] learns a classifier as a
neural network, and binarizes its classification matrix to produce a small binary classifier.

We emphasize that these models all share the common two-step classification pipeline of embedding
and inference. While classification is a prototypical task for HDC, many HDC models perform other
machine learning tasks, such as data regression [50], reinforcement learning [4], [25] and multi-task
learning [44, 43].

B An Overview of Binary Neural Networks

Binary neural networks (BNNs) are a class of neural networks which use binary-valued weights
during operation. There is a rich existing literature on BNN architecture, for which we provide here a
non-exhaustive review. Extant methods for developing binary neural networks can be broadly divided
into several types. In no particular order, first are those that convert an existing pre-trained neural
net operating with weights of a non-binary datatype, often float into an equivalent one operating
with binary-valued weights. Second are those which train a binary-weighted network from scratch
without the need for float-valued weights during any step of training or deployment. Additionally,
there are several schemes which hybridize these types, using some combination of float- and binary-
valued weights during training. For a more extensive review of BNN methods and architectures, see
[71, 68, 73].

A notable subclass of BNN methods is the related XNOR/XOR-Nets, a class of methods which
approximate the convolution operations in a network with binary-valued weights, in the former by
using a combination of XNOR and bitcount, and in the latter with XOR in place of XNOR [28], [74].
In either variety, these networks train a float-valued network and update an approximate binary-valued
network which is updated in parallel in every training pass [28], [57, 74], in contrast with our method
of binarizing a G-Net into an EHD G-Net, which occurs as distinct steps in our pipeline. The
Bi-Real Net framework proposed by Liu et al. [21], connects the float-valued activations to those of
consecutive blocks to increase the representational capacity of the network [56, 59]. In this sense,
layers in a Bi-Real net have a degree of cross-communication which is not present in our model.
Another approach at network binarization is the Accurate-Binary-Convolution Network (ABC-Net)
which converts a pre-trained CNN into a BNN by determining a basis of binary filters which, together
with the appropriate weights, yield approximations of the original layer [58]. In contrast, our EHD
G-Nets need only a single binary weight tensor in each layer.

C Proof of Proposition 2.1

Proposition 2.1. For a standard Gaussian matrix G € RN*", consider the mapping A(z) =
sign(Gx) from X = S"1 (equipped with a geodesic distance Dg) to Y = {—1,1}V
(equipped with a normalized Hamming distance Dy ). Fix ¢ € (0, 1), then there exist
constants c1 and co such that if N > c1n/e?, with probability exceeding 1 — exp(—can), A
is an e-near-isometry. That is

Vz,y e SPL: |Dy; (sign(Qx), sign(Qy)) — Da(z,y)| < e.

Proof. The proof is a direct application of the following result from [61] which provides an optimal
dependency on the dimensions and €:
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Lemma C.1 (Theorem 2.2 in [61]). Suppose G € RN %™ has independent N'(0, 1) entries.
For a given a set K C sp=1 define the Gaussian width as

w(K) =Eguno,n [SEE ng] ;

and denote cone(K) = {av: a > 0,v € K}. If cone(K) is a subspace, then for a fixed
W2 (K) s e
, with probability

e € (0,1), there exist constants c¢1 and co such that when N > ¢; =~

exceeding 1 — exp (—6262N).'

Yo,y €S"H: Dy (sign(Ga), sign(Gy)) — Dalz,y)| <. ©)

Here angle(x,y) denotes the smaller angle between x and y.

Based on Lemma C.1, to use the result we only need to compute the Gaussian width of the unit
sphere:

V2T (n/2 +1/2)

T =V

w (8"71) = Egmnrion [ et ng} =Epnvonlglz =

where we used the fact that ||g||2 has a chi distribution with n degrees of freedom, and applied
Gautschi’s inequality. [

As an alternative presentation of Lemma C.1, one may be interested in a version of (9), which uses
the same metric on both the source and encoded spaces. To that end, notice that

Dy (sign (Gr), sign (Gv)) = 5 lsign (G) — sigm (G|

1 1 1 . °
=573 <\/N51gn(gz) , ﬁmgn (Qy)>

2
= sin? (;angle (Vlﬁsign (Gx), \;ﬁsign(gy)))
= sin® gDG isign (Gz), isign(gy) ;
(576 (Jeient6o- 7

where angle(u, v) represents the smaller angle between two vectors u and v. Therefore, an alternative
presentation of the e-near isometry in (9) is

Va,y €SP

s (506 (esien (Go), sign () ) - Dc<x,y>' <,

where a geodesic distance is used for the source vectors z, y and their encodings sign (Gx) and
sign(Gy).

D Proof of Lemma 3.1 (Grothendieck Identity)

Lemma 3.1. Let g be a standard Gaussian vector in RP. Then, for fixed vectors u,v € RP:

E [sign(g ' u)sign(g'v)] = 2 arcsin( EH )
™ lullzllvllz /-

Proof. We show that for fixed vectors u,v € SP~1:

E [sign(gTu) sign(gTv)] = %arcsin (uTv) .
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Among different ways to show this identity, the geometric argument is the most straightforward.
By the rotational invariance of the Gaussian distribution, we can restrict our attention to the two-
dimensional subspace spanned by v and v. Consider the set S = {z:u'z < 0Oandv'z > 0}. If
« is the angle between u and v, then the angle between the two lines that define the boundary of .S,
which are perpendicular to u and v, respectively, is also «, see Figure 4.

~
~

e
~
(— o

&
4

Figure 4: Theset S = {z:u'z < Oandv'z > 0}

By similar reasoning, the set {z:u'z>0andv'z <0} is a radial set of angle . Thus,

sign(u' z) = sign(v' z) outside of radial sets of combined angle 2c. Thanks to the rotation
invariance of the Gaussian vectors:

21 —2a 1  arcsin(u'wv)
P {si To) = si T 2 =/ _ -4\
{81gn(u g) = sign(v q)} o 2 + - ,

where we used the fact that o = arccos(u'v) = 5 — arcsin(u " v). Finally,

E [sign(g " u)sign(g 'v)] = P {sign(u'g) = sign(v'g)} — P {sign(u'g) # sign(v'g)}
=2P {sign(uTg) = sign(ng)} -1

— 2 aresin (uT
= 7raurcsm (u v).

E Proof of Theorem 4.1

Theorem 4.1. Consider a RASU (or ASU) layer with input x € SP~1 and a weight matrix
W € R™*P whose rows are {s-normalized. Let the layer output be given by y = RASUW x)
(ory = ASU(Wz)). Define the embedded output as jj = ReLU (sign(WG") sign(Gz)) (or
g = Id(sign(WGT) sign(Gx))), where G € RN*P is a standard Gaussian matrix. Then,
for any ¢ > 0, with probability at least 1 — exp(—c),

2(c + log2n)n

Hl~
5 N

ﬁy—y

Proof. We present the following general result, applicable to both RASU and TASU layers, with its
proof provided at the end of this section.
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Theorem E.2. Consider a random matrix 0 € R™*N with entries x4, such that a <
x;; < b almost surely. Define a vector e € R" with entries e; = f(N~! Zjvzl xi5) —
fE[NTL Z _1 Xi;]), where f is a p-Lipschitz function in [a, b]. Then

(a) When XC maintains independence both along the rows and columns (i.e., independent
entries), then for all ¢ > 0, with probability exceeding 1 — exp(—c):

el < 28 (0= o (a1,

where c' is a positive constant.

(b) When X maintains independence only along the columns, then for all ¢ > 0, with
probability exceeding 1 — exp(—c):

lells < \/(c+log2n)np2(b— a)? _ 0 (p(b— a) nlogn) .

2N N

‘We now proceed by applying this result to a RASU/ASU layer. Recall that
y = RASU(Wx), and  § = ReLU (sign(WG " )sign(Gz)).

. . - 2 )
The discrepancy between the two layers can be written as H %y — yH = Zi”:l e, where

e %RGLU leagn g; wi) sign (9 w) | — ReLU (i arcsin (w] “””))

ReLLU ngn wi sign (g, ) —RelLU | E ngn wZ sign (q, )

This is clearly an instance of Theorem E.2 part (b), with ReLU as the Lipschitz function and the
quantities sign (g, w;) sign (g; ' «) as xs;. Since the Lipschitz constant for ReLU and the identity
function corresponding to an ASU layer are both 1, and —1 < sign (g, w;) sign (g; " «) < 1, this
immediately implies that with probability exceeding 1 — exp(—c):

< 2(c+1og2n)n:(9 nlogn '
, N VN

If the construction were modified such that the elements of ¢; became independent, Theorem E.2(a)
implies that the discrepancy could be reduced to O(y/n/N ). However, achieving such independence
would require employing a separate embedding matrix for each row of W, which increases the
memory and computational overhead. The following example suggests that the maximum possible
reduction achievable through promoting independence is limited to a factor of log n.

1.
i
NY Y

O

E.1 Example
Suppose that f(x) = pz, and let x1; be i.i.d. random variables for j = 1,..., N such that

Plry; = +a] = Play; = —a] = 1/2. Assume that a;; = a3 fori =2,...,nandj =1,...,N.
Applying the upper bound on ||¢||2 from Theorem E.2 part (b) to this example gives

nlogn
||e||2=o<pa ~ )

with high probability. For comparison, observe that

N
P/ n
Elle]l = Tf > ;=0 (pa N) :
j=1
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as N — oo. Hence, the upper bound is only a factor of O(y/logn) greater than the expected value,
at least in some cases.

E.2 Proof of Theorem E.2

Proof of part (a). We start the proof by using Hoeffding’s inequality stated below:

~

Lemma E.1 (Hoeffding’s Inequality). Let x1,..., X~ be independent random variables
such that a; < x; < b; almost surely. Then for all t > 0:

N N o2
P -E | x| > ggexp<_N>.
j=1 j=1 > j=1(bj —a;)?

Jj=1

Applying this inequality to z7; = N1 Zjvzl x;; reveals that for all £ > 0:

P {2 ) < 2o (— 200 )

A direct consequence of the Lipschitz continuity of £ is that if (f(21)— f(22))? > t, then (21 —22)? >
t/p?, which implies

P{e 2 0} =P {(f) ~ @D 2 0} < P{ - B 2 1 |

<9 2Nt
X — .
=TT 20—

This implies that ? is a sub-exponential random variable with sub-exponential norm
eZ]l4, = O (p*(b—a)’N7").

This also indicates that ||e? — E[e?]||y, < ¢/p*(b— a)>2N~! (see §2.7 of [34]). Next, we will use
Bernstein’s inequality for the sum of sub-exponential random variables.

Lemma E.2 (Bernstein’s Inequality). Let X1,...,Xn be independent zero-mean sub-
exponential random variables. Then for all t > 0:

n 2
t t
P Xi >t < exp | —¢min , ,
{; ' } ( (Z?—1 Ixill3, " maxi<i<n ”Xi”dn))

where ¢ is a positive constant.

. J

Applying Lemma E.2 to the sub-exponential random variables ¢? — E[e?] gives

Igm o, 1 ) _ N2t2 Nt
P{n;ei - E;E[q] zt} < exp <cnm1n <c’2p4(b—a)47c’p2(b—a)2 . (10)

Setting ¢y = &/c’2, when n is sufficiently large, picking

_ [cpb—a)®
t@ ViN

in (10) guarantees that for all ¢ > 0, with probability exceeding 1 — exp(—c):

n 2 2
c p°(b—a)’Vn
HeH%S;E[@ﬂﬂ/g#7

— a)n1/4

or equivalently

Y




We now proceed by bounding E[e?] as follows:

2 n N
= % Z Z VaI‘[.Tij]
i=1 j=1
2 2
cPb—a) n
- AN
where the first inequality is thanks to the Lipschitz continuity of f, and the second inequality is a
direct result of the Popoviciu’s inequality which states that for a random variable a, bounded between
a and b, var[z] < (b — a)?/4. Combining (12) and (11) proves that with probability exceeding
1 —exp(—c):

el < 28— ()/ o (so-a/%).

Proof of part (b). Since X offers independence along the columns, setting z; = N ! Z;vzl x5, and
appealing to the Hoeffding’s inequality in Lemma E.1 yields

(12)

O

2Nt2
Vi 0 P{lg— Bl >t} < 2exp (— )

(b—a)?
A direct implication of the Lipschitz continuity of f is thatif | f(z1)— f(22)| > ¢, then |21 — 22| > t/p,
which yields

P> S p{isen - sz =} <p{in- B> 22}

2Nt2
For arbitrary real-valued random variables x1, ... x, and scalars t1, ..., t,, one has
P{ZXi > th} < P{U xi = tz}}
i=1 i=1 i=1
N
<Y Pl >t} (14)
i=1

where the first inequality is valid since

{(X17~~7Xn) : ZXi > th} c U {xi s xi >t}

i=1 i=1 i=1
and the second inequality is thanks to the union bound. An application of (14) to (13) yields
2Nt2 )

P >t =P 2>l <2 T Y R
{llell2 =t} {HeHQ— }— nexp( np?(b — a)?

2Nt
—exp (080~ 555 )

which means for all ¢ > 0, with probability exceeding 1 — exp(—c):

lell» < \/(c+log(2n))np2(b a)? s (p(b a) nlogn) .

2N N
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F Proof of Theorem 4.2

Theorem 4.2. Consider a TASU layer with output y = TASU,(Wx), where x € SP~* and
W € R" P has normalized rows w, (||w;i||2 = 1 fori = 1,...,n). Define the embedded
layer output as jj = sign(sign(WG') sign(Gx)), where ¢ € RN*P is a standard
Gaussian matrix. Assume

|w;z|2€min>0, i=1,...,n.

2@ 4‘f . Then, for any scalar c > 0,
selecting N > 8(c+log 2n)nk?/e? guarantees that wzth probablllty exceeding 1—3 exp(—c):
ly —gll2 <e

Pick a target discrepancy € < ﬁ and set Kk >

Proof. Recall that
y = TASU,(Wx), and § = sign (sign(W¢G " )sign(Gx)).
Denoting the discrepancy between the two layers as e = y — y, by triangle inequality we have
lell = lle"ll2 + lle” 12
where

N
e; = tanh % Z sign (q]Twl) sign (9, ') | — tanh <2: arcsin (wjo:))
j=1

N
= tanh Z s1gn wZ sign (q, ) — tanh —IE Z s1gn wl) sign (g, ) ,

Jj=1

==

and
N
*Slgn Z 1gn wZ sign (g, ) — tanh ZSAgn wZ sign (g, )

The first term ||¢’||2 can be related to Theorem E.2(b) with f(z) = tanh(kz) as the Lipschitz function,
for which it is easy to verify that p = k. Therefore, with probability exceeding 1 — exp(—c):

1e'll2 < \/ et losznun, (1)

For the second term, using the fact
|sign(z) — tanh(kz)| < 2exp(—2k]|z]),
yields

1

N
lef| < 2exp [ — NZlgn j wi) sign (9; @) |

bounding which requires finding a lower bound for |- Zjvzl sign (g, w;) sign (g; " ) |. Notice that
for general w and v, the inequality |v| — |u| > t implies |u — v| > t. Therefore, using Hoeffding’s
inequality

P |arcsm w x |— Zs&gn wl sign (q, ) >t

2 Nt2
<Pq|—= ngn wz sign (q, ) - ;arcsin(w;rx) >ty <2exp (_ 5 ) 7
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which implies that with probability exceeding 1 — 2 exp(—c):

E sign (g w, sign (gJ z)| > 2 ‘arcsm(w;r )‘ - %
2, T V2c
> 2w, _
2 pleiel =05
2 V2c
> 7€1‘ﬂ1n - T =
T \/N

This indicates that with probability exceeding 1 — 2 exp(—c):

8 32
‘6//‘2 < 4€Xp <_ Hgmin + K C) 9
T N

which, after applying a union bound analogous to (14), implies that with probability at least 1 —

2n exp(—c):
8K 32¢
e < nexp< i+ ey ).

or equivalently, with probability exceeding 1 — 2 exp(—c):

4 8(c+1
1 < 2 (e~ 2y FEE),

After combining this result with (15) we can claim that with probability exceeding 1 — 3 exp(—c):

2 log(2 2 4 1
el < yf 2 ECDIE Ly o <1ogf—“emm+ﬂ 8<+gn>>
T

N N

Setting N = 8(c + log 2n)nx? /e gives

€ 4K €
ol < = +2 1 — —lpin + — | . 16
lellz < 5 + eXP(ng - +\/ﬁ) (16)
Notice that
4 4
—Kﬁmin > 2log v > log v/n + £ 1og§7
Vs 13 \/ﬁ 4

where the first inequality is thanks to the assumption on « and the second inequality is valid as long
as n > &2. Together with (15) and (16), this implies that with probability exceeding 1 — 3 exp(—c):

€ €
llell2 < 5 + 2exp <log Z) =e.

G Proof of Theorem 4.3

Theorem 4.3. Consider the cascade of L G-Net layers and the corresponding hyperdimen-
sional embedding as (6). Assume that each layer € of the network is consistent with near
isometry of ASUin S™~1~1 with parameters 3y and €y, as stated in (7). Then with probability
exceeding 1 — Lexp(—c):

(c+ logny) ng
|6 <
1oz llz CZ( NeBe (1 —er) 1+€e

where ¢ is an absolute constant.
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G.1 Auxiliary Lemmas

To prove Theorem 4.3, we first need to state some auxiliary lemmas, which follow.

Lemma G.1. If (7) holds then then for all x,y € D:

2Ty — gg < B (ASU(Wx) , ASU(Wy)) < &y + %‘f, e

Proof. By the left-hand side of (7) we have
[2]|* + [lyll* = 22Ty —e < 8" |ASU(Wa)[|* + B~ [|ASU (Wy)|* — 257" (ASU(Wx) , ASU(Wy))
<|l2|? + e+ llyl|* + & — 267" (ASU(Wz) ,ASU (Wy)),

where in the second inequality we used 8~ 1||ASU(Ww)||3 < |Ju||3 + & twice, once by setting u to
and once to y. This implies that

3
B~ (ASU(Wz),ASU(Wy)) <z 'y + 2
Also by the second side of the inequality we have

2] + lyll* — 22"y +e > 87" |[ASU(W2)|* + 8" ||ASU(Wy)||* — 28" (ASU (W), ASU(Wy))
> |le)|* =&+ lyl* — e — 267" (ASU(Wz),ASU(Wy)),

which implies that
3

B~ (ASU(Wz),ASU(Wy)) > 2"y — 3
O
Lemma G.2. Consider two arbitrary non-zero vectors y and § € R™. If ||§ — yl|2 < € and
lyll2 > & > 0, then
-l =
lgllz  llyllzll, = &
Proof. A direct implication of the assumptions is
H bl <= (18)
Iyl lyll2lly ~
On the other hand
j j 1 j —gl, e
gllz llyll21l2 92 lyll2 ||y||2 l[yll2 K

where we used the reverse triangle inequality. Now using the triangle inequality along with (18) and
(19) we get
2e

2 K

I -, = [ - 5, |~
gl Nyllzll, = 11l Tyllzll, * [gllz Tyl
which completes the proof. O

3

Lemma G.3. Consider W € R P which is consistent with near isometry of ASUin SP~1,
as stated in (7). Then for all z,y € SP~1:

2

be
< o -yl +
9 1+¢

(20)

H ASU(Wx) ASU(Wy)
[4su(Wa)||  [4SU(Wy)l|
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Proof. Expanding the left-hand side of (20) gives

2

ASU Wac 2 (ASU (Wz) , ASU (Wy))

ASU (W ASU (W
[|ASU (Wz)||  [|ASU(W

H ASU (Wy)
[AsU (Wy)ll ]
Qﬁ ASU (Wax),ASU (Wy)>
g1 IIASU(Ww)IIQ ~1/2||ASU (W),
rly — 75
1+e¢

= — (3+2
Iz =yl + 1 (3+257y)
5e

1+¢’

where the first inequality is thanks to Lemma G.1. This completes the proof. O

~ [|asU (W)l [[SU (W)l

<2-2

< llz = yl3 +

G.2 Proof of the Main Theorem

Proof. We are now ready to prove Theorem 4.3. By the triangle inequality we have

Je—1 Je—1
el < || 7 RASU (Wi giity ) RASU (Wi glity ) o o
2= HZ715H2 ‘RASU (Wz Ye—1 ) ‘ ‘RASU (I/Vz ge—1 ) ‘ lyell2
Tge=1T ) ||5 I, el 9

We start bounding ||d||2 by first bounding the first term on the right-hand side of (21). By the layer
consistency we know that given ¢,_1, with probability exceeding 1 — p, (where as shown in Theorem
4.1, py = exp(—c) for some desired ¢ > 0):

(c + logny)ne
—RASU | W, =0 |\—— (22)
HM <fjem> N
By the near isometry consistency of the /-th layer we have
HRASU (Wz et )‘ > /B (1 —<p). (23)
g1l /1l

Using Lemma G.2, the bounds (22) and (23) imply that given z,_1, with probability exceeding 1 — py:

- Je—1
e RASU (WZ Me— 1||) e (c+ logng)ng 24)
lgella HRASU (We = 1H)H Nefe (1 —ee)
The second term on the right-hand side of (21) can be bounded using Lemma G.3 as
_ 2
Ye— 7, Yo—
RasU (Welty) _ || RasY (Wepgp)  masu (W)
HRASU (WZ e 1||)H ”‘WHQ HRASU (Wf ugﬁiu)H HRASU (Wf uzﬁiu)H
! 2 2112
< ‘ 3?@—1 Y N 5er
1Ge-1ll2 llye-ill2]ls  1+e
56/
= ||0—1]13 ‘ 25
H€1||2+1+5Z (25)
Using (25) and (24) in (21) we conclude that given g,_1, with probability exceeding 1 — py,
¢+ logny) ng
Sella < ||0e—1ll2 + ¢ N 26
I6¢ll2 < 1160112 ( N 1+w) 6)
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where ¢’ is an absolute constant and J, = 0. Now consider A, to be the event that (22) holds. Then
we have

P{AL} > P{AL 1} P{AL|AL 1}
>P{Ap o} P{AL|AL 1} P{AL_1]|AL_2}

L

>P{A} [[P{ALIAL-1}
=2

L
=T —»o.
(=1

By the Weierstrass inequality we know if p, € [0,1] for £ = 1,..., L, then

L L

A=) =1 pe

=1 £=1

Together with (26), this implies that with probability exceeding 1 — L exp(—c):

(c+ logny) TL[
0 < 27
Iocflz < e Z( NeBe (1 —eo) \/ 1+€z> @D

where ¢’ is an absolute constant. O

H Proof of Theorem 4.4

Theorem 4.4. Consider ¥ € R"*P, where n 2 p > 27, following the construction format
in (8). Let g; ~ N (0, I,,) be independent standard normal vectors. Then, for all z,y € Bb,
with probability exceeding 1 — cexp(—c'p):

|z = yll3 — el < By 14SU(Wa) — 4SU(WyY)|* < ||z — yll3 + €k,
where
_1:7T—2p El :Cli Eu =cC \/I_) + n+p2
"a(a+yp) T VRt VP Vi+VP o p (Vi p)

and ¢, c, ¢; and c,, are absolute numerical constants.

Proof. We present the proof as four main steps and for each step provide the related lemmas which
are all proved at the end of this section.

— Step 1. Bounding the ASU Variations: Using basic calculus, one could establish the following
inequality:

Lemma H.1. Consider x,y € [—1,1]. Then

4

o= < Ustte) — 4500))* < e v +2 (1- ) (0 +4)
4

IN

Proof. See Section H.1. O

27



By Lemma H.1, for each row of ¥/ we have

4 6 4
= (WZTJZ — wiTy)2 < (ASU(wiTx) — ASU(wiTy)) S (w:x —w y)? + 5 (( jx)4 + (szy) > .
Summing along the rows and scaling both sides gives

71'2 2 2 37T
0.< T [AsU(W) — ASUWy)|* — WG — )| < S0 (IWallf+ Iwyl}) . @8)

Consider Spin (W) and spax () to denote the smallest and largest singular values of #f/. Then for
any x and y:

stin(W)llz = yl3 < [W(z — y)|I* < 52, () [z — y]3. (29)
On the other hand, using the notion of induced norm, for any z € IB‘SS one has

Wz l3 < W54, (30)

where
[W]l2sa = sup [[Wals
z:f|zl]2<1

Using (30) and (29) in (28) we get the following general bound for all z,y € Bb:

(W)l —yl3 < = HASU(WJC) ASU(WY)[|* < st (W)l|z — ylI3 + 7”W”2—>4 GD

The next step is using hlgh probability bounds for spin (), Smax(¥) and ||| 4 to express them
in terms of the problem dimensions n and p.

— Step 2. High Probability Bounds for s.,;, (/) and s;,.x(#): In this step we will focus on
bounding the singular values of 1 in (8), where g; ~ N(0, I,,) are independent standard normal
vectors. A central component of the proofs of this step and the next step is the following lemma,
which characterizes the moment generating functions of rows of #§/. Since parts (a) and (b) are closely
related, they are consolidated as one result, while only part (a) is used in this step.

Lemma H.2. Consider x € SP~! where p > 27, and g = [g1, .. .,9p] " ~ N (0, I). Define

the random variable -
g

lgll -

u =

Then
(a) Forall T € [0,2/5]:

2
Eexp (7’2pa2) < exp (457'2> .
(b) Forall T € [0,l0og(2)/6]:

Eexp (rpu?) < exp (12 ) :

Proof. See Section H.2. O

As a well-known result, a random variable 4 is sub-Gaussian if there exists a constant £ > 0 such that
for all  satisfying |7| < k™', one has E exp (724) < exp (k?72) (e.g., see Proposition 2.5.2 of [34]).
Defining « = |z Tg| /||g|. it is immediate from part (a) of Lemma H.2 that \/pu is a sub-Gaussian
random variable. Furthermore, since Lemma H.2 considers x € SP~! as any arbitrary unit vector
on the sphere, this guarantees that the normalized vector g/||g|| is generally a sub-Gaussian random
vector. Notably, g/|g|| follows a uniform distribution on the unit sphere, which is guaranteed to
follow a sub-Gaussian distribution (see Theorem 3.4.6 of [34]). However, in our analysis, we provide
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a more detailed characterization of this property with explicit constants, which are later needed in
part (b) of Lemma H.2 and the analysis in step 3.

The sub-Gaussian property of ,/pu allows using the following uniform result:

Lemma H.3 (Theorem 4.6.1 of [34]). Let & be an n X p matrix whose rows ‘%T are i.i.d,

zero-mean, sub-gaussian isotropic random vectors in RP. Let k = ||3;||y,. Then for any
t>0andall x € SP~L:

Vi —cr® (Vp+1) < ||Salla < Vit er? (VD + 1),

with probability at least 1 — 2 exp (—t2).

. J

Lemma H.3 provides an immediate way of uniformly bounding the singular values of ,/p#¥’. To that
end, notice that for g ~ N(0, I,,):
T
1
B {99 2] _1
gl p

which can be easily verified by symmetry for diagonal elements and negative symmetry for off-
diagonal elements. This observation makes the rows of /pi¥’ isotropic. Moreover, part (a) of
Lemma H.2 guarantees that the sub-Gaussian norm of ,/pu is a constant, i.e., ||/pul|y, = O(1).
Now appealing to Lemma H.3 and setting ¢ = c,/p guarantees that with probability exceeding

1 — 2exp (—cp), forall x € SP~1:

Vi = < |lVpWxl2 < Vn+ 'V,

or equivalently, with probability exceeding 1 — 2 exp (—cp):

Vi

/
S Smin(W> S smax(w) S M

32
NG N 42

— Step 3. High Probability Bounds for ||1{/||_,4: In this section we focus on bounding ||#¥/||2—4
using a covering argument. While the induced norm of random matrices with bounded and indepen-
dent values has been studied in the literature [42, 49, 55], to the best of our knowledge, no such result
is available for random matrices like (8) with dependence across the columns. Here using part (b) of
Lemma H.2, we will provide concentration bounds on ||#§||2—, 4.

Consider a random matrix ¥/ € R™"*? following the construction in (8). For a given z € SP~! we
have

|g;" x|*

n
[Walf=>" :
172 g

For a fixed 7 within the designated region of Lemma H.2 we have

13™n
E exp (TpHWxHj) < exp( ) ) .

By the Markov’s inequality for a non-negative random variable v and all t > 0: P{z > t} <
Ez/t. Fixing 7 = log(2)/6 and applying the Markov’s inequality to v = exp (7p||Wz||}) with
t = exp(137n/p + vp) guarantees that for any v > 0:

13mn

6
P{rpnw:ciz +w}1P’{p2||W$II3213n+wQ}Sexp(vp)- (33)

log 2

We now proceed by applying a union bound to the tale bound above using a covering argument. The
following standard result (e.g., see Corollary 4.2.13 of [34]) bounds the size of an c-net on SP~1:
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Lemma H.4. The covering number of the unit sphere SP~! = {x € RP : ||z||o = 1} satisfies
the following for any e € (0, 1]:

2 p
N(SP1e) < < + 1) ,
€
where N (SP~L, €) represents an e-net of SP~1, i.e.,

Vz e SP7Y 3’ e N(SPLe): |z —2'|| <e.

We next relate ||1||o_,4 to a version of it computed on N (SP~1, ) by fixing ¢ € (0, 1] and using a
standard covering argument for the norms. Let z € SP~! be a vector such that ||Wx||s = ||[¥||2_4.
By the triangle inequality for any 2’ € N(SP~1 ¢) we have:

[Wa'lls > [[Walls — W (2 —2)la Z [Wll2ma = [Wl2mallz —2ll2 = (1 = ) |W]l2a-

After fixing ¢ = 1/2, dividing both sides of this inequality by 1 — ¢ and taking a maximum with
respect to =’ we get

1
[W]emss < ——  sup Wy =2 sup |Wel4. (34)
1 —eaener1e TEN(SP1,1/2)

Note that by Lemma H.4 the cardinality of the net can be bounded by | N (SP~1,1/2)| < 5P, which
admits applying a union bound as follows:

6 1/4 6 1/4
]P’{x/ﬁlwlzﬂ >2 <13n+ WPQ) }SP {\/15 sup  [[Wally > (13n+ 7p2> }

log 2 cEN(SP-1,1/2) log 2

6 1/4
< > IP’{\/ﬁHWxM > (13n+ 10g27p2> }

TzEN(SP—1,1/2)
< 5P exp(—7p)
= exp ((log5 —7)p) ,

which implies that for positive constants ¢ and &, with probability exceeding 1 — exp(—¢'p) we have
P*IW 5.4 < é(n + p?), or equivalently

_(n+p?)
[Wll2a < &5 (35)
— Step 4. Combining the Results of Previous Steps: Let’s define
p
,un,p = 727
(Vn+ )
and multiply both sides of (31) by iy, p, to get
— 2 671'2
FonpSmin(W)llz = ylI3 < B, [ASU(W2) —ASU(WY)||” < pin,p (anax(W)llfv —yll3+ 5 1Wl12-4)
(36)

where )
1 wp

By (32) for all z,y € B} and with probability exceeding 1 — 2 exp (—cp) the left side of (36) can be
lower bounded as:

Vi—dyp\’ (¢ +1)yp\’
iy (W) — g2 > (f le—y2 = (1 VP e )2

NGRS e
> o= yl? - 2L o
R SECL

30



On the other hand, a combination of (35) and (32) guarantees that for all z, y € B}, with probability
exceeding 1 — exp(—¢é'p) — 2 exp(—cp) the right side of (36) can be upper-bounded as

67 finp

MmpSrQnax(w)”x - y”% +

(d —1)p\> 6er®  (n+p?)
u Z) e -yl +

v+ \/p 10 p (Vi + p)*

2+ e VP n+ p?
<l y”2+“<\/ﬁ+\/ﬁ+p(\/ﬁ+\/§)2>’

WL, < (1 i

(38)

for some positive constant ¢,,. In the second inequality above we used the fact that ||z — y||3 < 4 and

(\c/;i)\}/; < 1 for sufficiently large n. The outcomes of (37) and (38) combined with (36) validate

the claims made in Theorem 4.4, and the proof is complete.

O

H.1 Proof of Lemma H.1

Proof. Consider the following functions:
=21 4 4 4 4 2 4 . . 2
folw,y) =2 (1 - — ) (a" +¢") = (2 —9)* + — (arcsin(z) — aresin(y))”,
and
=211 4 4 4 4 2 4 . . 2
fulz,y) = = (;v +y ) + ﬁ(x —y)° — = (arcsin(z) — arcsin(y))” .

To prove the lemma, it suffices to show that for (z,y) € [—1,1] x [-1,1], fe(z,y) > 0 and
fu(z,y) > 0. To establish the inequality for fy(x, y), notice that by the Lipschitz continuity of the

sin function:
(sin(a) — sin(8))? < (@ — B)?,
which by setting @ = arcsin(z) and 3 = arcsin(y) and multiplying both sides by 4 /72 yields

4 4
= (arcsin(z) — arcsin(y))? — ?(a: —4)% >0, (39)

from which it immediately follows that fy(z,y) > 0.
To show the inequality f,(x,y) > 0, we begin by rearranging the terms of f,, and bounding them as

fulz,y) =2 (1 — ;12) (x4 + y4) + % (132 + y2) - % (arcsinz(x) + arcsinQ(y))
+2 (:2) (arcsin(z) arcsin(y) — zy)
>211- 4 (z* + ) + i(w2 +9?) — i(aurcsinQ(ac) + arcsin®(y))  (40)
- 2 Y 2 4 2 4

= = () + ().

where
w2 9
h(z) = <4 - 1) z* + 2% — arcsin®(z).
In the derivations above, inequality (40) uses the fact
(arcsin(z) + arcsin(y))? > (z + y)?,
which is a direct implication of (39), when one uses x and —y as the arguments. Thanks to symmetry

in z and y, to show f,(x,y) > 0 it suffices to show that h(z) > 0, and since h is an even function,
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we can restrict the domain to z € [0, 1]. Notice that since 2 > -% arcsin®(z):

2
h(z) = (7; — 1> z* + 22 — arcsin’(z)

4
> (1 — 2> z? arcsin?(z) + 22 — arcsin®(x)
T

>0,

where the second inequality is thanks to the elementary inequality
T

Ji- (1= &)

which is valid for « € [0, 1] (e.g., see Theorem 1 of [41]). This completes the proof. O

arcsin(x) <

H.2 Proof of Lemma H.2

H.2.1 Auxiliary Lemmas Needed to Prove Lemma H.2

To prove the lemma, we first need to state two integral bounds (Lemma H.5 and Lemma H.7) which
will be later used in the main proof. Also to bound the moment generating functions, we need a
tail bound which is stated in Lemma H.8 below. We first present and prove these lemmas, and then
combine them to prove Lemma H.2.

Lemma H.5. For all integers p > 27:
/1 dz 6
Py < :
o A1+22)81 - Vp—6
Proof. Consider k € {% :n €N } Defining I;, as below and doing an integration by parts we get
1
dz
I, = —_— 41
o= [ @1)
_ irﬂgk/lf%v
e ],y T e

1 1 dzx ! dr
T+2k Nk N\k+1 |

P
Rl pok+T 2%k

which implies
I. (42)

We now use an inductive argument and show if I, < k=1/2 then Iy < (k+ 1)71/2. To this end,
we state the following lemma which is proved at the end of this section:

Lemma H.6. Forany k € {% :n>21, ne N}:
1 3 1 2k —1

< < = . 43
k2MHL T 10k2vE  VE+1 2kVE @
Using Lemma H.6, assuming I;, < k~1/2, by the recursive equation (42) we get
1 2k —1
Iyy1=——+—1
s v + or 'k
< 3 n 2k —1
T 10k2VE  2kVE
1
< ; (44)

E+1
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proving the inductive step. Notice that we have unit inductive step increments in (42), while

the increments in k are integer multiples of 1/6. Hence, to establish the induction base

case, it suffices to show that for some ng, the integrals I o, Ing+1,...Ing+s are dominated by
6 6

V/6/n0,/6/(no + 1),...1/6/(no + 5), respectively. This can be verified for ng = 6. More specif-

ically, I; = 0.7854 < 1, Iy /6 = 0.7575 < \6/7, oo 1y1176 = 0.6628 < \/6/11. Together with the
common inductive step, this verifies that

Vke{%:nzm, neN}: I < k=12, (45)

For a given integer p > 27, setting k = p/6 — 1 and appealing to (45) gives

/1 dx 6
— < )
o (1+22)s-t p—6

which completes the proof. We are only left with providing the proof of Lemma H.6, which is
presented in the sequel.

The first inequality in (43) is straightforward as the exponential expression k2¥+1 dominates the
monomial %kQ\/E for sufficiently large k. It can be easily verified that the domination happens after
k > 21/6. To prove the upper-bound, it suffices to show that

3 n 2k -1 < |k
10k2 2k kE+1’
which after squaring both sides and rearranging the terms is equivalent to showing that
(k+1)(3+ 10k — 5k)2 < k (10k2)”.
Taking both expressions to one side and expanding the terms reveals that
k (101@2)2 — (k4 1)(3 + 10k* — 5k)? = 15k> — 55k* + 21k — 9, (46)

which is a strictly positive quantity, simply because 15k + 21k consistently dominates 55k + 9
for every integer £ > 3. This verifies the upper-bound in (43), and the proof of Lemma H.6 is
complete. O

Lemma H.7. For all integers p > 27:

/1 22dx - 33/2
o (1+22)8571 =~ 2(p—6)%2’

Proof. Letk € {% 'n e N}, then

/1 r2dx /1 (1 + 2?)dx /1 dx
= — | =% = Lk-1 — Ik,
o (T+a2)F Jy (1+a2)F o (14+az2)*

where [j, follows the formulation in (41). By the recursive equation in (42) which is valid for
ke{%:nZQl, neN}wehave

1 1
Ty = e = = yar T gtk
1 1
(k—=1)2F " 2k —1)VE—1
1
=k — 172

where the second inequality uses the fact I;, < k~1/2 which was proved after equation (42). Setting
k = p/3 — 1 (which still keeps k an integer multiple of 1/6) gives

/1 r2dx < 33/2
o (1422517~ 2(p—6)3/2"
This completes the proof. O
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The next lemma provides a tail bound for the random vectors of interest in Lemma H.2.

Lemma H.8. Consider x € SP~! wherep > 3, and g = [g1,...,9,]" ~ N(0,I). For all

A€ (0,1]:
plltal 1. 2 (1+A2)%
puiy _— 7'('( .

g p—2) A

Proof. Since € SP~! and the standard normal distribution is rotation invariant, we can set z = e;
(the first canonical basis) which implies
3

z'g
q,\—P{| :
g
:[P{Lg”>)\}
gl
:]P’{gl 2/\1/gf—|—922...+g§}
SP{Igl\ ZA\/g§+g§...+g,?}

o, a) /- 1) 1
_P{ gt = N0- 1)}’ “n

where the inequality is thanks to the fact that

{ZER”:|z1\2)\,/zf—s—z§...+z§}g{zERp:\zl|2)\\/z§—|—z§...+zg}.

. . P ,97)/(p—1) . . . .
Notice that the random variable M is the ratio of two independent chi-squared random

variables each normalized by their degfel:es of freedom, hence follows an F'-distribution with p — 1
and 1 degrees of freedom, denoted as F,_1,1. Generally, the cumulative distribution function (CDF)
of Fg4, 4, at a given point z is evaluated as

B( P ) 2 9
]P){g’dth < Z} _ diz+de? 2 2

A

dlz . dl d2)

where B represents an incomplete beta function:

z
B(z;a,b):/ t2= (1 — ) Ldt.
0

Notice that the probability in (47) is basically the CDF of F,_;; evaluated at ()\2 (p— 1))71,

therefore

p—1)f N

B(I;E l) - r(Hr (L—l) ’
where in the last equation we used the well-known relationship between the beta function and the

1 .p=1 1 1 .p=1 1
1 } B(1+,\2’pT7§) 3(1“2’%75)“%)
2
gamma function:

g < P{gp—l,l < bl

2 72 2

[(a)L(b)

I'(a+0b)’

Since I'(1/2) = /7, and for p > 1, by the Gautschi’s inequality:
L) . 2

rE) — Ve

B(1;a,b) =
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one can bound ¢ as
< Ls (HlAle ;)
T t > dt
V),
BT [
27

_ 2p  (1+ /\2)
w1 A
2—p
2\ 7
- 2 (1+2?) ’
—\ m(p-2) A
where in the second inequality we used v/1 —1 > /7 + )\2 when 0 <t < /\2 This completes the
proof. O

H.2.2 Main Proof of Lemma H.2

We are now ready to use the results of the auxiliary lemmas stated above to prove Lemma H.2.

Consider z € SP~! where p > 3,and g = [g1,...,9,]" ~ N(0,I). We define the random variable

u =

Notice that by construction 0 < u < 1, which combined with the result of Lemma H.8 gives

=0 A>1
Plu>2}:{ < /o2y P00 0<a<t (48)
=1 A<0

As aresult, for all ¢ > 0 and integers ¢ > 2:
1

1
Ewmw%:/nwﬂﬂﬂapngnz—/"wmm%aP@>Ap

0 0

1
=1+ / tgA?T exp (EA?) P{u > A}d\
0

2 1
<l+tg 7/ A2 exp (EA9) (14 A2) 2 dA
\/W(p—2) ; (EA9) ( )

(49)

where the third equality is thanks to integration by parts and the fact that P{u > 1} = 1 — P{u >
0} = 0.

Part (a) Proof Consider ¢ = 2, then by (49) we get

2 ! )
Eexp (tu®) <1+ 2t 7/ exp (tA%) (14 A%)'~2dx
2 1 N i3 o\_P
<1t 4447/‘1+A B (1 A2 Ean
2 ' 2\14+ k52
=1+2¢ 7/ 1+ A TgZ 2 )\, (50)
m(p—2) Jo ( )
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where in the second inequality we used the fact that for all z € [0, 1]: exp(z) < (1 + 2) 7 which
implies that
Vz € [0,1], t >0: exp(tz) < (1 +z)@.

Forall 7 € [O, \/1og(2)/\/§} , setting t = 72p in (50) gives

2 L sz p
Eexp (m?pu?) <1+ 27%p 7/ 1+ A2) ez =24\
) - o T
<1+42r% 2/1(1+)\2)15d>\.
B m(p—2) Jo

Now using Lemma H.5, we have for all 7 € [0, A /10g(2)/\/§} and p > 27T:

12
Eexp (r?pu?) <1+ 27%p, | ———————
(ree) =20
25
< 1+ ZTZ

2
< exp <4572) .
Since [0,2/5] C {0, V1og(2)/ \/3} the advertised claim is valid.

Part (b) Proof Notice that by (49) we have

| 2 ! Ly
Eexp (tu*) <14 4t 7/ A2(1 4+ M) oz~ 2 g0,
( ) m(p—2) Jo ( )

For all 7 € [0,1og(2)/6], setting t = 7p gives

2 ! o p
Eexp (tput) <1+ 47 7/ A1+ M) ez =2 g
) MWaw—2 fy YO
2 ' 2 2\1—2
<1+4r 7/ AC(14+ A%)" 7 3dA.
MWaw—2 b Y

54 137 137
Eexp (rpu?) <14 2mpy| ————— <14+ = <ex ()
b (rpc) p\/w<p—2><p—6>3 p =P\ p

Now using Lemma H.7 we get

I Proof of Theorem 5.1

Theorem 5.1. Suppose that u,v € SP~! are unit vectors. Let ¢ be a Rademacher random
vector in RP. Then,
v — (u, vV)u
<cg (u, #) ,
[lo = (u, v)ull

where ¢ = 264 is an absolute constant, and for two unit vectors w and w' in SP~*:

E [Sign (zTu) sign (va)] = % arcsin(uTv)

p
g(w,w') =" (w? +w]*)*/2. 51)

i=1
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Proof. A main component of the proof is the following result due to Rai¢ [67].

Theorem 1.2 (Multivariate Berry-Esseen [67]). Let x1,...,x, be independent random
vectors in R%. Assume that Ex; = 0 for all i and that >_"_, Cov(x;) = Iy. Lety = > ¢_| x;.
Then, for all convex sets A C R?, we have

p
P{y € A} —P{5 € A}| < (424" +16) 3 E|lwsl,

i=1

where 3 is a random vector with a standard normal distribution N'(0, I).

Consider WV be the subspace formed by u and v and columns of W € RP*2 forming an orthonormal
basis for W. Consider W = [w, w']. Projecting any vector x onto W is done through Pyy(x) =
W T z. Since projection does not expand the angles we should have

sign (zTu) = sign (ZTWWTZL) = sign (ZTWWTu/ HWTuH) , (52)
and a similar relation holds for v. Define
U= WT’U,/HWT’LLH, U= WTU/HWTUH.
The random vector W "« can be viewed as the sum W "¢ = P, x; for

w; .
T =1 (w/),Z:l,...,p,
K3

where the i subscript denotes the i-th element of each vector. Note that by construction x; are
independent, Ex; = 0 and

p
> Cov(ay) =E[WTet ' W] =W'E [ |W=WTLW =1,
=1

which indicates that x; meet the conditions stated in Theorem 1.2. We now have
E [sign (zTu) sign (szv)] =E [sign (zTWﬂ) sign (ZTWf))]
=2P{z" Wi >0,:" Wi >0} —2P{«"Wa>0,:" Wi <0},

where the first equality is thanks to (52) and the second equality is a simple expansion of the
expectation, using the fact that sign(0) = 0 and due to symmetry of z:

P{"Wa>0,0" Wo>0}=P{z:"Wa<0," Wi <0},

P{"Wa>0,0"Wo <0} =P{r"Wa<0,:"Wi>0}.
For 5 ~ N(0, I5), we have

arcsin(@'9) 1  arcsin(u'wv)

1
P{s"a +575 =t - =t —
{5 u >0, 5v>0} 1 o 1 o ,

where the second equality holds since the angle between « and v is the same as that of u and v.
Applying the triangle inequality and twice appealing to Theorem 1.2 we get

E [sign (z "u) sign (r 'v)] f% arcsin(u ' v)

<2P{e"Wa>0,:"Wo >0} —P{5"a>0,50>0}
+2P{e"Wa>0,:"Wo<0} —P{5"a>05"5<0}

p
<4 (422" +16) YB3

=1
p
< 264> Bl 3
i=1
P 3/2
=264 (w? i) (53)

i=1
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Since this inequality holds for all selections of w and w’, we can specifically pick the ones offered by
the Gram—Schmidt procedure as

, v — {u,v)u (54)

w=1u W =5
’ lv = (u, v)ull’

which implies that

<0y (u 1’—@«10U) ' (55)

2
I [sign (z "u) sign (¢ "v)| — = arcsin(u " v) ,
sign (= ) sign (= )] = 2 l[o = (u, v)ull
In the sequel we show that the Gram-Schmidt selection is already tight and the right-hand side
expression cannot be made any tighter. For this purpose, assume that we pick a different W matrix
with columns @ and w’. Since w and w’ must reside within the same plane as w and w’ in (54), and

still meet the orthonormality conditions, we must have
w = sin(a)w + cos(a)w’

~/

W' = — cos(a)w + sin(a)w’

for some « € [0, 27). Now, notice that
u 3/2
g(d,w') = (] + %)

= Z ((sin(a)wi + cos(a)w))? + (— cos(a)w; + sin(a)w§)2)3/2

=1
p

=3 (utrurt)”
i=1

= g(w,w’),

which indicates that the right-hand side of the inequality (55) is oblivious to the selection of W, and
all such selections present an identical right-hand side. O

J Proof of Corollary 5.1

Corollary 5.1. Consider unit vectors u,v € SP~" such that ||u]|ec = O(p~/2), [|v]l0e =
O(p~'/?), and there exists some constant ¢ > 0 such that |(u,v)| < 1 — c. Then

Tl =0 (pq/z) .

E [sign (zTu) sign (va)] - 7% arcsin(u ' v)

Proof. We only need to show that g(w,w’) = O(p~*/?) for w and w’ picked as (54) and g defined
as (51). Clearly, by construction ||w||sc = O(p~'/2). On the other hand

[o = (u, v)ufloo < [|v]loo + [(u, )]l
< vlloo + l[ullzl[vll2]lulloo
= [[vlloc + [lulloo

=0(p~ ). (56)
Moreover,

[l = (u, v)ullz > ||v]l2 = [{u, v)[[ul|2
=1- |<uav>|
> c. (57)
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Combining (56) and (57) implies [|w’||oo = O(p~1/2), and therefore

g(w,w’) _ Z( + w12)3/2

i=1

o |t
e )

=0@p~?).

K  Proof of Proposition 5.1

Proposition 5.1. Consider a similar RASU (or ASU) layer as Theorem 4.1, where for fixed
< COp~1/2, < Cp~'/2, and lwz| < 1§ for all
i € {1,...,n}. Define the embedded output as §j = ReLU(sign(WR") sign(Rz)) (or
j=Id(sign(WR") sign(Rax))), where R € RN*P is a Rademacher matrix. Then, with

high probability:
<0 (M”k’g” + \ﬁ) :
2 N p

Proof. The main difference between Theorem 4.1 and Proposition 5.1 is that the Gaussian matrix
G € RV*P is replaced by a Radamacher matrix R € RV *P_ Recall that ng denotes the j-th row of
G and note that g; enters the proofs of Theorem 4.1 through the random variables

1 _
NZ/ Y

3ij = sign (qJTwZ) sign (ngx) . (58)

These proofs rely on three properties of these random variables:

(P1) —1 < 3, < Lforall (i,5) € {1,...,n} x {1,...,p}.
(P2) For fixed ¢ € {1,...,n}, the random variables 3;1,. .., 5;p are i.i.d.,
(P3) The expected value Ej;; = 2 arcsin(w, z).

When we replace the rows g of ¢ with the rows ] of R, and define

5ij = sign (ijwi) sign ('ijx) , 59)

properties (P1) and (P2) continue to hold for 5;;, and by Corollary 5.1, property (P3) approximately
holds
2
E(3:;) = = arcsin(w; z) + O(p~/?). (60)
m
If we define y;, = ReLU(E(5;1)) (or y; = E(5;1) for the ASU case) fori € {1,...,n}, then the proof
of Theorem 4.1 implies that for any ¢ > 0,
2(c +log2n)n
— N )

1. /
N!/ Y

with probability at least 1 — exp(—c). Using (60) and the triangle inequality we get

2

1 nlogn n
Sy <0 - 61
H NY Y, = (\/ N \/; ) (61
with high probability, which completes the proof. O
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L Proof of Proposition 5.2

Proposition 5.2. Consider a similar TASU layer as Theorem 4.2, where additionally
for fixed constants C,0 > 0, < Cp71/2), < COp Y2 and 0 <
bin < |wlz| < 1 =68 foralli € {1,...,n}. Define the embedded layer output
as j = sign(sign(WRT) sign(Rz)), where R € RN*P is a Rademacher matrix.
Assume Cp~'/? < ly/m. Fix e < \/n and set k > eﬂ log == AR Then, picking

N = O(nk?logn/c?) guarantees that ||y — 3|2 = O(e + k/n/p) w1th high probability.

Proof. The proof is similar to that of Theorem 4.2 and we outline the main steps. The discrepancy
between the two layers can be bounded as |le||2 = [|7 — yll2 < |l¢'[l2 + |l¢”||2, where following (59)
as the notation:

N 2K
Zg.j — tanh <7r arcsin (w?w)) ,

2\3

and

"o -
e; = sign

2|~
] =
sl
|
s
=
2| =
] =
&l

The term ¢’ in the proof of Theorem 4.2 can be handled in a similar way as in the proof of Theorem
5.1, to indicate that with probability exceeding 1 — exp(—c):

2 2
'l < \/2(c+log(2n))nn Lot n’
N p

where the additional term /x2n/p comes from the Lipschitz continuity of tanh(k-) and a triangle
inequality similar to (60) and (61).

For the second term we similarly have

’ 1o~
le; | <2exp | —2k N 25”
j=1

Applying Hoeffding’s inequality and the triangle inequality guarantees that with probability exceeding
1 —2exp(—c):

ig 2, W C
‘: T mm N \/ﬁ.
This indicates that with probability exceeding 1 — 2 exp(—c):
4 8 1 C
le” 2 < 2exp <1ogf— —lin + (”Tog”) + 2\/2) .

Setting N = 8(c + log 2n)nkx?2 /&2, guarantees with probability exceeding 1 — 3 exp(—c):

€ Cm
<£ 1/ 2exp (1 _
He||2 =9 +C + €xXp ( ng mm +— f \/‘)

If we pick « in a way that

4 4
jgmin > 210g g + QQa (62)
’/T

VP
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then by a similar argument as before we will have

4k 4\/n

7£min > 2 log
™

Ck € Ck €
+2— >logyn+ —+2— —log -,
VD v /b 4

2n
lells < &+ Cy )22
p

It only remains to see that when Cp~/2 < £y, /7 and & > ;7 log 41 condition (62) is met. [

min €

and subsequently

M Minor Distribution Shift of Wide Neural Networks

It is well-known that in wide neural networks, the weight distribution shifts only slightly over the
course of training [15]. In this section, we present a numerical experiment to demonstrate this
property. For this purpose, we train a fully connected G-Net on MNIST data with a wide first layer
(width 1024) initialized using row-normalized Gaussian weights. During training, we monitor the
evolution of the layer’s weights and report their empirical distributions at epochs 0, 1, 10, and 25, as
shown in Figure 5.

12 12+
10 10t
8 8r
6 6r
4 4+
2 2r
0 ) 0 ' )
-0.2 -0.1 0 0.1 0.2 -0.2 -0.1 0 0.1 0.2
Initialization 1 epoch
12 12+
10 101
8 8r
6 61
4 4+
2 2r
0 0
0.2 0.1 0 0.1 0.2 0.2 0.1 0 0.1 0.2
10 epochs 25 epochs

Figure 5: Minor weight distribution shift for wide layers: the distribution of the weights of a fully
connected G-Net Layer at epochs 0, 1, 10, and 25

N  G-Net Implementation Details

In this section, we discuss key implementation details of G-Nets, including the handling of fully
connected layers, convolutional layers, general linear layers, and classification versus regression
output layers. We also present alternative strategies for incorporating bias in linear layers to enhance
the concentration properties of the EHD G-Net.
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Fully-Connected Layers. As discussed in the paper, when W € R™*P maintains ¢»-normalized
rows, z € SP~! and ¢ € RV*P is a Gaussian matrix, then by Grothendieck’s identity and the law of
large numbers:

1 2

—sign (WQT) sign (Qr) ——— —arcsin(Wx). (63)

N N o0 T
For finite IV, we refer to the left-hand side of (63) as the EHD representation of the right-hand side
expression. When W and x do not maintain the normalization property, the right-hand side argument
needs to be normalized properly. More specifically, consider general W € R"*P, x € RP, and a
Gaussian matrix ¢ € RV > structured as follows:

T T

wy g1
w=|:]. o=|:
T T
Wy, IN

Then we can construct a diagonal matrix to perform the normalization on W x as

N
2 _1 1
“arcsin (Dwwa:c) £, v Z; sign ((gi, z)) sign (Wg;), (64)
where
Dy, = |3 diag ([[wi]]3,- -, wall3) (65)
and diag(ay, . . ., «y,) is a diagonal matrix with elements v, . . ., «,,. Basically, the left-hand side

expression of (64) is what is implemented in a fully-connected layer of G-Net.

Smooth Approximation of the Norm. When training a G-Net, the rows of W need to be normalized
by their /5 norm. Basically, the i-th row of W takes the form w," /||w;||2. To maintain a bounded
gradient flow during the training, we use the smooth approximation

lwilla & /1wl + e,

where € > 0 is a small constant.

A Different Handling of the Bias for Faster Concentration. For an input z € RP, the output of a
fully-connected layer is normally in the form Wz + b where W € R™*P and b € R™ are learnable
weight and bias parameters. One could think of absorbing the bias in the weight matrix as

Wax+b=Wi, where:W =[W b, &= [ﬂ ,
and view the problem as an instance of the aforementioned fully-connected case. However, as
discussed in the theoretical results, especially for Rademacher embedding, having the weights evenly
spread out helps with a better concentration of EHD G-Net. Since the scales of b and W after training
can differ significantly, an alternative approach to introducing a bias term in linear layers—aimed at
promoting a more balanced distribution of weights—is to use a fully connected layer of the form

Wiz +clp),

where W € R™*P and ¢ € R is a learnable scalar. By trading off a negligible degree of freedom, this
formulation eliminates the issue of uneven scaling between weight and bias parameters. This idea
naturally extends to other linear layers and simply involves adding a learnable constant to the input.

General Linear Layers. The implementation scheme described above for fully connected layers
can be extended to general linear layers, which may include layers such as batch normalization,
average pooling, or cascades of multiple linear transformations. Consider a more general linear
operator Ty : V — R™, where V C RP1*P2X--xPv_and W denotes the parameters associated with
the operator Ty . Let e; denote the j-th canonical basis vector in R™. Then the j-th component of the
output of Ty can be expressed as

<TW(X)vej> = <X7T{/T/(ej)>7 (66)

42



where 7y, is the Hermitian adjoint of 7y. According to (66), one can interpret || 75 (e;)| as, the
Hilbert-Schmidt norm of 73, (e;), as the norm of the j-th “row” of the operator 7yy. Letting §;, for

i=1,...,N,bei.i.d. Gaussian tensors of the same shape as X, a generalization of (64) takes the
form
2 gD, 1
Zarcsin (di 3 © T (X)) 2 3 sign (G, X)) siga (Tw (G2)), (D)
i=1
where © denotes a Hadamard product, d%}% denotes the Hadamard inverse?® of the vector dw, x, and
175 (e)ll s
dw,x = |[z|us
HTﬁ;(en)HHS

Equation (67) shows that, once the Hermitian adjoint of a linear operator is available, normalizing
the operator and constructing the hyperdimensional embedding become straightforward tasks. For
a simpler notation of the canonical basis, the range of Ty is considered to be R™. However, this
framework readily generalizes to multi-dimensional output arrays, in which case dyy, x is replaced by
Dy, x, a tensor with the same dimensions as Ty (X).

Convolutional Layers. Although convolutional layers are linear and can, in principle, be addressed
using the formulation from the previous section, we introduce a specialized approach tailored for
a more compact representation and improved concentration properties. For notational simplicity,
we focus on one-dimensional convolution with a single output channel; the generalization to higher
dimensions and multiple channels is straightforward. Consider x € RP as an input array, w € R™ a
convolutional filter, and let * denote a vector-wise convolution (or cross-correlation). The convolution
w * x is a vector of length m, where m depends on input parameters such as p, n, padding, and stride.
Each vector-wise convolution w * = can be expressed as a matrix-vector product:

wTPlT

Wk x = x, (68)

w' P
where P, € {0,1}?*", k € {1,...,m}, circularly shift the elements of w. While the explicit
construction of Py is not required, the row norms of the matrix in (68) can be efficiently obtained via
a simple convolution operation as follows:

| Prw||3
: =(wow)x*1p,
| Prwll3

where 1,, denotes a length-p vector of all ones. Following the base equation in (64), for g; ~ N (0, I,,),
the embedding takes the following form

2 . -1 o 1 e .
—arcsin (ijg(w * x)) — 5 2_sign ({(9i,x)) sign (w * g;) , (69)
T
i=1
where
Doz = |l2]|3 diag (w © w) % 1,).
One can use the commutative property of the convolution and write
QZ‘Tpl
WHT =T kW= w,
z' P,
which for g; ~ N(0, I,,) offers the following alternative embedding scheme
2 -1 . 1 &
—arcsin (Dwf;(w * x)) — N sign ({g;, w)) sign (z * g;) , (70)
s
i=1

’The Hadamard inverse of a vector d is acquired by inverting each element of d, i.e., [d®~*]; = 1/d,.
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where
Dyo = ||wl3 diag ((z © ) * 1,,).

In convolutional layers, it is typically the case that n < p, which makes (70) preferable over (69) due
to its faster concentration with increasing N.

For multi-channel input signals, consider an input vector of length p with n. channels, and learnable
weights of length n corresponding to each input channel. We use the notation

X = [.]31,.. .,xnc] S Ranc7 W = [wla"'awnc] € RXNe,

In this case, the output of the convolutional layer is a vector of length m which is computed via

Ne
WeX= Z w; * T
j=1
For independent Gaussian matrices ; € R™*", a generalization of (70) to the multi-channel input
case is offered through

N
2 1 1
Zarcsin (DW%( (W @ X)) SRy > sign ((Gi, W) sign (X ® G, (71)
- :

i=1

where

Ne Ne
Dw, x Z w5 | diag Z%‘ Ozj | *1n
=1 =1

W% diag (X © X) ® 1xn,) -

Network Output Layer. In this section, we describe how to configure the network’s output layer
to function either as a regressor or a classifier.

For regression, we can model the final layer as

1
yr, = ASU (DWi,yL1 WLyL_1> ,

where Dy, ,,, _, is given by (65), and the subsequent hyper-dimensional embedding follows the
standard procedure. To employ this structure, the only requirement is to rescale the response variable
to the interval [f%, %] so that its range is consistent with y;, above.

For classification G-Nets, we can still use a standard soft-max activation as

1
yr, = SoftMax (DW%,QL—l WLyL_1> . (72)

Since the ASU function is monotonic and preserves the position of the dominant component in an
array, it is omitted from (72), yet a standard hyperdimensional embedding as the right-hand side
of (65) can be used. The EHD G-Net predicted label is determined by identifying the index of the
maximum absolute component in the output vector.

O Extended Numerical Experiments

In this section, we conduct numerical experiments on several datasets commonly used as benchmarks
in HDC classification tasks [32], focusing on more challenging vision datasets such as MNIST,
FashionMNIST, and CIFAR10. We also include two human-activity recognition datasets, HAR-
WSS (walking, sitting, standing) [65] and Epilepsy [70]; an automotive dataset, Ford-A [40]; a
natural-language dataset, AG News [72]; and a time-series dataset, Fault Detection-A [64]. A key
characteristic of all datasets selected for evaluation is that, unlike simpler HDC datasets such as
European Languages [52] and ISOLET [45], which achieve high accuracy with linear classifiers like
support vector machines (SVMs), the chosen benchmarks are not easily addressed by such models.
In fact, many HDC methods struggle to perform well on these datasets. To assess the effectiveness of
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the proposed framework, we compare its performance against several established and recent methods,
including classic HDC [8], HoloGN [23], Laplace HDC [26], OnlineHD [10], and RFF-HDC [37].

Table 1 summarizes the datasets used, including the number of input features (ng), output classes
(nr), and the corresponding G-Net architectures. We aimed to vary the layer configurations across
datasets while maintaining simplicity and reproducibility. For instance, on the FashionMNIST dataset,
we employed a single convolutional layer to stress-test G-Net under a shallower architecture. A demo
of G-Net training/EHD conversion, along with all experiments reported in this section, is available at
https://github.com/GNet2025/GNet.

Table 1: Dataset and G-Net architecture specifications. In layer descriptions: CN denotes a convo-
lutional layer (input channels, filters, output channels), EM an embedding layer (vocabulary size,
number of outputs), FC a fully connected layer (number of outputs), and CL a classification layer
(number of classes)

MNIST | FashionMNIST| Ford-A | WSS | Epilepsy | CIFARI0 |  AGNews  |Fault Detection-A
Data Specifications
no = 28x28| ng =28x28 | ng =500 |ng =206x3|ng = 206x3|ng =32x32 x3| ng = (400, 512) ng = 5120
ny = 10 ny = 10 ny =2 ny =6 ny =4 ny = 10 ny =4 ny =3

G-Net Specifications

CN(1,32.3) CN(1,32,5) CN(1,16,15) | CN(3,64,11) | CN@3.64,11) CN(3.32.5) EM(44120,512) CN(1, 3, 64,9)

CN(32,64,5) FC(512) CN(16,16,15) | CN(64,48,7) | CN(64,48,7) CN(32,64,3) CN(512,64,(5,6,71)x 2|  CN(64, 48,9)
FC(512) CL(10) CN(16.25,13) CL(6) CL(4) FC(512) CL(4) CL(3)
CL(10) CL(2) CL(10)

The first set of experiments involves fitting a G-Net to the original training data, followed by evalua-
tion in the binary hyperspace by applying the corresponding EHD G-Net to the hyperdimensional
embedding of test data. The G-Net training is quick—about ten epochs on MNIST require roughly
48 seconds on a desktop computer equipped with a GeForce RTX 4090 GPU. The EHD conversion
of the same G-Net takes less than 0.5 seconds, and the inference time for each embedded sample is
in the order of milliseconds. Figure 6 reports the average test accuracies of EHD G-Net and other
HDC methods. The reported hyperdimension IV represents the average [V, across G-Net layers and
the dimension used in other methods. For each IV, the conversion of the reference G-Net to an EHD
G-Net was repeated multiple times with different random matrices; the same number of repetitions
was applied to other HDC techniques. The plots show the resulting mean accuracies along with 41
standard deviation.

The G-Net architecture used in Figure 6 is a RASU network, and the results, both for Gaussian and
Rademacher embeddings are reported. While Gaussian embedding yields slightly better results, the
accuracies of the two embedding methods are very close. One observes that without training a large
binary model—and by training only a compact network in the primal space followed by inexpensive
binary encoding—we achieve classifiers that outperform state-of-the-art HDC models by a significant
margin. For example, HDC accuracies exceed 99.2% on MNIST, 81% on CIFAR-10, and 91% on
FashionMNIST, rivaling real-valued convolutional neural networks. The reported accuracies can
be even further improved by employing larger G-Nets and higher hyperdimensions, as EHD G-Net
performance asymptotically approaches that of the original G-Net with increasing N.

We extend our study of the first four datasets under the same experimental setup described above.
While Figure 6 presents the performance of RASU G-Nets with both Rademacher and Gaussian
embeddings, Figure 7 provides a more comprehensive comparison across a broader range of hyper-
dimensions for both activation types. Specifically, it presents G-Net and EHD G-Net accuracies of
RASU and TASU networks, evaluated with Rademacher and Gaussian embeddings. As expected,
RASU networks generally attain higher G-Net accuracies, with faster EHD G-Net concentration.
However, TASU still remains competitive—achieving, for instance, 98.4% accuracy on MNIST—
although, as theory predicts, TASU-based EHD G-Nets converge more slowly to their G-Net baselines.
This modest accuracy gap is the trade-off for a fully binary inference pipeline. Notably, the same
constraint also gives TASU networks greater robustness to model perturbations, as will be discussed
below.

As discussed earlier, the proposed framework develops a base G-Net model, from which combinato-
rially many BNNs can be instantiated. Although the frameworks and objectives differ, it is natural
to ask how our approach relates to existing BNN methods. To this end, Figure 8 compares G-Net
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Figure 6: Comparison of Gaussian/Rademacher RASU G-Net with other HDC methods on different

datasets (a) MNIST, (b) FashionMNIST, (c) Ford-A, (d) WSS, (e) Epilepsy, (f) CIFARI10, (g) AG
News, (h) Fault Detection-A
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Figure 7: Performance of TASU versus RASU networks for Gaussian and Rademacher Embedding:
(a) MNIST, (b) FashionMNIST, (c) Ford-A, (d) WSS

with XNOR-Net [28] and BinaryConnect [46]. A direct, fair comparison with hybrid designs such
as Bi-Real Net [21] is not feasible, as those models interleave binary and floating-point operations.
To conduct a fair comparison, we first train
a fully connected G-Net with two hidden lay-
ers (each of width 256) on FashionMNIST and
then form a binary EHD G-Net using a hyper-
dimensional embedding of size N = 1000. We
subsequently fine-tune this model with either
BNN technique and benchmark it against a sim-
ilar BNN initialized with random weights. Fig-
ure 8 shows that EHD-initialized BNNs start

80

Accuracy (%)

- BinaryConnect

with substantially higher accuracy and attain ) o XNORNet -
. . . ~#-GNet with BinaryConnect Fine-Tuning
their peak within a few epochs, whereas stan- . ~+~GNet with XNOR-Net Fine-Tuning
1 1 0 2 4 6 8 10 12 14 16 18 20
dard BNNs typically require many more epoch§ & e G o2,
to reach comparable accuracy. From an opti- Figure 8: Comparison with BNN Methods

mization standpoint, G-Net allows performing

a major part of the optimization in a smaller, continuous space, without the challenge of working
with binary decision variables. G-Net accuracy serves as a baseline for the binary model, indicating
how far its performance can be pushed in the course of training.

Hyperdimensional models are known for their resilience to model corruption, and our G-Net variants
are no exception. To quantify this robustness, we stress-test RASU and TASU EHD G-Nets by
randomly flipping a fraction of binary weights in every layer. For instance, applying a 10% flip
rate to the MNIST model randomly inverts 10% of the weights in each of its four layers. Figure 9
plots the resulting accuracy degradation versus corruption level, with confidence regions created by
repeating the experiments twenty times. Notably, TASU networks lose accuracy more gradually than
their RASU counterparts. This stems from TASU’s architecture: each TASU output is the sign of
an inner product between two binary vectors, a quantity less sensitive to individual bit flips than the
zero-thresholded binary inner products used in RASU layers. As a result, even after flipping 35% of
the EHD G-Net weights, the TASU model on MNIST still maintains over 95% accuracy.

Because each HDC method employs its own hyperdimensional embedding and inference pipeline,
the weight-flipping corruption described above cannot be applied uniformly across other HDC
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Figure 9: Robustness of TASU and RASU networks against random bit flips across all layers: (a)
MNIST, (b) FashionMNIST, (c) Ford-A, (d) WSS

frameworks. Instead, we observe a shared step across all models: each generates a hypervector that
is subsequently fed into an inference block for prediction. To apply a common corruption pattern
across all the HDC models in our comparison study, we fix the hyperdimension and corrupt the
hypervectors by flipping a specified fraction of bits immediately after the embedding stage of each
method. The noisy hypervector is then fed to the inference block for prediction, and the mean
accuracy across multiple experiments is reported. For EHD G-Nets, bit flips are injected right after
the first random-sign embedding, and the corrupted embedding is propagated through the network.
Figure 10 plots accuracy degradation for the various HDC models under this hypervector corruption.
The TASU and RASU networks had a less noticeable performance gap under this test, and only
TASU accuracies are reported in these plots. We attribute the superior robustness of EHD G-Nets to
their tightly integrated, binary, multi-stage inference pipeline—a feature largely absent from existing
HDC architectures.

P  Computational Cost of EHD G-Net versus a Floating Point G-Net

In this section, we mathematically compare the computational cost, in terms of time and memory, of
EHD G-Net versus the corresponding floating-point G-Net. In a sense, any floating-point network
can be considered as a binary neural network by viewing the floating-point weights as bit sequences,
which are operated on by floating-point arithmetic operators. However, unlike the EHD G-Net, these
bit sequences would have significant bits, and the operations on these bit sequences are complicated.
In contrast, the EHD G-Net uses simple operations and has no significant bits; consequently, the
EHD G-Net architecture is robust to random bit flips, see Figure 9. On the other hand, floating-point
numbers have significant bits (such as those encoding the sign and exponent of a floating-point
number, which significantly change the output when changed). Thus, the EHD G-Net architecture is
more suitable for noisy computing environments, such as low-power computing.

It is still instructive to study the different computational costs, in terms of memory and time, of each
method. For simplicity, we restrict our attention to a single fully-connected EHD G-Net layer using a
Rademacher matrix and the corresponding floating G-Net layer.
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Figure 10: Comparing the robustness of an EHD G-Net with other HDC methods: (a) MNIST, (b)
FashionMNIST, (c) Ford-A, (d) WSS

Fix a hyperdimension NV, and the number of bits used in the floating-point representation of numbers
F (for example, F' = 64 for double precision floating point numbers). Let n and m be the input
and output dimensions, respectively. Assume that x € R™, W € R™*" and R € {—1, 1}N X" the
hyper-dimension is INV. Consider the EHD G-Net Layer that performs the map

x> sign(WR " )sign(Raz)
and the corresponding floating-point G-Net layer

2
x — —arcsin(Wz).
7r

The EDH G-Net must store sign(W R ") which has dimensions m x N and (R, which has dimensions
N x n. The entries of these matrices can be encoded in binary, so the total memory required to store
the EHD G-Net layer is

MeMmorygyp gnet = (M + n)N  bits.
The floating point (FP) G-Net involves storing the m x n matrix W whose entries each require F'
bits to encode, for a total of

Memorypp g.nee = (M - 1) F  bits.

Next, we consider the computational cost in terms of time. The EHD G-Net layer starts by applying
R to x and then applying the sign function. This involves an XOR of sign bits, adding the resulting
integers, and taking the sign of the result. Let {xor and ¢z 4 denote the time to compute the XOR
and add integers, respectively. Finally, let sz, be the time to take the sign. After that, we need to
compute txor of Nm entries, and then sum N'm binary value, which can be done with popcount.
Let tpopcount denote the time for popcount (summing binary values). In summary, we have

tirneEHD G-Net — O ((txor + tpopcount) (Nm) + (txor + tZ,Jr)(Nn) + tsign(N)) .

Next, consider the floating-point G-Net layer. Let ¢,,csin be the cost to apply 2/7 arcsin, tg + be the
time to add floating point numbers, and {g « be the time to multiply floating point numbers. Then,
we have

til'neFP G-Net — O((m)tarcsin + (m . n) (tR,Jr + t]R,X )) .
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If N and F are fixed, along with the time cost of all operations, then the computational complexity
of EHD G-Net is O(m + n) in terms of memory and time complexity compared to O(m - n) for
floating point G-Net. However, even when m and n are small, we emphasize that EHD G-Net offers
an advantage in terms of robustness to random bit flips. Figure 11 replicates the first row of Figure
9 where we previously showed that randomly flipping the binary weights of an EHD G-Net causes
a slow drop of accuracy. However, if instead one considers randomly flipping bit sequences on a
floating point G-Net, the accuracy drops much faster, as demonstrated in Figure 11.

100, 100

= N —

70

%)

60

50

Accuracy (¢
Accuracy (%)

40

30
---RASU EHD G-Net ---RASU EHD G-Net

20 |+ TASU EHD G-Net 20 - TASU EHD G-Net
10 = RASU G-Net (Bit Sequence) —_ ---RASU G-Net (Bit Sequence)
-+TASU G-Net (Bit Sequence) . | -+~TASU G-Net (Bit Sequence)
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Ratio of Randomly Flipped Weights in Each Layer Ratio of Randomly Flipped Weights in Each Layer
(a) (b)
Figure 11: Robustness of TASU/RASU networks against random flips of EHD G-Net weights, and

bit sequences of the corresponding G-Net: (a) MNIST, (b) FashionMNIST
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paper’s contributions and scope?
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ments results are in Section 6.
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* The answer NA means that the abstract and introduction do not include the claims
made in the paper.

* The abstract and/or introduction should clearly state the claims made, including the
contributions made in the paper and important assumptions and limitations. A No or
NA answer to this question will not be perceived well by the reviewers.

* The claims made should match theoretical and experimental results, and reflect how
much the results can be expected to generalize to other settings.

* It is fine to include aspirational goals as motivation as long as it is clear that these goals
are not attained by the paper.

2. Limitations
Question: Does the paper discuss the limitations of the work performed by the authors?
Answer: [Yes]
Justification: Limitations are discussed in Section 6.
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* The answer NA means that the paper has no limitation while the answer No means that
the paper has limitations, but those are not discussed in the paper.

* The authors are encouraged to create a separate "Limitations" section in their paper.

* The paper should point out any strong assumptions and how robust the results are to
violations of these assumptions (e.g., independence assumptions, noiseless settings,
model well-specification, asymptotic approximations only holding locally). The authors
should reflect on how these assumptions might be violated in practice and what the
implications would be.

* The authors should reflect on the scope of the claims made, e.g., if the approach was
only tested on a few datasets or with a few runs. In general, empirical results often
depend on implicit assumptions, which should be articulated.

* The authors should reflect on the factors that influence the performance of the approach.
For example, a facial recognition algorithm may perform poorly when image resolution
is low or images are taken in low lighting. Or a speech-to-text system might not be
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will be specifically instructed to not penalize honesty concerning limitations.

3. Theory assumptions and proofs

Question: For each theoretical result, does the paper provide the full set of assumptions and
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Answer: [Yes]
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Justification: Each result is precisely stated with all assumptions, and detailed proofs of each
theorem and support lemmas and references are provided in the Appendix.

Guidelines:

» The answer NA means that the paper does not include theoretical results.
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by formal proofs provided in appendix or supplemental material.
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perimental results of the paper to the extent that it affects the main claims and/or conclusions
of the paper (regardless of whether the code and data are provided or not)?
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Justification: The setup of the experimental results is detailed in the paper and Appendix. A
link to a GitHub repository reproducing all the results is included in the abstract. All data
sets used for testing are publicly available and referenced appropriately.
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* If the paper includes experiments, a No answer to this question will not be perceived
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to make their results reproducible or verifiable.
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nature of the contribution. For example

(a) If the contribution is primarily a new algorithm, the paper should make it clear how
to reproduce that algorithm.

(b) If the contribution is primarily a new model architecture, the paper should describe
the architecture clearly and fully.

(c) If the contribution is a new model (e.g., a large language model), then there should
either be a way to access this model for reproducing the results or a way to reproduce
the model (e.g., with an open-source dataset or instructions for how to construct
the dataset).

(d) We recognize that reproducibility may be tricky in some cases, in which case
authors are welcome to describe the particular way they provide for reproducibility.
In the case of closed-source models, it may be that access to the model is limited in
some way (e.g., to registered users), but it should be possible for other researchers
to have some path to reproducing or verifying the results.

5. Open access to data and code
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Question: Does the paper provide open access to the data and code, with sufficient instruc-
tions to faithfully reproduce the main experimental results, as described in supplemental
material?

Answer: [Yes]

Justification: The code that reproduces all figures and results is linked in the abstract as a
public GitHub repository. The Appendix provides the experimental details.

Guidelines:

» The answer NA means that paper does not include experiments requiring code.

¢ Please see the NeurIPS code and data submission guidelines (https://nips.cc/
public/guides/CodeSubmissionPolicy) for more details.

* While we encourage the release of code and data, we understand that this might not be
possible, so “No” is an acceptable answer. Papers cannot be rejected simply for not
including code, unless this is central to the contribution (e.g., for a new open-source
benchmark).

* The instructions should contain the exact command and environment needed to run to
reproduce the results. See the NeurIPS code and data submission guidelines (https:
//nips.cc/public/guides/CodeSubmissionPolicy) for more details.

* The authors should provide instructions on data access and preparation, including how
to access the raw data, preprocessed data, intermediate data, and generated data, etc.

* The authors should provide scripts to reproduce all experimental results for the new
proposed method and baselines. If only a subset of experiments are reproducible, they
should state which ones are omitted from the script and why.

* At submission time, to preserve anonymity, the authors should release anonymized
versions (if applicable).

* Providing as much information as possible in supplemental material (appended to the
paper) is recommended, but including URLSs to data and code is permitted.
6. Experimental setting/details

Question: Does the paper specify all the training and test details (e.g., data splits, hyper-
parameters, how they were chosen, type of optimizer, etc.) necessary to understand the
results?

Answer: [Yes]
Justification: The training and test details are specified in Section O of the Appendix.
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* The answer NA means that the paper does not include experiments.

* The experimental setting should be presented in the core of the paper to a level of detail
that is necessary to appreciate the results and make sense of them.

 The full details can be provided either with the code, in appendix, or as supplemental
material.
7. Experiment statistical significance

Question: Does the paper report error bars suitably and correctly defined or other appropriate
information about the statistical significance of the experiments?

Answer: [Yes]

Justification: All experiment results in Section 6 and Section O of the Appendix include
appropriate error bars.

Guidelines:

* The answer NA means that the paper does not include experiments.

* The authors should answer "Yes" if the results are accompanied by error bars, confi-
dence intervals, or statistical significance tests, at least for the experiments that support
the main claims of the paper.

* The factors of variability that the error bars are capturing should be clearly stated (for
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10.

* The method for calculating the error bars should be explained (closed form formula,
call to a library function, bootstrap, etc.)

* The assumptions made should be given (e.g., Normally distributed errors).

* It should be clear whether the error bar is the standard deviation or the standard error
of the mean.

* It is OK to report 1-sigma error bars, but one should state it. The authors should
preferably report a 2-sigma error bar than state that they have a 96% CI, if the hypothesis
of Normality of errors is not verified.

» For asymmetric distributions, the authors should be careful not to show in tables or
figures symmetric error bars that would yield results that are out of range (e.g. negative
error rates).

* If error bars are reported in tables or plots, The authors should explain in the text how
they were calculated and reference the corresponding figures or tables in the text.

Experiments compute resources

Question: For each experiment, does the paper provide sufficient information on the com-
puter resources (type of compute workers, memory, time of execution) needed to reproduce
the experiments?

Answer: [Yes]

Justification: Information about the computation resources used for the experiments is
included in Section O of the Appendix.

Guidelines:

» The answer NA means that the paper does not include experiments.

* The paper should indicate the type of compute workers CPU or GPU, internal cluster,
or cloud provider, including relevant memory and storage.

* The paper should provide the amount of compute required for each of the individual
experimental runs as well as estimate the total compute.

* The paper should disclose whether the full research project required more compute
than the experiments reported in the paper (e.g., preliminary or failed experiments that
didn’t make it into the paper).

. Code of ethics

Question: Does the research conducted in the paper conform, in every respect, with the
NeurIPS Code of Ethics https://neurips.cc/public/EthicsGuidelines?

Answer: [Yes]
Justification: We follow the NeurIPS Code of Ethics.
Guidelines:

e The answer NA means that the authors have not reviewed the NeurIPS Code of Ethics.

* If the authors answer No, they should explain the special circumstances that require a
deviation from the Code of Ethics.

* The authors should make sure to preserve anonymity (e.g., if there is a special consid-
eration due to laws or regulations in their jurisdiction).

Broader impacts

Question: Does the paper discuss both potential positive societal impacts and negative
societal impacts of the work performed?

Answer: [NA]

Justification: This work consists of fundamental research into random binary neural networks
and binary hyperdimensional computing models, and has no direct positive or negative
societal impacts.

Guidelines:

* The answer NA means that there is no societal impact of the work performed.

* If the authors answer NA or No, they should explain why their work has no societal
impact or why the paper does not address societal impact.
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» Examples of negative societal impacts include potential malicious or unintended uses
(e.g., disinformation, generating fake profiles, surveillance), fairness considerations
(e.g., deployment of technologies that could make decisions that unfairly impact specific
groups), privacy considerations, and security considerations.

* The conference expects that many papers will be foundational research and not tied
to particular applications, let alone deployments. However, if there is a direct path to
any negative applications, the authors should point it out. For example, it is legitimate
to point out that an improvement in the quality of generative models could be used to
generate deepfakes for disinformation. On the other hand, it is not needed to point out
that a generic algorithm for optimizing neural networks could enable people to train
models that generate Deepfakes faster.

* The authors should consider possible harms that could arise when the technology is
being used as intended and functioning correctly, harms that could arise when the
technology is being used as intended but gives incorrect results, and harms following
from (intentional or unintentional) misuse of the technology.

* If there are negative societal impacts, the authors could also discuss possible mitigation
strategies (e.g., gated release of models, providing defenses in addition to attacks,
mechanisms for monitoring misuse, mechanisms to monitor how a system learns from
feedback over time, improving the efficiency and accessibility of ML).

Safeguards

Question: Does the paper describe safeguards that have been put in place for responsible
release of data or models that have a high risk for misuse (e.g., pretrained language models,
image generators, or scraped datasets)?

Answer: [NA]

Justification: This work consists of fundamental research into random binary neural networks
and binary hyperdimensional computing model and poses no such misuse risks.

Guidelines:

* The answer NA means that the paper poses no such risks.

* Released models that have a high risk for misuse or dual-use should be released with
necessary safeguards to allow for controlled use of the model, for example by requiring
that users adhere to usage guidelines or restrictions to access the model or implementing
safety filters.

 Datasets that have been scraped from the Internet could pose safety risks. The authors
should describe how they avoided releasing unsafe images.

* We recognize that providing effective safeguards is challenging, and many papers do
not require this, but we encourage authors to take this into account and make a best
faith effort.

Licenses for existing assets

Question: Are the creators or original owners of assets (e.g., code, data, models), used in
the paper, properly credited and are the license and terms of use explicitly mentioned and
properly respected?

Answer: [Yes]

Justification: All data sets and code used are publicly available for scientific use, and are
appropriately referenced.

Guidelines:

* The answer NA means that the paper does not use existing assets.
* The authors should cite the original paper that produced the code package or dataset.

* The authors should state which version of the asset is used and, if possible, include a
URL.

* The name of the license (e.g., CC-BY 4.0) should be included for each asset.

* For scraped data from a particular source (e.g., website), the copyright and terms of
service of that source should be provided.
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* If assets are released, the license, copyright information, and terms of use in the
package should be provided. For popular datasets, paperswithcode.com/datasets
has curated licenses for some datasets. Their licensing guide can help determine the
license of a dataset.

* For existing datasets that are re-packaged, both the original license and the license of
the derived asset (if it has changed) should be provided.

* If this information is not available online, the authors are encouraged to reach out to
the asset’s creators.
New assets

Question: Are new assets introduced in the paper well documented and is the documentation
provided alongside the assets?

Answer: [Yes]

Justification: The code accompanying the paper is documented with instructions about
installation and execution steps.

Guidelines:

* The answer NA means that the paper does not release new assets.

* Researchers should communicate the details of the dataset/code/model as part of their
submissions via structured templates. This includes details about training, license,
limitations, etc.

* The paper should discuss whether and how consent was obtained from people whose
asset is used.
* At submission time, remember to anonymize your assets (if applicable). You can either
create an anonymized URL or include an anonymized zip file.
Crowdsourcing and research with human subjects

Question: For crowdsourcing experiments and research with human subjects, does the paper
include the full text of instructions given to participants and screenshots, if applicable, as
well as details about compensation (if any)?
Answer: [NA]
Justification: Neither crowdsourcing nor human subjects is involved in the research.
Guidelines:

* The answer NA means that the paper does not involve crowdsourcing nor research with

human subjects.

* Including this information in the supplemental material is fine, but if the main contribu-
tion of the paper involves human subjects, then as much detail as possible should be
included in the main paper.

* According to the NeurIPS Code of Ethics, workers involved in data collection, curation,
or other labor should be paid at least the minimum wage in the country of the data
collector.

Institutional review board (IRB) approvals or equivalent for research with human
subjects

Question: Does the paper describe potential risks incurred by study participants, whether
such risks were disclosed to the subjects, and whether Institutional Review Board (IRB)
approvals (or an equivalent approval/review based on the requirements of your country or
institution) were obtained?

Answer: [NA]
Justification: Neither crowdsourcing nor human subjects is involved in the research.
Guidelines:

* The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

* Depending on the country in which research is conducted, IRB approval (or equivalent)
may be required for any human subjects research. If you obtained IRB approval, you
should clearly state this in the paper.
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* We recognize that the procedures for this may vary significantly between institutions
and locations, and we expect authors to adhere to the NeurIPS Code of Ethics and the
guidelines for their institution.

* For initial submissions, do not include any information that would break anonymity (if
applicable), such as the institution conducting the review.
16. Declaration of LLM usage

Question: Does the paper describe the usage of LLMs if it is an important, original, or
non-standard component of the core methods in this research? Note that if the LLM is used
only for writing, editing, or formatting purposes and does not impact the core methodology,
scientific rigorousness, or originality of the research, declaration is not required.

Answer: [NA]
Justification: The research does not involve any LLMs.
Guidelines:

* The answer NA means that the core method development in this research does not
involve LLMs as any important, original, or non-standard components.

¢ Please refer to our LLM policy (https://neurips.cc/Conferences/2025/LLM)
for what should or should not be described.
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