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Abstract

The rise of digital financial platforms in Africa has
improved access to services but also increased the risk
of cyberattacks like Cross-Site Scripting (XSS). XSS
attacks inject dangerous JavaScript code into websites,
which can steal user data or cause other harm. To help
protect users, we developed a Firefox extension that de-
tects malicious scripts in real time. This extension uses
a Graph Neural Network (GNN), a type of ATl model we
have already trained on Control Flow Graphs (CFGs),
to find hidden and complex malicious code. The exten-
sion shows a clear alert when it detects suspicious code
and highlights the dangerous part. It also includes a
chatbot assistant based on ChatGPT that explains the
code’s behavior in simple words. We tested the exten-
sion on real African financial websites and with sample
data, and it showed good results. This tool combines
strong Al detection with easy explanations to improve
online safety and user awareness.

1. Introduction

The rapid expansion of digital financial services and
e-commerce in Africa has elevated the region’s eco-
nomic growth, but it has also exposed users and or-
ganizations to escalating cyber threats. In 2024 alone,
the African region experienced over 131.6 million web-
based threat detections, including phishing, malware,
and exploit attempts, marking a 1.2% increase com-
pared to 2023 [1]. Notably, Kenya, South Africa, and
Morocco ranked highest, with nearly 20 million, 17 mil-
lion, and 12.6 million web threat attempts respectively
[1].

On average, African organizations faced 2,960 cy-
berattack attempts per week in Q2 2024, representing
a 37% increase year on year—the highest global rate
during that period [2] (see Figure 2).
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Figure 1. Web threat detection in Africa (2024).

Region Avg weekly attacks perorg | YoY Change
Africa 2960 37%
Latin America 2667 53%
APAC 2510 23%
Europe 1367 35%
North America 1188 17%

Figure 2. Regional Analysis of Cyber Attacks.

Furthermore, cybercriminal tactics targeting data
theft also surged: spyware attacks rose by 14%, while
password-stealer malware detections surged by 26% be-
tween 2023 and 2024 [3]. Among the most persistent
web-based threats is Cross Site Scripting (XSS)[4] a
type of vulnerability that allows malicious JavaScript
injection, posing severe risks to confidential data and
financial integrity particularly on user-centric web ap-
plications. According to OWASP, XSS remains one
of the top 3 vulnerabilities globally, accounting for ap-
proximately 30% of web application flaws, and has been
exploited in over 76% of organizations as of 2023 [5].
Despite familiarity with XSS, up to 90% of vulnerabil-
ities still evade detection even by advanced IT profes-
sionals [6]. Against this backdrop, web-based financial



platforms which often handle sensitive user credentials
and transaction data are especially vulnerable. Exist-
ing security tools often lack real-time, client-side de-
tection and do not provide user-friendly explanations.
In response, this paper presents a Firefox browser ex-
tension that performs real-time detection of malicious
JavaScript using a machine learning model we have
already developed. This model is based on a Graph
Neural Network (GNN)[7][8] trained on control flow
graph (CFG)[9] representations of obfuscated scripts
to accurately identify complex threats. When suspi-
cious behavior is detected, the extension automatically
generates an alert containing the extracted malicious
code snippet. In addition, the extension includes a
conversational assistant powered by a Large Language
Model (LLM)[10], enabling users to ask questions, re-
ceive semantic explanations, and gain contextual se-
curity guidance about the detected threat. This com-
bined approach integrating a developed GNN-based de-
tection model with natural language explanations im-
proves both accuracy and usability, offering a practi-
cal defense solution for financial web applications in
Africa’s growing digital economy.

2. System Overview

This system is a browser extension for Firefox
that helps users detect and understand dangerous
JavaScript code on websites, especially code that can
cause Cross-Site Scripting (XSS) attacks. We have al-
ready developed and trained the detection model us-
ing Graph Neural Networks (GNNs), and this trained
model is now integrated into the Firefox extension. The
system also uses Large Language Models (LLMs) like
ChatGPT to explain detected threats in simple lan-
guage. At the center of the system is a code extraction
module. This part of the extension scans the web page
and collects all JavaScript code. Then, the code is sent
to two components:

B The GNN detection engine: It converts the code
into a graph and uses the trained model to decide
if the code is safe or dangerous.

B The ChatGPT assistant: If the system finds dan-
gerous code, it highlights it and activates a chat-
bot. The user can ask questions like “Why is this
code dangerous?” and get clear answers in real
time.

One important feature of the system is its focus on
the user. Instead of just blocking code or showing con-
fusing alerts, it explains the risk clearly. This helps
users understand what is happening and learn about

web security. Here are some real examples of how this
system works:

B Scenario 1: Protecting a Bank Account Page

Figure 7 illustrates a step-by-step cyberattack us-
ing Cross-Site Scripting (XSS) against an online
banking website. The target is a bank in Africa
that provides digital services such as account bal-
ance checks, fund transfers, and bill payments.
The attack begins when a cybercriminal creates
malicious JavaScript code (Step 1) and sets up a
separate “drop site” at xxx.com to collect stolen
data (Step 2). Exploiting a security flaw in the
bank’s website (bank.com), the attacker injects
the harmful code into its pages (Step 3). When
a customer named Ali visits the bank’s site (Step
4), the page loads the malicious script, which
runs silently in his browser (Step 5). Without his
knowledge, the script sends sensitive information,
such as session cookies, from bank.com to the at-
tacker’s server (Step 6). Without protection, this
could allow the attacker to take control of Ali’s
account, transfer money, or misuse his personal
data.

In this case, a browser extension detects the ma-
licious JavaScript, highlights the dangerous code,
and warns Ali. The ChatGPT assistant explains
that the script is trying to send private data to
an untrusted server. Understanding the risk, Ali
avoids logging in and remains safe. This scenario
shows the importance of secure coding, regular
website security audits, and user awareness, es-
pecially for online banks in Africa where digital
banking adoption is growing but some systems still
lack modern security protections.

B Scenario 2: Unsafe African Government or Fi-
nance Website
Figure 8 illustrates a step-by-step cyberattack us-
ing Cross-Site Scripting (XSS) against an official
African government or finance website. The tar-
get is a site where users can submit documents or
manage mobile money accounts. The attack starts
when a cybercriminal crafts malicious JavaScript
code that steals session cookies and sets up a re-
mote server to collect this data. Exploiting a vul-
nerability in the website, the attacker injects the
harmful script into a user-editable form or pro-
file field. When a legitimate user visits the page,
the embedded script runs silently in their browser.
Without the user’s knowledge, the script trans-
mits the session cookie (PHPSESSID=...) to the
attacker’s server, which can then hijack the user’s
session and perform unauthorized actions.



This scenario highlights the critical need for se-
cure coding practices, vigilant monitoring of user
inputs, and user awareness tools especially on gov-
ernment and finance websites in Africa, where dig-
ital services are expanding but security measures
can lag behind evolving threats.

This example shows why such tools are important
in regions where websites may not follow modern
security practices. The system helps protect users
and also teaches them about security threats.

Figure 3 illustrates the architecture of the system,
highlighting the interaction between the extrac-
tion module, ChatGPT assistant and the user in-
terface components.
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Figure 3. Architecture of the system.

3. Experimental Implementation

To validate our proposed architecture, we devel-
oped a functional Firefox browser extension integrat-
ing a Graph Neural Network (GNN) model for real-
time detection of malicious JavaScript code, particu-
larly Cross-Site Scripting (XSS) attacks. The model
was trained on a curated dataset initially containing
37,605 samples, sourced from Kaggle, the OWASP XSS
Cheat Sheet, and common JavaScript libraries. After
preprocessing (deduplication, normalization, and qual-
ity filtering), the final dataset consisted of 19,359 sam-
ples, including 12,038 benign (62.18%) and 7,321 ma-
licious (37.82%) scripts. Figure 4 presents the compo-
sition and origin of the collected data.

Dataset Benign code XSS payload Total
Kaggle 6313 7373 13 686
JS library source code 11 120 - 11 120
XSS Cheat Sheet - 6047 6047
Materialize JS library 6752 - 6 752
Total 24 185 13 420 37 605

Figure 4. Sources and composition of the collected dataset.

To better simulate real-world scenarios, we enriched
the dataset with synthetic obfuscated XSS payloads
generated using a controlled language model. Each
script real or synthetic was transformed into a Con-
trol Flow Graph (CFG), allowing the model to capture

structural and semantic properties of the code. The
dataset was split into 80% training and 20% testing
sets, and the encoded CFGs were used to train the
GNN classifier embedded in the extension.

Upon detecting suspicious behavior, the system trig-
gers two main mechanisms:

B Real-time alert system: The extension displays a
warning to the user, clearly highlighting the pres-
ence of a potentially malicious script and identify-
ing its source within the web page (see Fig 5).
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Figure 5. Real-time Alert.

B ChatGPT-powered assistant: A dialog interface is
launched, providing an easy-to-understand expla-
nation of the detected script’s behavior to increase
user awareness, even for those without cybersecu-
rity expertise (see Fig 6).
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Figure 6. ChatGPT Analysis.

Additionally, we conducted experiments on real-
world websites, including publicly accessible pages of
financial platforms and banking institutions operating
in Africa. These tests covered online services such as
money transfers, digital wallets, and user authentica-
tion forms. The goal was to evaluate the extension’s
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Figure 8. Scenario of Unsafe African Government or Finance Website.

performance in high-risk, real-use scenarios typical of
the African fintech sector. Initial results showed that
integrating an Al model into a browser extension is
technically feasible and effective for real-time detection
of malicious client-side scripts. The combination of au-
tomatic detection with natural language explanations
provided by ChatGPT makes the tool especially useful
in low-digital-literacy environments, where users may
not fully understand security alerts. This experimen-
tal implementation demonstrates the practical poten-
tial of Al-driven browser security tools in real-world
applications, especially in regions where digital finance
is growing but user-side protections remain limited.

4. Conclusion

In this work, we proposed and implemented a novel
Firefox browser extension aimed at detecting and ex-
plaining malicious JavaScript code, with a particular
focus on Cross-Site Scripting (XSS) attacks. Our ap-
proach combines Al-based detection mechanisms with

a natural language assistant powered by ChatGPT,
providing both technical protection and user-friendly
explanations. The system architecture was designed
for real-time operation, seamlessly integrated within
the browser environment. Experimental testing on
real-world financial websites, including African bank-
ing platforms, demonstrated the feasibility and effec-
tiveness of our solution. The extension accurately iden-
tified suspicious scripts and alerted users, while also
offering valuable contextual insights to promote user
awareness and trust. Our work shows the potential of
combining machine learning and large language models
(LLMs) to address client-side web security challenges
in a transparent and explainable way. This is espe-
cially important in emerging digital ecosystems like
those across Africa, where fintech adoption is growing
fast but often lacks adequate end-user protection tools.
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