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Abstract

Growing data privacy demands, driven by regulations like GDPR and CCPA, re-
quire machine unlearning methods capable of swiftly removing the influence of
specific training points. Although verified approaches like SISA, using data slicing
and checkpointing, achieve efficient unlearning for single models by reverting to
intermediate states, these methods struggle in teacher-student knowledge distilla-
tion settings. Unlearning in the teacher typically forces costly, complete student
retraining due to pervasive information propagation during distillation. Our pri-
mary contribution is PURGE (Partitioned Unlearning with Retraining Guarantee
for Ensembles), a novel framework integrating verified unlearning with distilla-
tion. We introduce constituent mapping and an incremental multi-teacher strategy
that partitions the distillation process, confines each teacher constituent model’s
impact to distinct student data subsets, and crucially maintains data isolation.
The PURGE framework substantially reduces retraining overhead—requiring only
partial student updates—when teacher-side unlearning occurs. We provide both
theoretical analysis, quantifying significant speed-ups in the unlearning process,
and empirical validation on multiple datasets, demonstrating that PURGE achieves
these efficiency gains while maintaining student accuracy comparable to standard
baselines.

1 Introduction

Growing data privacy demands, driven by a global wave of data privacy regulations exemplified by
the General Data Protection Regulation (GDPR) and California Consumer Privacy Act (CCPA), grant
users the right to retract their data from machine learning models. Fulfilling these rights is critical, as
models can potentially memorize training data [[L0, |4], necessitating alterations to trained models
upon data retraction requests. However, naively retraining modern deep neural networks, which can
contain billions of parameters, from scratch after each data removal is computationally prohibitive and
economically unviable, especially given the potential frequency of such requests. This necessitates
efficient machine unlearning techniques. Furthermore, many applications demand verified unlearning
methods that formally guarantee the complete removal of data influence, a property often lacking in
approximate or model-specific approaches which may only offer heuristic or probabilistic removal
guarantees[25, 132, [19]. The challenge lies in developing methods that are both computationally
efficient and provably effective in removing data influence.

The Sharded, Isolated, Sliced, and Aggregated (SISA) framework [[1] offers a prominent solution for
achieving verified, model-agnostic unlearning. SISA partitions the training data into isolated shards
and trains an ensemble of constituent models, where each model learns exclusively from its assigned
shard. Training proceeds incrementally on data ‘slices’ within each shard, with intermediate model
checkpoints saved after processing each slice. This inherent isolation ensures that unlearning a data
point typically requires only reverting the single affected constituent model to a relevant prior state

39th Conference on Neural Information Processing Systems (NeurIPS 2025).



and partially retraining it on a small fraction of data. This mechanism provides exact unlearning
guarantees (matching the model distribution as if trained without the removed data) while offering
significant efficiency gains over full retraining in standard single-model scenarios.

While SISA is powerful for individual models, adapting verified unlearning effectively to more
complex learning paradigms like Knowledge Distillation (KD) poses unique, previously unaddressed
challenges. KD is crucial in modern machine learning, enabling the deployment of state-of-the-art
capabilities by transferring knowledge from large, computationally intensive ‘teacher’ models (often
trained on vast datasets) to smaller, more efficient ‘student’ models suitable for resource-constrained
environments or low-latency applications [15, 15, 26]]. During this distillation process, however,
information about the teacher’s training data can leak and propagate pervasively throughout the
student network [24]. Consequently, even if SISA’s partitioning and checkpointing are applied
independently to both teacher and student ensembles, unlearning data from the teacher side forces
costly, complete retraining of the entire student network. This occurs because all student constituent
models are exposed to influence derived from the original, complete teacher ensemble during initial
training, fundamentally breaking the data isolation necessary for efficient unlearning when the
teacher model is updated. This critical issue negates SISA’s efficiency benefits within the coupled
teacher-student system, hindering the practical application of verified unlearning in common KD
pipelines.

To address this critical gap, we propose PURGE (Partitioned Unlearning with Retraining Guarantee for
Ensembles), a novel framework specifically designed for efficient and verified unlearning within the
KD paradigm, focusing particularly on the challenge of teacher-side updates. The PURGE framework
integrates SISA with KD by introducing constituent mapping, where each teacher constituent model’s
influence is restricted to a dedicated subset of student constituent models, and an incremental multi-
teacher strategy for managing the distillation flow within student shards. This structure crucially
maintains data isolation during the distillation phase itself, preventing the cross-model information
propagation that plagues naive SISA applications in KD. PURGE enables efficient student unlearning:
only a small, targeted fraction of the student network needs retraining when teacher data is removed,
thereby restoring the efficiency promise of SISA for the entire system. Evaluated on both image
classification and sentiment analysis tasks using public datasets, including MNIST[8]], SVHN][12],
CIFAR-100[20] and SST5[28]], our proposed PURGE delivers significant speed-ups over SISA while
preserving model performance across various conditions.

Our key contributions are: (1) the first framework, to our knowledge, providing verified unlearning
specifically tailored for distillation scenarios involving teacher updates; (2) the novel mapping and
incremental multi-teacher mechanism designed to preserve data isolation during distillation; (3)
theoretical analysis quantifying the significant retraining speedups achieved by our method; and (4)
empirical validation on multiple datasets demonstrating substantial practical efficiency gains without
sacrificing student predictive performance compared to relevant baselines.

2 Related Work

Machine unlearning aims to efficiently remove the influence of specific data points from trained
models, driven largely by data privacy regulations and the need to correct data errors. Broadly,
approaches can be categorized into (1) approximate unlearning and (2) exact (or verified) unlearning.

Approximate unlearning often rely on heuristics such as proposing unlearning as learning with
negative updates [3]], using influence functions or Newton updates [[13]], model scrubbing [11]], or
leveraging connections to differential privacy [27] to estimate and counteract the contribution of
data points to be removed. While potentially faster or applicable in specific settings (e.g., convex
models [[13} 27]), these methods typically lack formal guarantees regarding the complete removal of
data influence for general deep learning models, and therefore may fall short of meeting the strict
requirements of certain data privacy regulations.

Verified unlearning methods, in contrast, aim to produce a model state identical in distribution to one
trained without the removed data. The Sharded, Isolated, Sliced, and Aggregated (SISA) framework
[1] is a leading approach in this category. As outlined in Section[I] SISA achieves verified, model-
agnostic unlearning through data partitioning (sharding), incremental training on data slices, and
checkpointing, enabling efficient retraining of only isolated constituent models when data is removed.



While powerful, the architectural assumptions of SISA mean its effective application often requires
adaptation for specific machine learning paradigms beyond standard supervised learning on indepen-
dent data. For instance, significant research has explored adapting SISA for Federated Learning (FL),
addressing challenges related to decentralized data and communication constraints [29]. Similarly,
applying SISA to Graph Neural Networks (GNN5s) necessitates handling graph structure dependencies
[6]], and adaptations exist for non-differentiable models like random forests where partitioning applies
to the model structure itself [2]. Further demonstrating this need, Kumar et al. adapted SISA princi-
ples for large NLP models by retraining only lightweight adapter layers within shards to manage the
high computational and memory costs [21]]. This pattern highlights that achieving efficient verified
unlearning often demands tailored solutions that respect the constraints and information flow of the
target learning paradigm.

Knowledge Distillation (KD) presents another such paradigm with unique challenges for unlearning.
As discussed, KD transfers knowledge from a teacher to a student model, a process crucial for model
compression and deployment. However, this knowledge transfer intrinsically creates dependencies:
information about the teacher’s training data can leak to the student [24]], complicating unlearning.
Research addressing unlearning specifically within KD is sparse and has focused on approximate
methods or student-side updates. For instance, SCRUB [22] trains a new student model to selectively
"disobey" the original teacher on data intended for forgetting, offering no formal unlearning guar-
antees and leaving the original teacher model unchanged. RKLD [30] uses a supposedly "clean"
reference teacher model to guide the original model (acting as a student) via reverse KL divergence
to forget specific information, again lacking formal verification and relying on the availability of a
suitable reference model. Other related works also utilize KD or fine-tuning primarily for approximate
unlearning speedups on the student side [18}|17]. To our knowledge, no existing method provides ef-
ficient, verified unlearning directly applicable to the teacher model within a KD pipeline using SISA’s
partitioning principles. Thus, the most direct verified approach, applying SISA independently to both
ensembles, fails for teacher-side unlearning, as information propagation during initial distillation
forces costly full retraining of the student network whenever the teacher model is updated.

Our work, PURGE, directly addresses this gap by proposing the first SISA-based framework, to our
knowledge, specifically designed for efficient and verified unlearning in KD, particularly handling
teacher-side updates. Unlike approximate methods [3} [13} [11} 27, 22|30} 18 [17], PURGE provides
exact unlearning guarantees inherited from SISA. Critically, unlike the naive application of SISA
to KD, and distinct from prior KD-unlearning techniques that focus on student retraining or require
reference models, PURGE employs constituent mapping and an incremental multi-teacher distillation
strategy (detailed in Section [3)) to maintain data isolation during the distillation process while preserv-
ing student model performance. This structural modification prevents the information propagation
problem and enables efficient, partial retraining of the student network when the teacher unlearns,
making verified unlearning practical in teacher-student pipelines.

3 Methodology

The effectiveness of the SISA framework comes from the data isolation introduced by making each
constituent model only trained on its corresponding shard without access to data in other shards.
Such isolation is broken when the teacher network is used to train the student network in the standard
distillation setup described previously. By using the teacher network as an entirety (providing a
single supervisory signal derived from the full teacher ensemble), every constituent model of the
student network gains indirect access to information influenced by all the data used to train the teacher
network. As a result, any change in the upstream teacher network, such as unlearning a data point,
necessitates updates that propagate to every downstream student constituent model, mandating the
full, costly retraining of the student network. Clearly, the key to addressing this problem and restoring
unlearning efficiency is to maintain isolation between the influence of different teacher data shards
within the student network’s training process as well. Thus, we propose a student-teacher constituent
mapping strategy designed to isolate the influence of data associated with specific teacher constituent
models to only a limited subset of student constituent models.
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Figure 1: Overview of the proposed framework (PURGE) integrating SISA with knowledge distil-
lation for efficient, verified unlearning. The structure maintains data isolation during distillation,
enabling efficient student retraining upon teacher updates. Key steps: (1) Sharding: Student data D
is partitioned into [V shards (D,f ), each assigned to a student constituent model (Sy). (2) Mapping:
Each Sy, is mapped to a distinct teacher ensemble Jj, = {Tj 1, ..., Tg,¢, 1~ (3) Incremental Distillation:
The student shard D;j is processed in ¢ sequential chunks (D,f‘l). Crucially, soft labels (Y} ;) for
chunk [ are generated only by an incrementally growing teacher subensemble Tt = Uiey T
limiting information propagation from the full teacher ensemble. (4) SISA Slicing & Training: Each
resulting data-label chunk D};,z = [Dy}, Yi] is further divided into R; slices (,Dl:,l, ;) Sk trains
incrementally on these slices using standard SISA checkpointing. (5) Aggregation: Final predictions
are aggregated from all trained student constituent models {Sy, }. This design ensures that unlearning
affecting teacher 7T ; only requires partial retraining of the corresponding student S.

3.1 The PURGE framework

The PURGE framework maintains the data isolation required for efficient unlearning within the
distillation process by implementing a strategy based on mapping specific teacher constituent models
to specific student constituent models. This prevents the problematic information propagation
identified in Section 2] Figure [I]illustrates the PURGE framework.

We consider a setup with M teacher constituent models, {77, 7z, . .., Tar }, and N student constituent
models, {S1,Sa,...,Sn}, where M and N are not necessarily equal. Our core idea within PURGE
is to partition the set of teacher constituent models into N disjoint ensembles, .71, . .., Zu, such that
each student constituent model Sy, learns exclusively from the teachers in its assigned ensemble 7.
Let 7% = {Tk.1, Tk,2, - - - » Tk, ; D the ensemble assigned to Sy, containing ¢y, teacher constituent
models (this number can vary per student). Crucially, each teacher constituent model 7,,, belongs
to exactly one student’s teacher ensemble: Nye(n)-Z% = 0 and Ugein)Zk = {T1,..., Tar}. This
strict mapping ensures that if unlearning affects a single teacher constituent model 7 ;, only the
corresponding student constituent model Sy will potentially need retraining.

To implement the distillation under this mapping, we first follow SISA by dividing the student dataset
DS into N disjoint shards {D7, ..., Dy} (UrenDi = D, NienDi = 0), where shard D}/
is used for training S;. The PURGE framework then introduces one further level of partitioning
(Chunking) specific to its design and applies SISA’s Slicing methodology within these chunks:

1. Chunking: Each student data shard Dy is further divided into ¢, ordered, disjoint data
chunks {le,u cey Dli% , Where ¢, is the number of teacher constituent models mapped to
Sk



2. Incremental Multi-Teacher Distillation: Soft labels for training Sy, are generated chunk
by chunk using progressively larger subensembles of .7,. For the I chunk D,f’l, the
soft label set Yk ; is generated using only the first [ teachers in the assigned ensemble:
Yii = T.(D k l) where ;1 = Uje[Tk,i- This incremental approach further limits the

scope of influence of each individual teacher constituent model Tk,i primarily to chunks
1 >1.

3. Slicing: Each combined data and soft-label pair chunk, denoted Dk = [Df’l, Y1), is
then further divided into Ry, ; disjoint slices {Dk,l LoDl LR Uje Rk’l]D;l ;= Dl
ij[Rk,z]D;i L= (), analogous to standard SISA slicing.

This hierarchical structure within PURGE (shards — chunks — slices) allows for fine-grained
checkpointing and efficient unlearning. The student constituent model S, is trained incrementally
over both chunks and slices, following the SISA principle. Training starts with the first slice of
the first chunk (D;l,l) from an initial state Sy, o. The model state is checkpointed after completing
training for each slice. Let Sy, ; ; denote the model state after processing slice j of chunk /. To obtain
Sk,1.5» the preceding state (either Sy ;1 if j > 1,0r Sg—1,r,,_, if j = 1,1 > 1) is trained for e; ;
epochs using the cumulative data processed so far, which includes all data from chunks 1 to [ — 1 plus
slices 1 to j of chunk I: (ULZ1D] ) U U (U D,: 1.4)- The loss for a data-label pair [d, y] from a slice
is typically a standard distillation loss, £(Sk( ) y). This process continues until the final student
constituent model S, = Sk, Ric, is obtained after processing all chunks and slices derived from

shard Dy. All intermediate states Sy, ; are stored to facilitate the fast unlearning process provided
by PURGE, as detailed in Section 3.2}

Finally, after all student constituent models {S1, ..., Sy} are trained via the PURGE framework, a
straightforward, non-trainable aggregation function (e.g., averaging the output predictions or logits)
is applied during inference to produce the overall output of the student network S. To enhance clarity
for the reader, we present the PURGE training procedure in pseudo-code in Appendix[A.1]

3.2 Unlearning process

The PURGE framework provides mechanisms for efficiently handling unlearning requests targeting
either the student’s training data or the teacher’s training data. A detailed discussion on handling
simultaneous unlearning requests for both is provided in the Appendix[A.3]

Unlearning student data When a request involves removing a student data point d,, (and its
corresponding teacher-generated soft label y,,) located in slice Dk 1,;» PURGE follows the standard
SISA unlearning procedure for the affected student constituent model Sk The network state is
reverted to the previously saved checkpoint Sy, ; ;1 (the state before slice Dk 1,; Was first processed).
Retraining then commences incrementally from this point onwards, using the modified data slice
(excluding [d.,, y.]) and all subsequent slices and chunks for that constituent model. This ensures that
the unlearning process for student-side data inherits the efficiency benefits of the SISA framework,
requiring only partial retraining of a single constituent model.

Unlearning teacher data A key challenge addressed by PURGE is handling unlearning requests
for data used to train the teacher models. Suppose a data point d,, is removed from the training set
originally used for a teacher constituent model 7% ; (which belongs to the ensemble .7, mapped to
student Si). The unlearning process within PURGE proceeds as follows:

1. The teacher constituent model 7}, ; is updated to 776’ ; (presumably using SISA efficiently if
the teacher also uses it).

2. All soft labels generated by teacher subensembles that included 7, ; must be updated. This
affects chunks I,{ + 1,..., ¢ for student Sj. Specifically, the soft label sets Y}, ; (for
i € [l,cx]) need to be regenerated using the updated teacher 7, ;, within the respective

subensembles .7} ;. This results in updated data-label chunks D,t’ ,fori € [1,ck]-



3. The affected student constituent model Sy must revert its state. Since the distillation process
for chunk [ was the first to potentially use 7 ;, the student reverts to the state saved just
before processing chunk /, which is Sy, ;1 (equivalent to Sg ;1 ), ,_,)-

4. Student Sy resumes incremental training from chunk [ onwards, using the regenerated
data-label chunks D};/ ; fori € [I, ¢;] and their constituent slices. The final updated student
constituent model is denoted S;,.

This procedure ensures that the influence of the teacher’s unlearned data d,, is removed from the
student network Sy, while only requiring partial retraining of that single student constituent model.
The corresponding pseudo-code can be found in Appendix [A.T]

Efficiency analysis of teacher unlearning We analyze the efficiency gain of PURGE compared to
a naive SISA application for teacher-side unlearning. In the naive case, as argued in Section 2] any
teacher update requires retraining the entire student network. This takes time equivalent to training
the SISA student ensemble from scratch, denoted %s,. Assuming training time scales linearly with
the total number of data points processed (epochs x dataset size), ¢, is proportional to e’ D, where
D = |D¥| is the student dataset size and €’ is the equivalent number of full-dataset epochs reflecting
the total computational effort used for initial training.

For PURGE, only the affected constituent model Sy, retrains partially. We consider an idealized
scenario with even distribution: N student constituent models, M teacher constituent models,
¢ = M/N chunks per student shard, and r slices per chunk (total R = cr slices per shard). We
assume each slice is trained for er epochs, where ep = cjrl €’ relates the per-slice epochs to
the equivalent full-training epochs €’ based on total computational effort [1]. When unlearning
affects teacher 7}, ;, Sy, retrains from chunk [ onwards. The average number of slice-processing steps
required, K, averaging over which chunk I € [1, ¢] is affected, is derived in the Appendix and given
by:

~er (G + 1) +er)((c —i)r)
K = ?2 5 (1)

The retraining time for PURGE, #pyrg, is proportional to the number of slice-processing steps times
the number of data points per slice ( le —). Thus, tpyrce < K NDC —. The theoretical speed-up of
PURGE over naive SISA is then:

t'is €/D
t sisa — I_{ 5 (2)
PURGE Nor
Substituting ep = ﬁe’ and the expression for K (details in Appendix), this simplifies to:
fsisa 6c%r + 6¢ 3)
tPURGE o 4c2r +3cr+3c—r+3

As shown in the Appendix (Equation[I0), the second factor is greater than 1 for all positive integers r
and c. Therefore, PURGE provides a speed-up of at least N x compared to the naive SISA approach
for teacher-side unlearning. Expressing this in terms of the total number of teacher constituent models
M = Ne¢:
sisa ) 6er + 6 4)
tPURGE 4c2r +3cr+3c—r+3° (

This factor decreases as c¢ (chunks per student) increases for fixed M and r. This implies that for a
fixed number of teachers M, the speed-up is maximized when c is minimal (ideally ¢ = 1), which
corresponds to having more student constituent models (N = M).

For unlearning request sent directly to the student side, the efficiency is determined by the total
number of slices per shard, R = ¢ - r, the product of chunks (c) and slices per-chunk (r). In this
case, the soft-labels do not require updates and the unlearning procedure follows the standard SISA
approach. As a result, the expected unlearning cost for a single request can be analyzed as in SISA[1]:
it is proportional to % + ﬁ times the cost of retraining the full shard. Therefore, increasing r leads
to a larger R which in turn reduces the unlearning time for student-side requests. The speed-up
approaches a maximum of of 1.5x compared to a shard with no slicing. This introduces a trade-off
between student-side unlearning speed and the teacher-side unlearning: a larger r will improves
student-side unlearning speed but slows down teacher-side unlearning. Consequently, the optimal



Table 1: Datasets and model architectures used in the experiments.

Dataset Type Size Classes Model architecture

MNIST [8] Image 70,000 10 2 Conv + 2 FC Layers
SVHN [12] Image 630,420 10 2 Conv + 2 FC Layers
CIFAR-100 [20] Image 60,000 100 ResNet50 [14]]

SSTS5 [28]] Sentence 11,855 5 Qwen2.5-7B[31]] & BERTI[9]]

choice of r depends on the expected ratio of student-side to teacher-side unlearning requests, which
is application dependent.

The detailed derivations for Equations T}{4] are presented in the Appendix.

Rationale for incremental multi-teacher distillation A core component of PURGE is the in-
cremental multi-teacher training within each student shard, where the subensemble .7, ; grows as
training progresses through chunks [ = 1, ..., cx. This ensures teacher 7}, ;’s influence is primarily
limited to data processed from chunk ¢ onwards. One might consider an alternative: using only a

single, different teacher constituent model 7}, ; to generate soft labels Y;i?gle =Tx, I(D,f ;) for each
chunk /. Intuitively, this might seem to isolate influence even further.

However, regarding unlearning efficiency for teacher updates, this alternative offers no advantage.
If teacher 7 ; requires unlearning, the student S;, must still revert to state Sy ;—; and retrain from
chunk [ onwards, regardless of whether chunk ! was trained using only 7} ; or the subensemble .7} ;.
The number of retraining steps remains the same, and since retraining time is dominated by model
training rather than the (usually negligible) difference in inference time for generating soft labels
(single vs. subensemble), the overall unlearning time is similar for both approaches.

Crucially, however, the incremental multi-teacher approach provides a more stable training process
for the student constituent models. Learning sequentially from potentially diverse single teachers
(Tg,1, then Ty, o, etc.) can introduce abrupt changes in the supervisory signal, destabilizing training.
The incremental ensemble .7 ; smooths these transitions by gradually incorporating new teachers
while retaining previous ones, leading to better convergence and performance, as demonstrated in our
experiments (Section[d). Thus, the incremental multi-teacher strategy is adopted in PURGE.

Honest Service Provider Assumption Our proposed PURGE framework focus on providing
verified unlearning guarantees in knowledge distillation settings, addressing unlearning requests
that target either the teacher or the student model. When such an unlearning request occurs, the
impacted constituent model is reverted to a previously saved checkpoint, before the influence of the
removed data, and this data point is fully excluded from the subsequent training. This approach
is both auditable and provable: assuming an honest service provider, the authority can audit the
code to confirm the proper execution of PURGE training and unlearning, thereby ensuring verified
unlearning. While these guarantees may not hold with a dishonest service provider, our proposed
method is orthogonal to the methods enforcing the execution of the exact unlearning algorithms.

4 Experimental results

We conducted experiments on both image and sentiment classification tasks using the MNIST, SVHN,
CIFAR-100 and SST5 (detailed in Table [I)) to evaluate the effectiveness of PURGE. The image
classification tasks were conducted on a machine equipped with one NVIDIA RTX 3090 GPU (24GB
VRAM) while the sentiment classification task was conducted on a machine with 8 NVIDIA A100
GPUs (80GB VRAM each) to support the large number of BERT constituent models.

4.1 Unlearning speed evaluation

We first evaluate the speed-up PURGE provides to the student network when unlearning requests
target the teacher network’s data. Following the setup described in Section [3.2] we assume each slice
is trained for the same number of epochs, er. This is related to the equivalent full-dataset training

epochs e’ by eg = rc2+1 e’ [, ensuring comparable total computation during initial training. For

this experiment, we set ¢/ = 120 and evaluate on the MNIST dataset. We measure the wall-clock




retraining time required for student networks trained using PURGE and compare it against a baseline
representing a naive SISA application, where the student network must be fully retrained upon any
teacher update. In both cases, the teacher network itself is assumed to use SISA, allowing its own
updates to be efficient.

Figure |2| plots the student retraining time against the number of teacher-side unlearning requests
processed. For simplicity, we refer to the baseline naive SISA approach as SISA. As our focus is the
efficiency gain for student retraining provided by PURGE, the times shown exclude the retraining
time of the teacher network itself (which is assumed efficient via SISA in both scenarios) and the
inference time required by the teacher to generate updated soft labels. While PURGE’s constituent
mapping allows for faster soft label regeneration compared to the baseline (where the full teacher
ensemble always contributes), this inference time is typically negligible compared to retraining time
and is thus excluded from our comparison.

We configured the teacher network with M = 32 constituent models. For the baseline SISA approach,
where full student retraining is always required upon a teacher update, the student retraining time
is independent of the number of student constituent models N. We thus use N = 8 constituent
models for the baseline measurement. For PURGE, we varied the number of student constituent
models N from 1 to 32. We tested two configurations for the2 number of slices per chunk: » = 1 and

r = 4. Note that while the theoretical analysis uses er = me’ , our practical implementation uses
2

er = [ T €’]. This ceiling function means PURGE might perform slightly more computation than
the theoretical minimum, particularly for larger rc values (i.e., smaller N or larger r), potentially
leading to minor deviations from the theoretical speed-up analysis derived using Equations (T}{4).
We simulated 100 sequential unlearning requests targeting randomly chosen teacher constituent
models. For generality, we assume the teacher and student datasets are distinct (D #Z Dg), so
only teacher models and subsequently soft labels are updated, while the student dataset D remains
unchanged. Figure[2[a) shows the cumulative retraining time, and Figure 2{b) shows the measured
average speed-up relative to the baseline SISA.
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Comparing the results for r = 1 and dataset. Top row: r = 1; bottom row: 7 = 4 slices per chunk.
r = 4, we observe that a larger » Left column: cumulative processing time. Right column:

(more slices per chunk) can lead to measured average speed-up over naive SISA (red curve fol-
a slightly smaller speed-up when un- lows Eq. ).

learning teacher data. This stems from

the incremental training structure: re-

training involves recomputing later slices more often (see Eq.[I), and with large r, these later slices
incorporate more preceding data. Equation () confirms this dependency on . It is important to
note the trade-off: while larger  might slightly slow down student retraining for teacher unlearning
requests, it simultaneously accelerates student retraining for student unlearning requests, because the
standard SISA efficiency depends on the total number of slices (R = cr). The optimal choice of r
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Figure 3: Comparison of student network accuracy on MNIST (top row) and SVHN (bottom row).
Accuracy is plotted against the number of student constituent models (/V) for different teacher
ensemble sizes (M = 8, 16, 32). The plot shows results for PURGE, the SISA baseline student, the
original Teacher ensemble, and the Single-teacher Soft Label ablation.

therefore depends on the expected frequency ratio of teacher versus student unlearning requests for a
specific application.

Overall, this experiment demonstrates that PURGE substantially accelerates student network retrain-
ing when teacher-side unlearning occurs, validating our theoretical analysis. The efficiency gains
scale predictably with the number of student constituent models, confirming the effectiveness of the
proposed partitioning and mapping strategy.

4.2 Performance evaluation

Having demonstrated PURGE’s effectiveness in accelerating retraining, we now evaluate whether
these efficiency gains compromise the student network’s predictive performance. We compare the
performance of student networks trained using our proposed framework against key baselines and an
ablation. The baselines are:

e Teacher: The original teacher network ensemble, trained using the standard SISA pipeline.
This represents an upper bound on performance expected via distillation.

» SISA: A student network ensemble trained using the standard SISA pipeline, where each
student constituent model learns from its data shard and soft labels generated by the aggre-
gated output of the full Teacher ensemble. This represents the naive SISA application to
distillation that PURGE aims to outperform in terms of unlearning efficiency.

We also compare PURGE against an ablation using single-teacher soft labels (Single-teacher), where
soft labels for chunk [ are generated only by teacher 7y, ;. For the multi-teacher aspects within PURGE
(and the ablation), we use simple averaging of teacher outputs to generate soft labels. While more
advanced multi-teacher distillation techniques exist, averaging serves as a clear baseline for evaluating
the structural benefits of PURGE without confounding factors. The datasets and corresponding model
architectures (Simple CNN for MNIST/SVHN, ResNet50 for CIFAR-100, BERT and Qwen2.5-7B
for SSTS) are detailed in Table[I] The experimental results on CIFAR-100 and SST5 are shown in
the Appendix.

Results on MNIST and SVHN We investigated performance on MNIST and SVHN datasets,
varying the number of teacher constituent models M € {8,16,32} and, for each M, varying
the number of student constituent models N from 1 up to M (implying ¢ = M/N chunks per
student). Figure [3|presents these results. Both teacher and student networks were trained on the full
training sets with data evenly allocated across shards and chunks. The results show that PURGE
achieves performance very similar to the baseline SISA student, with only a minor degradation
compared to the original Teacher. For instance, with M = 32 teacher constituent models and
N = 32 student constituent models (¢ = 1), PURGE achieves 97.16% and 83.09% accuracy on
MNIST and SVHN respectively, while the SISA baseline attains 97.08% and 83.44%. This confirms



that PURGE’s structural modifications for unlearning efficiency do not significantly compromise
predictive performance on these tasks.

As expected, accuracy tends to decline slightly for both PURGE and the SISA baseline as the number
of student constituent models [V increases. This is attributable to the reduced amount of training
data available to train each individual constituent model. However, this trend does not hold for the
Single-teacher ablation (shown in Figure[3). This ablation shows substantial performance degradation
compared to the Teacher and SISA baseline, particularly when NV is small (i.e., when each student
constituent model learns from many different single teachers sequentially across chunks, ¢ = M /N is
large). This performance drop stems from the instability induced by abrupt changes in the supervisory
signal when switching between different single teachers for consecutive chunks. In contrast, PURGE’s
incremental multi-teacher strategy smooths these transitions by gradually incorporating new teachers
into the subensemble .7 ;, stabilizing the training process. Quantitatively, when learning from an
M = 32 teacher ensemble with only N = 1 student constituent model (¢ = 32), PURGE’s accuracy
drop relative to the SISA baseline is minimal (0.14% on MNIST, 0.18% on SVHN), whereas the
Single-teacher ablation suffers significant losses (1.30% on MNIST, 7.35% on SVHN). This validates
the design choice of using the incremental multi-teacher within PURGE for maintaining performance.

5 Conclusions

The need for efficient, verifiable machine unlearning is critical, especially for KD used in deploy-
ing large models. However, applying verified frameworks like SISA naively to KD is inefficient
for teacher-side unlearning, because information propagation forces costly full student retraining,
negating SISA’s benefits. To address this critical gap, we introduced PURGE (Partitioned Unlearning
with Retraining Guarantee for Ensembles), a novel framework integrating the principles of SISA
with the specifics of KD. By employing constituent mapping—whereby each teacher constituent
model’s influence is restricted to specific student constituent models—and utilizing an incremental
multi-teacher distillation strategy within each student shard, this framework successfully maintains
data isolation throughout the student’s training process.

Our theoretical analysis and empirical evaluations on image and language tasks demonstrate that our
method achieves its primary objective: it enables efficient, verified unlearning even when teacher
data is removed, requiring only partial retraining of the affected student constituent model(s). This
results in a substantial speedup (at least N x, where N is the number of student constituent models)
compared to the naive baseline. Furthermore, the approach naturally retains SISA’s efficiency for
handling student-side unlearning requests and, crucially, maintains student performance comparable
to the standard SISA baseline, validating the stability provided by the incremental multi-teacher
strategy.

By ensuring efficient and verified unlearning within teacher-student pipelines, this capability makes
the responsible deployment and maintenance of distilled models significantly more practical, particu-
larly for systems involving large foundation models as teachers. Future research could explore several
promising directions: integrating more sophisticated multi-teacher distillation algorithms within this
structure to potentially enhance student learning efficiency and final performance; extending the
theoretical analysis to cover different data distributions or aggregation methods; and applying and
evaluating the framework in complex, large-scale distillation scenarios involving state-of-the-art
vision or language models.
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NeurlIPS Paper Checklist

1. Claims

Question: Do the main claims made in the abstract and introduction accurately reflect the
paper’s contributions and scope?

Answer: [Yes]

Justification: Our proposed method PURGE (presented in Section [3) provides an efficient
verified unlearning method that directly addresses potential information leakage from teacher
to student in knowledge distillation, as outlined in the abstract and introduction. Experimen-
tal results on unlearning speed evaluation and performance evaluation presented in Section 4]
support this claim.

Guidelines:

* The answer NA means that the abstract and introduction do not include the claims
made in the paper.

* The abstract and/or introduction should clearly state the claims made, including the
contributions made in the paper and important assumptions and limitations. A No or
NA answer to this question will not be perceived well by the reviewers.

* The claims made should match theoretical and experimental results, and reflect how
much the results can be expected to generalize to other settings.

* It is fine to include aspirational goals as motivation as long as it is clear that these goals
are not attained by the paper.

2. Limitations
Question: Does the paper discuss the limitations of the work performed by the authors?
Answer: [Yes]

Justification: We did not use a standalone section dedicated to limitations, but such discus-
sions are integrated throughout the presentation. We briefly discussed the challenges of
ensemble learning in multi-teacher distillation in Appendix [A.6]and suggest that a potential
way to improve the proposed PURGE framework is to improve the soft-label aggregation
strategy while keeping the data isolation. Another key limitation of the work is the computa-
tional overhead associated with retraining from checkpoints. Since the proposed PURGE
framework is a SISA-based verified unlearning method, it inherits this limitation from SISA
and similar verified unlearning approaches. While we did not explicitly emphasize this
point, it is acknowledged in Section 2] where we compare the verified unlearning methods
against approximate unlearning methods, admitting that approximate unlearning methods
could be faster but lack formal guarantees for the removal of the data. This trade-off is
well-established in the literature, and due to page constraints, we did not elaborate further.

Guidelines:

* The answer NA means that the paper has no limitation while the answer No means that
the paper has limitations, but those are not discussed in the paper.

* The authors are encouraged to create a separate "Limitations" section in their paper.

* The paper should point out any strong assumptions and how robust the results are to
violations of these assumptions (e.g., independence assumptions, noiseless settings,
model well-specification, asymptotic approximations only holding locally). The authors
should reflect on how these assumptions might be violated in practice and what the
implications would be.

* The authors should reflect on the scope of the claims made, e.g., if the approach was
only tested on a few datasets or with a few runs. In general, empirical results often
depend on implicit assumptions, which should be articulated.

* The authors should reflect on the factors that influence the performance of the approach.
For example, a facial recognition algorithm may perform poorly when image resolution
is low or images are taken in low lighting. Or a speech-to-text system might not be
used reliably to provide closed captions for online lectures because it fails to handle
technical jargon.

* The authors should discuss the computational efficiency of the proposed algorithms
and how they scale with dataset size.
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* If applicable, the authors should discuss possible limitations of their approach to
address problems of privacy and fairness.

* While the authors might fear that complete honesty about limitations might be used by
reviewers as grounds for rejection, a worse outcome might be that reviewers discover
limitations that aren’t acknowledged in the paper. The authors should use their best
judgment and recognize that individual actions in favor of transparency play an impor-
tant role in developing norms that preserve the integrity of the community. Reviewers
will be specifically instructed to not penalize honesty concerning limitations.

3. Theory assumptions and proofs

Question: For each theoretical result, does the paper provide the full set of assumptions and
a complete (and correct) proof?

Answer: [Yes]

Justification: We provided the theoretical proof of the speed-up that the proposed PURGE
framework provides in Supplemental Material with assumptions clearly stated.

Guidelines:

» The answer NA means that the paper does not include theoretical results.

* All the theorems, formulas, and proofs in the paper should be numbered and cross-
referenced.

* All assumptions should be clearly stated or referenced in the statement of any theorems.

* The proofs can either appear in the main paper or the supplemental material, but if
they appear in the supplemental material, the authors are encouraged to provide a short
proof sketch to provide intuition.

¢ Inversely, any informal proof provided in the core of the paper should be complemented
by formal proofs provided in appendix or supplemental material.

* Theorems and Lemmas that the proof relies upon should be properly referenced.
4. Experimental result reproducibility

Question: Does the paper fully disclose all the information needed to reproduce the main ex-
perimental results of the paper to the extent that it affects the main claims and/or conclusions
of the paper (regardless of whether the code and data are provided or not)?

Answer: [Yes]
Justification: All the details for the proposed framework are provided.
Guidelines:

» The answer NA means that the paper does not include experiments.

* If the paper includes experiments, a No answer to this question will not be perceived
well by the reviewers: Making the paper reproducible is important, regardless of
whether the code and data are provided or not.

* If the contribution is a dataset and/or model, the authors should describe the steps taken
to make their results reproducible or verifiable.

* Depending on the contribution, reproducibility can be accomplished in various ways.
For example, if the contribution is a novel architecture, describing the architecture fully
might suffice, or if the contribution is a specific model and empirical evaluation, it may
be necessary to either make it possible for others to replicate the model with the same
dataset, or provide access to the model. In general. releasing code and data is often
one good way to accomplish this, but reproducibility can also be provided via detailed
instructions for how to replicate the results, access to a hosted model (e.g., in the case
of a large language model), releasing of a model checkpoint, or other means that are
appropriate to the research performed.

* While NeurIPS does not require releasing code, the conference does require all submis-
sions to provide some reasonable avenue for reproducibility, which may depend on the
nature of the contribution. For example

(a) If the contribution is primarily a new algorithm, the paper should make it clear how
to reproduce that algorithm.
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(b) If the contribution is primarily a new model architecture, the paper should describe
the architecture clearly and fully.

(c) If the contribution is a new model (e.g., a large language model), then there should
either be a way to access this model for reproducing the results or a way to reproduce
the model (e.g., with an open-source dataset or instructions for how to construct
the dataset).

(d) We recognize that reproducibility may be tricky in some cases, in which case
authors are welcome to describe the particular way they provide for reproducibility.
In the case of closed-source models, it may be that access to the model is limited in
some way (e.g., to registered users), but it should be possible for other researchers
to have some path to reproducing or verifying the results.

5. Open access to data and code

Question: Does the paper provide open access to the data and code, with sufficient instruc-
tions to faithfully reproduce the main experimental results, as described in supplemental
material?

Answer: [Yes]
Justification: The experiments are done on 4 public datasets, and the code is released.
Guidelines:

* The answer NA means that paper does not include experiments requiring code.

* Please see the NeurIPS code and data submission guidelines (https://nips.cc/
public/guides/CodeSubmissionPolicy) for more details.

* While we encourage the release of code and data, we understand that this might not be
possible, so “No” is an acceptable answer. Papers cannot be rejected simply for not
including code, unless this is central to the contribution (e.g., for a new open-source
benchmark).

* The instructions should contain the exact command and environment needed to run to
reproduce the results. See the NeurIPS code and data submission guidelines (https:
//nips.cc/public/guides/CodeSubmissionPolicy) for more details.

* The authors should provide instructions on data access and preparation, including how
to access the raw data, preprocessed data, intermediate data, and generated data, etc.

* The authors should provide scripts to reproduce all experimental results for the new
proposed method and baselines. If only a subset of experiments are reproducible, they
should state which ones are omitted from the script and why.

* At submission time, to preserve anonymity, the authors should release anonymized
versions (if applicable).

* Providing as much information as possible in supplemental material (appended to the
paper) is recommended, but including URLSs to data and code is permitted.

6. Experimental setting/details

Question: Does the paper specify all the training and test details (e.g., data splits, hyper-
parameters, how they were chosen, type of optimizer, etc.) necessary to understand the
results?

Answer: [Yes]

Justification: Training details like the number of epochs are provided in the paper, or
otherwise included in the publicly available code. We use standard train, test, and validation
splits from public datasets. The random seeds used for data splits across constituent models
are included in the code.

Guidelines:

* The answer NA means that the paper does not include experiments.

» The experimental setting should be presented in the core of the paper to a level of detail
that is necessary to appreciate the results and make sense of them.

* The full details can be provided either with the code, in appendix, or as supplemental
material.

7. Experiment statistical significance
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Question: Does the paper report error bars suitably and correctly defined or other appropriate
information about the statistical significance of the experiments?

Answer: [Yes]

Justification: The standard deviation of the the time required to handle each unlearning
request is reported in Section 4]

Guidelines:

* The answer NA means that the paper does not include experiments.

* The authors should answer "Yes" if the results are accompanied by error bars, confi-
dence intervals, or statistical significance tests, at least for the experiments that support
the main claims of the paper.

* The factors of variability that the error bars are capturing should be clearly stated (for
example, train/test split, initialization, random drawing of some parameter, or overall
run with given experimental conditions).

* The method for calculating the error bars should be explained (closed form formula,
call to a library function, bootstrap, etc.)

* The assumptions made should be given (e.g., Normally distributed errors).

« It should be clear whether the error bar is the standard deviation or the standard error
of the mean.

It is OK to report 1-sigma error bars, but one should state it. The authors should
preferably report a 2-sigma error bar than state that they have a 96% CI, if the hypothesis
of Normality of errors is not verified.

» For asymmetric distributions, the authors should be careful not to show in tables or
figures symmetric error bars that would yield results that are out of range (e.g. negative
error rates).

o If error bars are reported in tables or plots, The authors should explain in the text how
they were calculated and reference the corresponding figures or tables in the text.
8. Experiments compute resources

Question: For each experiment, does the paper provide sufficient information on the com-
puter resources (type of compute workers, memory, time of execution) needed to reproduce
the experiments?

Answer: [Yes]

Justification: The specification of the GPUs used for the experiment on both image and
sentiment classification tasks is reported. The time of execution (unlearning time), a key
performance metric of the proposed PURGE framework, is clearly presented in Section 4]

Guidelines:

» The answer NA means that the paper does not include experiments.

 The paper should indicate the type of compute workers CPU or GPU, internal cluster,
or cloud provider, including relevant memory and storage.

* The paper should provide the amount of compute required for each of the individual
experimental runs as well as estimate the total compute.

* The paper should disclose whether the full research project required more compute
than the experiments reported in the paper (e.g., preliminary or failed experiments that
didn’t make it into the paper).

9. Code of ethics

Question: Does the research conducted in the paper conform, in every respect, with the
NeurIPS Code of Ethics https://neurips.cc/public/EthicsGuidelines?

Answer: [Yes]
Justification: Code of ethics read and understood by the authors.
Guidelines:

¢ The answer NA means that the authors have not reviewed the NeurIPS Code of Ethics.

* If the authors answer No, they should explain the special circumstances that require a
deviation from the Code of Ethics.
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10.

11.

12.

* The authors should make sure to preserve anonymity (e.g., if there is a special consid-
eration due to laws or regulations in their jurisdiction).

Broader impacts

Question: Does the paper discuss both potential positive societal impacts and negative
societal impacts of the work performed?

Answer: [Yes]

Justification: The paper proposes a verified unlearning framework for knowledge distillation,
a method designed to safeguard data privacy, which represents a positive societal impact.
The potential positive economic and environmental impact is also discussed in the Appendix.
To the author’s knowledge, it does not pose any immediate negative societal impact.

Guidelines:

» The answer NA means that there is no societal impact of the work performed.

* If the authors answer NA or No, they should explain why their work has no societal
impact or why the paper does not address societal impact.

» Examples of negative societal impacts include potential malicious or unintended uses
(e.g., disinformation, generating fake profiles, surveillance), fairness considerations
(e.g., deployment of technologies that could make decisions that unfairly impact specific
groups), privacy considerations, and security considerations.

* The conference expects that many papers will be foundational research and not tied
to particular applications, let alone deployments. However, if there is a direct path to
any negative applications, the authors should point it out. For example, it is legitimate
to point out that an improvement in the quality of generative models could be used to
generate deepfakes for disinformation. On the other hand, it is not needed to point out
that a generic algorithm for optimizing neural networks could enable people to train
models that generate Deepfakes faster.

* The authors should consider possible harms that could arise when the technology is
being used as intended and functioning correctly, harms that could arise when the
technology is being used as intended but gives incorrect results, and harms following
from (intentional or unintentional) misuse of the technology.

* If there are negative societal impacts, the authors could also discuss possible mitigation
strategies (e.g., gated release of models, providing defenses in addition to attacks,
mechanisms for monitoring misuse, mechanisms to monitor how a system learns from
feedback over time, improving the efficiency and accessibility of ML).

Safeguards

Question: Does the paper describe safeguards that have been put in place for responsible
release of data or models that have a high risk for misuse (e.g., pretrained language models,
image generators, or scraped datasets)?

Answer: [NA]
Justification: The paper poses no such risks.
Guidelines:

* The answer NA means that the paper poses no such risks.

* Released models that have a high risk for misuse or dual-use should be released with
necessary safeguards to allow for controlled use of the model, for example by requiring
that users adhere to usage guidelines or restrictions to access the model or implementing
safety filters.

* Datasets that have been scraped from the Internet could pose safety risks. The authors
should describe how they avoided releasing unsafe images.

* We recognize that providing effective safeguards is challenging, and many papers do
not require this, but we encourage authors to take this into account and make a best
faith effort.

Licenses for existing assets

Question: Are the creators or original owners of assets (e.g., code, data, models), used in
the paper, properly credited and are the license and terms of use explicitly mentioned and
properly respected?
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13.

14.

15.

Answer: [Yes]
Justification: The datasets used in the paper are properly cited and credited.
Guidelines:

* The answer NA means that the paper does not use existing assets.
* The authors should cite the original paper that produced the code package or dataset.

 The authors should state which version of the asset is used and, if possible, include a
URL.

* The name of the license (e.g., CC-BY 4.0) should be included for each asset.

* For scraped data from a particular source (e.g., website), the copyright and terms of
service of that source should be provided.

 If assets are released, the license, copyright information, and terms of use in the
package should be provided. For popular datasets, paperswithcode.com/datasets
has curated licenses for some datasets. Their licensing guide can help determine the
license of a dataset.

* For existing datasets that are re-packaged, both the original license and the license of
the derived asset (if it has changed) should be provided.

* If this information is not available online, the authors are encouraged to reach out to
the asset’s creators.
New assets

Question: Are new assets introduced in the paper well documented and is the documentation
provided alongside the assets?

Answer: [Yes]
Justification: The code submitted is well documented and structured.
Guidelines:

* The answer NA means that the paper does not release new assets.

* Researchers should communicate the details of the dataset/code/model as part of their
submissions via structured templates. This includes details about training, license,
limitations, etc.

 The paper should discuss whether and how consent was obtained from people whose
asset is used.

* At submission time, remember to anonymize your assets (if applicable). You can either
create an anonymized URL or include an anonymized zip file.
Crowdsourcing and research with human subjects

Question: For crowdsourcing experiments and research with human subjects, does the paper
include the full text of instructions given to participants and screenshots, if applicable, as
well as details about compensation (if any)?

Answer: [NA]
Justification: The paper does not involve crowdsourcing nor research with human subjects.
Guidelines:

* The answer NA means that the paper does not involve crowdsourcing nor research with

human subjects.

* Including this information in the supplemental material is fine, but if the main contribu-
tion of the paper involves human subjects, then as much detail as possible should be
included in the main paper.

* According to the NeurIPS Code of Ethics, workers involved in data collection, curation,
or other labor should be paid at least the minimum wage in the country of the data
collector.

Institutional review board (IRB) approvals or equivalent for research with human
subjects

18


paperswithcode.com/datasets

16.

Question: Does the paper describe potential risks incurred by study participants, whether
such risks were disclosed to the subjects, and whether Institutional Review Board (IRB)
approvals (or an equivalent approval/review based on the requirements of your country or
institution) were obtained?

Answer: [NA]
Justification: The paper does not involve crowdsourcing nor research with human subjects.
Guidelines:

* The answer NA means that the paper does not involve crowdsourcing nor research with

human subjects.

* Depending on the country in which research is conducted, IRB approval (or equivalent)
may be required for any human subjects research. If you obtained IRB approval, you
should clearly state this in the paper.

* We recognize that the procedures for this may vary significantly between institutions
and locations, and we expect authors to adhere to the NeurIPS Code of Ethics and the
guidelines for their institution.

* For initial submissions, do not include any information that would break anonymity (if
applicable), such as the institution conducting the review.

Declaration of LLLM usage

Question: Does the paper describe the usage of LLMs if it is an important, original, or
non-standard component of the core methods in this research? Note that if the LLM is used
only for writing, editing, or formatting purposes and does not impact the core methodology,
scientific rigorousness, or originality of the research, declaration is not required.

Answer: [NA]

Justification: The core method developed does not involve LLMS as any important, original,
or non-standard components.

Guidelines:

* The answer NA means that the core method development in this research does not
involve LLMs as any important, original, or non-standard components.

¢ Please refer to our LLM policy (https://neurips.cc/Conferences/2025/LLM)
for what should or should not be described.
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A Supplemental material

A.1 Pseudo-code For PURGE

Algorithm 1 Algorithmic outline of the PURGE training framework

1: for k =1to N do

2: Divide Dy into ¢, ordered, disjoint chunks {D,‘zl, e 7D,f’%}

3: Initialize student model state Sy, o

4: for [ = 1to ¢, do

5: Generate soft labels Y}, ; for chunk D,f,l using teachers 75, ; = UL_, Ti s

6: Pair chunk data and labels: D,:’l = [D{ 1, Vi)

7: Partition D};,z into Ry, ; slices {Dlt,l,l’ . ,D;l’Rk }

8: for j = 1to IR, do 1

9: Select previous state: S;;—11f j > 1; else S 1—1,r,,_, if | > 1;else Sk o
10 Gather cumulative data: (Ui;%DL,i) U (UﬁFID;J_q)
11: For ¢; ; epochs, do: /
12: Compute distillation loss £(S(d), y) for each [d, y] in cumulative data
13: Update model parameters via gradient descent
14: Store updated intermediate state Sy, ; ; for efficient unlearning
15: end for
16: end for
17: Final model for shard: S;, = Sk,ck,Rk,ck
18: end for '

Algorithm 2 Algorithmic outline for student-side unlearning when unlearning request sent to the
teacher-side in PURGE
: Update teacher constituent model: 7} ; is the current teacher constituent model
T, is obtained by SISAUpdate(7;, remove data point d,,)
fori=1 to ¢, do
Generate soft labels Y}, ; for chunk ¢ using updated teachers .7}, ; (including 77<:/ )
Pair chunk data and labels: D;Q/Z = [D,‘ii, Y i]
end for
Revert student constituent model: set S, ;1 to checkpoint before chunk /
Initialize Slle — Sk,lfl
for: =1 to ¢, do
Incrementally train S;, using D};’ , and slices
Update and store intermediate state S,’C’ i
: end for
: return S;,

—_

R e AN A

—_—— = =

A.2 Proof of speed-up when teacher unlearns

We follow the same setup for the epoch number as done in SISA with the same number of epochs
e for each round of training on all slices. With incremental training applied on the slice level, with
training progressing through the slices, the number of data points to cover in one epoch is increasing.
We consider evenly distributed data, slices, chunks, and shards for a student network with student
constituent models {S;}. When the I teacher for the k™ student is changed, the student constituent
model ) will reverse back to Sy ;1 and retrained from (I — 1)7 + 1% chunk to cr™ chunk. Thus,
the total number of slices the retraining process needs to run is:

K1) = Z ‘ZER:eR(((l—l)r—Fl) —&-207“)(07“—(1—1)7")’ 5)
j=(—1)r+1 i=1

where c is the number of chunks per shard and r is the number of slices per chunk.
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Assuming that every teacher shares the same probability of receiving an unlearning request, the
average number of data points for a student to retrain when an unlearning request is sent to one
teacher can be calculated as:

K= S K()
=1

1 ieR (L= 1)r+1) +20T)(CT’ —(=1)r) (©)

=1
c—1

er~— ((Ir+1) +cr)((c—l)r)
>

&
With the assumption that the training time is solely dependent on the amount of training data and
each network is initially trained for equal time from scratch, we consider a data set of size D trained

for ¢’ epochs. As the proposed framework should be trained for equal time, for a network with N
student constituent models, this gives:

D cr+1)D
¢'D = NDshceZeR— N TZeR R%7 )
=1

where Dslice% is the number of data points in one slice and Zi:l er is the total number of slices a
student constituent model would run through over the entire training process. It can be easily derived
that 9
!/

cr+1 ° ®
Given that SISA requires full retraining when an unlearning request is sent to a teacher constituent
model and requires training on ¢’ D data points, the ratio of retraining time for SISA against the
proposed method can be computed as:

ER =

/
tsisa €D
tcouple KDslice

e'D

c—1
e lr+1)+cr)(c—=U)r D
o5 T Gntiimier g,

1 ®

Z ((l7+1)+u)((, Dr 1

Ner

c cr+1

6¢%r + 6¢
4c2r +3cr +3¢c—r+3

It can be shown that the proposed method provides at least /N x speed-up by showing that the second
part of the expression in Equation (9)) is bigger than 1:

6¢%r + 6¢ 221 +3¢—3er+1r—3
42r +3cr+3c—r+3  4r+3cr+3c—r+3
r(2c—1)(c—1)+3(c—1) (10)
r(dc—1)(c+1)+3(c+1)
>0 ce>1

For evenly distributed chunks, we have N = M /c. From Equation , we can write the ratio for
speed-up in terms of the number of teacher constituent models M and the number of chunks per

student c as: ; 6er + 6
SISA cr
= M- . 11
teouple 4c?2r +3cr +3c—r+3 an

For the second part, its derivative with respect to c is:

U g —=5) _ 6(r*(4c® +1) 4 8er +3)
de (c+1)2(r(4c— 1)+ 3)2°

(12)
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which is negative for all positive integer r and c. Thus, we will have less speed-up when we have
more chunks for each student constituent model. When the number of teacher constituent models
is fixed, this means that by having more student constituent models, we can have a faster retraining
process.

A.3 Handling simultaneous unlearning requests

In Section [3} we discussed how the proposed PURGE can address individual unlearning requests
directed at the student’s or the teacher’s data. In scenarios where the teacher and student potentially
share the same underlying dataset (DT = D*, common in self-distillation or when using a public
dataset), an unlearning request might require removing a data point d,, simultaneously from both
networks. The PURGE framework efficiently handles this as well. We consider two main cases:

Scenario 1: aligned data removal. Suppose the data point d,, to be removed exists in student slice
D,TC Lj and also corresponds exactly to data originally used to train the teacher constituent model

i1 (i.e., the teacher responsible for generating labels starting from chunk [ in the affected student
constituent model S). The unlearning process can be combined:

1. Teacher 7, updates to 7. ;.
2. Soft labels Yy, ; for i € [, ci] are regenerated using updated subensembles including 7;’1

3. The student constituent model Sy, reverts to state Sy, ;—1 (due to the teacher change affecting
chunk [ onwards).

4. Sy retrains incrementally from chunk [ onwards, using the updated soft labels *and* ex-
cluding d,, from the relevant student slice Dy, ; ;. The effective slice becomes D;C L =

Di,ij \ {[duva]}

The retraining time is dominated by the steps required for the teacher update (reverting to Sy ;—1)
and is nearly identical to handling only the teacher unlearning request, ignoring the negligible effect
of removing one data point from the student’s retraining path.

Scenario 2: misaligned data removal Suppose d,, is removed from student slice D,: ;> but
the corresponding data point’s removal affects a *different* teacher constituent model 7, ,,, where
(k,1) # (u,v). In this case, two separate unlearning processes occur concurrently:

1. Student constituent model Sy handles the removal of d,, using the standard SISA process:
revert to Sy ; j—1 and retrain onwards.

2. Student constituent model S,, handles the update resulting from teacher 7,, ,, unlearning
its data, following the PURGE process for teacher unlearning: revert to S,, ,—1 and retrain
onwards using updated soft labels.

The total unlearning time is approximately the sum of the times for these two independent partial
retraining processes. In both scenarios, PURGE requires only partial retraining of at most two student
constituent models. This contrasts sharply with a naive SISA application, where any teacher update
(as occurs in both scenarios) would necessitate full retraining of all IV student constituent models.
Therefore, PURGE offers substantial efficiency gains even when handling simultaneous unlearning
requests.

A.4 Training Stability: Multi-Teacher vs. Single-Teacher Soft Labels Approaches

Our experimental results demonstrate that the incremental multi-teacher learning strategy introduced
by the PURGE framework consistently outperforms the single-teacher soft label ablation approach.
This advantage primarily stems from the enhanced training stability provided by multi-teacher soft
label generation. Unlike conventional epoch-based methods, SISA-based unlearning frameworks
employ incremental training over data slices, enabling checkpointing at the point each data slice is
first introduced. While this design allows efficient backtracking to specific checkpoints for unlearning
requests, it introduces potential instability. Specifically, early training rounds on smaller data slices
may cause the model to overfit to those initial slices. Subsequently, when a new slice is added, the

22



model’s loss can fluctuate more than in standard epoch-based training, since it must train on both
previously learned and new data, resulting in greater gradient variation and increased instability.

oy 1055 Across Cumulative Chunk Training Steps The PURGE framework introduces additional

—— Single-Teacher | qata chunk partitioning to enable precise map-
Multi-Teacher

! ! ; ping between teacher and student constituent

; models. This design exacerbates instability in
. | the single-teacher soft-label setup: the model
‘ : ! must simultaneously adapt to both newly intro-
R “'*r / duced data and an unfamiliar teacher constituent
\/v’\ VM o M/\ /'\ model responsible for generating the correspond-
3 ing soft labels. To illustrate this effect, Figure ]
R mutative Chunk Treining Seeps plots the lqss curve during the. training of a stu-
dent constituent model, showing the dynamics

Figure 4: Loss curve comparison between multi- When learning from a shard comprised of data

teacher soft label generation and single-teacher ~chunks with soft labels produced by 8 teacher
ablation constituent models.

Loss

1
11
¥ W

The blue curve in Figure [ corresponds to the

single-teacher ablation while the orange curve
being the proposed multi-teacher soft label generation. We plot the loss against the cumulative chunk
training steps, counting every instance a chunk is trained (including repeats). The vertical dashed
lines are the indicators when a new data chunk is introduced to the incremental training process.
Except for the first interval, which involves training on a single chunk, each subsequent chunk training
step selects a different chunk for training. This process cycles through all available chunks in turn,
ensuring that each chunk is trained for exactly er epochs before the next chunk is introduced.

From the plot, we observe that during the first three intervals, the loss curves for the single-teacher
ablation and the multi-teacher soft-label training are quite similar, as the training process cycles
through only a small number of data chunks. However, as training progresses and more chunks
are introduced, the single-teacher ablation exhibits significantly larger fluctuations. This increased
instability arises because the model alternates between data chunks that have already been trained
extensively and newly added chunks. The newly introduced chunks not only provide previously
unseen inputs, but their corresponding soft labels generated by a newly introduced teacher model are
also unfamiliar to the student. This unfamiliarity can result in pronounced changes in the loss and,
consequently, larger gradients, leading to an unstable training process.

In contrast, our multi-teacher soft-label generation approach mitigates such fluctuations. Although
the data may still be new to the student model, the soft labels are produced by averaging predictions
across multiple teacher models from prior training steps. This aggregation moderates sharp changes
and smooths the training dynamics. As a result, while some fluctuations are still present, their
magnitude is much lower than in the single-teacher ablation, providing a more stable training process
and ultimately better model performance.

A.5 Performance on distillation with smaller student training dataset

In knowledge distillation, it is common for the student to be trained on a smaller subset of the
data distilled by the teacher. With less overall training data, each student constituent model will
receive a smaller data allocation. Consequently, the balance between increasing the number of
constituent models for faster unlearning and ensuring each constituent model is well-trained becomes
more critical. To investigate how the proposed method may perform under such conditions, we
conduct experiments on the 10%, 20%, and 50% subsets of MNIST and SVHN. The experimental
results show that PURGE produces similar performance to SISA under all conditions, with more
stable performance compared to Single-teacher Soft Label when each student constituent model
learning from a large number of teacher constituent models. Overall, the effectiveness of PURGE is
demonstrated.
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Figure 5: Comparison of student network accuracy on 10%, 20% and 50% versions of MNIST and
SVHN. The plot shows results for PURGE, the SISA baseline student, the original Teacher ensemble,
and the Single-teacher Soft Label ablation. The original Teacher ensemble was trained on the full
training sets, while the student networks are trained on the corresponding subsets.
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Figure 6: Comparison of student network accuracy on CIFAR-100 (top row) and SST5 (mid and
bottom rows). For the SST5 experiment, we employed both BERT and Qwen2.5-7B as teacher
models, distilling their knowledge into BERT student models. Accuracy is plotted against the number
of student constituent models (V) for different teacher ensemble sizes (M = 8,16, 32). The plot
shows results for PURGE, the SISA baseline student, the original Teacher ensemble, and the Single-
teacher Soft Label ablation. Models were trained on the full training sets of CIFAR0-100 and SSTS5.

A.6 Experimental Results: CIFAR-100, SST-5, and Large Language Models (Qwen2.5
7B/32B)

We evaluated performance on the more challenging CIFAR-100 dataset for image classification using
ResNet50 and the SST5 dataset for sentiment analysis using BERT. Figure [f]shows the performance
of PURGE compared to the baselines under these conditions.

The complexity of the image classification task on CIFAR-100 is reflected in the relatively low
accuracy of the Teacher ensemble itself, which achieved 30.5% on the test set with a teacher
ensemble of M = 32 constituent models. Despite the task’s difficulty and the performance gap
relative to the original Teacher, PURGE demonstrates effectiveness by achieving performance very
comparable to the SISA baseline student across different numbers of student constituent models
(N). As seen in Figure[6] the accuracy of PURGE closely follows that of the SISA baseline while
significantly outperforms the Single-teacher Soft Labels, particularly when the number of students is
small. When the number of students is large, especially when the teacher and student have the same
number of constituent models, M = N, we see the proposed PURGE outperforms baseline SISA.

This highlights that for complex tasks, the constituent mapping introduced in the proposed PURGE
framework enables each student constituent model to learn fine-grained information contained in the
soft labels produced by its corresponding teacher sub-ensemble of constituent models. In contrast,
the baseline SISA aggregates teacher outputs, which can obscure these detailed signals and lead
to reduced performance. The results also highlight the broader challenges of ensemble learning in
multi-teacher distillation, with such challenges also existing for the proposed PURGE framework
since soft-label aggregation still occurs within each teacher sub-ensemble. A promising direction for
future work is to explore more refined multi-teacher aggregation strategies while preserving the data
isolation between teacher constituent models as established in PURGE.
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Although sentiment analysis is a different task from image classification, the results on the SST5
dataset shown in Figure [6] exhibit a similar trend to those observed in image-based tasks. In this
experiment, we trained two versions of the teacher model: one based on BERT and the other on
Qwen2.5-7B. Both teacher models were trained for ¢/ = 20 epochs, and in both cases, distilled
to BERT student models. Interestingly, the results of the BERT and Qwen-based experiments are
highly comparable, with the more capable Qwen2.5-7B teacher delivering only modest improvements
over the BERT teacher. This minor performance difference suggests that the limiting factor may be
the sharding strategy used in the SISA framework, rather than architectural differences or model
scale. Notably, the largest difference between the two scenarios arises in the results for the single-
teacher ablation, where Qwen2.5-7B—distilled students outperform their BERT-based counterparts,
demonstrating that single-teacher setups may experience larger performance drops, even when the
teacher model itself differs slightly. By contrast, the proposed PURGE framework maintains stable
performance across both version of the experiment. In both cases, PURGE demonstrates performance
comparable to SISA, while the incremental multi-teacher distillation approach proves more effective
than using single-teacher soft labels alone. Combined with the results on CIFAR-100, these findings
confirm PURGE’s viability for moderately complex tasks, its scalablility to larger model like Qwen2.5-
7B, and its general applicability across different domains, preserving the accuracy of standard SISA
distillation while introducing substantial unlearning efficiency.

To further extend our evaluation beyond sentiment analysis, we applied the PURGE framework to the
more demanding domain of language reasoning on the ARC dataset[7], employing Qwen2.5-32B
as the teacher model and distilling into Qwen2.5-3B student models. Using an 8-teacher, 8-student
configuration and LoRA [16] fine-tuning, we compared PURGE with naive SISA on ARC-challenge
four-choice questions. In this scenario, the teacher only achieved 27.76% accuracy, and both PURGE
and naive-SISA exhibited limited student performance, 26.09% and 26.42% accuracy, respectively.
It reflects the further constraints imposed by sharding strategies, which limits the data availability
for each constituent model, in complex reasoning tasks. As a result, even the teacher merely
surpasses chance levels, and student models trained under both frameworks struggle to provide high
accuracy. These findings underscore a pressing need for future work to achieve stronger results while
maintaining strict data isolation required for sharding-based verified unlearning.

Despite these accuracy limitations, our analysis of unlearning efficiency highlights the practical value
of PURGE. Leveraging an 8 Nvidia A100 GPU setup, the PURGE framework enabled student-side
updates in just 2.36 GPU-hours for teacher-side unlearning requests, compared to 18.9 GPU-hours
for naive-SISA. Given that each teacher checkpoint occupies 128GB and each student checkpoint
uses 12GB, PURGE does require storage of multiple checkpoints for each student constituent model.
For example, in our experimental setup with eight student constituent models, each composed of one
chunk and four slices per chunk, the overall storage requirement for student checkpoints reached
386GB. In similar distillation settings, this additional storage demand for student models remains
well within the capabilities of typical server infrastructures. The trade-off between increased storage
requirements and accelerated unlearning can be flexibly managed according to the specific demands
of the application, taking into account available storage resources and the expected frequency of
unlearning requests. More importantly, PURGE achieves a substantial reduction in computational
time and cost for verified unlearning in large-scale deployments, outperforming both naive-SISA and
conventional retraining from scratch. Thus, even as scaling challenges remain for complex tasks, the
PURGE framework demonstrates significant improvements in computational resource efficiency for
unlearning, positioning it as a practical approach for efficient, privacy-preserving model deployment.

A.7 Data Mapping

Data mapping is a critical component of sharding-based unlearning frameworks. In this work, we use
uniform random partitioning as it provides generality, prevents systematic bias, and scales well by
enabling uniform hyperparameters across constituent models.

While uniform partitioning is the default, alternative strategies are possible. Notably, distribution-
aware sharding, as demonstrated in the original SISA framework, groups data points that are more
likely to be unlearned into dedicated shards. This can optimize unlearning speed in scenarios
where such prior knowledge is available and our PURGE framework is fully compatible with such
alternatives.
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In addition to distribution-aware sharding, our study of the student—teacher knowledge distillation
framework also raises important questions regarding how data is mapped between students and teach-
ers, particularly when faced with imbalanced data distributions. To investigate this, we conducted
experiments on the SST-5 dataset focusing on label-imbalanced partitioning. In this setting, each
teacher shard was deliberately structured to have one class overrepresented and the others under-
represented, with a fixed class ratio of 0.24:0.19:0.19:0.19:0.19 across the five sentiment categories.
For each of the five teacher shards, one class was assigned the largest proportion (0.24) while the
rest were each allocated 0.19, and the final shard contained any remaining samples cover the whole
training dataset.

Table 2: Impact of label-imbalanced partitioning on teacher and student performance under matched
and mismatched data mappings on SST-5. The reported values are the model accuracy.

No. of students 1 2 4 8

Matched (Single) 45.02% 48.57% 49.59%  49.77%
Matched (PURGE) 50.59% 51.02% 51.87% 49.77%

Mismatched (Single) 45.10% 48.78%  49.59%  25.34%
Mismatched (PURGE) 50.72% 50.90% 51.95% 25.34%

Teacher Baseline 48.86%

We explored two main scenarios: a “matched” setup, where each student was trained on a data shard
exhibiting the same class imbalance as its corresponding teacher, and a “mismatched” configuration,
where students received shards with different imbalanced class distributions. In both scenarios, we
trained the models using our proposed PURGE framework with the multi-teacher soft label strategy
and, for comparison, the single-teacher soft label ablation. Each approach utilized eight teacher
constituent models and varied the number of student models. Both the teacher and student models
are implemented using BERT. Our results (Table[2) demonstrate that under matched conditions, the
accuracy of teacher models fell from 51.32% (with uniform partitioning as shown in Figure [6) to
48.86% with the imbalanced class ratio. This decline was even more pronounced following 1-to-1
distillation, with student accuracy sharply dropping to 25.34% by training 8 student constituent
models, each paired with a single teacher. This significant degradation highlights how even relatively
mild label imbalances in partitioning can be strongly amplified by the distillation process, particularly
in small datasets like SST-5, where each shard contains approximately 1,000 examples.

However, the impact of label imbalance is substantially mitigated once we move away from the
strict matching between teacher and student distributions. Training each student on a mismatched
data chunk led to a significant recovery in performance, with student accuracy rising to 48.77%.
Importantly, once students learn from multiple teachers, the performance gap between matched and
mismatched scenarios becomes minimal for both single- and multi-teacher soft label generation
setups. Furthermore, aggregating soft labels from multiple teachers further enhanced resilience to bias.
For instance, in the eight-teacher, four-student configuration, mismatched student accuracy reached
51.95%, closely matching the 51.84% achieved under matched conditions, and both outperformed the
single-teacher ablation baselines (49.68% and 49.59% for mismatched and matched, respectively).
These trends validate the robustness of incremental multi-teacher distillation, which consistently
outperforms single-teacher setups and maintains data isolation between teacher shards.

The results show that while label imbalance can significantly amplify bias and degrade performance
under strict matching, this effect is mitigated by mismatched mappings or by aggregating information
from multiple teacher constituent models. Consequently, the choice of partitioning strategy could be
guided by the application context and available prior knowledge, with uniform random partitioning
serving as a robust default and alternative strategies offering potential efficiency gains and maintain
performance when appropriately applied.

A.8 Broader Impacts

Artificial intelligence has become deeply integrated into many aspects of society, with generative
models, large language models (LLMs), and other Al tools significantly boosting societal productivity.
However, training these models, particularly LLMs, can incur substantial costs. For instance, Sam
Altman stated that the cost of training GPT-4 was more than $100 million.
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Beyond financial cost, the environmental impact is also significant. Luccioni et al.[23]] estimated the
training process of BLOOM, a 176B parameter language model, contributed to around 24.7 tonnes
of carbon dioxide equivalent (COseq) emissions. Therefore, reducing unnecessary model training
brings both economic and environmental benefits.

Verified unlearning methods are designed to safeguard user data privacy by ensuring that once a data
removal is requested, all influence of that data is effectively and provably eliminated from the trained
model. This strict compliance with data regulations like GDPR and CCPA, which grant individuals
the right to request their personal data to be erased, requires more than simply deleting data from the
training set. It requires the guarantee that the model no longer retains any information derived from
the removed data. By enabling efficient model updates without the need for full retraining, verified
unlearning safeguards user data privacy, meets the rigorous legal standards, but also provides clear
economic and environmental benefits in the process, particularly in real-world scenarios where a
large volume of unlearning requests may occur.

Our proposed PURGE framework is specifically designed for verified unlearning in the context of
knowledge distillation (KD), which is widely used in domain adaptation and model compression for
local deployment of machine learning models, e.g., the distillation of models like ChatGPT. Existing
verified unlearning methods typically require full retraining of the student model whenever the teacher
model is updated, due to the lack of solutions tailored to the student-teacher paradigm. PURGE
addresses this gap by enabling efficient model updates in response to unlearning requests on either
the teacher or student side. As KD is common in practice, the proposed PURGE framework can
significantly reduce the economic cost and alleviate the environmental impact associated with the
retraining process. Thereby, the proposed PURGE can contribute to more sustainable and privacy-
compliant Al deployment, bringing broader societal impact through responsible and efficient use of
machine learning technology.
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