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Abstract

Text-to-SQL systems translate natural language (NL) questions into SQL queries,
enabling non-technical users to interact with structured data. While large language
models (LLMs) have shown promising results on the text-to-SQL task, they of-
ten produce semantically incorrect yet syntactically valid queries, with limited
insight into their reliability. We propose SQLENS, an end-to-end framework for
fine-grained detection and correction of semantic errors in LLM-generated SQL.
SQLENS integrates error signals from both the underlying database and the LLM
to identify potential semantic errors within SQL clauses. It further leverages these
signals to guide query correction. Empirical results on two public benchmarks
show that SQLENS outperforms the best LLM-based self-evaluation method by
25.78% in F1 for error detection, and improves execution accuracy of out-of-the-
box text-to-SQL systems by up to 20%.

1 Introduction

Text-to-SQL systems translate natural language (NL) questions into a SQL query, enabling non-
technical users to query relational databases and extract insights [32]. Large Language Models (LLMs)
have significantly advanced this task, with recent methods [44, 34, 29, 16] achieving promising results
on public benchmarks such as BIRD [25] and Spider [55]. Such LLM-based text-to-SQL solutions
have been adopted by data platforms like AWS [4], Databricks [12], Snowflake [41], etc.

Despite these advances, LLM-generated queries remain error-prone [14]. The best-performing
method on the BIRD leaderboard [5] only achieves an execution accuracy of around 75% on the
dev set, still producing more than 400 incorrect SQL queries out of 1534 NL questions. While
considerable effort has been devoted to improving the retrieval and generation stages in LLM-based
text-to-SQL systems [44, 34, 29] , such as schema linking, Chain-of-Thought (CoT) prompting, task
decomposition, and the inclusion of cell values, these approaches are still insufficient to eliminate
errors entirely, as LLMs do not always adhere to the provided instructions.

A major gap in text-to-SQL systems is the lack of fine-grained, explainable error detection–especially
for semantic errors, where queries execute but return incorrect results. Detecting such errors requires
understanding both query logic and database structure, which most existing methods fail to capture [33,
48, 23]. They generate SQL queries without estimating quality or confidence, making it difficult for
users to debug [42]. In this paper, we address three challenges in error detection and correction:
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Challenge 1: identify semantic errors at the clause level. Semantic errors often arise from various
causes, from inconsistencies with external knowledge to the LLM’s misunderstanding of the database
schema. Identifying them is challenging due to NL ambiguity and the complexity of SQL queries,
data, and schema [47, 18], and requires joint reasoning over all these sources.

Challenge 2: predict the correctness of a SQL query with noisy error signals. Error signals are
noisy proxies for true semantic errors. Each signal evaluates the semantic correctness of the generated
SQL from a specific perspective, potentially missing the full context. The challenge is to aggregate
the decisions from multiple noisy signals to determine whether a SQL query is semantically incorrect.

Challenge 3: fix SQL queries without correctness oracle. Correcting SQL queries is difficult
because it must be done cautiously to avoid breaking queries that may already be correct, as no
correctness oracle is assumed. Additionally, the order in which errors are fixed is crucial, as errors
can be interdependent, and addressing the root cause can resolve many related issues.

State-of-the-art approaches. Existing text-to-SQL methods often rely on LLM self-reflection for
error detection and correction [33, 23, 34], but suffers from self-preference bias [31, 52], resulting in
low recall. RL-based approaches are emerging, using rewards based on execution accuracy, syntactic
correctness, or LLM evaluations [36, 27], but still lack the granularity needed for precise error
identification. These methods typically offer only a single confidence score for the full SQL query,
without pinpointing specific erroneous clauses or explaining the cause—limiting debuggability and
reducing trust in text-to-SQL assistants [6].
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Figure 1: An overview of SQLENS.

SQLENS overview. We introduce SQLENS, an end-to-end framework that leverages diverse error
signals from both the database and LLM to detect and correct semantic SQL errors. As shown in
Figure 1, SQLENS parses the SQL query into an Abstract Syntax Tree (AST) and uses its Error
Detector to collect noisy signals for identifying potential errors (Challenge 1). To handle noisy
signals, SQLENS uses weak supervision to combine them into probabilistic labels–without needing
ground truth–and trains a classifier to predict semantic correctness and generate detailed error reports
(Challenge 2). SQLENS’s Error Selector then decomposes the SQL correction task and guides
the LLM through iterative fixes (Error Fixer) based on prioritized errors (Challenge 3), and the
SQL Auditor selects the better query between the original and revised versions.

Contributions. Our contributions can be summarized as follows: (1) we present SQLENS that
holistically exploits fine-grained error signals for predicting the semantic correctness of SQL queries
and correcting erroneous queries using these signals; (2) SQLENS leverages both LLM and database
signals to diagnose SQL queries and employs a weak supervision framework to aggregates noisy
error signals for estimating semantic correctness; (3) we design a sequential error correction strategy
that guides the LLM to fix SQL queries step-by-step, prioritizing the most critical errors to minimize
cascading mistakes; and (4) experimental results on BIRD [25] and Spider [55] show that SQLENS
improves semantic error detection by 25.78% in F1 score over the best LLM self-evaluation method
and boosts execution execution accuracy by an average of 3% over existing text-to-SQL solutions.

2 Related Work

Text-to-SQL. Large language models (LLMs) have demonstrated significant capabilities in natural
language understanding as the model scale increases. LLM-based text-to-SQL systems, such as
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Figure 2: A running example from BIRD, where each client is guaranteed to have an account.

DIN-SQL [33] and MAC-SQL [48], decompose the task into sub-tasks using multi-agent frameworks
for effective execution. Other approaches like MCS-SQL [23], CHESS [44] and Chase-SQL [34]
follow similar workflows—retrieving relevant context, selecting schema, and synthesizes SQL queries.
Recently RL-based reasoning models for text-to-SQL have been explored, where rewards are typically
based on execution accuracy, syntactic correctness, or LLM-based self-evaluation [36, 27]. Our
proposed error detection can be naturally integrated into this framework as reward functions, providing
more semantically meaningful supervision to guide and enhance model reasoning.

Error detection and correction in text-to-SQL. Early approaches [8, 53, 54, 56] focus primarily on
binary correctness classification, offering limited insight into the nature of the errors. LLM-based text-
to-SQL systems [33, 48, 35, 23] often rely on either SQL execution feedback or LLM self-reflection
to judge correctness. In contrast, SQLENS produces interpretable, clause-level error signals that can
guide both user debugging and downstream learning frameworks. LLM self-evaluation techniques [20,
17] assess response quality, while Tian et al. [45] and Self-RAG [1] improve confidence estimation
and factual accuracy through fine-tuning and retrieval-based self-critique. However, these are built
for general tasks and do not tackle text-to-SQL’s specific challenges.

3 Methodology

3.1 Problem Formulation

In this paper, a table T consists of a set of columns C = {C1, C2, ..., Cn}. A join relationship J
between two tables Ti and Tj is based on common attributes (i.e., joinable columns Ti.Cm and
Tj .Cn, respectively). A database instance D = {(T1, T2, . . . , Tn),J } comprises a set of tables and
a set of join relationships J between these tables.

Definition 1 (Text-to-SQL Algorithm) A text-to-SQL algorithm f takes as input a natural language
question Q, a database instance D, and optionally external knowledge K, and generates a SQL query
q = f(Q,D,K).

Figure 2 presents an example using a question from the BIRD benchmark, asking for the number of
female clients who opened accounts at the Jesenik branch. The benchmark also provides external
knowledge, such as annotations on a column name and a cell value. The predicted SQL query is
generated by a text-to-SQL algorithm to answer the question.

Definition 2 (Semantic Error) A semantic error e results in the SQL query q failing to correctly
answer the natural language query Q. Formally,

do(e) ⇒ O(q,D) ̸= O(Q,D)

The operation do(e) denotes an intervention in the generation of q due to e, causing a mismatch
between the observed output O(q,D) and the expected correct output O(Q,D), thereby identifying
e as the semantic error.

For example, the generated SQL query in Figure 2 is semantically incorrect with an output of 0,
whereas the correct output is 26 based on the ground truth SQL query. First, the query incorrectly
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Figure 3: The causal graph of semantic errors and signals

uses jesenik in the predicate, leading to the empty result. Secondly, the query violates the evidence
specified in the external knowledge, using gender=‘Female’ instead of gender=‘F’. Even with
the correct predicates, the SQL query would still produce an incorrect result of 23 due to an incorrect
join predicate and a suboptimal join path. Specifically, there is no valid join path between the client
and account tables, indicating the join predicate client.client_id = account.account_id
in the query is hallucinated. Moreover, the account table involved in the join path is redundant as
the client and district tables can be directly joined based on the database.

Problem 3.1 (Semantic Error Detection) Given a natural language question Q, a database in-
stance D, optionally external knowledge K, and the output SQL query q = f(Q,D,K) generated by
a text-to-SQL algorithm f , the task is to determine if q is semantically correct and, if not, identify a
set of potential semantic errors E in q.

For a semantically incorrect SQL query, our goal is to fix it to correctly answer the given NL question.

Problem 3.2 (Semantic Error Correction) Given a semantically incorrect SQL query q, the task
is to correct q such that the corrected query q′, accurately answers the natural language question Q,
such that O(Q,D) = O(q′,D).

3.2 SQLENS Error Detection

Accurately identifying semantic errors can be inherently difficult due to the complexity of SQL
queries, as well as the ambiguities present in natural language (NL) queries, data, and database
schemas. Our insight is that many semantic errors in LLM-generated queries exhibit common
patterns that can be detected through carefully crafted signals. Building on observations and insights
from recent text-to-SQL studies [48, 23, 35], we categorize common semantic errors as follows.

1. Question ambiguity. The user’s questions may inherently contain ambiguities and be interpreted
in multiple ways. For example, if a user asks “What were the total sales last quarter?” in a
database where the sales table includes both gross_sales and net_sales columns, either
column could be chosen to answer the question.

2. Data ambiguity. In real-world databases, multiple tables or columns with similar or identical names
can arise due to data integration, versioning, table transformations, and other factors, leading to
ambiguities. For example, if a user asks “What are the average salaries by department?”, but the
database contains both a dept table and a department table, selecting the wrong table would
result in incorrect query results.

3. Semantic misalignment. Even when NL questions and databases are unambiguous, a semantic
gap can still cause mismatches between the generated SQL and the NL question. For example, as
shown in Figure 2, an incorrect join predicate (client.client_id = account.account_id)
occurs due to the LLM misinterpreting join relationships in the financial database.

An error signal acts as a proxy for detecting semantic errors in SQL queries. SQLENS’s Error
Detector combines signals from both the database and LLM to detect these errors. Figure 3
illustrates how each signal in SQLENS corresponds to common types of semantic errors.

Database-based error signals. Database-based signals are designed to identify semantic mis-
alignment and inherent ambiguity within the data. These signals draw inspiration from diverse
SQL workloads including real-life scenarios and benchmarks such as TPC-DS [30], Redset [46],
BIRD [25], etc. These signals can be reliably and efficiently obtained without LLMs by: (1) extracting
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Figure 4: Signal aggregation using weak supervision.

information from the query plan (e.g., Empty Predicate), (2) checking (meta-)data information from
the underlying database (e.g., Suboptimal Join Tree, Value Ambiguity), or (3) leveraging general
heuristics derived from the above query workloads (e.g., Unnecessary Subquery). In Appendix B, we
present examples of incorrect and correct SQL query pairs based on NL questions from real-world
applications, highlighting the specific SQL clauses each signal targets.

LLM-based error signals. For semantic errors due to insufficient evidence or LLM hallucination,
we need to consider both the NL question and the SQL query simultaneously and understand the
LLM’s reasoning process. Therefore, SQLENS introduces LLM-based error signals that dig into
question ambiguity and the LLM’s reasoning process [50]. All LLM-based signals are obtained
from a single LLM call, significantly reducing the cost and latency compared to multiple individual
calls. Detailed descriptions of the error signals, along with illustrative examples, are provided in
Appendix C. The corresponding prompts used to collect these signals are included in Appendix D.

Effective error detection in text-to-SQL requires integrating both database and LLM-based signals: the
former excel at identifying structural or value errors, while the latter capture logical inconsistencies
requiring nuanced interpretation of the NL question and query. Since these signals are inherently
noisy, SQLENS avoids relying on any single source. Instead, it employs a learning-based approach
(Section 3.3) to aggregate complementary signals, combining database analysis with LLM reasoning.
This makes SQLENS a general and extensible framework for robust error detection and correction.

3.3 Aggregating All Signals Using Weak Supervision

The signals that we collect are inherently noisy—each may incorrectly flag correct SQL clauses or
overlook actual errors. To mitigate this, we adopt a weak supervision framework (shown in Figure 4)
that aggregates these diverse signals, treating each as a labeling function (LF) that provides partial
and noisy supervision. Inspired by prior work [38, 15], this approach not only combines the signals
but also learns their accuracies and correlations to better approximate ground truth. In SQLENS, each
error signal s acts as a LF, identifying potential issues in a SQL query q. Formally,

I = λs(q) =

{
1 if |s(q)| > 0

−1 if |s(q)| = 0

where I = 1 indicates that the error signal s has detected at least one problematic SQL clause (i.e.,
likely incorrect), and I = −1 indicates that no issues are found. However, relying solely on negative
signals limits coverage. To improve recall, we introduce three positive labelers that assign I = 0
(i.e., likely correct) when no issues are detected by: (1) λall labels a SQL query as correct if no error
signals are detected; (2) λdb labels a SQL query as correct if no database-based signals are detected;
and (3) λllm labels a SQL query as correct if no LLM-based signals are detected.

Each query q is thus represented by a decision vector Λq = ⟨ λs1(q), ..., λsn(q), λall(q), λdb(q),
λllm(q) ⟩. We use a generative model to estimate the join distribution p(Λ, Y ), where Y is the
unobserved true label, by optimizing:

θopt = argmin
θ

− log
∑
Y

pθ(Λ, Y )

The resulting probabilistic labels p(Λ, Y ) reflect the estimated correctness of each SQL query, which
we use to train a classifier for downstream semantic error detection.
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{
"signal description": "The SQL query uses more tables than necessary in the join

clauses, which may lead to potential errors.",↪→
"correction instruction": "Review and revise the SQL query to include only the

essential tables in the join clauses.",↪→
"problematic clauses": {

"tables used in the JOIN clauses": ["client", "account", "district"],
"optimal set of tables to join": ["client", "district"]

},
"confidence": "high"

}
Figure 5: Example error report for Suboptimal Join Tree

3.4 SQLENS Error Correction

As discussed in Section 1, LLM-based text-to-SQL methods [33, 9] often rely on self-reflection
without grounding their corrections. This leads to two issues: (1) hallucinations due to generation
bias [31, 52] and limited factual grounding [39], and (2) degradation of originally correct queries
when relying on a single, unreliable correctness estimate. Other methods similarly assume that all
SQL queries are incorrect [11, 2], ignoring the risk of over-correction.

SQLENS error report. In SQLENS, an error signal is associated with SQL clauses and provides a
detailed error report. An error report consists of (1) signal description which explains the error signal
and the conditions that trigger it; (2) example(s) (optional) to clarify the meaning of the signal; (3)
correction instruction for correcting the SQL query; (4) problematic clauses identified as potential
sources of error. Such error report offers rich context for the identified errors in SQL queries; and (5)
confidence bucketized into high, medium, and low based on the weight assigned to each labeler in
error detection. Figure 5 presents an example of an error report generated by the Suboptimal Join
Tree signal for the SQL query shown in Figure 2.

SQLENS correction strategy. A straightforward approach of using error signals for SQL query
correction is to concatenate all the detected error information and ask the LLM to fix all errors at once.
However, providing too much information can overwhelm the LLM, causing it to lose focus [26].
To address this, SQLENS decomposes the SQL correction task, guiding the LLM to fix the query
step-by-step. SQLENS prioritizes fixing the most critical error in each iteration, allowing the LLM to
focus on resolving one issue at a time, reducing the risk of distraction [21, 49, 51]. By addressing the
most critical error first, the total number of errors can also be reduced more quickly, as dependent
errors can be automatically resolved if the root cause is fixed. This iterative process continues until
no error signals remain or the maximum number of iterations is reached. Algorithm 1 in Appendix E
presents the pseudocode for the error correction. The correction prompt is provided in Appendix D.8.

• Error Selector. Given a SQL query, schema, and a ranked list of error reports, the Error
Selector uses an LLM to prioritize which error to fix first, refining the ranking based on relevance
to the original query [43, 28, 37]. The highest-priority error is then passed to the Error Fixer.

• Error Fixer. The Error Fixer takes the query and a selected error report, applies a targeted
correction using contextual signals (Algorithm 1), and validates the revised query using a SQL parser.
If syntax issues arise, the fixer uses the parser feedback to iteratively resolve them. Corrected queries
are re-evaluated by the Error Detector; the process repeats until no errors remain or a maximum
number of iterations is reached. Fixed signals are removed to prevent redundant corrections.

• SQL Auditor. To avoid overlooking persistent errors, a high-precision signal can be designated as
a guardrail to trigger final adjustments. To prevent degradation of originally correct queries, the final
revised query and the original are both evaluated by an LLM-based SQL Auditor, which selects the
version that best aligns with the input question.

4 Experimental Evaluation

4.1 Experimental Setup

Datasets. We evaluate on the dev sets of two standard text-to-SQL benchmarks: BIRD [25] and
Spider [55]. SQL queries for evaluation were generated using four state-of-the-art text-to-SQL
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Table 1: End-to-end accuracy improvement on BIRD.
Method ∆ Acc.(Nnet) ∆ Acc.(Nfix) Nnet Nfix Nbreak

Vanilla
Self-Reflection 59.07 (+0.00%) 60.6(+1.53%) 1 22 21

SQLENS w. Fix-ALL 61.15 (+2.08%) 62.34 (+3.27%) 30 47 17
SQLENS 62.54 (+3.47%) 63.66(+4.59%) 50 66 16

DIN-SQL
Self-Reflection 54.63 (+15.14%) 56.37(+16.88%) 209 233 24

SQLENS w. Fix-ALL 58.11 (+18.62%) 59.71(+20.22%) 257 279 22
SQLENS 59.99 (+20.50%) 61.45 (+21.96%) 283 303 20

MAC-SQL
Self-Reflection 60.12 (+0.80%) 62.63(+2.59%) 12 39 27

SQLENS w. Fix-ALL 62.43 (+2.39%) 63.84(+3.80%) 36 57 21
SQLENS 64.03 (+3.99%) 65.23 (+5.19%) 60 78 18

CHESS
Self-Reflection 67.99 (+0.08%) 69.42 (+1.51%) 12 23 11

SQLENS w. Fix-ALL 68.96 (+1.05%) 70.21(+2.30%) 16 35 19
SQLENS 69.74 (+1.83%) 70.53(+2.62%) 28 40 12

systems with Claude 3.5 Sonnet as the backbone LLM: (1) a basic schema-aware prompt (Vanilla)
listed in Appendix D.1, (2) DIN-SQL [33], (3) MAC-SQL [48], and (4) CHESS [44]. Semantic
correctness was determined by comparing execution results of generated queries against gold queries.

Evaluation metrics. We evaluate SQLENS on two tasks: (1) end-to-end correction, measuring execu-
tion accuracy gains on benchmarks; and (2) semantic error detection, framed as binary classification.
For correction, in addition to the execution accuracy gain ∆ Acc., we also report Nfix (incorrect
→ correct), Nbreak (correct → incorrect), and the net improvement Nnet = Nfix −Nbreak. For error
detection, we treat semantically incorrect queries as the positive class and report accuracy, AUC, and
precision/recall/F1, over 5-fold cross-validation.

End-to-end correction baselines. (1) Self-Reflection: A standard LLM prompt [33] where the
model is given the schema, sample values, and original SQL query, and asked to debug without any
explicit error information. (2) SQLENS + Fix-ALL: Provides the LLM with all error signals detected
by SQLENS simultaneously, prompting it to correct the query based on the full set of error reports.

Semantic error detection baselines. (1) LLM Self-Eval (Bool): Following Kadavath et al. [20], the
LLM is asked whether the SQL query correctly answers the question (yes/no). (2) LLM Self-Eval
(Prob): Based on Tian et al. [45], the LLM outputs a confidence score (0–1) for query correctness;
scores above 0.5 are treated as correct. (3) Supervised SQLENS: A classifier trained on error signal
outputs as features and gold correctness labels derived by comparing the generated SQL against
the ground truth. We use AutoGluon [13] to automatically select the best-performing model. All
methods, including SQLENS, use Claude 3.5 Sonnet as the backbone LLM.

SQLENS Setup. SQLENS is implemented in Python 3.9, with the weak supervision component built
using Snorkel’s LabelModel [40]. We configure SQLENS to perform up to 3 correction iterations.

4.2 Main Results

As shown in Table 1, SQLENS consistently improves end-to-end accuracy across all out-of-the-
box text-to-SQL systems and outperforms both Self-Reflection and Fix-ALL on BIRD. In
this realistic setting–where inputs include both correct and incorrect queries–SQLENS achieves
the highest net improvement (Nnet), fixing more queries and introducing fewer regressions. For
example, with queries generated by the vanilla prompt, SQLENS corrects 49 and 20 more queries
than Self-Reflection and Fix-ALL, respectively, yielding 3.47% and 2.08% higher accuracy. It
improves DIN-SQL’s performance by 20.5% and boosts CHESS from 67.91% to 69.74%. When
assuming all inputs are incorrect–as done by other methods–SQLENS achieves an average gain
of 4.13%. Notably, LLM self-reflection breaks the most correct queries, highlighting the need for
grounded, signal-driven correction. The results on Spider are in Appendix F.1.

7



Comparison with state-of-the-art correction frameworks. To contextualize our improvements, we
further compare SQLENS against recent error-correction systems: MAGIC [3], Self-Debug [10], and
SQLFixAgent [7] on the BIRD dev set. As shown in Table 2, SQLENS achieves the highest execution
accuracy post-correction (65.23%), surpassing the strongest baseline (SQLFixAgent at 60.17%) by
5.06 points. Despite starting from a stronger base SQL generation method (MAC-SQL, 60.04%
EX accuracy vs. 57.17% in prior work), SQLENS still achieves to the largest relative improvement
(+5.19%), demonstrating its robustness and scalability even when built on high-quality initial queries.

Table 2: Comparison with recent SQL correction frameworks on the BIRD dev set. Each framework
is evaluated under the SQL generation method that yields its best reported results.

Correction Framework SQL Generation Method EX Acc. (Initial→ Corrected)

MAGIC [3] DIN-SQL [33] 56.52→ 59.13 (+2.61)
Self-Debug [10] DIN-SQL [33] 56.52→ 57.24 (+0.72)
SQLFixAgent [7] CodeS-7b [24] 57.17→ 60.17 (+3.00)
SQLENS (Ours) MAC-SQL [48] 60.04→ 65.23 (+5.19)

4.3 Ablation Studies

Error detection performance analysis. We evaluate SQLENS’s effectiveness in predicting semantic
correctness. Results on BIRD are shown in Table 3, with additional results on Spider provided in
Appendix F.2.

On BIRD, SQLENS outperforms all baselines in Accuracy, Recall, and F1, demonstrating superior
ability to identify erroneous SQL queries. For DIN-SQL, SQLENS achieves an F1 of 78.88, 21.45
points higher than the best LLM self-evaluation baseline (57.43). Although LLM Self-Eval. (Prob)
attains the highest precision on MAC-SQL, it suffers from the lowest recall.

When aggregating signals, the supervised version of SQLENS achieves higher accuracy, AUC, and
precision, benefiting from access to gold labels during training to better assess signal reliability. In
contrast, the weak supervision variant yields higher recall and F1 by leveraging agreement among
signals without relying on ground truth. While this leads to slightly lower precision and accuracy, it
enables broader error coverage by capturing diverse aspects of SQL errors.

Table 4: Effectiveness of SQL Auditor and guardrail
signal on BIRD.

Method Nnet Nfix Nbreak

Vanilla
SQLENS 50 66 16

w/o SQLAuditor 53 72 19
w/o Guardrail+Auditor 48 69 21

DIN-SQL
SQLENS 283 303 20

w/o SQLAuditor 288 308 20
w/o Guardrail+Auditor 281 304 23

MAC-SQL
SQLENS 60 78 18

w/o SQLAuditor 57 78 21
w/o Guardrail+Auditor 46 69 23

CHESS
SQLENS 28 40 12

w/o SQLAuditor 26 40 14
w/o Guardrail+Auditor 24 38 14

We further analyze the impact of SQL
Auditor and the guardrail signal on SQLENS
error correction through an ablation study on
BIRD, as shown in Table 4.

Impact of SQL Auditor. SQL Auditor
helps reduce the number of SQL queries bro-
ken during the correction process. However,
this comes at the expense of fixing fewer
queries overall. The decision to enable SQL
Auditor depends on the desired objective:
whether to prioritize conservative corrections
with minimal regressions or more aggressive
corrections aimed at maximizing the total
number of fixed queries.

Impact of guardrail signal. To isolate the
effect of the guardrail signal, we compare the results with and without it before running SQL Auditor.
As shown in Table 4, the use of the guardrail signal increases the net improvements by raising the
total number of fixes while reducing the total number of regressions.

4.4 Effectiveness of Individual Signals

We conduct a microbenchmark on BIRD to evaluate the effectiveness of each individual signal in
both error detection and correction.
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Table 3: Effectiveness of SQLENS error detection on BIRD.

Method Acc. AUC Precision Recall F1

Vanilla

LLM Self-Eval. (Bool) 60.53 (±2.30) ✗ 57.70 (±18.90) 10.02 (±4.54) 16.97 (±7.35)

LLM Self-Eval. (Prob) 59.76 (±1.10) 64.23 (±2.98) 64.22 (±22.97) 2.72 (±1.89) 5.17 (±3.49)

Supervised SQLENS 66.58†
(±2.56) 65.12†

(±3.88) 71.83†
(±9.55) 31.77 (±7.38) 43.32 (±6.47)

SQLENS 64.63 (±1.97) 61.90 (±2.18) 58.11 (±2.80) 48.74†
(±4.31) 52.94†

(±3.24)

DIN-SQL

LLM Self-Eval. (Bool) 61.52 (±1.20) ✗ 86.83 (±2.18) 42.99 (±2.72) 57.43 (±2.20)

LLM Self-Eval. (Prob) 49.57 (±1.56) 73.01 (±0.86) 92.27†
(±5.05) 17.84 (±2.19) 29.83 (±3.09)

Supervised SQLENS 76.96†
(±2.10) 83.55†

(±2.33) 85.90 (±2.14) 74.13 (±3.27) 79.53†
(±2.14)

SQLENS 75.29 (±2.33) 81.49 (±1.74) 81.64 (±2.17) 76.41†
(±3.50) 78.88 (±2.19)

MAC-SQL

LLM Self-Eval. (Bool) 61.50 (±1.47) ✗ 65.51 (±14.72) 7.83 (±2.16) 13.94 (±3.69)

LLM Self-Eval. (Prob) 61.37 (±0.81) 64.60 (±2.19) 72.69†
(±12.19) 5.16 (±1.53) 9.61 (±2.76)

Supervised SQLENS 67.09 (±3.56) 65.07†
(±4.30) 66.19 (±10.83) 38.11 (±2.90) 48.16 (±4.29)

SQLENS 67.43†
(±4.38) 64.27 (±4.42) 63.27 (±8.64) 45.10†

(±3.90) 52.63†
(±5.62)

CHESS

LLM Self-Eval. (Bool) 67.98 (±1.95) ✗ 50.89 (±10.76) 15.71 (±3.96) 23.81 (±5.22)

LLM Self-Eval. (Prob) 68.50 (±0.82) 64.23†
(±1.65) 61.87 (±13.09) 4.90 (±1.63) 9.03 (±2.87)

Supervised SQLENS 72.10†
(±1.27) 62.95 (±3.23) 72.43†

(±8.93) 23.06 (±7.23) 33.96 (±8.04)

SQLENS 69.35 (±1.60) 63.34 (±2.90) 52.54 (±2.91) 44.69†
(±6.03) 48.17†

(±4.33)

✗ indicates that the classification is not threshold-based. † Top result; top two are bolded.

Table 5: Error detection using individual error signal.

Signal Name DIN-SQL MAC-SQL CHESS
DB-based Error Signals Precision Recall Nw Precision Recall Nw Precision Recall Nw

Abnormal Result 99.68 37.01 309 100 6.66 40 98.48 13.27 65
Empty Predicate 96.07 46.83 391 75.81 7.82 47 81.25 10.61 52
Incorrect Filter in Subquery No queries detected 76 3.16 19 No queries detected
Incorrect GROUP BY 68.75 5.27 44 66.67 3.0 18 50 0.2 1
Incorrect Join Predicate 100 0.12 1 92.86 2.16 13 100 0.41 2
Suboptimal Join Tree 73.86 15.57 130 62.24 10.15 61 55.13 8.78 43
Table Similarity 73.08 4.55 38 67.31 5.82 35 63.27 6.33 31
Unnecessary Subquery 92.31 1.44 12 62.77 10.15 61 100 0.2 1
Value Ambiguity 66.22 5.87 49 58.49 5.16 31 38.89 5.71 28

LLM-based Error Signals Precision Recall Nw Precision Recall Nw Precision Recall Nw

Column Ambiguity 88.69 17.84 149 75.0 3.49 21 50 4.69 23
Evidence Violation 91.24 14.97 125 87.1 4.49 27 42.86 1.22 6
Insufficient Evidence 82.4 12.34 103 62.07 3.0 18 41.03 3.27 16
LLM Self-Check 86.71 43.0 359 65.28 7.82 47 50.33 15.71 77
Question Clause Linking 87 12.34 103 60.71 5.66 34 53.49 4.69 23

Table 6: Error correction via
each error signal on MAC-SQL.

Signal Name Nfix Nbreak Nnet

DB-based Signals
Abnormal Result 4 0 4
Empty Predicate 8 1 7

Incorrect Filter in Subquery 9 3 6
Incorrect GROUP BY 5 2 3

Incorrect Join Predicate 5 1 4
Suboptimal Join Tree 16 7 9

Table Ambiguity 2 1 1
Unnecessary Subquery 6 4 2

Value Ambiguity 4 1 3

LLM-based Signals
Column Ambiguity 4 1 3
Evidence Violation 9 1 8
LLM Self-Check 10 3 7

Individual signal in error detection. Table 5 presents the performance of individual error signals
on SQL queries generated by MAC-SQL, DIN-SQL, and CHESS on BIRD. For MAC-SQL, 13 of
14 signals exceed 60% precision. Notably, Abnormal Result achieves 100% precision in identifying
40 errors, and Suboptimal Join Tree detects the most errors, though at 62% precision. Signals like
Empty Predicate and Incorrect Join Predicate perform consistently well across all systems.

In contrast, signals such as Unnecessary Subquery and Insufficient Evidence show lower precision
and limited impact due to low coverage on the queries generated by MAC-SQL and CHESS. Among
LLM-based signals, LLM Self-Check is the most reliable, consistent with results in Table 3.

The lower precision of Suboptimal Join Tree with MAC-SQL and CHESS stems from redundant joins
that do not affect query results, though the suggested optimal trees often align with the gold query.
While such joins may not cause semantic errors, they can harm execution efficiency. Incorrect Join
Predicate consistently achieves over 90% precision. Overall, database-based signals provide better
coverage and precision than LLM-based ones.

Individual signal in error correction. We evaluate the correction effectiveness of individual error
signals using SQL queries generated by MAC-SQL. For each signal, we pass all flagged queries
and their corresponding error reports to the relevant Signal Fixer. Results are shown in Table 6.
Among database-based signals, Suboptimal Join Tree achieves the strongest impact with Nfix = 16
and a net gain of 9 corrected queries. Empty Predicate also performs well, fixing 8 and breaking only
1. For LLM-based signals, Evidence Violation yields the highest net gain, correcting 8 queries. All
signals produce a positive net correction, highlighting the usefulness of SQLENS’s error signals. We
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also analyzed the fix sequences for SQLs generated by DIN-SQL. Among 415 queries with multiple
detected errors, Error Selector most often chose Empty Predicate (248 cases) as the first fix,
followed by Evidence Violation (98 cases) and Column Ambiguity (36 cases). Empty Predicate errors
are typically addressed first because they are unambiguous and directly verifiable through execution
results, making them strong anchors for initiating correction.

4.5 Token Cost Analysis

We report the detailed token consumption of SQLENS on the BIRD dataset. The four main stages–
Error Detector, Error Selector, Error Fixer, and SQL Auditor–consume an average of
3,141, 2,345, 2,262, and 2,215 tokens per query, respectively. A substantial portion of these tokens
(approximately 1,915 per component) comes from the database description, which contains the
schema and sample cell values. SQLENS performs up to three correction iterations per query,
resulting in a theoretical worst-case cost of 25,459 tokens. In practice, however, most queries are
corrected within a single iteration, with an average token usage around 9,963 per query.

The overhead is minimal relative to state-of-the-art text-to-SQL systems. For example, CHASE-
SQL [35] consumes approximately 160,000 tokens to generate a single SQL query. Manual SQL
annotation by experts is even more costly, making SQLENS a practical and efficient solution for
real-world use.

4.6 Analysis of Unfixed SQL Queries

Some SQL queries remain incorrect even after processing by SQLENS. To understand the causes, we
conducted a detailed analysis and identified three main factors:

• Metric limitations. In some cases, the corrected SQL query produces the correct result but does not
exactly match the provided ground-truth. For example, the fix may be semantically equivalent but
use different columns or alternative formats, highlighting the limitation of the exact-match metric.

• LLM execution errors. The semantic errors are correctly detected, and SQLENS provides appro-
priate correction instructions. However, the LLM occasionally fails to follow these instructions
accurately, preventing successful correction—an inherent limitation of the model itself.

• Incomplete error detection. In certain cases, the detected semantic errors do not fully capture the
root cause. Consequently, even after fixing the identified issues, some errors remain in the query.

5 Conclusion

We present SQLENS, a novel framework to leverage both database- and LLM-based error signals for
clause-level semantic error detection and correction in text-to-SQL. SQLENS uses weak supervision
to aggregate noisy signals, predicts query correctness, and applies LLM-guided iterative correction.
It outperforms LLM self-evaluation in error detection and improves execution accuracy of out-of-the-
box text-to-SQL systems by up to 20% without relying on a correctness oracle.

6 Limitations

SQLENS leverages LLMs in SQL error detection and correction. Hence it inherits certain limitations
from the underlying LLM. For example, context window constraints may restrict how much error
information can be passed at once, and some corrections may exceed the LLM’s current reasoning
capabilities. In our analysis of unfixed SQL queries (Section 4.6), we observe cases where SQLENS
correctly identifies semantic errors and provides appropriate guidance, but the LLM fails to apply
the correction. SQLENS also incurs computational overhead from aggregating multiple signals and
performing iterative corrections, which may introduce high latency in real-time settings. However,
SQLENS is intended as an offline, general-purpose SQL debugging tool, designed to refine and
validate generated queries asynchronously, rather than being deployed in latency-sensitive pipelines.
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NeurIPS Paper Checklist

1. Claims
Question: Do the main claims made in the abstract and introduction accurately reflect the paper’s
contributions and scope?

Answer: [Yes]

Justification: In the abstract and introduction, we claim that we contribute SQLENS, an end-to-end
framework for error detection and correction in Text-to-SQL. We then explain each component
in SQLENS, and show that SQLENS outperforms the best LLM-based self-evaluation method
by 25.78% in F1 for error detection, and improves end-to-end execution accuracy by up to 20%.
Therefore, the main claims accurately reflect the paper’s contributions and scope.

Guidelines:
• The answer NA means that the abstract and introduction do not include the claims made in the

paper.
• The abstract and/or introduction should clearly state the claims made, including the contributions

made in the paper and important assumptions and limitations. A No or NA answer to this
question will not be perceived well by the reviewers.

• The claims made should match theoretical and experimental results, and reflect how much the
results can be expected to generalize to other settings.

• It is fine to include aspirational goals as motivation as long as it is clear that these goals are not
attained by the paper.

2. Limitations
Question: Does the paper discuss the limitations of the work performed by the authors?

Answer: [Yes]

Justification: We discuss the limitations of the work in Section 6.

Guidelines:
• The answer NA means that the paper has no limitation while the answer No means that the

paper has limitations, but those are not discussed in the paper.
• The authors are encouraged to create a separate "Limitations" section in their paper.
• The paper should point out any strong assumptions and how robust the results are to violations of

these assumptions (e.g., independence assumptions, noiseless settings, model well-specification,
asymptotic approximations only holding locally). The authors should reflect on how these
assumptions might be violated in practice and what the implications would be.

• The authors should reflect on the scope of the claims made, e.g., if the approach was only tested
on a few datasets or with a few runs. In general, empirical results often depend on implicit
assumptions, which should be articulated.

• The authors should reflect on the factors that influence the performance of the approach. For
example, a facial recognition algorithm may perform poorly when image resolution is low or
images are taken in low lighting. Or a speech-to-text system might not be used reliably to
provide closed captions for online lectures because it fails to handle technical jargon.

• The authors should discuss the computational efficiency of the proposed algorithms and how
they scale with dataset size.

• If applicable, the authors should discuss possible limitations of their approach to address
problems of privacy and fairness.

• While the authors might fear that complete honesty about limitations might be used by reviewers
as grounds for rejection, a worse outcome might be that reviewers discover limitations that
aren’t acknowledged in the paper. The authors should use their best judgment and recognize
that individual actions in favor of transparency play an important role in developing norms that
preserve the integrity of the community. Reviewers will be specifically instructed to not penalize
honesty concerning limitations.

3. Theory assumptions and proofs
Question: For each theoretical result, does the paper provide the full set of assumptions and a
complete (and correct) proof?
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Answer: [NA]
Justification: The paper does not include theoretical results.
Guidelines:
• The answer NA means that the paper does not include theoretical results.
• All the theorems, formulas, and proofs in the paper should be numbered and cross-referenced.
• All assumptions should be clearly stated or referenced in the statement of any theorems.
• The proofs can either appear in the main paper or the supplemental material, but if they appear

in the supplemental material, the authors are encouraged to provide a short proof sketch to
provide intuition.

• Inversely, any informal proof provided in the core of the paper should be complemented by
formal proofs provided in appendix or supplemental material.

• Theorems and Lemmas that the proof relies upon should be properly referenced.
4. Experimental result reproducibility

Question: Does the paper fully disclose all the information needed to reproduce the main experi-
mental results of the paper to the extent that it affects the main claims and/or conclusions of the
paper (regardless of whether the code and data are provided or not)?
Answer: [Yes]
Justification: We provide all necessary details to ensure full reproducibility of our experiments.
Specifically, (1) Section 3 details the methodology, including the architecture and the design of
each component within SQLENS, and (2) we provide the full description of all error signals in
Appendix B and C.
Guidelines:
• The answer NA means that the paper does not include experiments.
• If the paper includes experiments, a No answer to this question will not be perceived well by the

reviewers: Making the paper reproducible is important, regardless of whether the code and data
are provided or not.

• If the contribution is a dataset and/or model, the authors should describe the steps taken to make
their results reproducible or verifiable.

• Depending on the contribution, reproducibility can be accomplished in various ways. For
example, if the contribution is a novel architecture, describing the architecture fully might
suffice, or if the contribution is a specific model and empirical evaluation, it may be necessary
to either make it possible for others to replicate the model with the same dataset, or provide
access to the model. In general. releasing code and data is often one good way to accomplish
this, but reproducibility can also be provided via detailed instructions for how to replicate the
results, access to a hosted model (e.g., in the case of a large language model), releasing of a
model checkpoint, or other means that are appropriate to the research performed.

• While NeurIPS does not require releasing code, the conference does require all submissions
to provide some reasonable avenue for reproducibility, which may depend on the nature of the
contribution. For example
(a) If the contribution is primarily a new algorithm, the paper should make it clear how to

reproduce that algorithm.
(b) If the contribution is primarily a new model architecture, the paper should describe the

architecture clearly and fully.
(c) If the contribution is a new model (e.g., a large language model), then there should either

be a way to access this model for reproducing the results or a way to reproduce the model
(e.g., with an open-source dataset or instructions for how to construct the dataset).

(d) We recognize that reproducibility may be tricky in some cases, in which case authors are
welcome to describe the particular way they provide for reproducibility. In the case of
closed-source models, it may be that access to the model is limited in some way (e.g.,
to registered users), but it should be possible for other researchers to have some path to
reproducing or verifying the results.

5. Open access to data and code
Question: Does the paper provide open access to the data and code, with sufficient instructions to
faithfully reproduce the main experimental results, as described in supplemental material?
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Answer: [No]
Justification: The code and data in this research are subject to company policy and cannot be
released publicly.
Guidelines:
• The answer NA means that paper does not include experiments requiring code.
• Please see the NeurIPS code and data submission guidelines (https://nips.cc/public/
guides/CodeSubmissionPolicy) for more details.

• While we encourage the release of code and data, we understand that this might not be possible,
so “No” is an acceptable answer. Papers cannot be rejected simply for not including code, unless
this is central to the contribution (e.g., for a new open-source benchmark).

• The instructions should contain the exact command and environment needed to run to reproduce
the results. See the NeurIPS code and data submission guidelines (https://nips.cc/public/
guides/CodeSubmissionPolicy) for more details.

• The authors should provide instructions on data access and preparation, including how to access
the raw data, preprocessed data, intermediate data, and generated data, etc.

• The authors should provide scripts to reproduce all experimental results for the new proposed
method and baselines. If only a subset of experiments are reproducible, they should state which
ones are omitted from the script and why.

• At submission time, to preserve anonymity, the authors should release anonymized versions (if
applicable).

• Providing as much information as possible in supplemental material (appended to the paper) is
recommended, but including URLs to data and code is permitted.

6. Experimental setting/details
Question: Does the paper specify all the training and test details (e.g., data splits, hyperparameters,
how they were chosen, type of optimizer, etc.) necessary to understand the results?
Answer: [Yes]
Justification: We specify all necessary details to understand our results. Specifically, in Section
4.1, we detailed our experimental setup, including datasets and evaluation metrics.
Guidelines:
• The answer NA means that the paper does not include experiments.
• The experimental setting should be presented in the core of the paper to a level of detail that is

necessary to appreciate the results and make sense of them.
• The full details can be provided either with the code, in appendix, or as supplemental material.

7. Experiment statistical significance
Question: Does the paper report error bars suitably and correctly defined or other appropriate
information about the statistical significance of the experiments?
Answer: [Yes]
Justification: We conduct five-fold cross-validation for error detection and report the standard
deviation for each method in Table 2.
Guidelines:
• The answer NA means that the paper does not include experiments.
• The authors should answer "Yes" if the results are accompanied by error bars, confidence

intervals, or statistical significance tests, at least for the experiments that support the main claims
of the paper.

• The factors of variability that the error bars are capturing should be clearly stated (for example,
train/test split, initialization, random drawing of some parameter, or overall run with given
experimental conditions).

• The method for calculating the error bars should be explained (closed form formula, call to a
library function, bootstrap, etc.)

• The assumptions made should be given (e.g., Normally distributed errors).
• It should be clear whether the error bar is the standard deviation or the standard error of the

mean.
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• It is OK to report 1-sigma error bars, but one should state it. The authors should preferably
report a 2-sigma error bar than state that they have a 96% CI, if the hypothesis of Normality of
errors is not verified.

• For asymmetric distributions, the authors should be careful not to show in tables or figures
symmetric error bars that would yield results that are out of range (e.g. negative error rates).

• If error bars are reported in tables or plots, The authors should explain in the text how they were
calculated and reference the corresponding figures or tables in the text.

8. Experiments compute resources
Question: For each experiment, does the paper provide sufficient information on the computer
resources (type of compute workers, memory, time of execution) needed to reproduce the experi-
ments?

Answer: [Yes]

Justification: We specify the exact LLM used in our experiments, and its pricing characteristics
are publicly documented. In Appendix F.3, we report the average number of LLM calls and the
latency for fixing a SQL query.

Guidelines:
• The answer NA means that the paper does not include experiments.
• The paper should indicate the type of compute workers CPU or GPU, internal cluster, or cloud

provider, including relevant memory and storage.
• The paper should provide the amount of compute required for each of the individual experimental

runs as well as estimate the total compute.
• The paper should disclose whether the full research project required more compute than the

experiments reported in the paper (e.g., preliminary or failed experiments that didn’t make it
into the paper).

9. Code of ethics
Question: Does the research conducted in the paper conform, in every respect, with the NeurIPS
Code of Ethics https://neurips.cc/public/EthicsGuidelines?

Answer: [Yes]

Justification: The authors have read and conformed the Code of Ethics.

Guidelines:
• The answer NA means that the authors have not reviewed the NeurIPS Code of Ethics.
• If the authors answer No, they should explain the special circumstances that require a deviation

from the Code of Ethics.
• The authors should make sure to preserve anonymity (e.g., if there is a special consideration due

to laws or regulations in their jurisdiction).

10. Broader impacts
Question: Does the paper discuss both potential positive societal impacts and negative societal
impacts of the work performed?

Answer: [Yes]

Justification: We discuss the potential positive societal impacts in the introduction, highlighting
how SQLENS can assist text-to-SQL users in debugging LLM-generated SQL queries and help
them build trust in text-to-SQL solutions.

Guidelines:
• The answer NA means that there is no societal impact of the work performed.
• If the authors answer NA or No, they should explain why their work has no societal impact or

why the paper does not address societal impact.
• Examples of negative societal impacts include potential malicious or unintended uses (e.g.,

disinformation, generating fake profiles, surveillance), fairness considerations (e.g., deploy-
ment of technologies that could make decisions that unfairly impact specific groups), privacy
considerations, and security considerations.
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• The conference expects that many papers will be foundational research and not tied to par-
ticular applications, let alone deployments. However, if there is a direct path to any negative
applications, the authors should point it out. For example, it is legitimate to point out that
an improvement in the quality of generative models could be used to generate deepfakes for
disinformation. On the other hand, it is not needed to point out that a generic algorithm for
optimizing neural networks could enable people to train models that generate Deepfakes faster.

• The authors should consider possible harms that could arise when the technology is being used
as intended and functioning correctly, harms that could arise when the technology is being used
as intended but gives incorrect results, and harms following from (intentional or unintentional)
misuse of the technology.

• If there are negative societal impacts, the authors could also discuss possible mitigation strategies
(e.g., gated release of models, providing defenses in addition to attacks, mechanisms for
monitoring misuse, mechanisms to monitor how a system learns from feedback over time,
improving the efficiency and accessibility of ML).

11. Safeguards
Question: Does the paper describe safeguards that have been put in place for responsible release of
data or models that have a high risk for misuse (e.g., pretrained language models, image generators,
or scraped datasets)?
Answer: [NA]
Justification: The paper poses no such risks.
Guidelines:
• The answer NA means that the paper poses no such risks.
• Released models that have a high risk for misuse or dual-use should be released with necessary

safeguards to allow for controlled use of the model, for example by requiring that users adhere
to usage guidelines or restrictions to access the model or implementing safety filters.

• Datasets that have been scraped from the Internet could pose safety risks. The authors should
describe how they avoided releasing unsafe images.

• We recognize that providing effective safeguards is challenging, and many papers do not require
this, but we encourage authors to take this into account and make a best faith effort.

12. Licenses for existing assets
Question: Are the creators or original owners of assets (e.g., code, data, models), used in the
paper, properly credited and are the license and terms of use explicitly mentioned and properly
respected?
Answer: [Yes]
Justification: All third-party assets employed in this work are appropriately cited, and we have
verified compliance with their respective licenses and usage terms.
Guidelines:
• The answer NA means that the paper does not use existing assets.
• The authors should cite the original paper that produced the code package or dataset.
• The authors should state which version of the asset is used and, if possible, include a URL.
• The name of the license (e.g., CC-BY 4.0) should be included for each asset.
• For scraped data from a particular source (e.g., website), the copyright and terms of service of

that source should be provided.
• If assets are released, the license, copyright information, and terms of use in the package should

be provided. For popular datasets, paperswithcode.com/datasets has curated licenses for
some datasets. Their licensing guide can help determine the license of a dataset.

• For existing datasets that are re-packaged, both the original license and the license of the derived
asset (if it has changed) should be provided.

• If this information is not available online, the authors are encouraged to reach out to the asset’s
creators.

13. New assets
Question: Are new assets introduced in the paper well documented and is the documentation
provided alongside the assets?
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Answer: [NA]
Justification: The code and data in this research are subject to company policy and cannot be
released publicly.
Guidelines:
• The answer NA means that the paper does not release new assets.
• Researchers should communicate the details of the dataset/code/model as part of their sub-

missions via structured templates. This includes details about training, license, limitations,
etc.

• The paper should discuss whether and how consent was obtained from people whose asset is
used.

• At submission time, remember to anonymize your assets (if applicable). You can either create
an anonymized URL or include an anonymized zip file.

14. Crowdsourcing and research with human subjects
Question: For crowdsourcing experiments and research with human subjects, does the paper
include the full text of instructions given to participants and screenshots, if applicable, as well as
details about compensation (if any)?
Answer: [NA]
Justification: The paper does not involve crowdsourcing nor research with human subjects.
Guidelines:
• The answer NA means that the paper does not involve crowdsourcing nor research with human

subjects.
• Including this information in the supplemental material is fine, but if the main contribution of

the paper involves human subjects, then as much detail as possible should be included in the
main paper.

• According to the NeurIPS Code of Ethics, workers involved in data collection, curation, or other
labor should be paid at least the minimum wage in the country of the data collector.

15. Institutional review board (IRB) approvals or equivalent for research with human subjects
Question: Does the paper describe potential risks incurred by study participants, whether such
risks were disclosed to the subjects, and whether Institutional Review Board (IRB) approvals
(or an equivalent approval/review based on the requirements of your country or institution) were
obtained?
Answer: [NA]
Justification: The paper does not involve crowdsourcing nor research with human subjects.
Guidelines:
• The answer NA means that the paper does not involve crowdsourcing nor research with human

subjects.
• Depending on the country in which research is conducted, IRB approval (or equivalent) may be

required for any human subjects research. If you obtained IRB approval, you should clearly
state this in the paper.

• We recognize that the procedures for this may vary significantly between institutions and
locations, and we expect authors to adhere to the NeurIPS Code of Ethics and the guidelines for
their institution.

• For initial submissions, do not include any information that would break anonymity (if applica-
ble), such as the institution conducting the review.

16. Declaration of LLM usage
Question: Does the paper describe the usage of LLMs if it is an important, original, or non-
standard component of the core methods in this research? Note that if the LLM is used only for
writing, editing, or formatting purposes and does not impact the core methodology, scientific
rigorousness, or originality of the research, declaration is not required.
Answer: [NA]
Justification: The core method development in this research does not involve LLMs as any
important, original, or non-standard components.
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Guidelines:
• The answer NA means that the core method development in this research does not involve LLMs

as any important, original, or non-standard components.
• Please refer to our LLM policy (https://neurips.cc/Conferences/2025/LLM) for what

should or should not be described.
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A SQLENS Use Case

Figure 6 shows a text-to-SQL solution that generates a SQL query for a given NL question. Although
the generated query has no syntax errors, the user executes the query and finds that it produces empty
results, indicating the query is incorrect. Under the status quo in text-to-SQL assistants [4, 12, 41],
users must invest significant time manually debugging semantic errors in queries. Our goal is to
provide users with a Debug SQL functionality, which automatically performs a deep semantic analysis
of the query, identifying errors such as incorrect join predicates in the FROM clause or incorrect usage
of the provided external knowledge in the WHERE clause. This is followed by an automated correction
process that generates an updated SQL query for the user to validate. Using Debug SQL, users’
manual efforts in query troubleshooting are significantly reduced, consequently building trust in the
text-to-SQL assistant.

B DB-based Error Signals

Figure 6: Text-to-SQL debugging use case.

The following signals detect semantic misalign-
ment, which occurs when the LLM misinterprets
the question or misuses the data.

• Suboptimal join tree signal targets the FROM
and JOIN clauses, checking if the SQL query
uses the optimal join tree to connect the re-
quired tables for answering the NL question.
While query optimizers can eliminate redundant
tables that do not affect the query results, LLMs
may generate unnecessarily complex join trees,
potentially leading to incorrect outcomes. Let
Dreq ⊆ D denote the tables needed to answer
the question. The optimal join tree is the min-
imum Steiner tree T ∗ [19] spanning Dreq. If
the query includes extra tables beyond Dreq, the
Suboptimal Join Tree signal is flagged. For ex-
ample, Figure 7 (right) shows an optimal join
tree connecting tables A and C. SQLENS iden-
tifies columns not involved in JOIN clauses as
Dreq and uses Kruskal’s algorithm [22] to find the minimum Steiner Tree on the pre-built join graph.
If the query involves more tables than necessary, the signal is raised. False positives may occur when
multiple valid join trees exist.

Suboptimal Join Tree

A

B C

D

Optimal Join Tree (Minimum Steiner Tree)

A

B C

D

Figure 7: Steiner Trees spanning A and C

To implement this signal, SQLENS first identifies the columns in a SQL query that are not involved
in the JOIN clauses. Based on these columns, SQLENS searches for the minimum Steiner Tree on
the join graph built offline to connect the relevant tables. If the SQL query involves more tables in
the join than necessary, compared to the minimum Steiner Tree, SQLENS raises Suboptimal Join
Tree flag. This signal can produce false positives when a suboptimal join strategy does not impact the
correctness of the SQL query. For instance, if a query asks for the total sales from a specific store, it
can directly select the sales column from the store_sales table. However, if the query unnecessarily
joins the store_sales table with a store_location table, even though the store_location table is not
needed to get the correct sales data, the result would still be correct but the join is suboptimal.

• Incorrect join predicate signal checks whether a SQL query uses an invalid join predicate. For
example, in Figure 2, the predicted SQL incorrectly joins client_id with account_id, which does not
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exist in the corresponding schema graph. To implement this signal, SQLENS first extracts all the
join predicates from the SQL query. It then identifies two types of correct join predicates: (1) using a
primary key-foreign key (PK/FK) join explicitly defined in the database schema, and (2) derived from
PK/FK joins. Specifically, if two columns Ci and Cj both reference the same primary key Ck (i.e.,
they refer to the same entity), Ci and Cj can be used in a join predicate. This signal may generate
false positives when the PK/FK relationships are not fully documented in the database.

• Empty predicate signal detects if there is a predicate within a SQL query that yields an empty
result. This signal is useful to detect semantic misalignment errors, including wrong column selection,
wrong value usage or wrong comparison operator. SQLENS extracts all comparisons between a
column and a literal from a given SQL, executes each of them individually and records the output
size. If there is a predicate that yields empty rows, this signal is flagged. This signal may lead to false
positives when an empty predicate is intentional.

• Abnormal result signal detects whether a SQL outputs an abnormal result that does not provide
much information. SQLENS executes the SQL and records its output. The output is considered
abnormal if (1) it is empty, (2) it contains a column full of zeros, or (3) it contains a column full
of NULLs. This signal extends beyond the empty predicate to evaluate the entire SQL output. In
addition to detecting empty predicates, it can identify empty intermediate execution results, making it
effective for catching semantic misalignment in the intermediate steps of a SQL query. This signal
may incorrectly flag a SQL query when the abnormal result is intentional, though this scenario is rare
in practice.

• Incorrect filter in subquery signal detects the problematic filtering in a subquery. Filters in a
subquery often follow the pattern column = (SELECT...). When the subquery returns multiple rows,
the filter condition becomes ambiguous (e.g., IN or ‘=’), potentially leading to errors. SQLENS
uses regular expressions to match this pattern and executes the extracted subquery separately. If it
returns more than one row, the signal is flagged. Additionally, SQLite is lenient with SQL semantics,
allowing column = (SELECT...) to match only the first value returned by the subquery. While the
query might still be correct if the first value happens to be the desired one, relying on this behavior is
generally considered poor practice in SQL writing.

• Incorrect GROUP BY signal detects any standalone GROUP BY clause without accompanying
aggregate functions such as MAX, COUNT. A misused GROUP BY clause can change the SQL
semantics and lead to an incorrect result. In SQLite, a standalone GROUP BY behaves the same
as the DISTINCT operator. While the query may still be correct when using GROUP BY as a
substitute for DISTINCT, this approach is generally considered poor practice.

• Unnecessary subquery signal indicates if there is an excessive use of subqueries in a SQL query,
which leads to inefficiencies, increased complexity, and a higher likelihood of errors. This signal
counts the number of subqueries in a SQL query and flags it as problematic if the count exceeds a
specified threshold. In our evaluation, this threshold is set to 3. False positives may arise when the
subqueries are necessary for performance optimization or specific logic, even though they exceed the
threshold.

The following signals are designed to capture the inherent ambiguity within the data.

• Value ambiguity signal detects incorrect column selections when a value used in an NL question
appears in multiple columns. For example, “New York” can appear in both “state” and “city” columns.
To identify ambiguous value, this signal extracts all values used in the SQL and finds columns that
contain a used value via an inverted index built offline. If there is an alternative column that is closer
to the question semantically, the signal flags the corresponding value as ambiguous. It is possible
that the originally selected column in the SQL is correct, as the semantic distance may not always
accurately determine which column containing the value is the best candidate to answer the question.

• Table similarity signal detects potential errors in table selection by identifying alternative tables
with similar structures. It extracts all columns used in the SQL, groups columns by their tables, and
searches for other tables that contain the same groups of columns. If such a table is found, it suggests
that the alternative table could have been used, indicating a potential mistake in the original chosen
table. False positives can occur when the chosen table is actually correct, but another table with a
similar structure exists, leading the system to incorrectly flag a possible error.
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Table 7: DB-based Error Signals.
Signal Name Incorrect SQL Query Correct SQL Query SQL Clause

Abnormal
Result

SELECT c.id FROM cards c
WHERE c.cardKingdomFoilId = c.cardKingdomId
AND c.cardKingdomId IS NOT NULL
AND c.hasFoil = 1 AND c.isFullArt = 0
AND c.isOversized = 0 AND c.isPromo = 0; Output Size: 0

SELECT id FROM cards
WHERE cardKingdomFoilId IS NOT NULL
AND cardKingdomId IS NOT NULL;

Output Size: 25061

WHERE

Empty
Predicate

SELECT c.atom_id, c.atom_id2 FROM connected c
JOIN bond b ON c.bond_id = b.bond_id
WHERE b.bond_id = ‘TR_000_2_5’;

SELECT T.atom_id FROM connected AS T
WHERE T.bond_id = ‘TR000_2_5’; WHERE

Incorrect Filter
in Subquery

SELECT Name FROM badges WHERE UserId =
( SELECT Id FROM users
WHERE DisplayName = ‘Pierre’ );

SELECT Name FROM badges WHERE UserId IN
( SELECT Id FROM users
WHERE DisplayName = ‘Pierre’ );

SUBQUERY

Incorrect
GROUP BY

SELECT s.City, f.Enrollment (K-12)
FROM frpm f JOIN schools s
ON f.CDSCode = s.CDSCode
GROUP BY s.City, f.‘Enrollment (K-12)’
ORDER BY SUM(f.‘Enrollment (K-12)’) ASC LIMIT 5;

SELECT T2.City FROM frpm AS T1
INNER JOIN schools AS T2
ON T1.CDSCode = T2.CDSCode
GROUP BY T2.City
ORDER BY SUM(T1.‘Enrollment (K-12)’) ASC LIMIT 5;

GROUP BY

Incorrect Join
Predicate

SELECT (SELECT COUNT(DISTINCT client.client_id)
FROM client INNER JOIN account
ON client.client_id = account.account_id
INNER JOIN district
ON account.district_id = district.district_id
WHERE district.a2 = ‘Jesenik’
AND client.gender = ‘F’) AS num_female_clients;

SELECT COUNT(T1.client_id)
FROM client AS T1 INNER JOIN district AS T2
ON T1.district_id = T2.district_id
WHERE T1.gender = ‘F’ AND T2.A2 = ‘Jesenik’;

JOIN

Suboptimal
Join Tree

SELECT d.a3 FROM client c
JOIN disp di ON c.client_id = di.client_id
JOIN account a ON di.account_id = a.account_id
JOIN district d ON a.district_id = d.district_id
WHERE c.client_id = 3541 LIMIT 1;

SELECT T1.a3 FROM district T1
INNER JOIN client T2
ON T1.district_id = T2.district_id
WHERE T2.client_id = 3541;

FROM
JOIN

Table
Similarity

SELECT AVG(r.points) AS avg_score
FROM results r JOIN drivers d ON r.driverId = d.driverId
JOIN races ra ON r.raceId = ra.raceId
WHERE d.forename = ‘Lewis’ AND d.surname = ‘Hamilton’
AND ra.raceId IN ( SELECT raceId FROM races
WHERE name LIKE ‘%Turkish Grand Prix%’ );

SELECT AVG(T2.points) FROM drivers AS T1
INNER JOIN driverStandings AS T2
ON T1.driverId = T2.driverId
INNER JOIN races AS T3 ON T3.raceId = T2.raceId
WHERE T1.forename = ‘Lewis’ AND T1.surname = ‘Hamilton’
AND T3.name = ‘Turkish Grand Prix’

SELECT
FROM

Unnecessary
Subquery

SELECT (SELECT c.name FROM cards c WHERE c.uuid =
(SELECT uuid FROM rulings)) AS card_name,
(SELECT c.artist FROM cards c WHERE c.uuid =
(SELECT uuid FROM rulings)) AS artist,
(SELECT c.ispromo FROM cards c WHERE c.uuid =
(SELECT uuid FROM rulings)) AS is_promo;

SELECT T1.name, T1.artist, T1.isPromo
FROM cards AS T1 INNER JOIN rulings AS T2
ON T1.uuid = T2.uuid WHERE T1.isPromo = 1
GROUP BY T1.artist ORDER BY
COUNT(DISTINCT T1.uuid) DESC LIMIT 1

SUBQUERY

Value
Ambiguity

SELECT c.‘artist’ FROM ‘cards’ c
JOIN ‘foreign_data’ f ON c.‘uuid’=f.‘uuid’
WHERE c.‘watermark’=‘phyrexian’
AND c.‘artist’ IS NOT NULL GROUP BY c.‘artist’;

SELECT T1.artist FROM cards AS T1
INNER JOIN foreign_data AS T2
ON T1.uuid = T2.uuid
WHERE T2.language = ‘Phyrexian’;

SELECT
WHERE

In Table 7, we present examples of incorrect and correct SQL query pairs based on NL questions
from real-world applications, highlighting the specific SQL clauses each signal targets.

C LLM-based Error Signals

• Evidence violation signal identifies cases where the generated SQL query contradicts the evidence
provided in the question or external knowledge. For example, if the question specifies retrieving rows
only about active employees, but the SQL query does not include a condition to filter out inactive
employees, this would trigger an evidence violation. The prompt used by SQLENS can be found in
Appendix D.2.

• Insufficient evidence signal assesses whether the available evidence is adequate to confirm that
the SQL query correctly answers the user’s question. For example, if the question lacks a clear
explanation of a domain-specific concept, the LLM is prone to hallucination. This signal essentially
verifies that the LLM has enough information and context to provide a correct response. The prompt
is shown in Appendix D.3.

• Incorrect question clause linking signal evaluates the LLM’s confidence in the generated SQL
clauses. This signal first prompts the LLM to map the concepts, entities, and expressions in the user
question to the corresponding clauses in the SQL query. For each identified link, the LLM is then
asked to indicate its confidence in the generated clause by responding with a simple yes or no. This
signal is flagged when there is at least one clause with low confidence. The prompt can be found in
Appendix D.4.

• Column ambiguity signal identifies whether there are columns in the database that are very similar
to those used in the SQL query and could also be used to answer the user’s question. This signal
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Table 8: LLM-based Error Signals.

Signal Name Incorrect SQL Query Correct SQL Query SQL Clause

Column
Ambiguity

SELECT s.School, s.StreetAbr FROM
satscores sat JOIN schools s ON sat.cds = s.CDSCode
ORDER BY sat.AvgScrMath DESC LIMIT 1 OFFSET 5;

SELECT T2.MailStreet, T2.School
FROM satscores AS T1
INNER JOIN schools AS T2 ON T1.cds = T2.CDSCode
ORDER BY T1.AvgScrMath DESC LIMIT 5, 1;

SELECT

Evidence
Violation

Evidence: set of cards with “Angel of Mercy”
in it refers to name = ‘Angel of Mercy’

SELECT COUNT(*) FROM set_translations
WHERE setCode = ‘UNH’;

SELECT COUNT(DISTINCT translation)
FROM set_translations WHERE setCode IN
( SELECT setCode FROM cards
WHERE name = ‘Angel of Mercy’ )
AND translation IS NOT NULL;

Any clause
identified by

LLM

Insufficient
Evidence

Q: How many atoms with iodine and sulfur type
elements are there in single bond molecules?
Evidence: with iodine element refer to element = ‘i’;
with sulfur element refers to element = ‘s’;
single type bond refers to bond_type = ‘-’;

It is not clear what “single bond molecules” refers to.

SELECT COUNT(DISTINCT CASE WHEN T1.element = ‘i’
THEN T1.atom_id ELSE NULL END) AS iodine_nums,
COUNT(DISTINCT CASE WHEN T1.element = ‘s’
THEN T1.atom_id ELSE NULL END) AS sulfur_nums
FROM atom AS T1 INNER JOIN connected AS T2
ON T1.atom_id = T2.atom_id INNER JOIN bond AS T3
ON T2.bond_id = T3.bond_id WHERE T3.bond_type = ‘-’;

Any clause
identified by

LLM

Incorrect Question
Clause Linking

Q: List the top 10 players’ names whose heights are above
180 in descending order of average heading accuracy.
SELECT p.player_name FROM Player p JOIN
Player_Attributes pa ON p.player_api_id = pa.player_api_id
WHERE p.height > 180 ORDER BY pa.heading_accuracy
DESC LIMIT 10;

SELECT t1.player_name FROM Player AS t1
INNER JOIN Player_Attributes AS t2
ON t1.player_api_id = t2.player_api_id
WHERE t1.height > 180 GROUP BY t1.id
ORDER BY CAST(SUM(t2.heading_accuracy) AS REAL)
/ COUNT(t2.‘player_fifa_api_id’) DESC LIMIT 10;

Any clause
identified by

LLM

LLM
Self-Check

SELECT p.Paragraph_Text FROM Paragraphs p
JOIN Documents d ON p.Document_ID = d.Document_ID
WHERE d.Document_Name = ‘Welcome to NY’;

SELECT T1.paragraph_text FROM Paragraphs AS T1
JOIN Documents AS T2 ON T1.document_id =T2.document_id
WHERE T2.document_name = ‘Customer reviews’;

Any clause
identified by

LLM

suggests that a SQL is prone to wrong column selection. The prompt for this signal is shared in
Appendix D.5.

The above signals provide specific error causes for the LLM to detect. Given that studies have shown
LLMs possess the ability to validate their own answers [20, 45], we also incorporate a signal that
prompts the LLM to provide an overall assessment of its own output.

• LLM self-check asks an LLM to determine whether the proposed SQL correctly answers the user
question considering the database and any available external knowledge. The prompt can be found in
Appendix D.6 and D.7.

The signal examples are listed in Table 8. False positives can occur for the LLM-based signals
when the LLM misinterprets the question, has limited understanding of the specified knowledge,
experiences hallucination, or exhibits bias when evaluating its own output.

D Prompts

D.1 Prompt for Vanilla Text-to-SQL

Role: You are an expert SQL database administrator responsible for crafting
precise SQL queries to address user questions.↪→

Context: You are provided with the following information:
1. A SQLite database schema
2. A user question
3. Relevant evidence pertaining to the user's question

Database Schema:
- Consists of table descriptions
- Each table contains multiple column descriptions
- Frequent values for each column are provided

Your Task:
1. Carefully analyze the user question, evidence and the database schema.
2. Write a SQL query that correctly answers the user question

Format your SQL query using the following markdown:
```sql
YOUR SQL QUERY HERE
```
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[Question]
{question}

[Evidence]
{evidence}

[Database Info]
{db_desc_str}

[Answer]

D.2 Prompt for Evidence Violation

You are provided with a user question and a proposed SQL query that solves the
user question. Your task is to determine whether the proposed SQL query
reflects all the evidence specified in the question.

↪→
↪→

Here is a typical example:

==== Example ====

Question] How many users are awarded with more than 5 badges? more than 5 badges
refers to Count (Name) > 5; user refers to UserId↪→

[SQL query] SELECT UserId FROM ( SELECT UserId, COUNT(DISTINCT Name) AS num FROM
badges GROUP BY UserId ) T WHERE T.num > 6;↪→

[Answer]:

```json
{{

"violates_evidence": true
"explanation": "This SQL query violates the evidence in the question because it

counts the number of users with more than 6 badges, not more than 5 badges.
Additionally, it uses COUNT(DISTINCT Name) instead of COUNT(Name) as
specified in the question.

↪→
↪→
↪→

}}
```
Question Solved. Make sure you generate a valid json response.
===============

Here is new example, please start answering:

[Question] {question}. {evidence}

[SQL query] {sql_query}

[Answer]

D.3 Prompt for Insufficient Evidence

You are provided with sqlite database schema, a user question, and a proposed SQL
query that solves the user question. Your task it to determine whether you
have sufficient evidence to determine whether the SQL answers the user
question correctly.

↪→
↪→
↪→

Output a JSON object in the following format. Make sure you generate a valid json
response.↪→

[Answer]
```json
{{
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"insufficient_evidence": true/false
"explanation": "why the evidence is not sufficient"

}}
```
Question Solved.
===============
Here is new example, please start answering:

[Question] {question}. {evidence}

{db_desc_str}

[SQL query]

{sql_query}

[Answer]

D.4 Prompt for Question-Clause Linking

You are given a SQLite database schema, a user question, and a proposed SQL query
intended to address the user's question. Please follow these steps:↪→

1. Link the concepts, entities, and expressions in the user question to the
corresponding clauses in the SQL query.↪→

2. For each link you have identified, indicate whether you are confident in the
generated clause by answering "yes" or "no."↪→

Output a JSON object in the following format. Make sure you generate a valid json
response.↪→

[Answer]
```json
{{

"<(entity in the question, the corresponding SQL clause)>": "<yes/no>"
}}

```

Please start answering the following question:
[Question] {question}. {evidence}.

{db_desc_str}

[SQL query] {sql_query}

[Answer]

D.5 Prompt for Column Ambiguity

As an experienced and professional database administrator, you are provided with a
SQLite database schema, a user question, and a proposed SQL query intended to
solve the user question. The database schema consists of table descriptions,
each containing multiple column descriptions.

↪→
↪→
↪→
Your task is to determine whether there are columns in the database that are very

similar to the ones used in the SQL query and could also be used to answer the
user's question.

↪→
↪→

Here is a typical example:

==== Example ====
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[Question] Which state special schools have the highest number of enrollees from
grades 1 through 12? State Special Schools refers to DOC = 31; Grades 1
through 12 means K-12

↪→
↪→

[DB_ID]california_schools
[Database Schema]
# Table: frpm
[

(CDSCode, CDSCode.),
(Enrollment (K-12), Enrollment (K-12).),

]
# Table: satscores
[

(cds, cds. Column Description: California Department Schools),
(sname, school name. Value examples: [None, 'Middle College High', 'John F.

Kennedy High', 'Independence High', 'Foothill High', 'Washington High',
'Redwood High'].),

↪→
↪→
(enroll12, enrollment (1st-12nd grade).),

]
# Table: schools
[

(CDSCode, CDSCode.),
(DOC, District Ownership Code. Value examples: ['54', '52', '00', '56', '98',

'02'].),↪→
]

[SQL query] <SQL> SELECT T2.sname FROM schools AS T1 INNER JOIN satscores AS T2 ON
T1.CDSCode = T2.cds WHERE T1.DOC = '31' AND T2.enroll12 IS NOT NULL ORDER BY
T2.enroll12 DESC LIMIT 1; </SQL>

↪→
↪→

[Answer]
```json
{{

"alternative_column": true
"explanation": "frpm.Enrollment (K-12) can also be used to determine the number

of enrollees from grades 1 through 12. This column is very similar to
satscores.enroll12 used in the proposed SQL."

↪→
↪→

}}
```
Question Solved. Make sure you generate a valid json response.
===============

Please start answering the following question.
[Question] {question}. {evidence}

{db_desc_str}

[SQL query] {sql_query}

[Answer]

D.6 Prompt for LLM Self-Check (True/False)

You are provided with a SQLite database schema, a user question, and a proposed
SQL query intended to solve the user question. Your task is to determine
whether the proposed SQL correctly answers the user question. Your answer
should be in the form of a JSON object with two keys: "correct" and
"explanation". Provide an explanation only if the SQL is incorrect.

↪→
↪→
↪→
↪→

You need to generate the answer in the following format:

[Answer]:
```json
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{{
"correct": false,
"explanation": "your explanation of why the SQL is incorrect"

}}
```
Make sure you generate a valid json response.
=================================
Please start answering the following question:
[Question]
{question}. {evidence}

[Database Info]
{db_desc_str}

[SQL query]
{sql_query}

[Answer]

D.7 Prompt for LLM Self-Check (Probability)

You are provided with a user question, a SQLite database schema and a proposed SQL
query intended to solve the user question.↪→

Your task is to evaluate the proposed SQL query and provide the probability that
it correctly answers the user question.↪→

Provide this probability as a decimal number between 0 and 1.

You need to generate the answer in the following format:

[Answer]:
```json
{{

"probability": <the probability between 0.0 and 1.0 that the SQL correctly
answers the question>↪→

}}
```
Make sure you generate a valid json response.
=================================
Please start answering the following question:
[Question]
{question}. {evidence}

[Database Info]
{db_desc_str}

[SQL query]
{sql_query}

[Answer]

D.8 Prompt for SQL Query Correction

Role: You are an experienced and professional database administrator tasked with
analyzing and correcting SQL queries that are potentially wrong.↪→

Context: You are provided with the following information:
1. A SQLite database schema
2. A user question
3. A proposed SQL query intended to answer the user question
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4. An error report for the proposed SQL query. The error report suggests potential
errors in the SQL.↪→

Database Schema:
- Consists of table descriptions
- Each table contains multiple column descriptions
- Frequent values for each column are provided

Your Task:
1. Analyze the error report
2. Determine if the SQL query needs to be fixed. You can choose not to modify the

SQL if it is correct.↪→
3. If the proposed SQL is incorrect, generate a correct SQL query to answer the

user question↪→

Instructions:
1. Review the provided information carefully
2. Use SQL format in code blocks for any SQL queries
3. Explain your reasoning and any changes made to the query
4. Avoid using overly complex queries. For example, ... EXISTS (SELECT 1 FROM

table WHERE condition) can be substituted with JOIN.↪→

[Question]
{question}

[Evidence]
{evidence}

[Database Info]
{db_desc}

[Old SQL]
```sql
{old_sql}
```

[Error Report]
{error_report}

Now, please analyze the error report, decide whether the SQL needs to be fixed and
generate a correct SQL to answer the user question if you think the proposed
SQL is indeed wrong.

↪→
↪→

[Correct SQL]

E SQLENS Error Correction Pseudo Code

Algorithm 1 presents the pseudocode for the error correction. In essence, SQLENS’s error correction
is a greedy, sequential algorithm. The original SQL query is first processed by SQLENS’s Error
Detector, which evaluates a given set of signals on the input query and generates a list of error
reports for the detected signals (Line 1). In practice, users can select a subset of signals to fix queries
based on their precision in detecting errors on a development dataset. These reports are then sent
to the Error Selector, which identifies the most critical error to address for the current iteration
(Line 5).

The Error Selector component takes as inputs the original SQL query, database schema, and a
list of error reports ranked by their confidence, and then determines the most critical error to address
first using an LLM. Essentially, the LLM adjusts the ranking of these error reports based on its
understanding of their relevance to the original SQL [43, 28, 37]. Once the most critical error is
identified, the next step is to correct the query using the error information provided by that signal,
handled by the Error Fixer (Line 6).
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Algorithm 1: SQLENS Error Correction
Input: ctx: Correction context, including the database, external knowledge, and the natural language

question; q: Original SQL query; S: Set of error signals; max_iter: Maximum number of
iterations; eg: Guardrail signal

Output: Corrected SQL query, q′

1 E ← ErrorDetector(ctx, q,S)
2 i← 0
3 q′ ← q
4 while |E| > 0 or i < max_iter do

/* select the current most critical error */
5 e← ErrorSelector(ctx, E)
6 q′ ← ErrorF ixer(ctx, e, q′)

/* remove error signal that has been fixed before */
7 S ← S \ {e}
8 E ← ErrorDetector(ctx, q′,S)
9 i← i+ 1

10 end
/* fix guardrail signal if detected */

11 if |ErrorDetector(ctx, {eg})| = 1 then
12 q′ ← ErrroF ixer(ctx, eg, q

′)
13 end
14 q′ ← SQLAuditor(ctx, q′, q)
15 return q′

Table 9: Statistics of SQL queries generated by out-of-the-box text-to-SQL systems.

Approach Dataset Acc. 11 Acc. 22 # SQLs # Incorrect # Semantic Err.

Vanilla BIRD 55.41 59.07 1534 684 589
DINSQL BIRD 35.53 39.49 1534 989 835
MACSQL BIRD 58.87 60.04 1534 631 601

CHESS BIRD 67.60 67.91 1534 497 490

Vanilla Spider 79.11 79.65 1034 216 209
DINSQL Spider 76.31 77.66 1034 245 227
MACSQL Spider 78.92 79.69 1034 218 208

1 Accuracy over all queries 2Accuracy over queries without syntax errors

The Error Fixer component takes the original SQL query, and a specific error report along with
the correction context (specified in Algorithm 1) as input. It analyzes the error, determines how to fix
the query, and generates a new query. To avoid syntax errors introduced in the revision process, we
include a Syntax Checker in the Error Fixer, which uses a SQL parser to validate the syntax. If
there is any syntax error, the Error Fixer uses the parser’s error message to iteratively revise the
SQL query until it is valid. Note that SQLENS avoids fixing the same error repeatedly by removing
the error signal from the signal collection after it has been used for correction (Line 7). Once the
current error is fixed, we run Error Detector on the revised SQL query. If it contains no further
errors, the corrected SQL query is returned. Otherwise, the correction process iterates until all errors
are resolved or the maximum number of iterations is reached (Lines 4-10).

The above process generates a revised SQL query, but it may still contain some errors that need to
be fixed. To ensure the most critical error is corrected, we introduce a final check to identify if any
further adjustments are needed. The signal with the highest precision in detecting incorrect SQL
queries can be configured as a “guardrail signal” to catch and fix remaining errors (Lines 11-13). As
mentioned earlier, the revision process may break an originally correct SQL query. To address this
issue, the original SQL and the final revised SQL are passed to an LLM-based SQL Auditor for the
final evaluation (Line 14).

F Additional Experimental Evaluation

Table 9 presents the text-to-SQL performance of the base SQL generators on BIRD and Spider.

31



F.1 End-to-End Evaluation on Spider

Table 10 shows the end-to-end evaluation results on Spider benchmark. In terms of net improvement,
SQLENS outperforms Self-Reflection by 10, 20, and 9 SQL queries on MAC-SQL, DIN-SQL,
and Vanilla prompt, respectively. SQLENS consistently fixes more SQL queries compared to the
baselines (Nfix). Its performance is similar to its variant, Fix-ALL, with SQLENS fixing 2 more SQL
queries on MACSQL and nearly the same number on the other two methods. However, SQLENS
produces more regressions than Fix-ALL. This is because error signals have lower accuracy on Spider
than on BIRD, causing SQLENS to trigger more corrections, which results in a higher number of
regressions.

Table 10: End-to-end accuracy improvement on Spider.
Method ∆ Acc.(Nnet) ∆ Acc.(Nfix) Nnet Nfix Nbreak

Vanilla (Initial Acc.=79.65%); # input SQLs=1027

Self-Reflection 80.14 (+0.49%) 80.72 (+1.07%) 5 11 6
SQLENS w. Fix-ALL 81.11 (+1.46%) 81.4 (+1.75%) 15 18 3

SQLENS 81.11 (+1.46%) 81.5 (+1.85%) 15 19 4

DIN-SQL (Initial Acc.=77.66%); # input SQLs=1016

Self-Reflection 80.51 (+2.85%) 81.1 (+3.44%) 29 35 6
SQLENS w. Fix-ALL 82.58 (+4.92%) 82.88 (+5.22%) 50 53 3

SQLENS 82.48 (+4.82%) 83.27 (+5.61%) 49 57 8

MAC-SQL (Initial Acc.=79.69%); # input SQLs=1024

Self-Reflection 81.06 (+1.37%) 81.45 (+1.76%) 14 18 4
SQLENS w. Fix-ALL 81.74 (+2.05%) 82.03 (+2.34%) 21 24 3

SQLENS 81.93 (+2.24%) 82.23 (+2.54%) 23 26 3

F.2 Error Detection on Spider

On Spider benchmark, we observe similar results, with SQLENS outperforming LLM self-evaluation
methods in terms of both recall and F1 score (Table 11). A notable observation is that LLM
self-evaluation tends to be overly confident in the generated SQL queries, leading to low recall in
identifying incorrect queries. For instance, LLM Self-Eval. (Prob) only identifies 5.16% of the
incorrect SQL queries on those generated by MAC-SQL. The overall F1 score on Spider is lower than
on BIRD because the text-to-SQL algorithms already achieve around 80% accuracy on Spider, which
is significantly higher than on BIRD. This creates a more challenging scenario, as most remaining
errors fall within the long-tail distribution.

F.3 Discussion

As confirmed by our experimental results, SQLENS is highly effective in error detection and correc-
tion, particularly benefiting non-technical users with limited SQL knowledge. However, like many
other LLM-based text-to-SQL solutions, our method incurs some costs and latency. On average,
SQLENS makes approximately 5 LLM calls with an end-to-end latency of less than 30 seconds. To
further reduce costs and latency, users can configure cheaper error signals, provide ground truth labels
for SQL correctness, or limit the number of iterations in SQLENS’s error correction process. As
noted in the motivating example in Section 1, SQLENS is not designed for real-time, interactive SQL
query correction. Instead, it functions as a debugging tool, detecting and correcting errors in SQL
queries asynchronously.

F.4 Effectiveness of Individual Error Signals on BIRD and Spider
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Table 11: Effectiveness of SQLENS error detection on Spider.
Method Acc. AUC Precision Recall F1

Vanilla

LLM Self-Eval. (Bool) 74.39 (±3.12) ✗ 21.59 (±13.00) 9.13 (±5.21) 12.77 (±7.42)

LLM Self-Eval. (Prob) 77.41 (±1.43) 57.42 (±1.30) 13.33 (±17.78) 2.90 (±3.89) 4.77 (±6.38)

Supervised SQLENS 80.72†
(±1.06) 61.02†

(±3.28) 75.79†
(±17.24) 10.56 (±4.53) 17.79 (±6.62)

SQLENS 74.49 (±4.86) 59.49 (±5.91) 34.91 (±14.18) 29.22†
(±11.61) 31.76†

(±12.75)

DIN-SQL

LLM Self-Eval. (Bool) 75.69 (±2.46) ✗ 40.38 (±11.33) 16.78 (±4.24) 23.64 (±6.01)

LLM Self-Eval. (Prob) 76.58 (±1.23) 58.60 (±1.78) 41.07 (±17.97) 5.73 (±2.23) 9.90 (±3.72)

Supervised SQLENS 82.48†
(±2.27) 67.89†

(±3.66) 73.68†
(±7.45) 33.57 (±9.14) 45.51 (±9.91)

SQLENS 76.38 (±2.75) 67.14 (±4.30) 47.18 (±5.76) 48.09†
(±6.91) 47.59†

(±6.17)

MAC-SQL

LLM Self-Eval. (Bool) 76.85 (±1.60) ✗ 31.20 (±11.26) 11.52 (±4.11) 16.81 (±5.98)

LLM Self-Eval. (Prob) 78.51 (±1.21) 57.81 (±4.42) 42.52 (±30.00) 5.31 (±2.41) 9.07 (±3.74)

Supervised SQLENS 79.98†
(±1.39) 61.59†

(±3.11) 54.83†
(±21.06) 9.65 (±8.11) 15.10 (±11.29)

SQLENS 74.41 (±2.24) 58.99 (±3.19) 35.88 (±5.22) 32.23†
(±4.33) 33.88†

(±4.49)

✗ indicates that the classification is not threshold-based.
† Top result. Top two results are highlighted in bold.

Table 12: Individual error signal performance
(Vanilla+BIRD).

Signal Name Precision Recall Nw

DB-based Signals
Abnormal Result 98.96 16.13 95
Empty Predicate 85.34 11.88 70

Incorrect Filter in Subquery No Queries Detected
Incorrect GROUP BY 40.0 2.38 14

Incorrect Join Predicate 100 1.87 11
Suboptimal Join Tree 45.9 14.26 84

Table Similarity 67.35 5.6 33
Unnecessary Subquery 33.33 0.34 2

Value Ambiguity 53.85 7.13 42

LLM-based Signals
Column Ambiguity 68.75 1.87 11
Evidence Violation 61.11 1.87 11

Insufficient Evidence 29.03 1.53 9
LLM Self Check 60.82 10.02 59

Question Clause Linking 53.49 3.9 23

Table 13: Individual error signal performance
(Vanilla+Spider).

Signal Name Precision Recall Nw

DB-based Signals
Abnormal Result 60.0 14.35 30
Empty Predicate 50.0 2.39 5

Incorrect Filter in Subquery 100.0 0.48 1
Incorrect GROUP BY 64.29 4.31 9

Incorrect Join Predicate 100.0 5.26 11
Suboptimal Join Tree 42.86 5.74 12

Table Similarity No Queries Detected
Unnecessary Subquery 100.0 0.48 1

Value Ambiguity 33.33 1.44 3

LLM-based Signals
Column Ambiguity 33.33 0.48 1
Evidence Violation 100 1.44 3

Insufficient Evidence 7.14 1.44 3
LLM Self Check 20.65 9.09 19

Question Clause Linking 70.0 3.35 7
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Table 14: Individual error signal performance
(DIN-SQL+Spider).

Signal Name Precision Recall Nw

DB-based Signals
Abnormal Result 73.61 23.35 53
Empty Predicate 82.98 17.18 39

Incorrect Filter in Subquery No Queries Detected
Incorrect GROUP BY 43.33 5.73 13

Incorrect Join Predicate 92.86 11.45 26
Suboptimal Join Tree 33.33 5.73 13

Table Similarity No Queries Detected
Unnecessary Subquery 0 0 0

Value Ambiguity 25.0 1.32 3

LLM-based Signals
Column Ambiguity 80 1.76 4
Evidence Violation 80 1.76 4

Insufficient Evidence 40 7.93 18
Question Clause Linking 53.33 3.52 8

LLM Self Check 39.58 16.74 38

Table 15: Individual error signal performance
(MAC-SQL+Spider).

Signal Name Precision Recall Nw

DB-based Signals
Abnormal Result 58.82 14.42 30
Empty Predicate 52.94 4.33 9

Incorrect Filter in Subquery 100 1.44 3
Incorrect GROUP BY 50 3.37 7

Incorrect Join Predicate 100 3.85 8
Suboptimal Join Tree 38.71 5.77 12

Table Similarity No Queries Detected
Unnecessary Subquery 33.33 0.48 1

Value Ambiguity 25.0 1.44 3

LLM-based Signals
Column Ambiguity 0 0 0
Evidence Violation 58.33 3.37 7

Insufficient Evidence 18.92 3.37 7
LLM Self Check 31.17 11.54 24

Question Clause Linking 40 2.88 6
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