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Abstract

We present an online planning approach and a new benchmark dataset for solving
multi-object rearrangement problems in partially observable, multi-room environ-
ments. Current object rearrangement solutions, primarily based on Reinforcement
Learning or hand-coded planning methods, often lack adaptability to diverse chal-
lenges. To address this limitation, we propose a Hierarchical Object-Oriented
Partially Observed Markov Decision Process (HOO-POMDP) planner that lever-
ages object-factored belief representations for efficient multi-object rearrangement.
This approach comprises of (a) an object-oriented POMDP planner generating
sub-goals, (b) a set of low-level policies for sub-goal achievement, and (c) an
abstraction system converting the continuous low-level world into a representation
suitable for abstract planning. To enable rigorous evaluation of rearrangement
challenges, we introduce MultiRoomR, a comprehensive benchmark featuring
diverse multi-room environments with varying degrees of partial observability
(10-30% initial visibility), blocked paths, obstructed goals, and multiple objects
(10-20) distributed across 2-4 rooms. Experiments demonstrate that our system
effectively handles these complex scenarios while maintaining robust performance
even with imperfect perception, achieving promising results across both existing
benchmarks and our new MultiRoomR dataset.

1 Introduction

Multi-object rearrangement with egocentric vision in realistic simulated home environments is
a fundamental challenge in embodied AI, encompassing complex tasks that require perception,
planning, navigation, and manipulation. This problem becomes particularly demanding in multi-room
settings with partial observability, where large parts of the environment are not visible at any given
time. Such scenarios are ubiquitous in everyday life, from tidying up households to organizing
groceries, making them critical for the development of next-generation home assistant robots.

Existing approaches to multi-object rearrangement typically fall into two categories: Reinforcement
Learning (RL) methods and hand-coded planning systems. RL methods [Weihs et al., 2021] struggle
with scaling to complex scenarios, while modular approaches that decompose tasks into subtasks
[Gu et al., 2022] have different limitations. Some use predetermined skill sequences, while others
employ greedy planners [Trabucco et al., 2022], restricting their ability to determine optimal object
interaction orders or to handle novel problems such as blocked paths and obstructed goals. These

39th Conference on Neural Information Processing Systems (NeurIPS 2025).



scenarios require spatial reasoning about object-object dependencies where placement of one object
constrains accessible paths for others. A more general approach that incorporates high-level planning
would enable systems to handle these challenges without extensive retraining, particularly important
for household robots operating in environments where such obstacles are common.

Although significant progress has been made in rearrangement, the majority of current research
focuses on single-room settings or assumes that a large number of objects are visible at the beginning
of the task, either through a third-person bird’s eye view [Ghosh et al., 2022] or a first-person
view where most of the room is visible [Trabucco et al., 2022]. However, as we move towards
the more practical version of the problems, such as cleaning a house, the majority of the objects
to be manipulated are not initially visible, and existing solutions begin to falter. Rearrangement
in realistic multi-room environments introduces several key challenges: 1) uncertainty over object
locations, as the initial positions of objects are unknown; 2) execution efficiency of searching for
objects while simultaneously moving them to the correct goal locations; 3) scalability of planning
over increasing numbers of objects and rooms; 4) extensibility to scenarios involving blocked goals or
blocked paths; and 5) graceful handling of object detection failures. To enable rigorous evaluation of
these challenges, we introduce MultiRoomR, a comprehensive benchmark dataset featuring diverse
multi-room environments with varying degrees of partial observability, blocked paths, obstructed
goals, and multiple objects distributed across rooms—scenarios that existing datasets like RoomR
[Weihs et al., 2021] do not adequately represent.

Figure 1: a) Agent’s ego-centric view at initialization.
b) Top-down view of the environment showing object
starting positions (dotted boxes) and goal positions (solid
boxes). Lines indicate paths between start and goal states.
Object 1’s path is blocked by object 2, and its goal loca-
tion is blocked by object 3. Object 3’s path is also blocked
by object 2, requiring a specific sequence: move object 2
first, then object 3, and finally object 1. Objects 4 and 5
block each other’s goals, requiring one to be temporarily
placed elsewhere before completing the swap.

To effectively tackle these complex chal-
lenges in multi-room settings, we pro-
pose a Hierarchical Object-Oriented Par-
tially Observable Markov Decision Pro-
cess (HOO-POMDP) planner that com-
bines strategic high-level planning with
specialized low-level execution. Our ap-
proach employs a high-level POMDP
planner that reasons under uncertainty
while leveraging object-factored belief
updates, paired with a set of specialized
low-level policies for executing tasks.

The high-level planning with uncertainty
enables joint optimization over explo-
ration and object manipulation decisions,
determining when to search for unseen
objects and when to rearrange detected
ones based on the current belief state.
Meanwhile, the low-level policies han-
dle the execution details of navigation
and manipulation, freeing the high-level
planner from concerns about continuous
action spaces and perceptual representa-
tions. This separation of concerns al-
lows each component to focus on its
strengths—strategic decision-making at
the high level and specialized task execu-
tion at the low level. Our main contribu-
tions include:

• A hierarchical planner(HOO-POMDP) that combines an object-oriented POMDP planner with
efficient belief updates and state abstraction for scalable rearrangement in multi-room environments.

• A new dataset MultiRoomR featuring blocked path problems and expanded room configurations
alongside existing rearrangement challenges.

• An empirical evaluation of the system in an existing and the new MultiRoomR dataset in AI2Thor.
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2 Related Work
Rearrangement: Rearrangement is the problem of manipulating the placement of objects by picking,
moving, and placing them according to a goal configuration. In this work, we are mainly concerned
with the rearrangement of objects by mobile agents in simulated environments such as AI2Thor
[Kolve et al., 2017] and Habitat [Szot et al., 2021] and ThreeDWorld [Gan et al., 2020]. There are
many versions of the rearrangement problem in literature. In tabletop rearrangement, a robot hand
with a fixed base moves objects around to achieve a certain configuration in a limited space [Zhai
et al., 2024, Huang et al., 2024]. Many current approaches for rearrangement by mobile agents work
by finding the misplaced objects and then use greedy planners to decide what order to move the
objects in [Gadre et al., 2022, Trabucco et al., 2022, Sarch et al., 2022]. This can lead to a high
traversal cost since it is not explicitly optimized. The above works and others such as [Mirakhor et al.,
2024a] are also limited to a single-room setting where most objects are visible to the agent.

Rearrangement has also been studied from the Task and Motion Planning (TAMP) perspective
[Garrett et al., 2020a, 2021, 2020b]. Garrett et al. [2020b] is limited to a single-room kitchen
problem and assumes perfect detection of objects. Unlike most previous work, our proposed solution
optimizes the traversal cost and addresses multi-room settings and imperfect object detection in
an integrated POMDP framework. Tekin et al. [2023] and Mirakhor et al. [2024b] address the
multi-room rearrangement problem. However, the decision process of when to explore and when
to move an object in [Tekin et al., 2023] is fixed and assumes perfect object detection. Our planner
optimally combines exploration and manipulation, and naturally addresses object detector failures.
Mirakhor et al. [2024b] assume that objects are always on top of or inside containers. This limits its
extendability to handling new problems, such as blocked paths where the objects could be in the path
of other objects and outside containers. Our approach naturally allows for these possibilities. Large
language models (LLMs) have also been used to solve rearrangement [Chang et al., 2024], but the
advantage of a planner is that it provides a completeness guarantee - given enough time, the planner
will find a solution whereas an LLM does not provide the same guarantee.

POMDP Planning: Our work builds upon Wandzel et al. [2019]’s object-oriented POMDP (OO-
POMDP) for 2D multi-object search, later extended to 3D environments by Zheng et al. [2023] and
Zheng et al. [2022]. While these OO-POMDP approaches are limited to search tasks, we extend the
formulation to include rearrangement actions with corresponding belief updates. Our HOO-POMDP
further introduces action abstraction, distinguishing it from existing hierarchical POMDP work [Ser-
rano et al., 2021] which lacks object-oriented belief maintenance. This combination of hierarchical
planning with object-oriented beliefs enables efficient planning for complex rearrangement tasks that
would be intractable in flat POMDP representations.

3 Problem Formulation
Environment and Agent: Our agent is developed for the AI2Thor simulator environment [Kolve
et al., 2017]. It consists of a simulated house with a set of objects located in one or more rooms. The
agent can take the following low-level actions: As = (MoveAhead, MoveBack, MoveRight,
MoveLeft, RotateLeft, RotateRight, LookUp, LookDown, PickObjecti, PlaceObject,
Startloc, Done). The Move actions move the agent by a distance of 0.25m. The Rotate ac-
tions rotate the agent pitch by 90 degrees. The Look actions rotate the agent yaw by 30 degrees.
Start action starts the simulator and places the agent at the given location, and the Done action ends
the simulation. After executing any of the actions, the simulator outputs the following information:
a) RGB and Depth images, 2) the agent’s position (x, y, pitch, yaw), and 3) whether the action was
successful. There are two types of objects in the world - interactable objects that can be picked and
placed, and receptacle objects that are not movable but can hold other objects.

Task Setup: Rearrangement is done in 2 phases. Walkthrough phase and rearrange phase. The
walkthrough phase is meant to get information about stationary objects. The 2D occupancy map is
generated in this phase, as well as the corresponding 3D Map. We get the size of the house (width
and length) from the environment and uniformly sample points in the environment. We then take
steps to reach these locations (if possible - some might be blocked). This simple algorithm ensures
we explore the full house. At each of the steps, we receive the RGB and Depth. Using this, we create
a 3D point cloud at each step and combine them all to get the overall 3D point cloud of the house
with stationary objects. We then discretize this point cloud into 3D map (M3D) voxels of size 0.25m,
we further flatten this 3D map into a 2D map (M2D) of grid cells (location in the 2D map is occupied
if there exists a point at that 2D location at any height in the 3D map). While doing this traversal,
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we also get information about the receptacles by detector on the RGB images we receive during
this traversal. This ends the walkthrough phase, which needs to be done only once for any house
configuration of stationary objects - walls, doors, tables, etc. Then, objects are placed at random
locations (done using AI2Thor environment reinitialization). This is when the rearrangement phase
begins, with the planner taking the following as input: the map generated in the walkthrough phase,
the set of object classes to move, and their goal locations.

3.1 Rearrangement as a Object Oriented POMDP (OO-POMDP) Problem
Background: POMDP: A POMDP is a 7-tuple (S,A, T,R, γ,O,Omodel) [Kaelbling et al., 1998].
The state space S is the set of states in which the agent and the objects in the environment can be.
Action space A is the set of actions that can be taken in the environment. The transition function
T (s, a, s′) = p(s′|s, a) is the probability of reaching the state s′ when the action a is taken in the
current state s. The probability of observing z ∈ O after having taken action a in a state s is defined
by the observation model Omodel(s, a, z) = p(z|s, a). The reward function R(s, a) defines the
reward received when taking action a in state s, and γ is the discount factor. In a partially observed
world, the agent does not know its exact state and maintains a distribution over possible states, i.e., a
belief state b. The belief is updated when an action a is taken, and observation z is received with the
following equation, where η is the normalizing constant:

b′(s′) = ηOmodel(s
′, a, z)

∑
s∈S

T (s, a, s′)b(s) (1)

Object Oriented POMDP: Object-oriented POMDP factors the state and observations over the
objects. Each state s is represented as a tuple of its n objects s = (s1, . . . , sn), each observation
z = (z1, . . . , zn) and the belief state b is factorized as b =

∏n
i=0 bi [Wandzel et al., 2019].

We now instantiate the rearrangement problem as an abstract POMDP. In our definition of the abstract
OOPOMDP, we make an object independence assumption - that at any given time, the observation
and state of any object do not depend on any other object. More formally, P (zi|sj , zj , si) = P (zi|si),
observation zi is independent of the states and observations of other objects, conditioned on its own
state si. Similarly, we also assume P (s′i|si, sj , a) = P (s′i|si, a) where j ̸= i, i.e., the next state of
object i only depends on its own previous state and the action. This allows us to represent the state
and observation factored by objects, which in turn helps make independent belief updates for each
object (Algorithm 1).
• State Space: We use a factored state space that includes the robot state sr, and the target

object states stargets. The complete state is represented as s = (sr, stargets). stargets =
(starget1 , . . . , stargetn) where n is the number of objects to be moved. stargeti = (loci, picki,
placelocs, is_held, at_goal, gi) : loci is the current location of the object, picki corresponds to
the location from where this object can be picked, placelocs corresponds to the set of locations
(absolute 2D coordinates) from where this object can be placed, and gi is the goal location of
the object. All locations are discretized grid coordinates in M2D. This representation captures
spatial affordances through picki and placelocs while maintaining spatial uncertainty via belief
distributions over M2D.

• Action Space: The action space consists of abstract navigation and interaction actions.
A = {MoveAB , Rotateangle, PickPlaceObjecti−goalloc , Done}

• Transition Model :
– MoveAB - The move action moves the agent from location A to location B.
– Rotateangle - The rotate action rotates the agent to a given angle.
– PickPlaceObjecti−goalloc - The PickPlace action picks Objecti from the current position of the

robot and places it at the given goalloc.
• Observation Space: We use a factored observation space similar to state space factorization. Each

observation can be divided into the robot observation and object observation z = (zrobot, zobjects),
where zobjects = (ztarget1 , . . . ztargetn). Each observation ztargeti ∈ L ∪ Null - is a detection of
the object i’s location or Null based on the detector’s output for object i ( L is the set of all possible
locations in M2D).

• Observation model: By definition of z above, Pr(z|s) = Pr(zr|sr) Pr(zobjects|stargets) and
Pr(zr|sr) = 1 since the robot pose changes deterministically. Under the conditional independence
assumption, Pr(zobjects|s) can be compactly factored as follows:
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Pr(zobjects|s) = Pr(ztarget1 , . . . , ztargetn |starget1 , . . . stargetn , sr) (2)

=

n∏
i=1

Pr(ztargeti |starget1 , . . . , stargetn , sr) (all ztargeti are independent) (3)

=

n∏
i=1

Pr(ztargeti |stargeti , sr) (ztargeti does not depend on state of other objects)

(4)

Pr(zi|stargeti , sr) is defined differently for each object based on the object detector’s capability to
detect the object of interest and the current state. More details are in A.1.2.

• Reward Function:
– MoveAB : The cost of moving from location A to B [Cost = −1 ∗Na (where Na number of

required actions)].
– Rotateangle: The cost of rotating the agent from the current rotation to the final given angle.
– PickPlaceObjecti−goalloc : Cost of moving from current location to goal location + cost of pick

+ cost of place. It gets an additional reward of 50 if the object is being placed at its goal location
gi and this gi is free in the current state.

– Done - This action receives a reward of 50 if all objects have been placed at their goal location
and −50 otherwise.

4 Hierarchical Object Oriented POMDP (HOO-POMDP) Planning

This section presents our hierarchical planning solution designed to solve multi-object rearrangement
problems in partially observable, multi-room simulated home environments.

Figure 2: The agent receives RGB and depth images
from environment at the start. The vision module creates
the observation from this input and sends it to the belief
update system. Belief is updated based on observation,
and an abstract state is generated, which is sent to the
OO POMDP Planner that outputs sub-goals. The sub-
goals are used by the low-level policy executors to plan
and execute low-level actions in the environment.

Overview: Once the initial list of recepta-
cles and M3D have been generated, they,
along with the goal information, are sent
to the HOO-POMDP planner. The sys-
tem operates in a cyclic fashion, integrat-
ing perception, belief update, state abstrac-
tion, abstract planning, and action execu-
tion (see Figure 2 and Algorithm 1). First,
the perception system detects objects in the
RGB and depth image and outputs the ob-
servation z, which is used by the belief up-
date system to update its belief state. The
belief state consists of the probability of
each object being at a certain location in
M2D. The abstraction system uses this in-
formation to update its abstract state. The
updated abstract state is sent to the abstract
POMDP planner, which outputs a sub-goal
that corresponds to a low-level policy. The
low-level policy executor executes the low-
level policy corresponding to the sub-goal. This might involve navigating to a specific location,
grasping an object, or placing an object in a new position. After each action is executed, the environ-
ment state changes. The agent receives new output from the environment, and the cycle repeats until
the overall rearrangement task is completed. In the rest of this section, we will discuss each of the
subsystems and their interaction.

Abstract OOPOMDP Planner: Given a task defined as an abstract OOPOMDP and an initial
abstract state, we use partially observable UCT (PO-UCT) [Silver and Veness, 2010] to search
through the space of abstract actions to find the best sub-goal. POUCT extends the UCT algorithm
Kocsis and Szepesvári [2006] to partially observable settings, building a search tree over histories
rather than states, where a history is a sequence of actions and observations ht = (a1, z1, . . . , at, zt).
For each history node T (h), the algorithm maintains a count variable N(h) and a value variable
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v(h) representing visit frequency and expected value. The algorithm samples a state from the belief

space b and selects the action with the best value using V (ha) = V (ha)+ c
√

logN(h)
N(ha) when all child

nodes exist. Otherwise, it uses a random rollout policy for simulations before updating the tree and
selecting the best action. The full algorithm appears in Algorithm 3 in the Appendix.

In our HOO-POMDP planner, abstract actions are initialized based on the abstract state for each
object si = (loci, picki, placelocs, is_held, at_goal). A separate MoveAB is initialized with
A = agent_pos and B = all pick locations defined for all objects. Rotateangle - for all objects, less
than 2m from the agent, the angle is computed based on the agent’s required orientation to view the
object from its current position. PickPlace - is defined for each object where the agent is less than
2m away from that particular object, for all locations in the placelocs as goalloc initializing a set of
PickPlace actions for each object.

Algorithm 1: HOO-POMDP Planner
1. env ← INITIALIZEENV() ;
2. agent← INITIALIZEAGENT()
3. belief ← INITIALIZEBELIEFSTATE()
4. loc← RANDOM()
5. lowLevelAct← STARTloc

6. while NOT TASKCOMPLETE() do
7. rgb, depth← env.EXECUTE(lowLevelAct)
8. obs← PERCEPTIONSYSTEM(rgb, depth)
9. belief ← BELIEFUPDATE(belief, obs,

lowLevelAct)
10. absState← GENERATEABSSTATE(belief )
11. absAct← POUCTPLANNER(absState,

belief )
12. if absAct = DONE then
13. return
14. lowLevelPolicy ← GETLOWLEVELPOL-

ICY(absAct)
15. lowLevelAct← lowLevelPolicy.GETACT

(absAct, rgb, depth)

Algorithm 2: BELIEFUPDATE

1. Input: beliefState b, observation z, action a
2. for each object i in b do
3. for each possible state sij of object i do
4. if action ∈ {Pick, Place} and successful then
5. if action is pick then
6.

b′i(sij)←

{
1 if si = action.agentLocation
0 otherwise

7. if action is place then
8.

b′i(sij)←

{
1 if sij = action.goalLocation
0 otherwise

9. else
10. b′i(sij)← p(zi|sij)bi(sij)
11. end if
12. end for
13. end for
14. return b′

Low-Level Policy Executor: Each sub-goal (instantiated abstract action) output by the abstract
planner corresponds to a policy. When the planner outputs a sub-goal, the information in the sub-goal
is used to initialize the low-level policy. The output from the low-level policy is a sequence of
low-level actions. We then execute the first low-level action in this sequence in the environment.

The Move sub-goal corresponds to the Move policy, which uses the A∗ algorithm to move from
location A to B. The Rotate policy also uses the A∗ algorithm. The PickPlace policy consists of 2 RL
agents and A∗ that picks the object from the current location and places it at the goal location.
• Sub-goal MoveAB gives the Move policy the location B to move to from location A, which is used

to initialize the A∗ algorithm and get a sequence of low-level move actions to reach goal location
B. The action space available to the system is all the Move actions and all the rotate actions. It
uses an Euclidian distance-based heuristic.

• Sub-goal Rotateangle gives the Rotate policy the final angle to be at, which is used as the final state
the A∗ system must reach. A∗ outputs a sequence of rotate actions.

• Sub-goal PickPlaceObjecti−goalloc provides the object to interact with and which location to place
it at. The policy takes this information as input and outputs a sequence of actions consisting of
Pick, Place, and navigation actions. The PickPlace consists of 3 separate components a) An RL
model trained to pick an object, b) the A∗ navigation model to go its destination c) An RL model
trained to place the object when the agent is near the goal. All 3 of these run sequentially and make
up the PickPlace Policy. It is designed this way to improve modularity and reduce the complexity
of each part. All details of the RL policy training are described in appendix A.5

Perception System: Once the agent executes the low-level action, it receives an RGB and Depth
image. An detector is used to detect objects in the RGB image, and the depth map is used to get their
3D location in the world. This is used to generate the object-oriented observation z = (z1, . . . , zn).
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Belief Update: Algorithm 2 presents the belief update function for our HOO-POMDP. The
UpdateBelief function takes as input the current belief state b, the performed action a, and the
received observation z (Line 1.). For each object i in the belief state and each possible state sij
(j = 1, . . . , L, where L is the set of all its possible locations in M2D) of that object, the algorithm
updates the belief based on the action type. For navigation actions, it applies a probabilistic update
using the observation model p(zi|sij) (Line 10.). For ‘place’ actions, it sets the belief to 1 if the
object’s state matches its desired goal location gi, and 0 otherwise (Line 8.). For ‘pick’ actions, it
assigns a belief of 1 if the object’s state corresponds to the agent’s location and 0 otherwise (Line 6.).

Generating Abstract State: We now have a belief state over the set of all possible locations for each
object. We need to generate the abstract object-wise state consisting of object location information
and their corresponding pick-and-place information. The information that needs to be computed for
each object is as follows: picki, placelocs, is_held, at_goal.

The value for is_held comes from the previous low-level action and previous state. If the previous
state had is_held as false and low-level action was to pick the object of interest, is_held is set to
true. If the previous action was not a pick or a pick action for a different object, then the variable
remains unchanged. If the previous action was place and is_held is true, then it is set to False.

The value for at_goal is copied from the previous state if the last low-level action was not the place
action. If it was, and if is_held was true in the previous state, then at_goal is set to true.

The values for placelocs are sampled from the object goal location and three nearby receptacles as
alternate goal locations for the object. For each of these goal locations, a location from where the
object can be placed is sampled.

The location picki is sampled based on the belief distribution of where the object could be. It is
the location from which the object can be picked. If the distribution over location is spread out, we
sample multiple locations (by ensuring each sampled location is far from the other sampled locations
for the same object). For both the locations in placelocs and for the location picki, we then check if
they are reachable. If they are not, those locations are discarded.

This sampling method enables our system to handle scenarios involving blocked goals, object swaps,
and blocked paths effectively. If an object’s path is blocked, the planner will receive information
indicating that there is no accessible location from which to pick up the object, necessitating the
relocation of other objects first. When placing objects, we provide alternative receptacle locations.
This approach allows us to move an object to another location if its goal position is blocked,
thereby freeing up its current location. This strategy addresses both blocked goal and swap scenarios.
Furthermore, this sampling process enhances our system’s extensibility. We can incorporate additional
constraints based on new object properties. For example, if opening an object requires interaction from
a distance, the sampler can ensure that the sampled location is sufficiently far to enable successful
opening. After creating this abstract state, it is sent to the abstract planner, and the cycle starts again.

5 Experiments

5.1 Datasets
• RoomR: This is the rearrangement challenge dataset proposed by Batra et al. [2020]. It contains

single-room environments with 5 objects to be rearranged. It has 25 room configurations with 40
different rearrangements for each room configuration.

• ProcTHORRearrangement (Proc): This is a dataset present in AI2Thor, which is bigger in
terms of the rooms (two rooms, five objects) and, hence, partial observability. It has 125 room
configurations with 80 rearrangements for each room configuration.

• Multi RoomR: We introduce MultiRoomR, a benchmark testing spatial reasoning through larger
multi-room layouts (2-4 rooms), blocked paths requiring understanding of spatial dependencies,
an increased number of objects (10-20 objects), and severe partial observability (10-30% initial
visibility). It has 400 room configurations. More details in Appendix A.2.5.

5.2 Metrics
• Scene Success (SS): 1 if all objects have been moved to the correct goal locations, 0 otherwise.

• Object Success (OS): 100* (Total Objects successfully moved)/(Total objects to move) - this
metric captures the percentage of objects moved to the correct goal location.
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Table 1: Comparison between all methods. The difficulty is represented in terms of the following: a) #BP:
Number of objects blocking the path that need to be moved out of the way, b) #Rm: Number of rooms in the
environment, c) #V: Number of objects initially visible. NA: Not applicable as no scene was fully rearranged.
NC - Not computable as the method cannot handle blocked paths

Methods Ablation Oracle Settings

Dataset Objs #BP #Rm #V HOOP FHC VRR MSS HOOP-HP PK PD

SS↑ OS↑ TA↓ SS↑ OS↑ TA↓ SS↑ OS↑ TA↓ SS↑ OS↑ TA↓ SS↑ OS↑ TA↓ SS↑ OS↑ TA↓ SS↑ OS↑ TA↓

RoomR 5 0 1 3-4 49 71 211 38 58 269 7 31 256 21 44 267 13 33 302 63 88 176 62 87 189

Proc 5 0 2 2-3 46 68 352 32 61 411 2 19 382 14 29 395 9 29 410 60 82 203 60 81 269

Multi
RoomR

10 0 2 2-3 32 65 710 20 44 931 0 13 NA 8 25 920 5 25 1029 41 78 457 40 78 529
10 1 2 2-3 21 49 789 12 38 993 0 9 NA NC NC NC 2 19 1092 33 69 489 29 67 587

10 0 3-4 1-2 30 62 1189 19 34 1345 0 8 NA 0 14 NA 3 16 1408 39 75 726 37 74 834
10 1 3-4 1-2 18 44 1321 9 26 1490 0 5 NA NC NC NC 1 7 1549 32 70 789 31 70 985

15 0 3-4 2-3 22 59 1228 12 31 1605 0 9 NA 0 11 NA 0 5 NA 32 78 895 30 74 921
15 1 3-4 2-3 14 41 1416 7 23 1886 0 5 NA NC NC NC 0 6 NA 29 71 988 25 69 965

20 0 3-4 2-4 17 55 1621 0 18 NA 0 6 NA 0 9 NA 0 5 NA 27 75 1168 27 74 1197
20 1 3-4 2-4 10 36 1786 0 11 NA 0 4 NA NC NC NC 0 4 NA 22 70 1307 20 68 1336

• Total Actions taken (TA): The average number (rounded up) of actions taken during successful
runs where the scene was fully rearranged, which is a measure of the efficiency of the system.

5.3 Methods and Baselines definition

• HOOP (HOO-POMDP Planner): Our proposed solution. In this, we will solve the rearrangement
challenge where the agent handles perception uncertainty (the detector fails to detect objects in the
visual field) along with the object’s position uncertainty using the proposed HOO-POMDP planner.

• Frontier Exploration + Hand-Coded Interaction (FHC) : This baseline employs a frontier
exploration strategy that systematically explores the environment until objects that need rearrange-
ment are discovered. It uses a confidence-based approach where an object is considered detected
when the belief probability exceeds 70%. Once detected, the object is immediately rearranged and
the system resumes exploration for the next undetected object. More details in appendix A.6

• VRR: This is the model from Weihs et al. [2021] trains and RL agent using PPO [Schulman et al.,
2017] and imitation learning with RGB images as input, builds a semantic map using Active Neural
Slam [Chaplot et al., 2020] and outputs low-level actions directly.

• MSS : System from Trabucco et al. [2022] first builds a 3D map of the whole world, then navigates
to each object that needs to be moved and rearranges it.

• HOOP-HP (ablation): In this ablation setting, we remove the hierarchical planning and use the
POMDP planner to output low-level actions directly.

• Perfect Knowledge (PK): In this oracle setting of our system, we will start with all the information
about the world. That is, we know the initial locations of all the objects. This is the upper limit of
the system’s performance as there is no uncertainty to manage.

• Perfect Detector with partial observability (PD): In this oracle setting of our system, we solve our
multi-object rearrangement problem with a perfect detector (objects in the visual field are detected
with 100% probability). The challenge is to find all objects and move them around efficiently.

Experimental setup: Each experimental setting was evaluated across 100 distinct rearrangement
configurations. For the RoomR dataset, we utilized 25 different room setups, with four rearrangement
configurations per setup. For the other datasets, we employed 100 unique room configurations, each
with one rearrangement configuration. In the blocked path scenario, all scenes contained a minimum
of one object that needed to be moved to its goal position from its initial location to enable the
rearrangement of other objects. Results for blocked goal and swap cases in table 3 in appendix.
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6 Results and Discussion

Methods comparison: PK represents our agent’s upper performance bound with no uncertainty.
As shown in Table 1, the PD setting achieves comparable scene success and object success rates
to PK, demonstrating our POMDP planner effectively handles partial observability. The primary
difference appears in action count—PD requires more steps than PK due to PD actually needing
to look for the objects and plan with this uncertainty. HOOP system with imperfect detection
and partial observability shows reduced success rates as the planner must account for detection
failures. Despite only 50-60% detection success across object classes, HOOP still solves many
problems comparable to PD, demonstrating its effectiveness in handling detector failures. The
increased exploration necessitated by detector failures results in more steps versus other methods.
The substantial performance gap between HOOP and HOOP-HP demonstrates the critical importance
of our hierarchical abstraction approach.

Comparison to baselines : Our system significantly outperforms all baselines, demonstrating the
clear advantages of a principled planning approach. While VRR’s pure reinforcement learning
strategy struggles to scale beyond simple environments, failing dramatically as complexity increases,
both hand-coded methods (FHC and MSS) also show substantial limitations. FHC not only struggles
with complex spatial reasoning but also fails to handle object detection failures effectively, as it lacks
a belief-based framework to account for perceptual uncertainty. MSS’s rigid explore-then-rearrange
strategy prevents it from addressing blocked paths and causes inefficient execution even in simpler
scenarios. These results highlight that planning-based approaches provide essential flexibility and
robustness for real-world rearrangement tasks where uncertainty and complexity are inevitable,
outperforming both end-to-end learning and hand-engineered heuristic methods.

It is important to note that our system addresses a variant of the multi-object rearrangement problem
that differs in key aspects from those tackled by existing baselines. The primary distinction is that
we are given information about the classes of objects to be moved, whereas other systems, VRR
[Weihs et al., 2021] and MSS [Trabucco et al., 2022]operate without this knowledge. On the other
hand, our problem formulation introduces its own set of challenges. In particular, while existing
systems report initial visibility of approximately 60% ([Mirakhor et al., 2024b], Table 1) of target
objects at the outset of their tasks, only about 20% of the objects are initially visible in our problem
settings in MultiRoomR, necessitating more extensive and strategic exploration. This reduced initial
visibility significantly increases the complexity of our task in terms of efficient exploration and belief
management, and underscores the effectiveness of our approach.

Comparison across datasets : Our system maintains relatively consistent performance across
datasets when controlling for room and object count. The RoomR (single room) and Proc (two rooms)
datasets show similar success rates despite differing room counts. As we scale to MultiRoomR with
more objects, object success rate decreases gradually while scene success drops more sharply since it
requires all objects to be successfully rearranged.

Performance across challenges : The blocked path variants consistently show lower success rates
due to the increased complexity and limitations in our low-level manipulation policy, which struggles
more with floor objects than tabletop ones. The required PickPlace actions increase for blocked path
scenarios as the agent must execute intermediate movements to clear pathways.

Error analysis : Most failures stem from two factors: low-level policy limitations in pick/place
actions and belief estimation errors from detector failures. When the detector misses an object
multiple times, our belief about its presence decreases, making the planner unlikely to revisit that
area. False positives can also cause manipulation of incorrect objects. Despite these challenges, our
approach significantly outperforms baselines across diverse scenarios.The 15-20% performance gap
between blocked/unblocked variants validates our approach to reasoning about spatial dependencies

Limitations: Our system’s object independence assumption fails in cluttered environments, where
object states and observations are influenced by nearby objects. This requires modifying our object-
oriented belief update to handle these interactions. HOO-POMDP also cannot handle an unknown
class of objects. While it is easy enough to categorize all such objects into a single ‘unknown’ class,
the difficult part is to plan to find an empty space to move the unknown object to.
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7 Conclusion and future work

In this paper, we presented a novel Hierarchical Object-Oriented POMDP Planner (HOO-POMDP)
for solving multi-object rearrangement problems in partially observable, multi-room environments.
Our approach decomposes the complex task into a high-level abstract POMDP planner for generating
sub-goals and low-level policies for execution. Key components include an object-oriented state
representation, belief update that handles perception uncertainty, and an abstraction system that
bridges the gap between continuous and discrete planning. Experimental results across multiple
datasets demonstrate the effectiveness of our approach in handling challenging scenarios such as
blocked paths and goals. HOO-POMDP showed robust performance in terms of success rate and
efficiency comparable to oracle baselines with perfect knowledge or perfect detection. Notably,
our method scaled well to environments with more objects and rooms. Future work could partially
relax our object independence assumption to better reflect real-world scenarios and local object
dependencies. Another key direction for future work is deploying our planner on physical robots by
replacing the reinforcement learning controller with a low-level robot controller.
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A Appendix

A.1 Object Detection

A.1.1 Detection Model : YoloV10

We collect data from the AI2Thor simulator. We do this by placing the agent in random locations
in 500 scenes and extracting the RGB images along with the ground truth object bounding box
annotations from the simulator. We have 50 pickupable object classes in all our scenes combined. We
train the YoloV10 detector (YoloV10-Large, with 25 million parameters) on 10,000 images collected
from these 500 scenes. It is trained for 500 epochs, batch size 16. It is trained on RTX 3080 for 12
hours.

A.1.2 Observation Probability for POMDP

The probability of each individual observation based on the current state is the following.

Pr(zi|stargeti , srobot) =



1.0− TP stargeti ∈ V(srobot) ∧ zi = null
δFP/|VE(r)| stargeti ∈ V(srobot) ∧ ∥zi − stargeti∥ > 3σ

δ ∗ TP stargeti ∈ V(srobot) ∧ ∥zi − stargeti∥ ≤ 3σ

1.0− FP stargeti /∈ V(srobot) ∧ zi = null
δFP/|VE(r)| stargeti /∈ V(srobot) ∧ zi ̸= null

The detection model is parameterized by

• TP: Is the True positive of the Detection model for object class i.
• FP: Is the False positive of the Detection model for object class i.
• r: is the average distance between the agent and the object for true positive detections.
• VE(r): It is the visual field of view of 90 degrees within distance r.
• δ : is the distance weight, it is 1 if detection is within VE(r), else δ = 1/d, where d is the distance

from the robot to the object.

The list of TP , FP , and r for the object classes in the dataset presented in table 2.

A.2 MultiRoomR Dataset Details

A.2.1 Overview

Recent advancements in robotic rearrangement have been facilitated by datasets such as RoomR Batra
et al. [2020] and ProcThorRearrangement. However, these datasets exhibit significant limitations
that prevent them from capturing the complexity of real-world rearrangement scenarios. Specifically,
existing datasets are constrained in their scope, typically featuring only 5 objects and limited room
configurations (single room in RoomR, two rooms in ProcThorRearrangement). These constraints fail
to represent the challenges inherent in real-world environments, where rearrangement tasks frequently
span multiple rooms and involve numerous objects.

To address these limitations, we present MultiRoomR, a comprehensive dataset designed to bridge
three critical gaps in existing benchmarks. First, MultiRoomR emphasizes partial observability by
incorporating scenes with 2-4 rooms where most objects are not immediately visible, thereby ensuring
that systems must develop robust strategies for handling incomplete information. Second, the dataset
increases scene complexity by including 10-20 objects per environment, necessitating the development
of efficient and scalable solutions that can handle larger object sets without compromising optimality.
Third, MultiRoomR introduces realistic constraints such as blocked paths, with 50% of scenes
containing at least one object that obstructs access to other objects. This feature specifically tests
a system’s ability to reason about sequential manipulation, as encountered in practical scenarios
where intermediate object movements are necessary to complete the primary rearrangement task. By
incorporating these challenging aspects, MultiRoomR provides a more rigorous evaluation framework
that better aligns with real-world requirements. Systems that demonstrate strong performance on this
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Table 2: Performance Metrics by Class : TP = True Positive, FP = False positive, r = average distance
Class r (m) TP FP

AlarmClock 3.010 0.383 0.022
Apple 3.298 0.065 0.002
BaseballBat 2.941 0.499 0.011
BasketBall 2.631 0.336 0.003
Book 2.888 0.535 0.101
Bottle 2.733 0.465 0.006
Bowl 2.695 0.448 0.073
Box 3.977 0.225 0.012
Bread 1.523 0.082 0.010
ButterKnife 2.084 0.156 0.009
CD 2.082 0.085 0.001
Candle 3.325 0.048 0.004
CellPhone 2.137 0.327 0.006
CreditCard 1.107 0.042 0.002
Cup 2.505 0.513 0.012
DishSponge 1.714 0.306 0.003
Kettle 2.655 0.415 0.001
KeyChain 1.725 0.154 0.007
Knife 1.226 0.056 0.002
Ladle 2.333 0.015 0.000
Laptop 3.405 0.605 0.019
Lettuce 2.681 0.336 0.003
Mug 2.734 0.529 0.010
Newspaper 2.286 0.264 0.005
Pan 2.757 0.350 0.012
PaperTowelRoll 3.066 0.338 0.018
Pen 2.471 0.081 0.013
Pencil 1.853 0.040 0.015
PepperShaker 2.042 0.310 0.016
Pillow 3.615 0.683 0.037
Plate 2.278 0.355 0.010
Plunger 2.900 0.745 0.005
Pot 4.064 0.417 0.010
Potato 2.138 0.157 0.004
RemoteControl 2.176 0.324 0.025
SaltShaker 1.940 0.098 0.010
SoapBottle 3.147 0.519 0.038
Spatula 1.443 0.134 0.002
SprayBottle 2.744 0.085 0.031
Statue 3.095 0.650 0.033
TeddyBear 3.093 0.417 0.003
TennisRacket 3.111 0.128 0.017
TissueBox 4.087 0.286 0.003
ToiletPaper 2.806 0.383 0.006
Vase 3.230 0.699 0.095
Watch 1.661 0.210 0.006
WineBottle 2.903 0.667 0.003

dataset are likely to be more suitable for deployment in actual home environments, where partial
observability, multi-object manipulation, and complex spatial reasoning are commonplace challenges.
We also provide the dataset 1 and code 2 for the community to use. The dataset consists of 400 distinct
room configurations, with varying complexity in terms of room count and object arrangements. The
dataset composition and room configurations are presented in the rest of this section.

1Dataset submitted as part of supplementary material
2Link to code: https://anonymous.4open.science/r/ICML_POMDP_rearrangement-4460/
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A.2.2 Dataset Creation Criteria

Data generation has 2 parts:

• Basic scene generation is done using ProcThor [Deitke et al., 2022]. To increase task
complexity, we (1) add the extra condition, the average distance between an object and its
goal is above 25 steps, and (2) sample goal positions in different rooms for at least 50% of
the objects.

• Second, for generating blocked path scenes, we use the connected components algorithm.
We construct a connected graph of all 2D navigable points in the room. We then find 2*2
grid locations that if not navigable will make a portion of the house not reachable. Among
these possible options, we pick the grid that blocks the maximum number of objects from
the current starting location of the agent to ensure that not moving a blocking object (of size
2*2) renders a large number of objects inaccessible. We will add this in the appendix.

A.2.3 Dataset Composition

Figure 3: Range of percentage of objects visible at the beginning of a scene

• Total Size: 400 room configurations.
• Object Types: Comprehensive selection from AI2Thor environment (see Table 2)
• Object Selection Criteria: Includes the majority of AI2Thor objects, excluding objects too

small for reliable detection even at close range.
• Figure 3 shows the range of percentage of objects visible at the beginning of the scene.

Lower the objects visible, more exploration needs to be done thus making the problem
harder. It ranges between 10-40% in our dataset where it is 60% in Mirakhor et al. [2024b]
Table 1. This implies, only 20-30 % of objects are visible in the beginning for two-room
scenes and so on for other room settings.

A.2.4 Room Configuration Distribution

Two-Room Configurations

• Total configurations: 200
• Objects per configuration: 10
• Initial visibility : 20-30% of objects visible at the beginning of the scene
• Path characteristics:
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– 50% contain blocked paths.
– 10 rearrangements per configuration.

Three-Room Configurations

• Total configurations: 100
• Path characteristics:

– 50% contain blocked paths.
– 30 rearrangements per configuration.
– Distribution: 10 rearrangements each for 10, 15, and 20 objects.
– Initial visibility : 10-20% of objects visible at the beginning of the scene

Four-Room Configurations

• Total configurations: 100
• Path characteristics:

– 50% contain blocked paths.
– 30 rearrangements per configuration.
– Distribution: 10 rearrangements each for 10, 15, and 20 objects.
– Initial visibility : 10-20% of objects visible at the beginning of the scene

A.2.5 Object Placement Criteria

1. Room-wide Movement Requirement: Each room must contain at least one object requiring
movement, ensuring comprehensive exploration by the agent.

2. Blocking and Swapping Scenarios: Configurations include:

• Objects blocking goal locations of other objects.
• Objects mutually blocking each other’s goals (swap cases).

3. Path Blocking Optimization: In scenes with blocked paths, blocking objects are strate-
gically placed to maximize inaccessible house area such that at least one object must be
moved out of the way to access all objects.

A.3 POUCT

A.4 Qualitative Results

We test our system with different depths for the MCTS planner to see how much look-ahead affects
the performance of our system. MCTS search depth is one of the important factors determining the
amount of exploration and the time taken for search at step. Results are shown in table 3. The depth
for the system - HOOP is 12, and the depth for HOOP-MCTS_1 is 1. From the table, we can see
that the greedy approach of just looking ahead by 1 step is not enough to solve the rearrangement
problem. This is because, when we look ahead only 1 step, we do not get enough reward/feedback
from the world about what is a good path to take and hence makes it extremely hard to solve the
problem. We can also see that, in the problems it does solve, it takes significantly longer to solve.

We have run our system on the RoomR dataset, and we have results from Mirakhor et al. [2024a] and
Mirakhor et al. [2024b] on the RoomR dataset Batra et al. [2020] and show the results in table 4 We
can see that our success rate is slightly higher but this is with the caveat that we use more information
at the beginning of rearrangement about what objects need to be moved.
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Algorithm 3: POUCT Planner
1. Input: abstractState abs, beliefState b
2. T ← {}
3. For j = 0 to SIMULATIONS:
4. ŝ← SAMPLE(b)
5. SIMULATE(ŝ, {}, 0, abs)
6. Return argmaxa V (ha)
7. Function SAMPLE(b):
8. For each object o:
9. Sample ŝo ∼ bo
10. Return

⋃
ŝo

11. Function SIMULATE(s, h, depth, abs):
12. if γdepth < ϵ: return 0
13. if h /∈ T :
14. Initialize T (ha) for all actions a
15. Return ROLLOUT(s, h, depth, abs)
16. a← selectMaxAction()
17. (s′, z, r) ∼ G(s, a)
18. R← r + γ· SIMULATE(s′, hao, depth+ 1)
19. Update T (ha) with new value and count
20. Return R
21. Function ROLLOUT(s, h, depth, abs):
22. if γdepth < ϵ: return 0
23. a ∼ πrollout(h, abs)
24. (s′, o, r) ∼ G(s, a)
25. Return r + γ· ROLLOUT(s′, hao, depth+ 1)

Table 3: Performance metrics for our method across different depths for MCTS search. Metrics:
Success Score (SS), Object Success Rate (OSR), Task Actions (TA), execution Time in minutes, and
number of objects initially visible (#V). The difficulty parameters include the number of blocked
goals (#BG), objects to be swapped (#Sw), blocking objects (#BP), and number of rooms (#Rm). NA:
Not Applicable as no scenes were fully rearranged.
Dataset Objs #BG #Sw #BP #Rm #V HOOP HOOP-MCSTS_1

ap SS↑ OSR↑ TA↓ Time(m)↓ SS↑ OSR↑ TA↓

RoomR 5 1 0 0 1 3-4 49 71 211 1.61 8 26 565

Proc 5 1 0 0 2 2-3 46 68 352 3.42 2 12 875

Multi
RoomR

10 1 1 0 2 2-3 32 65 710 7.89 0 7 NA
2 1 1 2 2-3 21 49 789 8.98 0 3 NA

10 2 1 0 3-4 1-2 30 62 1189 13.45 0 5 NA
2 1 1 3-4 1-2 18 44 1321 15.97 0 2 NA

15 1 1 0 3-4 2-3 22 59 1228 19.89 0 0 NA
2 1 1 3-4 2-3 14 41 1416 22.12 0 0 NA

20 2 1 0 3-4 2-4 17 55 1621 27.61 0 0 NA
2 1 1 3-4 2-4 10 36 1786 29.79 0 0 NA

A.5 Low-level RL policy

A.5.1 RL training

We trained our model using PPO [Schulman et al., 2017] with learning rate α = 2.5 × 10−4,
clip parameter ϵ = 0.1, value loss coefficient c1 = 0.5 entropy coefficient c2 = 0.01,
GAE, recurrent policy, linear learning rate decay, 128 steps per update, 4 mini-batches. We train
for 5 million steps on RTX 3080 GPU for 2 days. Observation Space (environment returns these
at each step): RGB and Depth image. Agent position (M2D location + pitch + yaw). Object pick
location for Pick policy training and object place location for training place policy. We also get
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Table 4: Comparison on RoomR dataset
Method HOOP Mirakhor et al. [2024a] Mirakhor et al. [2024b]

[Table 2] [Table 4]
Scene Success 49 43 34

information if an action succeeded or failed from the AI2Thor environment. The training process for
the pick model involves randomly positioning the target object within a specified proximity to the
agent. The goal is to pick a selected object successfully. For the place model, the training method-
ology follows a similar approach, with the key distinction being the absence of object detection
requirements, as the agent begins each scenario already holding the object. In all training instances
for the place model, the initial state consists of the agent holding an object, and the task involves
depositing the object at a predetermined location.

A.5.2 Action space:

MoveAhead, MoveBack, MoveLeft, MoveRight LookUp,LookDown, RotateLeft,RotateRight, Pick-
Object (for Pick policy only), PlaceObject (for Place policy only)

We allow the Pick and Place policies to have navigation actions because we might not always be
in the perfect position to interact with an object and we want our policy to be able to handle these
scenarios.

A.5.3 Reward Function:

Reward function: -1 for each navigation action, +50 for successful interaction action, -50 for failed
interaction.

A.5.4 Transition function:

The transition function in AI2-Thor is deterministic. For the navigation actions, a move action moves
the agent in the selected direction by 1 unit. Rotation action rotates the agent by 45 degrees in the
given direction. Look action titles the head of the agent by 30 degrees in the given direction.

A.6 Frontier Exploration + hand coded interaction Method Details

A.6.1 Overview of the Heuristic Approach

Here, we provide a deeper dive into the construction of the hand coded heuristic method. The heuristic
method serves as an important baseline that replaces the sophisticated MCTS search planning of our
HOO-POMDP with hand-coded expert strategies while retaining the same belief update apparatus.
This approach helps us evaluate the specific contribution of principled planning in handling uncertainty
during rearrangement tasks.

The algorithm presents our hand-coded heuristic method for object rearrangement tasks, serving as a
critical baseline for comparison with the HOO-POMDP approach. As shown in Algorithm 4, this
method maintains the same belief update apparatus while substituting sophisticated MCTS planning
with expert-designed strategy.

The agent alternates between two phases: exploration (lines 21-23) and object interaction (lines 12-19).
During exploration, the agent identifies frontier clusters at the boundary between known and unknown
space, navigating to the closest frontier to systematically discover objects. The object interaction
phase is triggered when the belief probability for any object exceeds the confidence threshold θ (line
9, 70% for our experiments). When this occurs, the agent temporarily halts exploration to retrieve
and place the object at its goal location. The navigation system uses A* and the PickPlace policy
is the same as in our HOOP system (uses RL pick, A* navigation and RL place policy to achieve
PickPlace).

This approach provides a direct evaluation of the contribution of principled planning in handling
uncertainty during rearrangement tasks, as it isolates the planning component while maintaining
identical belief representations.
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Algorithm 4: Hand-Coded Heuristic Method for Object Rearrangement
Input: Environment E, Set of target objects O, Confidence threshold θ (default: 0.7)
Output: Rearranged objects at goal locations
Initialize belief state B over object locations;
Initialize 2D occupancy grid map M (initially all cells unknown);
Initialize empty set of frontier clusters F ;
Initialize empty set of found objects Found;
while not all objects in O are rearranged do

Update belief state B based on current observations;
F ← IdentifyFrontierClusters(M);
foreach object o ∈ O not yet rearranged do

if max(B(o)) > θ and o /∈ Found then
Add o to Found;

if Found ̸= ∅ then
oclosest ← GetClosestObjectFrom(Found);
Remove oclosest from Found;
locobject ← argmax(B(oclosest));
NavigateTo(locobject);
PickPlace(oclosest)

else
fclosest ← GetClosestFrontierCluster(F );
NavigateTo(fclosest);
Update M based on new observations;

Since this is a simple system,it is limited to basic rearrangement and cannot be generalized to more
complex problems - such as blocked goals. We would have to hand-design a new policy for each new
case whereas our HOOP system can handle and plan for new scenarios much more easily.

A.6.2 Confidence Threshold Selection

The 70% confidence threshold was carefully calibrated for the specific characteristics of our problem:

1. Higher thresholds (>70%): With our imperfect object detector (50-60% success rate), setting
a higher confidence threshold would result in many objects never exceeding the threshold even
when directly observed multiple times. This would lead to excessive exploration and low task
completion rates.

2. Lower thresholds (<70%): Setting a lower threshold increases the risk of false positives, where
the agent attempts to interact with an object that isn’t actually present at the believed location. Our
implementation treats failed pick attempts as definitive evidence that the object is not present, and
the agent will not try again at that location. Therefore, false positives can permanently prevent
successful rearrangement of certain objects.

3. Empirical optimization: The 70% threshold represents an empirically determined balance that
maximizes overall task completion while minimizing both excessive exploration and false positive
interactions.

A.7 Component Glossary for HOO-POMDP

This glossary provides standardized terminology for the key components of our Hierarchical Object-
Oriented POMDP (HOO-POMDP) approach to help readers maintain a clear understanding through-
out the paper.
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A.7.1 Core System Components

Term Definition Algorithm 1
Reference

HOO-POMDP
The complete hierarchical planning system for
object rearrangement in partially observable en-
vironments.

Full Algorithm 1

Perception Subsys-
tem

Processes RGB and depth images to detect ob-
jects and generate observations.

PERCEPTIONSYSTEM()
(line 8)

Belief Update Sub-
system

Maintains and updates probability distributions
over possible object locations.

BELIEFUPDATE()
(line 9)

Fully described in Algorithm 2

Abstraction System
Converts continuous low-level belief state into
discrete abstract state.

GENERATEABSSTATE()
(line 10)

Abstract
OOPOMDP Planner

Uses POUCT to search through abstract actions
and find the best sub-goal.

POUCTPLANNER()
(line 11)

Policy Executor
Converts abstract sub-goals into sequence of ex-
ecutable low-level actions.

GETLOWLEVELPOLICY()
(line 14)
lowLevelPolicy.GetAct
(Line 15)

It also executes the first low-level action in the
above sequence in the environment.

ENV.EXECUTE()
(line 7)

A.7.2 Key Data Structures

Term Definition Representation

Belief State
Probability distribution over possible locations
for each object.

b =
∏n

i=1 bi

Abstract State
Discrete representation of the world state used
by the planner.

s =
(sr, stargets)

Observation
Detection of object locations from the perception
system.

z =
(zrobot, zobjects)

2D Occupancy Map
Discretized grid representation of the navigable
space.

M2D

A.7.3 Key Actions and Policies

Term Definition Examples

Abstract Actions
High-level actions output by the abstract planner. MoveAB,

Rotateangle

Sub-goals
Task-oriented goal states for low-level policies
to achieve.

PickPlaceObjecti−goalloc

Low-level Actions
Primitive actions executed directly in the envi-
ronment.

MoveAhead,
PickObject

Low-level Policies
Controllers that translate abstract actions into
action sequences.

Move, Rotate,
PickPlace
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A.7.4 Algorithm Components

Term Definition Reference

POUCT
Partially Observable UCT - search algorithm for
the abstract planner.

Algorithm 3

Frontier Exploration
Strategy to systematically explore unknown ar-
eas.

Appendix A.6

A∗ Algorithm
Path planning algorithm for navigation between
locations.

Policy Executor
(line 248)

A.7.5 Object State Representation

Term Definition Components

Object State
Complete representation of an object in the ab-
stract state.

(loci, picki, placelocs,

is_held, at_goal, gi)

Pick Location
Location from which an object can be picked up. picki

Place Locations
Set of locations where an object can be placed. placelocs

Goal Location
Target location for task completion. gi
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NeurIPS Paper Checklist

1. Claims
Question: Do the main claims made in the abstract and introduction accurately reflect the
paper’s contributions and scope?

Answer: [Yes]

Justification: Our stated contribution of solving multi-room rearrangement problems using a
planning framework is shown along with it’s results in table 1

Guidelines:

• The answer NA means that the abstract and introduction do not include the claims
made in the paper.

• The abstract and/or introduction should clearly state the claims made, including the
contributions made in the paper and important assumptions and limitations. A No or
NA answer to this question will not be perceived well by the reviewers.

• The claims made should match theoretical and experimental results, and reflect how
much the results can be expected to generalize to other settings.

• It is fine to include aspirational goals as motivation as long as it is clear that these goals
are not attained by the paper.

2. Limitations
Question: Does the paper discuss the limitations of the work performed by the authors?

Answer: [Yes]

Justification: Discussed in the results and discussion section

Guidelines:

• The answer NA means that the paper has no limitation while the answer No means that
the paper has limitations, but those are not discussed in the paper.

• The authors are encouraged to create a separate "Limitations" section in their paper.
• The paper should point out any strong assumptions and how robust the results are to

violations of these assumptions (e.g., independence assumptions, noiseless settings,
model well-specification, asymptotic approximations only holding locally). The authors
should reflect on how these assumptions might be violated in practice and what the
implications would be.

• The authors should reflect on the scope of the claims made, e.g., if the approach was
only tested on a few datasets or with a few runs. In general, empirical results often
depend on implicit assumptions, which should be articulated.

• The authors should reflect on the factors that influence the performance of the approach.
For example, a facial recognition algorithm may perform poorly when image resolution
is low or images are taken in low lighting. Or a speech-to-text system might not be
used reliably to provide closed captions for online lectures because it fails to handle
technical jargon.

• The authors should discuss the computational efficiency of the proposed algorithms
and how they scale with dataset size.

• If applicable, the authors should discuss possible limitations of their approach to
address problems of privacy and fairness.

• While the authors might fear that complete honesty about limitations might be used by
reviewers as grounds for rejection, a worse outcome might be that reviewers discover
limitations that aren’t acknowledged in the paper. The authors should use their best
judgment and recognize that individual actions in favor of transparency play an impor-
tant role in developing norms that preserve the integrity of the community. Reviewers
will be specifically instructed to not penalize honesty concerning limitations.

3. Theory assumptions and proofs
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Question: For each theoretical result, does the paper provide the full set of assumptions and
a complete (and correct) proof?

Answer: [Yes]

Justification: Assumptions stated in section 4, claims made and proved in the same section.

Guidelines:

• The answer NA means that the paper does not include theoretical results.
• All the theorems, formulas, and proofs in the paper should be numbered and cross-

referenced.
• All assumptions should be clearly stated or referenced in the statement of any theorems.
• The proofs can either appear in the main paper or the supplemental material, but if

they appear in the supplemental material, the authors are encouraged to provide a short
proof sketch to provide intuition.

• Inversely, any informal proof provided in the core of the paper should be complemented
by formal proofs provided in appendix or supplemental material.

• Theorems and Lemmas that the proof relies upon should be properly referenced.

4. Experimental result reproducibility

Question: Does the paper fully disclose all the information needed to reproduce the main ex-
perimental results of the paper to the extent that it affects the main claims and/or conclusions
of the paper (regardless of whether the code and data are provided or not)?

Answer: [Yes]

Justification: We provide all details of our detector training, RL training and hyperparameters
in the appendix. We also provide link to our code and submit benchmark dataset as part of
supplementary material.

Guidelines:

• The answer NA means that the paper does not include experiments.
• If the paper includes experiments, a No answer to this question will not be perceived

well by the reviewers: Making the paper reproducible is important, regardless of
whether the code and data are provided or not.

• If the contribution is a dataset and/or model, the authors should describe the steps taken
to make their results reproducible or verifiable.

• Depending on the contribution, reproducibility can be accomplished in various ways.
For example, if the contribution is a novel architecture, describing the architecture fully
might suffice, or if the contribution is a specific model and empirical evaluation, it may
be necessary to either make it possible for others to replicate the model with the same
dataset, or provide access to the model. In general. releasing code and data is often
one good way to accomplish this, but reproducibility can also be provided via detailed
instructions for how to replicate the results, access to a hosted model (e.g., in the case
of a large language model), releasing of a model checkpoint, or other means that are
appropriate to the research performed.

• While NeurIPS does not require releasing code, the conference does require all submis-
sions to provide some reasonable avenue for reproducibility, which may depend on the
nature of the contribution. For example
(a) If the contribution is primarily a new algorithm, the paper should make it clear how

to reproduce that algorithm.
(b) If the contribution is primarily a new model architecture, the paper should describe

the architecture clearly and fully.
(c) If the contribution is a new model (e.g., a large language model), then there should

either be a way to access this model for reproducing the results or a way to reproduce
the model (e.g., with an open-source dataset or instructions for how to construct
the dataset).
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(d) We recognize that reproducibility may be tricky in some cases, in which case
authors are welcome to describe the particular way they provide for reproducibility.
In the case of closed-source models, it may be that access to the model is limited in
some way (e.g., to registered users), but it should be possible for other researchers
to have some path to reproducing or verifying the results.

5. Open access to data and code
Question: Does the paper provide open access to the data and code, with sufficient instruc-
tions to faithfully reproduce the main experimental results, as described in supplemental
material?

Answer: [Yes]

Justification: Yes. Link to code provided in appendix with all instructions in ReadMe.
Dataset will be submitted as part of supplementary material.

Guidelines:

• The answer NA means that paper does not include experiments requiring code.
• Please see the NeurIPS code and data submission guidelines (https://nips.cc/
public/guides/CodeSubmissionPolicy) for more details.

• While we encourage the release of code and data, we understand that this might not be
possible, so “No” is an acceptable answer. Papers cannot be rejected simply for not
including code, unless this is central to the contribution (e.g., for a new open-source
benchmark).

• The instructions should contain the exact command and environment needed to run to
reproduce the results. See the NeurIPS code and data submission guidelines (https:
//nips.cc/public/guides/CodeSubmissionPolicy) for more details.

• The authors should provide instructions on data access and preparation, including how
to access the raw data, preprocessed data, intermediate data, and generated data, etc.

• The authors should provide scripts to reproduce all experimental results for the new
proposed method and baselines. If only a subset of experiments are reproducible, they
should state which ones are omitted from the script and why.

• At submission time, to preserve anonymity, the authors should release anonymized
versions (if applicable).

• Providing as much information as possible in supplemental material (appended to the
paper) is recommended, but including URLs to data and code is permitted.

6. Experimental setting/details
Question: Does the paper specify all the training and test details (e.g., data splits, hyper-
parameters, how they were chosen, type of optimizer, etc.) necessary to understand the
results?

Answer: [Yes]

Justification: All of it is provided in the appendix for both the Detector and RL policies in
sections A.5 and A.1.

Guidelines:

• The answer NA means that the paper does not include experiments.
• The experimental setting should be presented in the core of the paper to a level of detail

that is necessary to appreciate the results and make sense of them.
• The full details can be provided either with the code, in appendix, or as supplemental

material.

7. Experiment statistical significance
Question: Does the paper report error bars suitably and correctly defined or other appropriate
information about the statistical significance of the experiments?

Answer: [No]
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Justification: We present a total of 210 results in our main table and more in appendix. It
would be too space consuming to provide error bars for all. We ensure statistical significance
by running our system on a large number of problems for each setting. Number of scenes
described in experiments section.
Guidelines:

• The answer NA means that the paper does not include experiments.
• The authors should answer "Yes" if the results are accompanied by error bars, confi-

dence intervals, or statistical significance tests, at least for the experiments that support
the main claims of the paper.

• The factors of variability that the error bars are capturing should be clearly stated (for
example, train/test split, initialization, random drawing of some parameter, or overall
run with given experimental conditions).

• The method for calculating the error bars should be explained (closed form formula,
call to a library function, bootstrap, etc.)

• The assumptions made should be given (e.g., Normally distributed errors).
• It should be clear whether the error bar is the standard deviation or the standard error

of the mean.
• It is OK to report 1-sigma error bars, but one should state it. The authors should

preferably report a 2-sigma error bar than state that they have a 96% CI, if the hypothesis
of Normality of errors is not verified.

• For asymmetric distributions, the authors should be careful not to show in tables or
figures symmetric error bars that would yield results that are out of range (e.g. negative
error rates).

• If error bars are reported in tables or plots, The authors should explain in the text how
they were calculated and reference the corresponding figures or tables in the text.

8. Experiments compute resources
Question: For each experiment, does the paper provide sufficient information on the com-
puter resources (type of compute workers, memory, time of execution) needed to reproduce
the experiments?
Answer: [Yes]
Justification: All compute information provided in appendix section A.1 and A.5 and table
3.
Guidelines:

• The answer NA means that the paper does not include experiments.
• The paper should indicate the type of compute workers CPU or GPU, internal cluster,

or cloud provider, including relevant memory and storage.
• The paper should provide the amount of compute required for each of the individual

experimental runs as well as estimate the total compute.
• The paper should disclose whether the full research project required more compute

than the experiments reported in the paper (e.g., preliminary or failed experiments that
didn’t make it into the paper).

9. Code of ethics
Question: Does the research conducted in the paper conform, in every respect, with the
NeurIPS Code of Ethics https://neurips.cc/public/EthicsGuidelines?
Answer: [Yes]
Justification: There were no human subjects involved in this research and it uses only open
source data.
Guidelines:

• The answer NA means that the authors have not reviewed the NeurIPS Code of Ethics.
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• If the authors answer No, they should explain the special circumstances that require a
deviation from the Code of Ethics.

• The authors should make sure to preserve anonymity (e.g., if there is a special consid-
eration due to laws or regulations in their jurisdiction).

10. Broader impacts
Question: Does the paper discuss both potential positive societal impacts and negative
societal impacts of the work performed?
Answer: [NA]
Justification: This work is currently limited to simulation environments.
Guidelines:

• The answer NA means that there is no societal impact of the work performed.
• If the authors answer NA or No, they should explain why their work has no societal

impact or why the paper does not address societal impact.
• Examples of negative societal impacts include potential malicious or unintended uses

(e.g., disinformation, generating fake profiles, surveillance), fairness considerations
(e.g., deployment of technologies that could make decisions that unfairly impact specific
groups), privacy considerations, and security considerations.

• The conference expects that many papers will be foundational research and not tied
to particular applications, let alone deployments. However, if there is a direct path to
any negative applications, the authors should point it out. For example, it is legitimate
to point out that an improvement in the quality of generative models could be used to
generate deepfakes for disinformation. On the other hand, it is not needed to point out
that a generic algorithm for optimizing neural networks could enable people to train
models that generate Deepfakes faster.

• The authors should consider possible harms that could arise when the technology is
being used as intended and functioning correctly, harms that could arise when the
technology is being used as intended but gives incorrect results, and harms following
from (intentional or unintentional) misuse of the technology.

• If there are negative societal impacts, the authors could also discuss possible mitigation
strategies (e.g., gated release of models, providing defenses in addition to attacks,
mechanisms for monitoring misuse, mechanisms to monitor how a system learns from
feedback over time, improving the efficiency and accessibility of ML).

11. Safeguards
Question: Does the paper describe safeguards that have been put in place for responsible
release of data or models that have a high risk for misuse (e.g., pretrained language models,
image generators, or scraped datasets)?
Answer: [NA]
Justification: The paper poses no such risks
Guidelines:

• The answer NA means that the paper poses no such risks.
• Released models that have a high risk for misuse or dual-use should be released with

necessary safeguards to allow for controlled use of the model, for example by requiring
that users adhere to usage guidelines or restrictions to access the model or implementing
safety filters.

• Datasets that have been scraped from the Internet could pose safety risks. The authors
should describe how they avoided releasing unsafe images.

• We recognize that providing effective safeguards is challenging, and many papers do
not require this, but we encourage authors to take this into account and make a best
faith effort.

12. Licenses for existing assets
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Question: Are the creators or original owners of assets (e.g., code, data, models), used in
the paper, properly credited and are the license and terms of use explicitly mentioned and
properly respected?
Answer: [Yes]
Justification: We describe the usage of Deitke et al. [2022] in our data generation process in
section A.2. The data used is available through open-source to everyone.
Guidelines:

• The answer NA means that the paper does not use existing assets.
• The authors should cite the original paper that produced the code package or dataset.
• The authors should state which version of the asset is used and, if possible, include a

URL.
• The name of the license (e.g., CC-BY 4.0) should be included for each asset.
• For scraped data from a particular source (e.g., website), the copyright and terms of

service of that source should be provided.
• If assets are released, the license, copyright information, and terms of use in the

package should be provided. For popular datasets, paperswithcode.com/datasets
has curated licenses for some datasets. Their licensing guide can help determine the
license of a dataset.

• For existing datasets that are re-packaged, both the original license and the license of
the derived asset (if it has changed) should be provided.

• If this information is not available online, the authors are encouraged to reach out to
the asset’s creators.

13. New assets
Question: Are new assets introduced in the paper well documented and is the documentation
provided alongside the assets?
Answer: [NA]
Justification: While we release new a new dataset, we re-use existing open-source assets to
create our new dataset.
Guidelines:

• The answer NA means that the paper does not release new assets.
• Researchers should communicate the details of the dataset/code/model as part of their

submissions via structured templates. This includes details about training, license,
limitations, etc.

• The paper should discuss whether and how consent was obtained from people whose
asset is used.

• At submission time, remember to anonymize your assets (if applicable). You can either
create an anonymized URL or include an anonymized zip file.

14. Crowdsourcing and research with human subjects
Question: For crowdsourcing experiments and research with human subjects, does the paper
include the full text of instructions given to participants and screenshots, if applicable, as
well as details about compensation (if any)?
Answer: [NA]
Justification: The paper does not involve crowdsourcing nor research with human subjects.
Guidelines:

• The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

• Including this information in the supplemental material is fine, but if the main contribu-
tion of the paper involves human subjects, then as much detail as possible should be
included in the main paper.
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• According to the NeurIPS Code of Ethics, workers involved in data collection, curation,
or other labor should be paid at least the minimum wage in the country of the data
collector.

15. Institutional review board (IRB) approvals or equivalent for research with human
subjects
Question: Does the paper describe potential risks incurred by study participants, whether
such risks were disclosed to the subjects, and whether Institutional Review Board (IRB)
approvals (or an equivalent approval/review based on the requirements of your country or
institution) were obtained?
Answer: [NA]
Justification: The paper does not involve crowdsourcing nor research with human subjects.
Guidelines:

• The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

• Depending on the country in which research is conducted, IRB approval (or equivalent)
may be required for any human subjects research. If you obtained IRB approval, you
should clearly state this in the paper.

• We recognize that the procedures for this may vary significantly between institutions
and locations, and we expect authors to adhere to the NeurIPS Code of Ethics and the
guidelines for their institution.

• For initial submissions, do not include any information that would break anonymity (if
applicable), such as the institution conducting the review.

16. Declaration of LLM usage
Question: Does the paper describe the usage of LLMs if it is an important, original, or
non-standard component of the core methods in this research? Note that if the LLM is used
only for writing, editing, or formatting purposes and does not impact the core methodology,
scientific rigorousness, or originality of the research, declaration is not required.
Answer: [NA]
Justification: cCre method development in this research does not involve LLMs as any
important, original, or non-standard components
Guidelines:

• The answer NA means that the core method development in this research does not
involve LLMs as any important, original, or non-standard components.

• Please refer to our LLM policy (https://neurips.cc/Conferences/2025/LLM)
for what should or should not be described.
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