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Abstract

While accuracy is a critical requirement for time series forecasting models, an
equally important (yet often overlooked) desideratum is forecast stability across
forecast creation dates (FCDs). Even highly accurate models can produce erratic
revisions between FCDs, undermining stakeholder trust and disrupting downstream
decision-making. To improve forecast stability, models like MQCNN, MQT, and
SPADE employ a little-known but highly effective technique: forking-sequences.
Unlike standard statistical and neural forecasting methods that treat each FCD
independently, the forking-sequences method jointly encodes and decodes the
entire time series across all FCDs, in a way mirroring time series cross-validation.
Since forking sequences remains largely unknown in the broader neural forecasting
community, in this work, we formalize the forking-sequences approach, and we
make a case for its broader adoption. We demonstrate three key benefits of forking-
sequences: (i) more stable and consistent gradient updates during training; (ii)
reduced forecast variance through ensembling; and (iii) improved inference compu-
tational efficiency. We validate forking-sequences’ benefits using 16 datasets from
the M1, M3, M4, and Tourism competitions, showing improvements in forecast per-
centage change stability of 28.8%, 28.8%, 37.9%, and 31.3%, and 8.8%, on average,
for MLP, RNN, LSTM, CNN, and Transformer-based architectures, respectively.

1 Introduction

Forecasting plays a critical role in a wide range of domains, including energy systems, finance,
economics, and healthcare analytics, where it serves as a foundation for predicting uncertain events
and enabling informed decision-making production scheduling, resource allocation, planning, and
long-term strategic initiatives. As operational systems become increasingly forecast-dependent, the
forecasts’ stability becomes just as important as their accuracy, since frequent or erratic revisions can
undermine users’ trust and complicate planning. Moreover, excessive forecast revisions may signal
problems in the forecasting method, as the ideal forecast evolution should be restricted to incorporating
new information, making necessary revisions minimal or even unpredictable [20}46,[15]. Despite this,
most research in neural forecasting has focused almost exclusively on improving predictive accuracy,
overlooking the stability of forecast revisions. To be effective in real-world applications, neural
forecasting methods must be designed not only to be accurate, but also to account for the evolution of
forecasts over time. This includes both monitoring accuracy across forecast creation dates (FCDs)
and actively promoting forecast stability. In this paper, we formally introduce the forking-sequences
technique, a training and inference scheme that enables forecasting models to efficiently generate
predictions across all FCDs. Forking-sequences acts as an architecture structural enhancement to
neural forecasting models, that implicitly acts as a data augmentation technique during training,
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Figure 1: Comparison of forecast distributions on a series from the M1 dataset [31]. a) Forecasts generated
without the forking-sequences ensemble. b) Forecasts with the forking-sequences ensemble applied. Augmenting
the model with the forking-sequences ensemble significantly reduces forecast variability across forecast creation
dates, resulting in more stable and consistent forecast distributions. The lines show P50 (median) forecasts across
different forecast creation dates. By reusing encoder computations, forking-sequences enables computationally
efficient ensembling with negligible additional computational cost.

stabilizing the gradient optimization, enables forecasting ensembles to reduce variance, and enables
highly efficient temporal cross-validation inference. We discuss forking-sequences in section [2]and
related work in Appendix [A] Our key contributions are summarized below:

(i) Forking-Sequences Theoretical Foundations. We formally introduce forking-sequences
and analyze its variance reduction properties. We show that, under mild temporal correlation
assumptions [43]], the forecast and the gradient variance decrease at a linear rate with the number
of FCDs (O(1/T)), echoing results from the weak law of large numbers. This reduction in
gradient variance leads to more stable and informative updates during training, which in turn
accelerates convergence in optimization, both in convex and nonconvex loss landscapes.

(i) Forking-Sequences Cross-Validation Computational Complexity. We show that forking-
sequences enables a new computational regime for encoder-decoder architectures by supporting
efficient cross-validation-style inference. Unlike standard approaches that recompute the
encoder for each forecast creation date (FCD), forking-sequences reuses encoder outputs across
all FCDs, significantly reducing redundant computation. This results in orders-of-magnitude
gains in inference efficiency, from quadratic to linear complexity (O(T?) vs O(T)).

(iii) Forking-Sequences Empirical Validation. We compare forking-sequences with the standard
window-sampling approach on 16 large scale Tourism [3] M forecast competition datasets [31}
32, 133]] in terms of: accuracy, forecast variance, and computational speed. The accuracy of
various encoder models is improved by up to 43.2% and the percentage change in the forecast
is reduced by up to 37.9%, on average across datasets.

2 Methods

Here we introduce the general forecasting task notation [48][37,[14.49]]. Let the forecast creation dates
be denoted by [: ¢t] = [1, ..., T'] and the forecast horizon dates be denoted by [h] = [1,2, ..., H]. We

consider past autoregressive features, known future information and static data, respectively, denoted

Xtn = [xffz]), x% fh], x(s)], and the target variable of the time series Y ;). The forecasting task

estimates the following conditional probability:

P (Y | 65 X)) - M
Model Estimation. We train models by minimizing the Quantile Loss (QL; [27]). Specifically, we
optimize the model parameters 8 across nine quantiles ¢ € {0.1,0.2,...,0.9}, as follows:
0 := argminE [QL(q)(y,y(q)(O))} . 2)
6co
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Figure 2: a) A neural forecasting model trained using the window-sampling training scheme. Blue rectangles
indicate encoder windows, while the green rectangles denotes decoder, the red circle denotes the prediction
target. b) A neural forecasting model trained using the forking-sequences training-scheme. Forking-sequences
collects multi-horizon errors from all intermediate forecast creation times. Additionally decoded predictions
across FCDs can be easily ensembled without incurring in additional encoding computational costs.

2.1 Forking-Sequences

The standard window-sampling scheme is how most neural forecasting models operate 39, 9} |35}
41129} 11311521 2 1504 [16]. The approach segments the series into windows of size L. Windows are
treated independently across FCDs. Figure[2aldepicts the approach and Equation (3)) formalizes.

ht,[h] = Encoder (X[t—L:t] [h]) and }A’t’[h] = Decoder (ht,[h]) (3)

In contrast, the forking-sequences scheme leverages all forecast creation dates (FCDs) within a time
series by reusing encoder computations, as illustrated in Figure [2b]and formalized in Equation ().
When augmenting a neural forecasting architecture, forking-sequences allow the model to jointly
encode the input series and then decode forecasts for all FCDs in parallel. Specifically, the model
computes once a hidden representation hy;(;), and decodes forecasts y ;5 for each FCD.

h[t][h] = Encoder (X[t] [h]) and y[t] h] = Decoders (h[t][h]> (4)

2.2 Forking-Sequences Training

During training, instead of sampling individual forecast creation dates ¢, forking-sequences gathers
multi-horizon losses across all FCDs. This distinction between the forking-sequences and window-
sampling training schemes can be formalized in terms of the choice of the set of FCDs over which
the training loss and therefore the gradient are calculated:

H
T o3 > VaL (v 3i0,) )

VL = 55—
beBteT h=1

|B| x |T| x H

Theorem 1. (Forking-Sequences Gradient Variance Reduction) Consider the forking-sequences
gradient estimator from Equation (3)). If the sequence of gradient samples T is M -dependent [43] - as
is typical when using correlated signals across the FCDs - then the estimator converges in probability
to the full gradient, and its variance decreases at linear rate O (1/|T'|). Full proof in Appendix D]

We show that the forking-sequences training scheme enables faster convergence in loss on the train
set and reduces the variance of the stochastic gradient around its mean as shown in Fig.[6] To ensure
convergence to a shared global minimizer, we train linear autoregressive models using convex quantile
loss on the M1 Monthly dataset. Details on the ablation study can be found in Appendix [E]

2.3 Forking-Sequences Computational Complexity

As shown in the Figure 3] the forking-sequences scheme significantly reduces the number
of operations required to generate forecasts across forecast creation dates (FCDs) during
cross-validation. Forking-sequences is most effective with architectures like convolutions, re-
current networks, or self-attention, which process the full sequence in a single pass, as it
reuses of intermediate computations across forecast creation dates (FCDs), yielding a com-
putational gain of factor 7, where 7T is the number of FCDs. In the case of convolu-
tional models, forking-sequences scales linearly with the time series length, achieving a com-
plexity of O(T) by producing forecasts at each FCD while reusing previous computations.



In contrast, window-sampling incurs a higher compu- ‘ Encoder Complexity
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Figure 3: Computational complexity of temporal

cross-validation inference methods. Here, T repre-

2.4 Forking-Sequences Ensembling sents the length of the time series, and L denotes
the window size in restricted window sampling.

Forking-sequences can be efficiently extended during

inference into an ensembling technique aimed at reducing forecast variance. For each target date 7,

this involves averaging predictions generated across multiple forecast creation dates, as follows:

N 1 .
') = i > oy ©)
(t,h)EH
where  H =H(r,n) ={(t,h) |t +h =7, and h > n} @)

denotes the set of available n-step ahead forecasts for the target date 7. The ensembling procedure
and the corresponding H set of available forecasts set are illustrated in Figure [8a]

Theorem 2. (Forking-Sequences Forecast Variance Reduction) Consider the ensembled forking-
sequences forecasts from Equation (6)). If the available of forecasts H for a target date T and horizon
7 are unbiased and M -dependent [43]], then the forecast ensemble converges in probability to the true
value, and its variance decreases at rate O (1/|H]). The proof is analogous to Theorem 1.

v =1 (319) with (t,h) €M ®

3 Experiments

Datasets. To measure the effects of different training schemes, we use 16 large-scale forecasting
benchmarks containing over 100,000 time series, drawn from well-known forecasting competitions:
M1 [31], M3 [32], M4 [33]], and Tourism [3]].

Table [3| outlines the datasets, with additional information in Appendix [B] We adopt the data handling
and pre-processing practices established in prior work on cross-frequency transfer learning [11 38]],
more details in Appendix [C]

Baselines. For our main experiments, we evaluated a curated set of baseline models. These include
the classical statistical model AutoARIMA [25] 23], as well as neural forecasting models designed
for controlled comparisons. Specifically, we fix the overall MQForecaster [48] 37] architecture and
vary only the encoder and training scheme, considering MLP, RNN, LSTM, CNN, and SelfAttention.
We employ and adapt the dilated RNN implementation from [[10,|36] in our work. The Transformer
(transf.) encoder leverages skip connections and residual layers with dilated SelfAttention layers
inspired by [47] dilated convolutions. For each encoder-variant of MQForecaster, we train models
with window-sampling and compare the generalization performance against that of models trained
with forking-sequences. The forking-sequences models also compute a moving average forecast
ensemble during inference. We ablate other ensembling techniques in Appendix [G|



Table 1: Empirical evaluation of probabilistic forecasts. Mean scaled continuous ranked probability score
(sCRPS) averaged over 5 runs. Lower measurements are preferred. The methods without standard deviation
have deterministic solutions. For the MQForecaster architecture we vary the type of encoder, and the training
scheme between forking-sequences (FS) and window-sampling (WS).

LSTM Transf. StatsForecast
Freq FS WS FS WS ES WS FS WS FS WS ETS ARIMA
M 0.13 0.1677 0.1283 0.1678 0.1295 0.2124 0.1286 0.1698 0.1603 0.168 0.1418 0.1509
(0.0034) (0.0005) (0.0021) (0.0006) (0.0039) (0.0165) (0.0005) (0.0009) (0.0012) (0.0012) “) “)
Mi Q 0.1118 0.1154 0.1082 0.1151 0.1088 0.1331 0.1117 0.1137 0.1125 0.1162 0.1139 0.1282
(0.002) (0.0003) (0.0015) (0.0023) (0.0018) (0.0126) (0.0009) (0.0049) (0.0013) (0.0018) © ©
v 0.0975  0.0953 0.102 0.0968 | 0.1005  0.2188 | 0.1049  0.1068 | 0.1059  0.0938 | 0.1097  0.1068
0.002) 0.0006) 0.0017) (0.0016) (0.0029) 0.0527) (0.0019) (0.0053) (0.003) (0.002) ©) ©)
o 0.0365 0.037 0.0361 0.0378 0.0384 0.0891 0.0374 0.0393 0.0361 0.0372 0.0328 0.0337
(0.0001) (0.0001) (0.0002) (0.0005) (0.0011) (0.0091) (0.0004) (0.0021) (0.0005) (0.0001) ) )
M3 M 0.0958  0.1122 | 0.0915  0.1133 | 0.0917  0.1407 | 0.0925  0.1137 | 0.1106  0.1129 0.105 0.1059
0.0027) (0.0004) 0.0013) (0.0003) 0.0012) 0.0136) (0.0001) (0.0006) (0.0013) (0.0008) ) )
0.0778 0.0861 0.0757 0.0866 0.0758 0.1173 0.0757 0.0888 0.0847 0.0864 0.0773 0.0779
Q (0.0001) (0.0004) (0.0005) (0.0007) (0.0006) (0.0083) (0.0003) (0.0013) (0.001) (0.0004) ) )
% 0.1554 0.1689 0.1517 0.1696 0.15 0.3352 0.1522 0.1672 0.1667 0.1687 0.149 0.1549
(0.0032) (0.0004) (0.0004) (0.0023) (0.0003) (0.0741) (0.0003) 0.0014) (0.0068) 0.0009) © ©)
H 0.0309 0.0873 0.0327 0.0879 0.0378 0.1067 0.0322 0.0903 0.0815 0.0907 0.0684 0.0308
(0.0015) 0.0016) (0.0028) (0.0021) (0.007) (0.0035) (0.001) (0.0019) (0.0008) 0.002) © ©
D 0.0237 0.024 0.0242 0.0253 0.0242 0.0407 0.0239 0.0282 0.024 0.024 0.0226 0.0226
() 0.0001) 0.0001) (0.0001) (0.0003) (0.0067) (0.0001) (0.0021) ) (0.0001) ) )
M4 w 0.0502 0.0558 0.0479 0.057 0.0492 0.0798 0.0444 0.0576 0.0544 0.0563 0.0542 0.0507
(0.0009) (0.0001) (0.0024) (0.0007) (0.0035) (0.007) (0.0006) (0.0005) (0.0005) (0.0003) “) “)
M 0.0966 0.1063 0.093 0.1075 0.093 0.1366 0.0931 0.1086 0.1049 0.1067 0.097 0.0987
(0.0024) (0.0003) (0.0005) (0.0004) (0.0012) 0.0122) (0.0003) (0.001) (0.0005) (0.0003) © ©
0.0871 0.0946 0.0853 0.0953 0.0845 0.1248 0.0852 0.0991 0.0931 0.0949 0.0807 0.0849
Q 0.0001) (0.0005) (0.0002) 0.001) (0.0002) (0.0079) (0.0003) (0.0017) (0.0013) (0.0006) &) &)
v 0.1293 0.1365 0.1264 0.1372 0.1257 0.2813 0.1268 0.1425 0.1363 0.1366 0.124 0.1322
(0.003) (0.0004) (0.0002) (0.0014) (0.0001) (0.0655) (0.0002) (0.0028) (0.0066) (0.0002) ) ©)
0.099 0.2183 0.0871 0.2196 0.0936 0.2687 0.0927 0.2195 0.2053 0.2207 0.1198 0.1479
0.0121) 0.001) (0.0039) (0.002) (0.0104) (0.0257) (0.0018) (0.002) (0.0047) (0.0026) O ©
. 0.0967 0.1238 0.0963 0.1246 0.0951 0.1545 0.0929 0.1282 0.1243 0.1245 0.1042 0.1187
Tourism Q . N
©0008)  (©0021) [ (00003)  (0.0016) ©.001) (0.009) 00006 (0003 | (00044)  (0.0013) © ©
v 0.1891 0.1825 0.1822 0.1841 0.1831 0.264 0.1828 0.1934 0.1807 0.1828 0.1413 0.1697
(0.0064) (0.0004) (0.0015) (0.0006) (0.0013) (0.0343) 0.0011) (0.0059) (0.0031) (0.0002) ©) ©)

3.1 Probabilistic Forecast Accuracy Results

We measure the scaled Continuous Ranked Probability Score (sCRPS, [18]]), as defined in Equa-
tion (9). The sCRPS is a scaled version of the CRPS.

S S ye.n CRPS(Ybt., Yot.)
RS <y[b] i Y[b][t][h]) B Dbt |Yo,t.nl

Table |I|reports mean SCRPS values, averaged over five runs, for all dataset—frequency combinations
and model architectures, including statistical baselines. For LSTM encoder models, the forking-
sequences training scheme reduced sCRPS by 43.2%, on average across datasets, compared to the
window-sampling scheme, confirming earlier observations by [30, [12} 28]. Consistent gains are
observed for MLP (14.3%), RNN (16.9%), and CNN (19.2%) encoders, while the Transformer-based
encoder demonstrated relatively less improvement (1.8%), likely due to its superior gradient flow
reducing information bottlenecks. The results of Table[T]are summarized in Fig. which shows
the percentage change of the SCRPS metric for models with the forking-sequences training scheme
with ensembling applied during inference, compared to models using the window-sampling scheme,
averaged across datasets. All encoder variants with forking-sequences have improved sCRPS and
generally outperform statistical baselines. Point forecasting results are reported in Appendix [H]

C))

3.2 Forecast Revision Results

We evaluate forecast revisions using the Symmetric Quantile Percentage Change (sQPC), that we
define in Equation (T0). sQPC measures the relative change in predicted quantiles across consecutive
forecast creation dates, providing a quantitative view of temporal instability or forecast revision rates.
Inspired by the SMAPE metric, sQPC uses a symmetric denominator, based on both current and
previous forecasts, to mitigate issues of numerical instability [26]. This design ensures robustness



Table 2: Empirical evaluation of probabilistic forecasts. Mean symmetric quantile percentage change (SQPC)
averaged over 5 runs. Lower measurements are preferred. The methods without standard deviation have
deterministic solutions. For the MQForecaster architecture we vary the type of encoder, and the training
scheme between forking-sequences (FS) and window-sampling (WS).

MLP RNN LSTM CNN Transf. StatsForecast
Freq FS WS FS WS ES WS FS WS FS WS ETS ARIMA
M 1.0462 1.8328 0.9907 1.753 0.9738 1.4111 1.0057 1.8798 1.56 1.859 2.0154 2.5845
(0.0264) ©.112) (0.0185) (0.0445) (0.0341) (0.4895) (0.0242) 0.03) 0.0712) (0.1749) “) )
Mi Q 1.2945 1.872 1.3491 1.8102 1.3113 1.2636 1.3058 1.7992 1.6754 1.865 3.6355 5.6424
©.01%) ©0316) | (00269 (00721 ©O137) (03054 | 0217)  ©0867) | (00765 (0.0584) © o
v 2.1431 21515 1.9734 21159 1.905 24131 19832 2.0665 1.9857  2.1233 | 2.8426  3.4499
(0.0857) (0.0399) 0.0152) (0.0324) 0.014) (0.5608) (0.0186) (0.0623) (0.0767) (0.0504) ©) ©)
0 0.2636 0.3799 0.2643 0.3825 0.2564 0.5743 0.2617 0.3876 0.2981 0.3984 0.8979 0.8581
(0.0033) (0.0083) (0.0087) 0.0071) (0.0162) (0.0673) (0.0054) (0.0468) (0.0203) (0.0138) © ©)
M3 M 0.6673 1.2841 0.5709 1.2568 0.5579 1.1896 0.5986 1.3169 1.1019 1.3176 1.3749 1.7204
0.0151) (0.0684) 0.0107) (0.0344) 0.0112) (0.4474) (0.0031) (0.0286) (0.0758) 0.1119) © ©
Q 0.6065 0.8967 0.6067 0.8633 0.5919 0.7163 0.5881 0.8469 0.8047 0.8859 1.8586 2.1937
0.0071) (0.0184) (0.0077) (0.0337) (0.0016) (0.1731) (0.0062) (0.0536) (0.0389) 0.0277) ©) ©)
v 1.5485 1.7565 1.5048 1.6539 1.4681 2.1152 1.4833 1.7026 1.5973 1.7463 3.4889 5.0013
(0.0822) (0.0179) (0.0105) (0.0142) (0.0104) (0.6829) (0.012) (0.0693) (0.0263) (0.0377) ) )
H 0.7967 2.5037 0.8332 2.5784 0.5486 5.1758 0.6432 2.0002 2.5235 2.1408 2.4881 0.7861
(0.0946) (0.2128) (0.1019) (0.1889) (0.0807) (0.752) (0.0854) 0.2027) (0.2192) (0.2919) ) )
D 0.1611 0.1652 0.1749 0.1601 0.1533 0.3365 0.1667 0.1751 0.1639 0.1636 0.497 0.4992
(0.0005) 0.0017) (0.0015) (0.0018) (0.0051) (0.0388) (0.0009) (0.012) (0.0005) (0.0047) © ©
M4 W 0.4577 0.4903 0.3928 0.478 0.3165 1.097 0.3645 0.4755 0.4626 0.4849 1.4943 1.1399
(0.0336) (0.0094) (0.0351) (0.0052) (0.0442) (0.3924) (0.024) (0.0343) (0.0462) (0.0067) ©) ©)
M 0.6812 0.9514 0.6506 0.9094 0.6478 1.2143 0.6661 0.9818 0.8547 0.9625 1.8584 22324
0.014) (0.0445) 0.0129) 0.0181) (0.0038) (0.4526) (0.0057) (0.0237) (0.0237) (0.0738) ) )
Q 0.6333 0.8047 0.6199 0.7882 0.6035 0.8546 0.6129 0.7798 0.7391 0.8066 2.0469 2.2461
(0.0043) (0.0094) (0.0083) (0.0328) (0.0047) (0.2459) (0.0035) (0.0513) (0.0242) (0.029) © ©
v 1.1631 1.167 1.112 1.1227 1.0829 1.6507 1.0847 1.1098 1.1059 1.1596 3.082 4.5323
©0.0517) 0.0147) (0.0074) (0.0087) (0.0033) 0.4816) (0.0074) (0.0429) (0.0155) 0.0151) © O
0.9024 3.3663 0.9205 3.2636 0.8345 2.1799 0.8876 3.4973 2.8324 3.5895 2.1456 1.7748
(0.0414) (0.1779) (0.0368) (0.1442) (0.0412) (1.0244) (0.0221) (0.0846) (0.2065) (0.3679) ©) ©)
. 0.9548 27272 0.963 2.6067 0.9271 1.4409 0.8857 2.7894 2.3121 2.7418 3.1549 2.7744
Tourism Q . , R ~
(0.0086) (0.0399) (0.0363) (0.1216) (0.0158) ©05111) 0.0107) (0.1924) (0.1814) (0.14) © ©
v 3.4661 34306 | 3.3787 3.343 33273 27505 | 3.3623 3.29 3.3494 34032 | 9.7853  12.016
(0.0416) (0.0461) (0.0354) (0.0671) (0.0526) (0.3021) (0.0166) (0.1324) (0.0652) (0.0663) ) )

when dealing with small predicted values and avoids the division-by-zero problems common in
traditional percentage-based metrics.

D}(Q) . Y(Q) |

. o (q) o 200 bt+1,h b,t,h+1
sQPC, (Y[bl[tnh]) T BxTxH l;l 7O O, (10)

Because uncertainty decreases across FCDs it is expected that forecasted quantiles above P50 decrease
while below P50 increase, to avoid complications, we measure the revisions for the median (q=.50).

Table 2] presents sQPC values, averaged over five runs, for all dataset—frequency combinations
and model architectures, including statistical baselines. For LSTM encoder models, the forking-
sequences scheme reduces forecast revisions by 37.9%, on average across datasets, compared to
window-sampling.

Consistent gains are observed for MLP (28.8%), RNN (28.8%), and CNN (31.3%) encoders, while
the Transformer-based encoder has relatively less improvement (8.8%). Table 2 is summarized
in Fig.[T0d] which shows the percentage change of the sSQPC metric for models using the forking-
sequences training scheme with ensembling applied during inference, compared to models using the
window-sampling scheme, averaged across datasets. All encoder variants with forking-sequences
show improved sQPC. Ensembling during inference results in a marginal reduction in SCRPS across
models, with substantial improvements in sSQPC compared to no ensembling during inference, as

shown in Figs.[T0a] and [TOB]



4 Discussion and Conclusion

In this work we skipped almost all hyperparameter tuning, keeping it minimal. In future work we
will explore whether more nuanced hyperparameter selection for models with the window-sampling
training scheme can help bridge the error gap with forking-sequences. Additionally, "smarter"
sampling strategies could select more informative windows: while our current approach avoids
windows with missing or padded targets, it still selects randomly. Alternatives include sampling a
fixed number of windows or increasing window size during training via a step-size hyperparameter.

Through theoretical analysis and extensive empirical evaluation on 16 major forecasting benchmarks,
from the M1, M3, M4 and Tourism competitions, we demonstrated three main benefits from forking-
sequences: (1) reduced gradient variance during training, leading to faster model optimization
convergence; (2) computationally efficient cross-validation inference via encoder computation reuse,
which is orders of magnitude faster than windows-sampling approach; and (3) lower forecast variance
through ensembling. Forking-sequences has yet to gain widespread adoption due in large part to the
dominant trend of simple window-sampling architectures reinforced by the major neural forecasting
libraries [S1]], [21], [1], [S], and [36]. We hope this study motivates maintainers of these libraries to
adopt or re-introduce [36]] forking-sequences.
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A Related Work

Similar ideas to forking-sequences have been in the forecasting literature for decades. Hart [[19]]
introduced time-series cross-validation as a model selection technique that accounts for temporal
dynamics and data dependencies, addressing the limitations of classical cross-validation, which
assumes independent FCD observations [7]. Figure[d]depicts the temporal cross-validation evaluation.

Forking-sequences has informed the design of MQForecaster neural networks for industrial appli-
cations, with notable examples including MQCNN, MQT, and SPADE [48, |37, 14} 49]. However, prior
work largely adopted forking-sequences as a practical heuristic, without providing formal theoretical
justification or systematic empirical validation of its benefits. In some cases, its theoretical motivation
was misattributed to the martingale properties of ensemble updates [[11}[15], rather than recognizing
its more simple and natural role in reducing variance during training and inference.

Beyond forecasting and in the context of healthcare and natural language processing, Lipton intro-
duced the concept of target replication to train LSTM time series classifiers for medical diagnosis [30],
while Dai & Le applied a similar scheme to train text document classifiers [[12]. Lee et al. [28]]
proposed having intermediate objective losses.

The vanishing gradient problem arising from backpropagation through time in long sequences also
motivated the introduction of attention mechanisms [4]. Attention improved information flow by
allowing the decoder to access a weighted combination of encoder hidden states. While such
architectural innovations significantly enhanced gradient propagation, we show in Section [3that the
forking-sequences approach provides complementary improvements that stabilize training, enhance
forecast accuracy and reduce forecast variance.

Finally, a training scheme analogous to forking-sequences has long been a cornerstone in natural
language processing (NLP), most notably through the next-word prediction objective [6]. This
autoregressive learning strategy, which trains models to predict the next token given all previous
ones, laid the foundation for modern language models. It was later popularized at scale by generative
pre-trained transformers such as GPT-1 and GPT-3 [40} 8]. Training and inference schemes related to
forking-sequences have remained underexplored in neural prediction, highlighting a clear technical
gap between NLP and forecasting practice that this work aims to bridge.
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B Dataset Details

Table 3: Summary of forecasting datasets used in our empirical study.

Frequency Seasonality Horizon  Series Min Length Max Length % Erratic

Monthly 12 18 617 48 150 0
Ml Quarterly 4 8 203 18 114 0
Yearly 1 6 181 15 58 0
Other 4 8 174 71 104 0
M3 Monthly 12 18 1428 66 144 2
Quarterly 4 8 756 24 72 1
Yearly 1 6 645 20 47 10
Hourly 24 48 414 748 1008 17
Daily 1 14 4,227 107 9933 2
M4 Weekly 1 13 359 93 2610 16
Monthly 12 18 48,000 60 2812 6
Quarterly 4 8 24,000 24 874 11
Yearly 1 6 23,000 19 841 18
Monthly 12 18 366 91 333 51
Tourism  Quarterly 4 8 427 30 130 39
Yearly 1 6 518 11 47 23

B.1 M1 Dataset Details

The early M1competition [31]], organized by Makridakis et al., focused on 1,001 time series drawn
from demography, industry, and economics, with lengths ranging from 9 to 132 observations and
varying in frequency (monthly, quarterly, and yearly). A key empirical finding of this competition was
that simple forecasting methods, such as ETS [22]], often outperformed more complex approaches.
These results had a lasting impact on the field, initiating a research legacy that emphasized accurate
forecasting, model automation, and caution against overfitting. The competition also marked a
conceptual shift, helping to distinguish time-series forecasting from traditional time series analysis.

B.2 M3 Dataset Details

The M3competition [32], held two decades after the M 1competition, featured a dataset of 3,003 time
series spanning business, demography, finance and economics. These series ranged from 14 to 126
observations and included monthly, quarterly, and yearly frequencies. All series had positive values,
with only a small proportion displaying erratic behavior and none exhibiting intermittency [45]. The
M3competition reinforced the trend of simple forecasting methods outperforming more complex
alternatives, with the Theta method [24]] emerging as the best performing approach.

B.3 M4 Dataset Details

The M4competition marked a substantial increase in both the size and diversity of the M competition
datasets, comprising 100,000 time series across six frequencies: hourly, daily, weekly, monthly,
quarterly, and annual. These series covered a wide range of domains, including demography, finance,
industry, and both micro- and macroeconomic indicators. The competition also introduced the
evaluation of prediction intervals in addition to point forecasts, broadening the assessment criteria.
M4’s proportion of non-smooth or erratic time series increased to 18 percent [45]]. For the first time,
a neural forecasting model - ESRNN[44] - outperformed traditional methods. The competition also
helped popularize cross-learning [42] in global models.

B.4 Tourism Dataset Details

The Tourism dataset [3]] was designed to evaluate forecasting methods applied to tourism demand
data across multiple temporal frequencies. It comprises 1,311 time series at monthly, quarterly, and
yearly frequencies. This competition introduced the Mean Absolute Scaled Error (MASE) as an
alternative metric to evaluate scaled point forecasts, alongside the evaluation of forecast intervals.
Notably, 36% of the series were classified as erratic or intermittent. Due to this high proportion of
irregular data, the Naivel method proved particularly difficult to outperform at the yearly frequency.
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C Training Methodology and Hyperparameters
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Figure 4: Example time series from the M1 competition dataset. The train and validation sets consist of all
observations preceding the first dotted line. The cross validation test set is comprised of a set of forecast creation
dates with lengths defined in Table[3] To leverage all the forecast creation dates within train for model estimation
while preventing temporal leakage between splits, we apply masking across training and test sets..

Here, we expand on the training methodology outlined in Section[3] To align with current neural
forecasting standards, we follow the data processing protocols established by Chronos [} 2] and
NBEATS [39]]. We deviate slightly, by enabling a temporal cross validation evaluation with a partition
of the datasets depicted in Figure[d]

We train frequency-specialized models combining M1, M3, M4and Tourismfrequency-specific
datasets to leverage a larger training data corpus while still focusing the forecasting tasks to frequency-
specific prediction horizons (Table[3] We default to these frequency-specific horizon values for the
Tourism dataset as well for consistency across experiments. To enable temporal cross-validation
in our experiments, we expand the original test sets of a single forecast horizon to include earlier
timesteps for n prediction windows consecutively shifted by one time stamp. We adjust the validation
set accordingly to equal a single forecast horizon preceding the test set with the train set preceding
the validation set. Let h be the forecast horizon as specified in Table |3} we set n = h, and define the
train, validation, and test partitions of the data X as follows.

Xlrain = X[ : —Hx3+1]» Xvalidalion = X[—H><3+1 i —HX2+1]» and Xtest = X[—HX2+1 1T

(11)

We train multi-quantile loss (MQ) models varying only the encoder type to include MLP, RNN, LSTM,
CNN, and Transformer architectures using the hyperparameters outlined in Tables [ [5] [6} [7] [l
respectively.

We conducted all neural network experiments using a single AWS p4d.24xlarge with 1152 GiB of
RAM and 96 vCPUs. Training times mostly depend on the architecture, however we restrict the SGD
training steps to 30K per architectures.
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Table 4: MLP

MQ Forecaster Model’s hyperparameters

Table 5: RNN

HYPERPARAMETER VALUES
" HYPERPARAMETER VALUES
Single GPU SGD Batch Size . 8
Initial learning rate. 0.001 Single GPU SGD Batch Size". 8
Maximum Training steps Smaz- 30,000 Initial learning rate. 0.001
Learning rate decay. 0.1 Maximum Training steps Smaz- 30,000
Learning rate step size. 10,000 Learning rate decay. 0.1
Scaler type. Standard Learning rate step size. 10,000
- Scaler type. Standard
Input size.
forking-sequences 2x H Main Activation Function ReLU
window-sampling 1 Encoder Dimension. 128
Main Activation Function. ReLU Number of Layers. 2
Number of Layers. 3 Dilations. [1,2],[4,8]]
Encoder Dimension. 128 H-Agnostic Decoder Dimension. 100
H-Agnostic Decoder Dimension. 100 H-Specific Decoder Dimension. 20
H-Specific Decoder Dimension. 20
Table 6: LSTM Table 7: CNN
HYPERPARAMETER VALUES HYPERPARAMETER VALUES
Single GPU SGD Batch Size". 8 Single GPU SGD Batch Size" g
Initial learning rate. 0.001 Tnitial learning rate ’ 0.001
Maximum Training steps Smaz- 30,000 Maximum Traininé steps S 3(; 000
Learning rate decay. 0.1 Learning rate decay maw: 6 1
Learning rate step size. 10,000 Learning rate step size 10 bOO
Scaler type. Standard Scaler type. . Sta;ldard
Main Activation Function RelLU Main Activation Function ReLU
E?Egg:; (l?flrﬁl:ns;;)n. 158 Temporal Convolution Kernel Size 2
Dilations yers. ([1,2], [4, 8] Temporal Convolution Dilations. [1,2,4,8,16,32]
. . . AN H-Agnostic Decoder Dimension. 100
H-Agnostic Decoder Dimension. 100 H-Specific Decoder Dimension 20
H-Specific Decoder Dimension. 20 P ’

Table 8: Transformer

HYPERPARAMETER VALUES
Single GPU SGD Batch Size". 8
Initial learning rate. 0.001
Maximum Training steps Smaqx- 30,000
Learning rate decay. 0.1
Learning rate step size. 10,000
Scaler type. Standard
Encoder Hidden Size. 128
Number of Layers. 3
Patching Lengths. [2,6,8]
Attention Dropout. 0.1
Number of Attention Heads. 4
H-Agnostic Decoder Dimension. 100
H-Specific Decoder Dimension. 20
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D Forking-Sequences Theoretical Foundations
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Figure 5: a) Visualization of the covariance of M-dependent random variables. Green sections indicate correlated
samples, while blue indicate uncorrelated variables. b) Mean estimator variance reduction as a function of the
samples of the forking-sequences training scheme for different levels of M-dependence.

In this Appendix, we provide a proof of the gradient variance reduction guarantees for the forking-
sequences training scheme introduced in Section 2] Specifically, we show that this scheme reduces
the variance of the stochastic gradient around its mean, assuming short-range dependence among
gradients across forecast creation dates. Our arguments build on techniques and definitions from
Shumway & Stuffer [43]] and Marshall & Olkin [34]. We also include a simulation (Figure|§[) that
empirically validates the variance reduction behavior of the gradient estimator.

For simplicity of the arguments’ notation we refer to the forking-sequences gradient estimator and its
samples only in terms of their FCDs T = |T|:

_ 1
VLip= 7 zt:VLt

Definition. Let {VL;} C R be a sequence of random variables, it is M-dependent if:

* The gradient estimator is unbiased E[V L] = p,
* with covariance & = Cov(VLs, VL;) = v(]s — t|) € RF*P,
» where y(b) = Cov(VLg, VL) and v(b) = 0 for all |b| > K
Lemma. Consider the forking sequences gradient estimator VL7 = % > VL.

If the gradient samples are K dependent, the covariance of the gradient estimator almost surely
converges to 0 as T grows, that is, Cov (VL) 250,

Proof.

T T
_ 1 1
Cov(VLr) = T2 Cov < g VLt> =7e E E Cov(VLs, VL)
t=1

s=1t=1

= Y =B =5 Y (1— ;') )

b=—K b=—K

b
We can conclude the almost sure convergence as % —0
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Theorem 1. (Forking-Sequences Gradient Variance Reduction)

Consider the forking-sequences gradient estimator V Ly = % > ¢ VL,. If the gradient samples are
M-dependent, then the estimator converges in probability to the true gradient x at a rate O (%)

Proof. Using a change of variable and the Markov inequality

P(\/(?LT—M)TZ*(?LT—M) > e) =P(Vo>e)=P(v>e) < @

€

To bound the numerator, using cyclic property of the trace and the Lemma we know that

E] =E [(VLr —p)"S Y (VLy — )] =E [tr (8" Y(VLy — p)(VLy — p)7)]

(£ 6 H)

=E[tr (7'Cov(VLy))] =E

Eftr(27'%)] = L

<
- T

M=

Combining the two bounds, we obtain that

P (\/(VLT TSN (VL — ) > e> < Ti;
O

Theorem 2. (Forking-Sequences Forecast Variance Reduction) Consider the ensembled forking-
sequences forecasts:

N 1 .
=g 2 yi9 (12)
(t,h)eH
If the available of forecasts  for a target date 7 and horizon 7 are unbiased and M -dependent [43]],
then the forecast ensemble converges in probability to the true value, and its variance decreases at

rate O (1/|H]).

Proof. The proof is analogous to Theorem 1. O
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E Forking-Sequences Convergence Speed Ablation Study

In this ablation study, we examine the impact of the forking-sequences training scheme on the
convergence speed of forecasting models. We isolate the effect of the training scheme and ensure
convergence to a shared global minimizer, we simplify the experimental setup by replacing the neural
network with a linear autoregressive model trained using convex quantile loss (QL; see Equation (2))).
An autoregressive model predicts future values as a linear combination of its past values. Specifically,
an autoregressive model of order p, denoted AR(p), is defined as:

41 = c+ 0oy + Orye—1 + -+ Opy—p (13)

We train 11 models on the M1 Monthly dataset, with various window sample sizes impacting the
choice of the set of FCDs 7 over which the training loss and hence the gradient are calculated. Models
trained with 7 windows are considered to use the default forking-sequences training scheme. For
each model we record the computed loss at each training step. To ensure the results are not impacted
substantially by the learning rate parameter value, we repeat the experiment for four different learning
rates. Model parameters are included in Table [9]

Table 9: Parameters for Linear Autorregresive Model.

Batch size 1

Random seed 1

Maximum Train Steps 15,000
Learning rate decay 0.1 every 1000
Loss quantiles 0.5

Learning rate [0.001, 0.005, 0.01, 0.05]

Windows Sample Size [2, 14, 27, 40, 53, 66, 80, 93, 106, 119, 132]
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(a) Training Convergence (b) Gradient Variance Reduction

Figure 6: Forking-sequences enables: a) faster convergence in loss on the train set because it b) reduces the
variance of the stochastic gradient at a rate of O (1/|7), with 7 the number of FCDS. In this example we
report the training trajectories for a simple univariate autorregresive model on the M1 dataset. More details in

Appendix [E}
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F Forking-Sequences Convergence Speed Results for Deep Learning Models

We compare the convergence speed of various deep learning models across dataset experiments using
forking-sequences and window-sampling. We find that training using forking-sequences achieves
substantially faster convergence in train loss across all models as shown in Fig.[7]
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Figure 7: Convergence of quantile loss computed on the train set for Deep Learning models using either
forking-sequences (solid) or window-sampling (dashed) techniques. Figures a, b, c, d, e, f show quantile loss
versus train step for models trained across frequency-specific datasets.
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G Ensembling Ablation Studies
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(a) Forking-Sequences Ensemble (b) Forecast Variance Reduction

Figure 8: a) We adapt the forking-sequences inference into an ensembling technique by averaging forecasts
generated prior to the prediction time. b) As shown in this sub-figure, the forking sequences ensembling approach
reduces forecast variance, with a linear convergence rate analogous to the weak law of large numbers.

G.1 Forecast Ensembling Techniques
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Figure 9: Forecast outputs for a) no ensembling technique and various ensembling techniques applied during
inference, including b) moving median, ¢c) moving average, and d) cumulative average.

We propose the use of ensembling techniques for model inference with the forking-sequences scheme
which aggregate predictions for each target date across FCDs to reduce forecast variance. Fig.[9a]
shows model forecast examples for the M1 monthly dataset ‘“T10’ series without ensembling applied.
We demonstrate the output of various ensembling techniques, including rolling median, rolling
average, and cumulative average in Figs. [Odl Leveraging forecast ensembling during
inference results in predictions that maintain seasonality while also reducing forecast variance, as
shown in Fig.[9a]
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G.2 Forecast Ensembling Impact on Model Predictions
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Figure 10: Percentage improvement in SCRPS and sQPC metrics for models with the forking-sequences scheme
without ensembling during inference compared with the window-sampling scheme, averaged across datasets
(a, b). Percentage improvement in sSCRPS and sQPC metrics for models with the forking-sequences scheme
with ensembling during inference compared with the window-sampling scheme, averaged across datasets
(c, d). Results greater than zero indicate lower metric values using forking-sequences. Forking-sequences
with ensembling during inference demonstrates significant improvements in sSCRPS and sQPC values over
windows-sampling across all encoders. Comparing top and bottom figures highlight a tradeoff in reduced
forecast accuracy (sCRPS) for significant reductions in forecast variance (sQPC) when using forecast ensembling
during inference.
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H Additional and Point Forecasting Results

Table 10: Empirical evaluation of probabilistic forecasts. Mean Absolute Error (MAE) averaged over 5 runs.
Lower measurements are preferred. The methods without standard deviation have deterministic solutions. For
the MQForecaster architecture we vary the type of encoder, and the training scheme between forking-sequences
(FS) and window-sampling (WS).

LSTM CNN Transf. StatsForecast
Freq ‘ FS wS ‘ FS ws FS ws FS ws FS wS ‘ ETS ARTMA
M 1787.6 2326.9 1766 23184 1793.8 27578 1769.4 2349.8 21842 2326 1898.7 1987.1
G27) azn 16) 72) “2.1) (365.7) 6.1y (11.5) (18.6) (19) ©) ©)
Mi Q 2440.4 2645.4 2350.3 2640.2 2367.7 2956.5 2468.5 2564.5 2517.4 2657.4 2465.6 2745.7
(53.1) 8.7y (36) (66.7) (43.8) @G12.1y @n (110.8) (344 (48.4) ©) ©)
v 92089.2 799439 | 98461.4  82307.7 | 99082.7  214505.7 102777.7 97485 101558.4  78794.4 | 100188.5  96408.3
(1876.2) (199) (2667.1) (2386.3) (3012.4) (55460.5) (1866.4) (8878.6) (5692.6) (1272.6) © O
o 2242 222.1 2204 228.5 2372 582.1 229.8 2389 219.9 222.4 203 206.6
0.9) (©.6) () 1) (©2) “7.7) (2.6) (15.9) [E) 0.9 ) ©
M3 M 630.5 7447 608.3 750.9 609.1 894.6 615.1 751.4 734 748.1 686.9 691.3
(14.3) (1.5) ©.1) @7 4 (46.3) (.1 (4.5) (10.2) (3.6) ) ©)
Q 552.1 597.5 5374 601.9 538.4 820.8 538 624.7 593.7 599.6 536.1 5353
(1) ) [E) (4.4 “.9) 34.7) (1.8) (14.6) 64 [ER] ©) ©
v 1133.8 1209 1112.3 1206.3 1101.6 2435 1118.6 1186.3 1207.9 1207.3 1050.8 1066.8
a0 “.9) [C] 24 (1.9) (585.5) @4 (12.8) (52.8) (5.8) ©) ©)
H 296.5 891.4 307.3 895.4 332 1044.2 304.9 920 827.7 928.9 635.6 290.8
(13.9) (19.6) (262) (222) (“6.4) (32) (8.5) sy (10.8) (34 ©) ©
D 190.2 189.5 193.6 199.2 191.7 335.6 191 223 189.3 189.5 168.4 170
(0.2) ©.n 0.9) (0.9) (©5) (613) (0.4) (15.7) 0.2) (0.8) ©) ©)
M4 w 333.6 380 3174 388.7 325.7 585.4 299.2 390.2 368.5 3845 336.6 3254
) (2.5) (14.9) G.7) (14.6) (64.5) (3.8) 62) (5.5) [Eh)) © ©
M 571.5 6243 553.5 631.9 5542 790.7 555.2 636.4 616.2 626.3 560.6 567.6
(12.2) G.7) (1.9 (.2 © (359) 7 (6.1) (3.6) ) © ©
Q 635.8 680.3 6233 686.6 618.2 906.5 623 723.8 672.7 683.6 568.4 597.1
0.6) (4.3) (.7 ($.3) (1.2) ©9.1) ) (16.7) 10.7) (5.9) ©) ©
v 927.6 951.8 912.4 949.9 908.2 2061.4 916.4 987.2 968.5 953 849 889.3
@9 @4 (1.2) (12.3) 0.8) (535.8) (1 2.5) “8.7) (1.6) ©) ©)
2128 5240.9 1906.3 5269.7 2102.2 6006.2 2035.5 5263.8 4965.1 5268 2624.5 31258
(202) (224 81.7) (375) (238.1) (844.6) (59.5) (26.5) (19 (49.3) ©) ©
Tourism  Q 11297.4  13901.7 11177.9  14062.6 10998.5 17045.2 10624.8 14669 14239.6 14030.4 11375.6 12567.5
(124) (358.5) (55.9) (237.4) (138.2) (1528.1) (103.8) (590.9) (610.4) (240.4) © ©)
87904.6  84988.7 | 86582.1 855822 | 86584.8  121655.5 86507.4 89358.6 84656.7 85026.1 74574 867273
(1322.7) (395.3) (536.5) (39 (509.4) (15840.7) (388.5) (1975.7) (1049.2) (238.3) © ©

To complement the probabilistic results in Section[3] We also evaluate median forecasts denoted by
Vb)) [n) through the mean absolute error (MAE) [26] as described by

- 1 .
MAE (y@im)s Jwiemn) = BT < H Z [Yb,8,h — Ubt,h]-
btk

(14)

As discussed in Section [3] forking-sequences improve training convergence. In this section, we
compare different encoders trained with window-sampling and forking-sequences: (1) MLP, (2) RNN,
(3) LSTM, (4) CNN, (5) Transformer, and statistical baselines (6) ETS, (7) ARIMA. Statistical methods
are implemented using the StatsForecast library [[17]. Forking-sequences consistently improves MAE
accuracy across M1, M3, M4and Tourismdatasets. These changes can be attributed to improved
training convergence, induced by better gradient flow with the forking-sequences training scheme.
The results are generally consistent with SCRPS outcomes in Table|[T]
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