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Abstract. Line search is a fundamental part of iterative optimization
methods for unconstrained and bound-constrained optimization prob-
lems to determine suitable step lengths that provide sufficient improve-
ment in each iteration. Traditional line search methods are based on it-
erative interval refinement, where valuable information about function
value and gradient is discarded in each iteration. We propose a line
search method via Bayesian optimization, preserving and utilizing other-
wise discarded information to improve step-length choices. Our approach
is guaranteed to converge and shows superior performance compared
to state-of-the-art methods based on empirical tests on the challenging
unconstrained and bound-constrained optimization problems from the
CUTEst test set.
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1 Introduction

Line search is an essential part of iterative optimization algorithms [11,26,32],
determining step lengths that lead to sufficient improvement in each iteration.
Traditional methods rely on iterative interval refinement, where an interval con-
taining a potential solution is progressively narrowed by evaluating function val-
ues and gradients. While this process systematically reduces the search space,
it discards previously obtained information after each iteration. This can result
in missing better steps, especially when the refined interval no longer includes a
step that offers greater improvement.

This paper introduces a novel approach to inexact line search that leverages
Bayesian optimization. Unlike traditional methods, which discard information
after each refinement, our approach preserves and utilizes all observed data to
make more informed decisions about step lengths. By approximating the objec-
tive function with a Gaussian process surrogate model, our method effectively
identifies steps that can provide better improvements. It is well-suited for uncon-
strained or bound-constrained, continuously differentiable black-box objective
functions that are bounded from below. Furthermore, the approach is especially
advantageous when function and gradient evaluations are expensive.
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1.1 Related Work

Numerous line search methods have been developed to ensure convergence and
improve efficiency. Some widely used methods include backtracking line search [26],
which iteratively reduces the step size until the sufficient decrease condition is
met. Hager’s line search [13] combines bracketing, bisection, and Newton itera-
tions based on cubic interpolation. The Moré-Thuente line search [25] employs
interpolation and an auxiliary function to satisfy the strong Wolfe conditions.
The filter line search method by Wächter and Biegler [38] is used in interior-point
methods to guide the search by considering both objective function reduction and
constraint violations. These methods are widely adopted due to their simplicity
and ability to satisfy Wolfe or strong Wolfe conditions [26,39,40]. However, they
rely on interval refinement, which inherently discards valuable information from
intermediate evaluations.

The Barzilai-Borwein line search [2] is a non-monotone step size selection
method that estimates the step length using differences in gradients and iter-
ates, inspired by quasi-Newton updates. Unlike traditional line search methods
that enforce Wolfe conditions, it adaptively selects step sizes without backtrack-
ing, making it particularly effective for quadratic and large-scale unconstrained
problems. However, it often requires stabilization to maintain robustness for
highly nonlinear objectives.

More recently, Prusina and Laue [28] introduced a surrogate-based line search
using cubic interpolation, which retains more information than classical methods.
However, this approach remains limited to predefined interpolation models and
lacks theoretical convergence guarantees. Similarly, Papageorgiou et al. [27] pro-
posed a surrogate-based line search method tailored for smooth and derivative-
free optimization problems, further expanding the scope of surrogate-based ap-
proaches.

Bayesian optimization has emerged as a powerful tool in global optimiza-
tion, particularly for expensive black-box objective functions [9,10]. It has been
successfully applied in various domains, including hyperparameter tuning for
machine learning models [31], engineering system design [7], and experimental
design selection [3]. While its use in global optimization is well-documented (e.g.,
[23,24]), its application to line search processes has received limited attention.
Mahsereci and Henning [22] proposed a Bayesian optimization-based line search
for stochastic optimization, highlighting the potential of Bayesian methods in
this context.

Building on this foundation, our approach leverages Bayesian optimization
in the deterministic optimization setting, to systematically model function val-
ues and gradients. Unlike classical line search methods that discard intermediate
evaluations, our method preserves and utilizes all available information, address-
ing a critical gap in the literature.

1.2 Contributions

This paper makes the following contributions:
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– Novel Line Search Framework: We propose a Bayesian optimization-
based line search method that preserves and utilizes all available data to
make more informed step-length decisions.

– Convergence Proof : We provide a theoretical proof of convergence for
our method, ensuring it can reliably identify sufficient improvements in the
optimization process.

– Extensive Empirical Evaluation: Our method is integrated into the
GENO solver [19,21] and benchmarked against state-of-the-art methods,
demonstrating superior performance on challenging unconstrained and bound-
constrained problems from the CUTEst test set [12].

The code for our Bayesian optimization-based line search method is available on
GitHub1.

This paper is organized as follows: Section 2 provides an overview of line
search, Bayesian optimization, and Gaussian processes. Section 3 details our pro-
posed approach, including its theoretical foundation, convergence proof, and im-
plementation. Section 4 presents empirical evaluations using the GENO solver [19]
on benchmark problems from the CUTEst test set [12]. Our results demonstrate
superior performance compared to state-of-the-art methods.

2 Background

This section provides an overview of the foundational concepts underlying our
approach, including line search, Bayesian optimization, and Gaussian processes.
These concepts form the basis for the proposed approach of utilizing Bayesian
optimization for line search.

2.1 Line Search

Consider a continuously differentiable objective function f : Rn → R to be min-
imized. In iterative optimization, line search starts from a point x ∈ Rn and
moves in a descent direction p with p⊤∇f(x) < 0. The aim is to find a step
length α along p that sufficiently improves upon f . The univariate line search
objective ϕ and its derivative ϕ′ along p are defined as

ϕ(α) := f(x+ α · p), ϕ′(α) = p⊤∇f(x+ α · p), α > 0 (1)

Bounds on the step α, such as a maximal step αmax, may also be imposed.
Different line search methods have varying requirements for the chosen step.

The sufficient decrease condition (2), also known as the Armijo rule [1], requires
that the function value at α is below a flattened tangent from the starting point,
ensuring sufficient decrease:

ϕ(α) ≤ ϕ(0) + µ · ϕ′(0) · α, µ ∈ (0, 1) (2)

1 https://github.com/RobinLabryga/bayesian-geno/tree/bayesian-ls-paper

https://github.com/RobinLabryga/bayesian-geno/tree/bayesian-ls-paper
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The curvature condition (3) ensures that the negative gradient at α is not too
large compared to the starting point, preventing the step from being too short:

−ϕ′(α) ≤ η · −ϕ′(0), η ∈ (0, 1) (3)

However, the curvature condition does not guarantee that the gradient at α
is closer to zero than at the starting point. The modified curvature condition
(4) addresses this by requiring the absolute value of the gradient at α to be
sufficiently smaller than at the starting point:

|ϕ′(α)| ≤ η · |ϕ′(0)|, η ∈ (0, 1) (4)

The combination of the sufficient decrease condition (2) and the curvature condi-
tion (3) is known as the Wolfe conditions, while the combination of the sufficient
decrease condition (2) with the modified curvature condition (4) is known as
the strong Wolfe conditions [26,39,40]. Typically, the parameters η and µ for
the (strong) Wolfe conditions are chosen such that µ < η (e.g., µ = 10−4, η =
0.9) [26].

Optimizers using a line search method that finds a step satisfying the strong
Wolfe conditions are convergent if the search direction p is a descent direction.
Gradient methods and quasi-Newton methods satisfy this criterion [5,26]. Ad-
ditionally, the strong Wolfe conditions ensure a positive definite quasi-Newton
update to the Hessian approximation is possible [26].

To guarantee that a step satisfying the strong Wolfe conditions exists within
an interval, the auxiliary function ψ [25] is often used:

ψ(α) := ϕ(α)− (ϕ (0) + µ · ϕ′ (0) · α) , ψ′(α) = ϕ′(α)− µ · ϕ′(0), (5)

where µ is the parameter from the sufficient decrease condition (2). We have
the following theorem:

Theorem 1 (Moré-Thuente 2.1 [25]). Let I be a closed interval with end-
points αl and αu. If the endpoints satisfy

ψ(αl) ≤ ψ(αu), ψ(αl) ≤ 0, ψ′(αl)(αu − αl) < 0,

then there is an α⋆ in I with ψ(α⋆) ≤ ψ(αl) and ψ′(α⋆) = 0. α⋆ satisfies the
strong Wolfe conditions.

From this, we obtain the following corollary:

Corollary 1. Let I = [αl, αu] be a closed interval with αl < αu. If αl satisfies

ψ(αl) ≤ 0, ψ′(αl) < 0,

and for αu we have ψ(αu) ≥ ψ(αl) or ψ′(αu) ≥ 0 then there is an α⋆ in I with
ψ(α⋆) ≤ ψ(αl) and ψ′(α⋆) = 0. α⋆ satisfies the strong Wolfe conditions.

Proof. By Theorem 1, if ψ(αu) ≥ ψ(αl), an α⋆ exists in I with ψ(α⋆) ≤ ψ(αl)
and ψ′(α⋆) = 0. If ψ(αu) < ψ(αl) and ψ′(αu) ≥ 0, we rename αl and αu to
complete the argument similarly. Thus, α⋆ satisfies the strong Wolfe conditions.

⊓⊔
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2.2 Bayesian Optimization

We utilize Bayesian optimization to minimize the line search objective and de-
termine a suitable step length. By approximating the objective function with a
Bayesian surrogate, we iteratively refine our model using all information from
previously queried points.

Surrogate methods approximate an expensive-to-evaluate objective function
by conditioning a surrogate model on known function evaluations. The surro-
gate model is then used to define an acquisition function that selects the next
evaluation point. Since the surrogate is cheaper to evaluate than the objective
function, this approach allows for more evaluations when optimizing the acqui-
sition function, ultimately reducing the number of expensive objective function
evaluations [3,9,10]. An algorithmic overview of Bayesian optimization is pre-
sented in Algorithm 1.

Algorithm 1 Bayesian Optimization
1: for t ∈ [1..T ] do
2: Condition surrogate model M on D1:t−1

3: xt ← argmaxx∈A u(x|M)
4: D1:t ← D1:t−1 ∪ {xt}
5: end for
6: return argmaxx∈D ϕ(x) or argmaxx∈AM(x)

Bayesian optimization is typically used for multivariate optimization, but in
the context of line search, we focus on the univariate case. Given an objective
function ϕ : R→ R, our goal is to minimize ϕ(α) over a feasible set A ⊂ R. The
Bayesian optimization framework iteratively selects query points to evaluate,
refining the surrogate model until a satisfactory solution is found.

Each iteration of Bayesian optimization incurs computational overhead due
to updating the surrogate model and optimizing the acquisition function. Con-
sequently, Bayesian optimization is most effective when function evaluations are
expensive, and only a limited number of evaluations are feasible [9,10].

Bayesian optimization is known to converge under mild assumptions on the
surrogate model and the acquisition function. Specifically, as the algorithm pro-
duces a dense sequence of observations, the surrogate model increasingly refines
its approximation of the objective function, leading to improved estimates of the
global minimum [23,24,35].

Common surrogate models in Bayesian optimization include Gaussian pro-
cesses [17,35] and Wiener processes [18,34]. In our approach, we use Gaussian
processes as the surrogate model, which we discuss in the next section.

2.3 Gaussian Process

A Gaussian process is a collection of random variables where any finite subset
follows a joint Gaussian distribution. It is fully specified by a mean function µ
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and a covariance function k, which define its properties and structure. Formally,
a Gaussian process can be written as:

f(x) ∼ GP (µ(x), k(p, q))
µ(x) = E[f(x)]

k(p, q) = E[(f(p)− µ(p))(f(q)− µ(q))]

Before any observations are made, a Gaussian process prior is chosen to re-
flect prior beliefs about the function’s behavior. When conditioned on observed
function values and gradients, the prior is updated to yield a Gaussian process
posterior, that incorporates all available data to refine the function approxima-
tion.

Given n observations at points X = {x1, . . . , xn}, with corresponding func-
tion values y = {y1, . . . , yn} and (optionally) gradients g = {∇f(x1), . . . ,∇f(xn)},
the predictive mean µ and covariance cov of the Gaussian process posterior at a
new query point x are given by:

µ(x) = µ(x) +K(x,X)
(
K(X,X) + σ2I

)−1
Y

cov(x) = K(x, x)−K(x,X)
(
K(X,X) + σ2I

)−1
K(X,x)

where K(X,X) is the Gram matrix of the covariance function, and Y rep-
resents the observed function values. If gradient information is available, the
Gaussian process can be conditioned on both function values and gradients to
enhance predictive accuracy.

The covariance function, also known as the kernel, plays a crucial role in de-
termining the behavior of the Gaussian process. Different kernels model different
assumptions about the smoothness and variability of the approximated function.
In our approach, we use the Matérn kernel [29] with ν = 5

2 , which provides a
balance between smoothness and adaptability:

kν=5/2(p, q) =

(
1 +

√
5|p− q|
l

+
5|p− q|2

3l2

)
e−

√
5|p−q|

l .

This kernel is particularly effective for modeling functions with finite differ-
entiability, making it well-suited for line search applications. Gaussian processes
with the Matérn kernel provide accurate uncertainty quantification [6], which is
essential for making informed decisions in Bayesian optimization.

Differentiability of Gaussian Processes Since we want to optimize acquisi-
tion functions defined based on Gaussian processes, having the derivative of
Gaussian processes is invaluable. As differentiation is a linear operator, the
derivative of a Gaussian process is another Gaussian process that we can com-
pute [20,29].
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The derivative of the predictive mean and the derivative of the predictive
covariance can be calculated via

∂

∂x
µ(x) =

∂

∂x
µ(x) +

∂

∂x
K(x,X)

(
K(X,X) + σ2I

)−1
Y

∂

∂x
cov(x) =

∂

∂x
K(x, x)− 2 · ∂

∂x
K(x,X)

(
K(X,X) + σ2I

)−1
K(x,X)⊤

2.4 Acquisition Functions

In Bayesian optimization, an acquisition function determines the next point to
evaluate by balancing exploration (searching in uncertain regions) and exploita-
tion (focusing on regions likely to yield optimal values). This process can also
be viewed as minimizing a risk function [23]. The choice of acquisition function
significantly affects the efficiency of the optimization process.

Examples of acquisition functions include Probability of Improvement (PI) [18],
Expected Improvement (EI) [16], Lower Confidence Bound (LCB) [4], knowl-
edge gradient (KG) [8], derivative-enabled Expected Improvement (d−EI) [41],
and derivative-enabled knowledge gradient (d−KG) [41]. Variants of these ac-
quisition functions, such as GP − LCB [33], also exist.

Most of these acquisition functions are designed for derivative-free scenarios,
with d−EI and d−KG being the exceptions that explicitly incorporate gradient
information. Since acquisition functions depend on the mean and variance of the
surrogate Gaussian process, gradients implicitly affect all acquisition functions
if gradient information is used to condition the Gaussian process posterior.

The variance is the diagonal of the covariance, i.e., V(x) = diag(cov(x)), and
the standard deviation is the square root of the variance, i.e., S(x) =

√
V(x).

Then, the Lower Confidence Bound (LCB) acquisition function [4] and its deriva-
tive are defined as follows:

LCB(x) = −µ(x) + κS(x)
∂

∂x
LCB(x) = − ∂

∂x
µ(x) + κ

∂

∂x
S(x)

where κ ≥ 0 is a hyperparameter. A larger value of κ increases exploration
by prioritizing points with high uncertainty, while a smaller κ focuses more on
exploitation by selecting points with lower predicted function values. The LCB
acquisition function is particularly useful when minimizing the function with
confidence bounds. In our approach, we utilize the LCB acquisition function.

3 Algorithm

We apply Bayesian optimization to the line search objective ϕ(α) (Eq. (1)) to find
a step size that satisfies the strong Wolfe conditions. Unlike traditional line search
methods that discard intermediate evaluations, our approach retains and utilizes
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all function and gradient information observed during the search. This is achieved
by using a Gaussian process model with the Matérn covariance function and
selecting step sizes via the Lower Confidence Bound (LCB) acquisition function.
An illustrative comparison between the Moré-Thuente line search and Bayesian
optimization-based line search is shown in Fig. 1.

While Bayesian optimization offers a more global approach to finding optimal
step sizes, it may suffer from slow convergence if applied naively. Additionally,
Bayesian optimization requires an interval with finite endpoints, whereas tra-
ditional line searches often operate over unbounded intervals (e.g., [0,∞)). We
address these challenges by dynamically refining the search interval and inte-
grating Bayesian optimization with an interval update mechanism.

0

1

2

ϕ

ϕ(α)

µ(α)± 2 · S(α)
Bayesian optimization observations
Moré-Thuente observations

0 0.2 0.4 0.6 0.8 1
−2

−1

0

α

L
C
B

Fig. 1. An exemplary line search comparing the Moré-Thuente line search with
Bayesian optimization. The Moré-Thuente line search fails to find the global opti-
mizer, while Bayesian optimization is on track to locate it. The orange line represents
the Lower Confidence Bound (LCB) acquisition function, defined based on the Gaus-
sian process conditioned on all prior observations. We observe that the next observation
by Bayesian optimization, according to the acquisition function, is very close to the
global optimizer.

3.1 Interval Selection

To apply Bayesian optimization effectively, we first determine an initial bounded
interval that contains a step satisfying the strong Wolfe conditions. We initialize
the search interval as [αl = 0, αu = α0], where α0 = min(1, αmax). If this interval
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does not contain a valid step, we expand it iteratively by updating the interval
as follows:

[αl, αu]← [αu,min(c · αu, αmax)], c ∈ R>1

If ψ(αu) ≥ ψ(αl) or ψ′(αu) ≥ 0, we can guarantee the presence of a step sat-
isfying the strong Wolfe conditions within the interval according to Corollary 1,
since αl < αu, ψ(αl) ≤ 0, and ψ′(αl) < 0. Note that each interval update implies
an improvement upon ϕ, as ψ(αu) < ψ(αl) and αl < αu implies ϕ(αu) < ϕ(αl).

3.2 Bayesian Optimization for Step Selection

Once we have an interval [αl, αu] that either contains a valid step or has reached
the maximum step size, i.e., αu = αmax, we apply Bayesian optimization to ap-
proximate the minimizer of ϕ(α). This process continues until a step satisfying
the strong Wolfe conditions is found or the number of function evaluations ex-
ceeds a predefined limit. If Bayesian optimization does not identify a valid step,
we refine the interval using a strategy inspired by the Moré-Thuente update rules
and retry Bayesian optimization on the new interval.

Unlike traditional methods that consider only two previous evaluations, Baye-
sian optimization tracks all function and gradient values observed during the
search. We maintain a dataset D of all previously evaluated steps. If at any
point a step satisfying the strong Wolfe conditions is found and offers better
improvement than prior steps, the line search terminates immediately.

During interval refinement, we define an auxiliary function Ψ(α) to determine
the next nested interval. Initially, we set Ψ = ψ, but if we encounter a step αt

where ψ(αt) ≤ 0 and ϕ′(αt) > 0, we switch to Ψ = ϕ, following the Moré-Thuente
approach.

In each iteration, Bayesian optimization selects the next candidate step αt

within (αl, αu). If Bayesian optimization fails to improve upon the interval end-
points, we select the step in D with the highest Gaussian kernel density estima-
tion [30] within the current interval, as Bayesian optimization tends to produce
denser observations around minimizers asymptotically [23,24]. Since αt is now
distinct from αl and αu, we update the interval according to Moré-Thuente’s
updating rules (U1-U3):

Case U1: If Ψ(αt) > Ψ(αl), then α+
l ← αl and α+

u ← αt

Case U2: If Ψ(αt) ≤ Ψ(αl) and Ψ ′(αt)(αl − αt) > 0, then α+
l ← αt and α+

u ←
αu

Case U3: If Ψ(αt) ≤ Ψ(αl) and Ψ ′(αt)(αl − αt) < 0, then α+
l ← αt and α+

u ←
αl

This process is repeated until a step satisfying the strong Wolfe conditions is
found or the iteration limit is reached. To ensure finite convergence, we impose
a condition on the interval size: if the interval has not decreased by a factor of
δ < 1 (typically δ = 2/3) over two consecutive refinements, we force a bisection
step. Moré-Thuente show that this process returns a step satisfying the strong
Wolfe conditions or αmax.
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3.3 Bayesian Optimization Implementation

The Bayesian optimization approximates the minimizer of ϕ on an interval
[αmin, αmax] with αmin < αmax. Bayesian optimization runs until a set thresh-
old on the number of condition steps is reached or a step satisfying the strong
Wolfe conditions is found. In each iteration, we condition the Gaussian process
used as the Bayesian optimization surrogate on all function values and gradients
of the steps in D ∩ [αmin, αmax]. Our Gaussian process prior uses the Matérn
kernel with ν = 5

2 and length scale hyperparameter |αmax − αmin|. The prior
mean is a constant at the best-known function value (µ(x) = min{ϕ(α)|α ∈
D ∩ [αmin, αmax]}), as we have no other information about the structure of the
black-box objective function.

We maximize the Lower Confidence Bound (LCB) acquisition function using
a hybrid global-local optimizer that employs the DIRECT [14,15] optimizer to
find a step and refines it using L-BFGS-B [42]. The new step is added to D and
used to condition the Gaussian process in the next iteration.

If the number of steps used to condition the surrogate Gaussian process
exceeds a parameter threshold without identifying a step satisfying the strong
Wolfe conditions, we return the step in D ∩ [αmin, αmax] with the best function
value.

3.4 Convergence Guarantee

To prove that the discovery of the initial interval with finite endpoints terminates
in a finite number of iterations, we show that the number of interval updates
required until a step satisfying the strong Wolfe conditions can be guaranteed
to be within the interval or αu = αmax is bounded from above.

Theorem 2. Let ϕmin be a strict lower bound for ϕ. Let [αl = 0, αu = α0 =
min(1, αmax)] be the initial interval. The number of interval updates of the form
[αu,min(c·αu, αmax)], c ∈ R>1, until αu = αmax or ψ(αu) ≥ ψ(αl) or ψ′(αu) ≥ 0
is bounded from above by⌈

1

α0
logc

(
min

(
1

µ
· ϕmin − ϕ(0)

ϕ′(0)
, αmax

))⌉
Proof. For all α > αb defined as

αb :=
1

µ
· ϕmin − ϕ(0)

ϕ′(0)

we have

ψ(α) = ϕ(α)− (ϕ(0) + µ · ϕ′(0) · α)
> ϕmin − (ϕ (0) + µ · ϕ′ (0) · αb)

= ϕmin −
(
ϕ(0) + µ · ϕ′(0) · 1

µ
· ϕmin − ϕ(0)

ϕ′(0)

)
= ϕmin − ϕmin = 0
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This means that no α > αb can satisfy the sufficient decrease condition. Suppose
we update the interval as specified enough, such that αu > αb, without any
prior interval satisfying ψ(αu) ≥ ψ(αl) or ψ′(αu) ≥ 0. Then we have αu > αb,
ψ(αl) ≤ ψ(0) ≤ 0, ψ′(αl) < 0 and ψ(αu) > 0. Thus, we have found an interval
with ψ(αu) ≥ ψ(αl). The number of interval updates required to reach this
interval or have αu = αmax is

⌈
1
α0

logc (min (αb, αmax))
⌉
. ⊓⊔

Since the interval found using the above process satisfies the invariant of
Moré-Thuente up to reordering, the interval refinement process terminates in
a finite number of iterations. Combining the convergence guarantee of the ini-
tial interval selection and the convergence guarantee of the interval refinement
process, we can ensure that our Bayesian line search terminates after a finite
number of iterations, returning either a step satisfying the strong Wolfe condi-
tions or αmax.

4 Experiments

To evaluate the performance of our Bayesian optimization-based line search
method described in Section 3, we integrate it into the GENO solver [19], which
employs a quasi-Newton optimization approach, and replace its existing line
search component.

We conduct experiments similar to those by Prusina and Laue [28], comparing
the performance of our method in terms of convergence, the number of function
evaluations, and runtime. In addition to the GENO solver with Bayesian line
search (Bayesian GENO), we evaluate:

– The GENO solver with cubic spline interpolation line search from Prusina
and Laue [28] (Cubic GENO),

– The L-BFGS-B solver [42] interfaced via SciPy [36], which uses Moré-Thuente
line search [25],

– The Ipopt solver, which employs a filter line search [37,38].

While Bayesian GENO and Cubic GENO modify only the line search component
of the GENO solver, the Ipopt and L-BFGS-B experiments use entirely different
solver implementations. As a result, performance differences may partly reflect
solver-specific factors, while still offering useful comparative insights.

The experiments are conducted on 292 unconstrained and 163 bound-constrained
problems from the CUTEst test set [12], with a time limit of 3000 seconds per
problem. Three unconstrained problems with an unbounded optimal solution are
excluded.

The experiments are executed on a machine with an Intel Xeon Gold 5315Y
CPU (3.20 GHz), 256 GiB of RAM, and Ubuntu 22.04.4 LTS. All solvers access
objective function values and gradients, starting from the same initial point x0.

The code for our benchmark is available on GitHub2.
2 https://github.com/RobinLabryga/bayesian-geno-benchmark/tree/

bayesian-ls-paper

https://github.com/RobinLabryga/bayesian-geno-benchmark/tree/bayesian-ls-paper
https://github.com/RobinLabryga/bayesian-geno-benchmark/tree/bayesian-ls-paper
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4.1 Convergence

A solver is considered converged if it satisfies at least one of the following con-
ditions:

1. Function value convergence, defined as:

fsolver − f⋆

1 + |f⋆|
< 10−4 (6)

where fsolver is the function value obtained by the solver, and f∗ is the best
function value found by any solver, serving as an approximation of the global
optimum.

2. Gradient convergence, defined as:

∥g∥∞
1 + |fsolver|

< 10−6 (7)

where ∥∇g∥∞ is the infinity norm of the gradient at the final solution point.

To ensure valid comparisons, any solver that violates bound constraints or
returns an inconsistent function value is corrected by clipping the solution to
the feasible bounds and recomputing the function value and gradient.

Table 1 presents the number of problems successfully solved by each method
for both unconstrained and bound-constrained cases. The best values in each
column are highlighted.

Table 1. The number of unconstrained and bound-constrained problems each method
solved. Column f conv. shows how many problems each method solved by the function
value criterion (Eq. (6)), while column g conv. shows how many problems each solver
solved by the gradient criterion (Eq. (7)). Column conv. shows the number of problems
where at least one of the two criteria is satisfied. The best value in each column is bold.

unconstrained bound-constrained
Solver f conv. g conv. conv. f conv. g conv. conv

Bayesian GENO 256 222 269 140 145 156
Cubic GENO 252 213 263 125 127 142
Ipopt 195 194 236 124 93 136
L-BFGS-B 232 217 246 135 139 146

Our line search method outperforms all other solvers in all three categories.
The Bayesian GENO solver converges on more problems in function value, gradi-
ent, or at least one criterion compared to the other solvers for both unconstrained
and bound-constrained problems.
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4.2 Function Evaluations

Since Bayesian optimization promises a lower function evaluation requirement to
approximate a minimizer, we compare the number of function evaluations used
by each solver. Figure 2 (a) and (b) compare the solvers regarding the num-
ber of function evaluations for unconstrained and bound-constrained problems
respectively.

The Bayesian GENO solver requires fewer function evaluations than Ipopt
and Cubic GENO to reach the same distance to the optimum f⋆. Compared
to L-BFGS-B, the Bayesian GENO solver is initially on par but outperforms
L-BFGS-B with increasing function evaluations on unconstrained problems. On
bound-constrained problems, the Bayesian GENO solver initially requires more
function evaluations than L-BFGS-B but outperforms it with increasing func-
tion evaluations. This is expected since Bayesian GENO uses a more global
exploration approach, requiring more function evaluations per line search. The
improvement over Cubic GENO indicates a more efficient exploration strategy
in Bayesian GENO.

4.3 Overhead

Each solver incurs different overhead in addition to the time required to evaluate
the objective function. We compare the overhead incurred by each solver.

The overhead per function evaluation of a solver for a problem is calculated
as

tsolver
nsolver

− E[tproblem] (8)

where tsolver is the total time the solver took to solve the problem, nsolver
is the number of function evaluations the solver performed, and E[tproblem] is
the expected time to evaluate the objective function once. The expected time
E[tproblem] is estimated by measuring the runtime of 1000 function evaluations
and taking the average. The box plots in Fig. 3 depict the range of overhead
estimations across the problems for each solver.

The Bayesian GENO solver has a higher overhead per function evaluation
than the Cubic GENO and L-BFGS-B solvers. The overhead of Bayesian GENO
is comparable to that of Ipopt. The added complexity of Gaussian process re-
gression compared to cubic spline interpolation may explain the performance
difference between Bayesian GENO and Cubic GENO. This is supported by
the increased overhead in the bound-constrained setting compared to the un-
constrained setting, where Bayesian optimization may search for a non-existent
step satisfying the strong Wolfe conditions whenever the search interval includes
αmax.

5 Conclusion

We have introduced a novel line search method that uses Bayesian optimiza-
tion to better utilize information from function and gradient evaluations. Our
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Fig. 2. A comparison between the number of function evaluations required by each
solver in the experiments. For each problem, we calculate the distance of the best-
observed function value to f⋆ at every function evaluation. We then normalize the
distance to f⋆ such that the distance at the first function evaluation is 1.0. Similarly,
we normalize the number of function evaluations such that the number of function
evaluations at the discovery of f⋆ is 1.0. We then calculate the mean (solid lines) and
standard deviation (dashed lines) of the normalized distances across all problems. The
x-axis shows the number of function evaluations, while the y-axis shows the distance
to f⋆.
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Fig. 3. Box plots depicting the overhead per function evaluation in milliseconds for
each solver on the unconstrained and bound-constrained problems computed as in
Eq. (8).

approach addresses the limitations of traditional line search techniques, which
discard valuable information during iterative refinement. By employing a Gaus-
sian process surrogate model, our method finds more informed step lengths,
offering a solution that is both theoretically sound and practically efficient.

Through extensive empirical evaluations on the challenging unconstrained
and bound-constrained optimization problems from the CUTEst test set, we
demonstrated the superiority of the proposed method when integrated into the
GENO solver. The Bayesian line search outperformed state-of-the-art methods
in terms of convergence on both function value and gradient criteria, solving a
greater number of problems across diverse problem types. While it incurs higher
computational overhead, this method is especially valuable in optimization sce-
narios where function evaluations are expensive.

Disclosure of Interests. The authors have no competing interests to declare that
are relevant to the content of this article.
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