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Abstract

Despite large neural networks demonstrating re-
markable abilities to complete different tasks, they
require excessive memory usage to store the opti-
mization states for training. To alleviate this, the
low-rank adaptation (LoRA) is proposed to reduce
the optimization states by training fewer parame-
ters. However, LoRA restricts overall weight up-
date matrices to be low-rank, limiting the model
performance. In this work, we investigate the
dynamics of LoRA and identify that it can be ap-
proximated by a random projection. Based on
this observation, we propose FLORA, which is
able to achieve high-rank updates by resampling
the projection matrices while enjoying the sublin-
ear space complexity of optimization states. We
conduct experiments across different tasks and
model architectures to verify the effectiveness of
our approach.

1. Introduction

Gradient-based optimization powers the learning part of
deep neural networks. In the simplest form, stochastic gradi-
ent descent (SGD) updates the model parameters using noisy
estimation of the negative gradient. More advanced methods
track various gradient statistics to stabilize and accelerate
training (Duchi et al.}|201 1} Hinton et al.,[2012)). For exam-
ple, the momentum technique tracks an exponential moving
average of gradients for variance reduction (Cutkosky &
Orabona, [2019) and damping (Gohl 2017). On the other
hand, gradient accumulation computes the average of gra-
dients in the last few batches to simulate a larger effective
batch for variance reduction (Wang et al., | 2013)). Both cases
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require an additional memory buffer equal to the model size
to store the information.

However, such a linear space complexity of optimization
states becomes problematic in modern deep learning. For
example, GPT-3 (Brown et al., 2020) and Stable Diffu-
sion (Rombach et al.| [2022) are trained with Adam (Kingma
& Bal, 2015) where momentum is applied. For each scalar
in the parameter set, Adam maintains two additional vari-
ables (i.e., first- and second-moment estimates), tripling
the memory usage. The largest GPT-3, for example, has
175 billion parameters taking 700GB of memory. Adam re-
quires an additional 1.4TB memory for optimization states.
This excessive amount of memory usage poses a scaling
challenge.

One line of research saves memory by training a subset of
parameters (Houlsby et al., 2019; [Zaken et al., 2022)), so
the optimizer only stores information about a small set of
trainable parameters. One notable example is the low-rank
adaptation (LoRA, Hu et al.,2022)). LoRA updates parame-
ter matrices by low-rank patches, which contain much fewer
trainable parameters. In this way, the momentum and gradi-
ent accumulation also have much smaller sizes. However,
LoRA restricts the weight update to be in the low-rank form,
limiting the optimization space of the model parameters.

Another line of work designs new optimizers that use less
memory (Dettmers et al., 20215 |Feinberg et al.,|2023)). For
instance, Adafactor (Shazeer & Stern, 2018)) leverages the
closed-form solution of generalized Kullback—Leibler diver-
gence (Finesso & Spreijl [2000) to reconstruct the second-
moment estimate in Adam. To optimize a matrix in R™*™,
Adafactor reduces the memory from O(nm) to O(n + m),
making the space complexity of second-moment estimation
sublinear in model size. However, Adafactor drops the mo-
mentum technique to achieve the sublinearity, sacrificing the
variance reduction and damping effect of momentum (Rae
et al.,|2021). Moreover, it does not reduce the memory for
gradient accumulation.

In this work, we propose FLORA (from LoRA to high-rank
updates), which is a novel optimization technique that uses
sublinear memory for gradient accumulation and momen-
tum calculation. Our intuition arises from investigating
LoRA and observing that a LoRA update is dominated by
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a random projection, which compresses the gradient into a
lower-dimensional space (Dasgupta,[2000; Bingham & Man/{
nila, |2001). Thus, we propose FLORA that applies such a
compression technique directly to the update of the original
weight matrix. Our FLORA resamples the random projec-
tion and is able to mitigate the low-rank limitation of LoRA.
Further, our approach only stores the compressed gradient
accumulation and momentum, thus saving the memory us-
age of optimization states to the sublinear level. We conduct
experiments across different tasks and model architectures
to verify the effectiveness of our approach. When combined
with Adafactor as a base optimizer, our approach yields sim-
ilar performance to uncompressed, full-matrix update, while
largely outperforming other compression techniques such
as LoRA. Interestingly, the space complexity of FLORA is
in the same order as LoRA but has a smaller constant in
practice, leading to less memory usage than LoRA.

2. Approach

In this section, we first present our observation of the dy-
namics of LoRA updates (§2.1). Then, we show that LoRA
can be approximated by random projection (§2.2), which
serves as gradient compression (§2.3) and can be used for
sublinear-space gradient accumulation and momentum cal-
culation (§2.4).

2.1. Dynamics of low-rank adaptation (LoRA)

For update a pre-trained weight matrix W € R"*™,
LoRA parameterizes B € R"*" and A € R"™™ with
r < min{n, m}. After applying LoRA, the forward pass
becomes

y= (W + BA)x = Wz + BAx, )

where x € R™ is the input for current layer and y € R™ is
the pre-activation value of the next layer. At the beginning
of LoRA updates, B A should not change the original weight
W. The common practice is to initialize the matrix B with
an all-zero matrix and A with a normal distribution.

During back-propagation, the matrix W has gradient

Vwil = 8—LxT, )
dy

where % € R™ is the partial derivative w.r.t. y. LoRA only
calculates the gradient w.r.t. the matrices A and B, given by

oL _ +OL + _

- = — T
94 B 6yx B (VwZL) 3
oL oL 7 ¢ .

and B 6yx A =(VwL)A'. 4)

Our insight is that in Equations (3)) and (4], LoRA essentially
down-projects the original gradient to a lower dimension. In

fact, we found that LoRA recovers the well-known random
projection method (Dasgupta, [2000; Bingham & Mannilal,
2001). We formally state this in the following theorem.

Theorem 2.1. Let LoRA update matrices A and B with
SGD for every step t by

App1 <Ay =B/ (Vi Ly) Q)
Bii1 By —n(VwLy)A], (6)

where 1 is the learning rate. We assume
|| Z?:o Vw L ||F < L for every T during training,
which implies that the model stays within a finite Euclidean
ball. In this case, the dynamics of Ay and By are given by

Ar = Ao +nAofa(T), Br=nfs(T)Ay, )

where the forms of fa(t) € R™*™ and fg(t) € R™*™
are expressed in the proof. In particular, ||fa(t)]2 <
an(l_(n2L2)t)

Ey for every t.

Proof. See Appendix [A] O

Theorem 2.1|describes the SGD dynamics of LoRA updates.
Without loss of generality, we denote the total change of A
and B after T step as A A and A B, respectively. Then the
fine-tuned forward function will be

W+ (Bo + AB)(A4p + AA) ®)
=W + BoAo + BoAA+ ABAy + ABAA ©)]
=W + ABAy+ ABAA, (10)

where By = 0 is due to the initialization of the B matrix.
The final expression dissects the LoRA weight into two
parts. We observe that it is the first part that dominates the
total weight change, as stated below.

Observation 2.2. When the learning rate is small, we have
an approximation that

W+ (Bo + AB)(Ag + AA) ~ W + ABAy. (11

This can be seen by expanding By and A given by Theo-
rem[2.1} Specifically, we have that

W + ABAg+ ABAA (12)
=W +nfp(t)Ag Ao + 1 fB(t)Ag Aofa(t) (13)

Our insight is that the third term has a smaller magni-
tude when the learning rate is not large. This is because

2 2712\t
a0l < 1740l < "0 giien by Theo-
rem2.1] If n < 1/L, we have lim;_,c n[|fa(?)]] < 1,
which indicates that the third term is significantly smaller
than the second term, making it negligible in the final up-

dates.
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2.2. Random projection of gradients

By Observation[2.2] the change of the matrix B dominates
the final weight. A straightforward simplification is to freeze
the matrix A but to tune the matrix B only (denoted by AB ).
In this case, we have

W + (By + AB)(Ag + AA) (14)
~W + ABA, (15)
=W +nfp(T)Aq Ao. (16)

In Equation (T3)), By is dropped because B is initialized as
an all-zero matrix. Equation (T6) defines fz(T"), which will
have the update form

fe(t+1):= fa(t) — VL, (17)
following the derivations in Theorem Therefore,
f(t) = =3, VwL;. Putting it to Equation (I6), we
have

W +nf(T)Ag Ag (18)

T
=W - (Z vwct> Ag Ao (19)
t=0
T
Wy [(vwct)AJAo} . (20)
t=0

In other words, our derivation reveals that, with some ap-
proximations, LoRA updates can be viewed as perform-
ing random projection to the gradient. In particular, it
compresses a gradient by a random down-projection A] ,
and then decompresses it by an up-projection Ay.

2.3. Our interpretation of LoORA

To this end, we provide a novel interpretation of a LoRA
update by framing it as the compression and decompression
of gradients.

Compression. LoRA first compresses the gradient by
a random down-projection, which can be justified by
the following result based on the Johnson-Lindenstrauss
lemma (Dasgupta & Gupta, 2003} Matousek, 2008)).
Lemma 2.3 (Indyk & Motwani). Let ¢ € (0,1/2] and
§ € (0,1). Let A € R™™™ be a random matrix where
each element is independently sampled from a standard
Gaussian distribution. There exists a constant c such that
when r = ce~21og(8/2), we have

1= llzl < (1/vr)Azl| < A+ )llzl] 2D
with probability at least 1 — 6 for every x € R™.

Essentially, this lemma suggests that, with a high proba-
bility, the projection by a random Gaussian matrix largely
preserves the scaled norm in the original space.

Training Loss (log)
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Figure 1: The results of LoRA and its simplifications. We
apply the LoRA patch to the first layer of the network with
a shape of 768 x 768 and set » = 8. The legend LoRA is the
original LoORA method, while LoRA(B) is the simplification
where only the matrix B is updated. RP (random projection)
and RRP (resampled RP) follow the same update rule (20),
but RRP uses different projection matrices at different steps.
In addition, we show the results of SGD on the full model
for comparison. All experiments use the same 1 = 0.01.

In the case of LoRA, such a random projection is applied to
each row of the gradient matrices, whose dimension is thus
reduced from R™*™ to R"*". The lemma asserts that the
norm structure of the rows is approximately preserved.

Decompression. After down-projection by A], LoRA
decomposes the gradient by an up-projection Ag. We show
that this will recover the original gradient in expectation:

E (W + (VL) Ag Ao (22)

=W + (VL) E[A] Ao] (23)

where (1/7)Ea,[Ag Ao] is an identity matrix. Moreover,
the larger the rank r, the closer the expectation is to the
identity. We quantify the error in our following theorem.

Theorem 2.4. Let A be a matrix of shape R™*"™ where each
element is independently sampled from a standard Gaussian
distribution. Let €, € (0, 1]. There exists a constant ¢ such
that when r = clog(2m/d)e~2, we have for all i, j that

‘[ATA iy

<e 24)
with confidence at least 1 — 6.

Proof. See Appendix O
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Our Theorem [2.4]implies that 7 only needs to scale logarith-
mically to preserve the element-wise reconstruction error,
which is efficient in both computation and memory. Further,
the logarithmic asymptotic rate makes it an ideal candidate
to be applied to the training of modern neural models where
m is large.

We empirically verify our interpretation of LoRA by a pilot
study on the Fashion-MNIST dataset (Xiao et al., [2017)
with a simple feed-forward network. We experiment with
a variant of LoRA where only B is tuned; we call the vari-
ant LoRA(B). As shown in Figure |1} the performance of
LoRA(B) is close to the original LoRA, which is consis-
tent with Observation [2.2]and suggests the overall update of
LoRA is dominated by the compression-and-decompression
step. Further, the curve is identical to random projection
(RP), well aligned with our derivation in Section

2.4. Our method: FLORA

Based on the analyses, we propose our method, FLORA
(from LoRA to high-rank updates), to enable overall high-
rank updates. One of the main insights of FLORA is that it
constantly resamples the projection matrix in Equation (20).
Therefore, our total weight change is no longer constrained
to be low-rank. Moreover, we can apply the random-
projection compression to the optimization states for mem-
ory saving. We demonstrate two common scenarios where
FLORA can be applied: (1) an arithmetic mean (AM) over a
period of history, for which a concrete example is gradient
accumulation; (2) an exponential moving average (EMA),
for which an example could be momentum calculation. We
show that compression of FLORA has the same asymptotic
rate as LoRA but with a lower constant.

Resampling random projection matrices. With the ap-
proximation in Observation [2.2] LoRA can be viewed as
having a fixed random projection matrix Ag. This restricts
the overall change of W to be low-rank. However, our anal-
ysis in Section holds for any random matrix at every
time step.

Therefore, we propose in FLORA to resample a new random
matrix to avoid the total change restricted in a low-rank
subspace. In our pilot study, resampling the random ma-
trix (RRP) largely recovers the performance of full-matrix
SGD, significantly surpassing both the original LoRA and
its approximated version in Equation (20). The empirical ev-
idence highlights the effectiveness of avoiding the low-rank
constraint in our FLORA.

It should be emphasized that we cannot resample the down-
projection matrix A in LoRA. This is because A and B
are coupled during the updates, and if the down-projection
matrix A is resampled, the already updated matrix B will
not fit. On the other hand, our FLORA directly updates

Algorithm 1 Gradient accumulation with FLORA.

Require: rank r € Z, accumulating steps 7 € Z
Require: gradient function Vy f.(-)

Require: weight matrices W = {W(l) s dim(W®) = 2}
> Initialization of the accumulator state

1: for W € W do
2: Cw + 0™ > O(nr)
3:  sw < anindependent random seed
4: end for

> Accumulating the compressed gradients
5: fori € [r] do
6: for W € Wdo
7. Gw +— wal(W) > Gw € RX™
8: Aw <—./\[SW(O, 1/7‘) DAW c R™X™
9: Cw « Cw + Gw Ay, > Compresssion
10:  end for
11: end for

> Reconstruction
12: for W € W do
130 Aw + N, (0,1/7)
14: GW «— (1/n)CwAW
15: end for _
16: return {Gw : W € W}

> Ay € R™™
> Decompression

> Overwrite {Gw }

the weight matrix W during training, making it flexible to
choose a random down-projection at every step.

Sublinear memory gradient accumulation. One appli-
cation of our FLORA is to compress the optimization states
to save memory during training. We first show this with an
example of gradient accumulation, which is widely used in
practice to simulate a larger batch size (Smith et al., [2018).
Specifically, it calculates the arithmetic mean (AM) of gra-
dients for 7 steps and updates the model by the AM. In this
way, the effective batch size is 7 times larger than the origi-
nal batch size. However, it requires a memory buffer, whose
size is equal to the model itself, to store the accumulated
gradients.

In FLORA, we propose to compress the gradient accumu-
lation with the down-projection. Within an accumulation
cycle, we only maintain the accumulated gradient in the
randomly down-projected space. During decompression,
we can reuse the memory for gradients to reduce additional
overheads. The resampling of the projection matrix occurs
when an accumulation cycle is finished. The overall algo-
rithm is summarized in Algorithm

Sublinear memory momentum. The momentum tech-
nique is widely used in modern deep learning to reduce
the variance of the gradient and accelerate training (Nes-
terov, |1998}; |Gohl 2017; Jelass1 & L1, 2022). However, it
requires maintaining an additional momentum scalar for
each parameter, which is expensive when the model is large.

Similar to the compressed gradient accumulation, we can
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Algorithm 2 Momentum with FLORA.

Require: decayrates0 < 5 <1
Require: rank r € Z, interval kK € Z
Require: gradient function Vy f.(+)
Require: weight W = {W(l) s dim(W®) = 2}
> Initialize the optimizer state

1: t+0

2: for W € W do

3: Mt,W < Onxr

4:  s¢,w < an independent random seed

5: end for

> Training procedure

6: while training not converged do
7:  for W € Wdo
8.
9

Gew < Vi ft(W) > Gyw € R™™

A w ~ N, (0,1/7) > Agw € RT™
10: ift =0 (mod k) then
11: St+1,w < an independent random seed
12: A ~ Ny w (0,1/7) > Ay € R
13; M’ Myw A w Ay
14: else
15: St4+1,W < St,W
16: /VV < At,W
17: M’ +— Myw
18: end if
Megiw < BM' + (1 — B)Gew Al |
19:  end for
20:  yield {M;11,w Ay : W € W} > Decompression
21 t<«t+1

22: end while

also compress the momentum with FLORA. For each time
step ¢, we down-project the new gradient GG; by a random
projection matrix A]. However, the difficulty for accu-
mulating momentum emerges when we use a A; different
from A;_1, as we cannot reconstruct the original momen-
tum from G;_1 A | + G A/ . This difficulty applies to all
EMA updates where the number of accumulation steps is
not finite. In this case, resampling new matrices will result
in a loss of historical accumulation.

We propose two remedies to address this issue. First, we
keep the same projection matrix for a long time to reduce the
distortion. Second, we propose to transfer the compressed
momentum from the old projection to a new one by M, =
Mt,lAt,lA:. This is justified by AllAt,l and A;'—At
are approximately the identity matrix based on Theorem 2.4}

The final algorithm is shown in Algorithm[2| Overall, for
each weight matrix W € R"*", we preserve the momen-
tum term M, with sublinear memory. Compared with the
original momentum, we reduce the memory from O(nm)
to O(nr). It should be pointed out that although we track
momentum specifically in this case, our algorithm can be
easily extended to other EMA-based statistics.

Memory analysis. It should be pointed out that nei-
ther LoRA nor our FLORA saves the memory for back-

propagation. This is because % is needed for the update

of A and B in LoRA (Dettmers et al.,[2023)), while in our
approach we also compress and decompress the gradient.

That being said, saving the memory of optimization states
alone could be critical to training large models (Dettmers
et al.l 2021). Our FLORA compresses both the AM and
EMA of gradients to the sublinear level, which shares the
same asymptotic rate as LoRA. In implementation, we may
store the random seed that generates the projection matrix—
which is highly efficient, as each element can be sampled
independently with simple operations—instead of maintain-
ing the same project matrix over batches. This allows the
program to further save memory in practice with buffer
reuse. On the contrary, LORA needs to maintain two weight
matrices A and B, as well as their AM or EMA matri-
ces. Empirically shown in Section 3] FLORA consumes less
memory than LoRA while facilitating high-rank updates
and outperforming LoRA to a large extent.

3. Experiments

In this section, we empirically verify the effectiveness of our
approach across different model architectures and datasets.

3.1. Experiment setup

Models. Given the exceptional ability of language models,
we consider Transformer-based models for our experiments.
Specifically, we select two representative models, including
the T5 (Raffel et al., 2020) and GPT-2 (Radford et al.,[2019)
series. For the TS series, we use T5-small to represent
small models and T5-3B to represent large models. T5-
small has around 60M parameters, with a hidden dimension
set to 512, while T5-3B has around 3B parameters with a
hidden dimension of 1024. For the GPT-2 series, we use the
base version to represent small models and GPT-2-XL to
represent large models. The base version has around 110M
parameters, with a hidden dimension set to 768, while the
large version has around 1.5B parameters with a hidden
dimension of 1600.

Datasets. To facilitate evaluation, we use two conditional
language modeling tasks, including summarization and
translation.

For the summarization task, we trairﬂ T5 on the XSum
dataset (Narayan et al.,2018). Each sample is a news article
with a summary. The task is to generate a summary of the
article. For each input, we prepend the prefix “summarize:”
to the source sentence in the encoder (Raffel et al., [2020).
The source and target sentences are truncated to 512 and

'In our experiments, we fine-tune a pre-trained model in the
gradient accumulation experiment, while training from scratch in
the momentum experiment (Section [3.2).
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Table 1: The results of different methods to compress gradient accumulation. The size indicates the total number of the
original model parameters. The numbers in the brackets denote the rank 7 of the random projection matrix.

(a) The results of T5 variants on XSum.

(b) The results of GPT-2 variants on IWSLT17 De-En.

Size  Accumulation Mem Ay R1/Rao/RL Size Accumulation Mem Ay BLEU
None 0.75 - 33.4/11.4/26.4 None 2.77 - 17.9
Naive 0.87 0.12  34.0/11.5/26.7 Naive 3.24 0.47 24.9
LoRA(8) 0.82 0.07 30.4/8.60/23.6 LoRA(8) 3.25 0.48 9.94
LoRA(32) 0.86 0.11  30.7/8.90/23.9 LoRA(32) 3.29 0.52 11.2

60M LoRA(128) 0.94 0.19  31.0/9.10/24.1 110M LoRA(128) 3.38 0.60 12.2
LoRA(256) 1.07 0.32 31.4/9.34/24.5 LoRA(256) 3.52 0.75 13.4
FLORA(8) 0.75 0.00 31.5/9.67/24.6 FLORA (8) 2.93 0.15 16.3
FLORA(32) 0.75 0.00 32.2/10.3/25.2 FLORA (32) 2.94 0.16 22.0
FLORA(128) 0.77 0.02  33.2/10.9/26.0 FLORA (128) 2.98 0.20 24.0
FLORA(256) 0.79 0.04 33.6/11.3/26.5 FLORA (256) 3.03 0.26 25.4
None 16.7 - 42.5/19.1/34.6 None 20.8 - 28.2
Naive 26.6 9.9  44.4/20.9/36.3 Naive 26.5 5.78 33.2
LoRA(16) 27.8 11.1  42.2/18.4/34.0 LoRA(16) 26.8 6.02 17.4
LoRA(64) 29.5 12.8  42.3/18.6/34.1 LoRA(64) 27.4 6.68 19.5

3B LoRA(256) 334 16.7 42.6/18.9/34.4 1 5B LoRA(256) 28.9 8.15 20.7
LoRA(512) OOM - : LoRA(512)  OOM

43.5/20.0/35.5
43.9/20.3/35.8
44.3/20.7/36.2
44.5/20.9/36.4

FLORA (16) 17.0 0.3
FLORA (64) 18.2 1.5
FLORA (256) 19.5 2.8
FLORA (512) 22.1 54

FLORA (16) 21.1 0.34 29.7
FLORA (64) 21.3 052 316
FLORA (256)  21.9 1.17 332
FLORA (512) 22.8 2.04 336

128 tokens, respectively.

For the translation task, we follow the setting of |Lin et al.
(2020) and train GPT-2 on the IWSLT-2017 German-English
dataset (Cettolo et al.| [2017). Each sample is a German
sentence with its English translation. The task is to generate
the English translation of the German sentence. For each
input, we use the template “translate German to English:
[source]. English: [target]” for training (Raffel
et al., 2020).

Evaluation metrics. For the summarization task, we use
the widely used ROUGE scores (Lin, 2004), including
ROUGE-1, ROUGE-2, and ROUGE-L (R1/R5/R}) to eval-
uate the quality of the generated summary. For the trans-
lation task, we use the most commonly used SacreBLEU
score (Post, 2018) to evaluate the translation quality. For
both ROUGE and SacreBLEU scores, the higher the score,
the better the quality of the generated text.

To get more insights into the training process, we moni-
tor the peak memory usage with the built-in JAX profiling
tool (Bradbury et al.| [2018). We also show the excessive
memory Aj; compared with the method where accumula-
tion or momentum is disabled. The memory is reported in
GiB (10243 bytes).

Competing methods. In our experiment, we take Adafac-
tor as the base optimizer, which is the default optimizer for
many Transformer models including TS (Raffel et al.} [2020),

and is reported to be empirically better than Adam (Rae
et al.,[2021). We use the official Adafactor implementation
in Optax (DeepMind et al.| [2020).

We compare the following methods: (1) None: a baseline
that does not use gradient accumulation or momentum; (2)
Naive: a naive implementation of gradient accumulation or
momentum, which stores the full information along train-
ing; (3) LoRA: the original LoRA method where only the
LoRA patches are trained; (4) FLORA: our approach that
compresses the gradients and decompresses them when up-
dating the original weights. For LoRA and FLORA, we
apply the projections to attention and feed-forward layers
only, while following the naive procedure for other layers
(i.e., token embeddings and vector weights).

For small models (T5-small and GPT-2 base), we test the
rank r from 8 to 256, ranging from the very low dimension
to half of the hidden dimension, for a thorough examination
of different methods. For large models (T5-3B and GPT-2-
XL), we test r from 16 to 512 to approximately maintain the
same percentage of memory saving as small models. We
do not apply learning rate schedules (Loshchilov & Hutter,
2017) or weight decay (Loshchilov & Hutter, 2019) in any
experiments to rule out the influence of these techniques.

3.2. Main results

Gradient accumulation. In this setting, we fine-tune pre-
trained models with 16 gradient accumulation steps. To
achieve a minimal memory footprint and fit large models,
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Table 2: The results of compressing momentum. The size
indicates the total number of the original model parameters.
The numbers in the brackets denote the rank r of the random
projection matrix.

Setting Momentum Mem Results
None 1.65  29.4/9.11/23.3
Naive 1.89  29.9/9.40/23.8
LoRA(8) 1.88  18.0/3.33/14.9
LoRA(32) 1.91  20.4/4.20/16.7/
T5 60M LoRA(128) 205 21.5/4.82/17.4
XSum LoRA(256) 2.13  22.2/5.04/17.9
FLORA (8) 1.71  25.5/6.56/20.4
FLORA (32) 1.72  26.9/7.32/21.5
FLORA (128) 1.75  29.1/8.76/23.2
FLORA (256) 1.79  30.2/9.51/24.0
None 8.95 194
Naive 9.45 19.9
LoRA(8) 9.42 4.98
LoRA(32) 9.46 6.76
GPT-2 110M  LoRA(128) 9.55 8.72
IWSLT17 LoRA(256) 9.76 9.83
FLORA (8) 9.09 9.14
FLORA (32) 9.10 14.9
FLORA (128) 9.14 18.6
FLORA (256) 9.20 19.9

the physical batch size is set to 1. We sweep the learning rate
from 10~° to 10~! with the naive accumulation method on
the validation loss. The best learning rate is applied to other
methods, excluding LoRA, which is tuned individually as it
is reported to have different optimal learning rates (Hu et al.,
2022). For each run, the model is fine-tuned for 1 epoch
to prevent over-fitting following the common practice (Wu
et al., 2021). The results are reported on the test set based
on the checkpoint with the lowest validation loss.

We present the results in Table E} As shown, the naive
gradient accumulation improves the ROUGE scores over
the method without accumulation, but it leads to a large
memory usage, which is similar to the model size, to store
the accumulation. For LoRA, we empirically observe that it
generally does not reduce memory usage in this case, as the
state of Adafactor is already sublinear. In fact, it increases
memory because it stores another four low-rank matrices
for each weight matrix and adds an additional Jacobian path
for the automatic differentiation.

On the contrary, our FLORA reduces the memory footprint
on all benchmarks compared with the naive accumulation.
In addition, when r is reasonably large, our method is able
to recover the performance (in ROUGE or BLEU scores)
of full-matrix accumulation and surpass the baseline that
accumulation is not enabled. Notably, for the large models
(T5-3B and GPT-2-XL), the memory overhead of FLORA
(r = 256) is only 30% of the naive accumulation, while the
performance is on par.

Table 3: The effect of x in momentum.

Setting K Mem R1/Ra/RL
] 179 0.00/0.00/0.00
10 179 27.5/7.68/31.8
oM 00 179 29.3/8.89232
1000 179  30.4/9.70/24.2
10000 179  29.5/9.11/23.5

Momentum. Given that the momentum technique is inef-
fective in fine-tuning (L1 et al., |2020)), we train all models
from scratch in this setting. The physical batch size is set
to 4 as a result of balancing the generalization and variance
reduction (Masters & Luschil 2018). We disable the gradi-
ent accumulation technique to rule out its impact. Due to
the expense of training from scratch, we only test the small
variants of each series. Similar to the settings in gradient
accumulation, we sweep the learning rate for the naive mo-
mentum method from 10~ to 10~! on the validation loss.
The best learning rates are applied to all methods excluding
LoRA, which again has its own optimal learning rate. The
hyper-parameter x (resampling interval) is set to 1000 for
all runs of FLORA. The effect of different values of x is
shown in Section

As shown in Table 2] the naive momentum technique
achieves better performance than at a cost of more mem-
ory usage. Similar to the results in gradient accumulation,
LoRA does not save memory given the optimization state
is already sublinear. It also has a significantly lower per-
formance when trained from scratch, as the overall matrix
update can only be low-rank.

Our FLORA utilizes less memory than the naive momentum.
In addition, our method recovers (or even surpasses) the
performance of naive momentum when 7 is increased. This
significantly distinguishes our methods from LoRA as it
achieves memory-efficient training even when the initializa-
tion is random.

3.3. In-depth analyses

The effect of « in momentum. In our momentum im-
plementation, we have a hyper-parameter « controlling the
resampling frequency of the random-projection matrix. In
this part, we analyze the effect of x with T5-small on the
summarization task as our testbed, due to the limit of time
and resources. We vary « by keeping other hyper-parameters
the same as in Section[3.2

The results are shown in Table [3| It is seen that, when &
is below 1000, the ROUGE scores increase with . After
a certain threshold, however, we see that the performance
starts to decrease. This aligns with our interpretation that
the information is better preserved within the interval, but
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Table 4: The results of linear-memory optimizers.

Setting Accumulation Mem R1/Ra/RL
None 0.99  33.0/11.1/26.1
Naive 1.12  34.0/11.5/26.7
LoRA(8) 0.82  28.7/7.51/22.0
LoRA(32) 0.86  29.0/7.71/22.3

TS5 60M LoRA(128) 1.00  29.7/8.02/22.9

XSum LoRA(256) 1.20  30.0/8.28/23.2

FLORA (8) 1.00
FLORA (32) 1.00
FLORA (128) 1.00
FLORA (256) 1.04

31.6/9.72/24.7
32.3/10.3/25.3
33.2/10.9/26.0
33.5/11.1/26.3

each interval is bottlenecked by the rank. Given the results,
we choose x = 1000 in Section[3.2]to balance the preserved
information and the overall rank of momentum.

Optimizer with linear memory. In our main experiments,
we observed a counter-intuitive phenomenon that LoRA em-
pirically increases memory usage. This is likely because the
optimization states in Adafactor are already sublinear, ren-
dering the ineffectiveness of LoRA to save memory in this
case. To further verify our method in linear-memory opti-
mizers, we test the performance with a variant of Adafactor
where the second-moment estimates are not factorized, es-
sentially making it a linear-memory optimizer. All the other
hyper-parameters remain the same as Section [3.2]

Table[]shows the results. As seen, LoRA indeed saves more
memory than our FLORA when the rank is low (r <128) in
linear-memory optimizers. However, our FLORA becomes
more memory-efficient for r = 256, because we have a
lower constant in the complexity. Moreover, our FLORA
largely outperforms LoRA in all settings by 2—-3 ROUGE
points, showing the superiority of our approach.

3.4. Additional experiments

We additionally conducted several preliminary experiments
during the author response phase and found the following
observations: (1) FLORA performs well on images with
ViT (Appendix [C.T)), (2) FLORA outperforms the concur-
rent GaLore in both memory reduction and model quality
(Appendix[C.2)), and (3) FLORA can be combined with acti-
vation checkpointing (AC) and layer-wise update (LOMO)
to further reduce the peak memory (Appendix [C.3).

4. Related work and discussion

Parameter-efficient fine-tuning. Many methods have
been proposed to improve the parameter efficiency of fine-
tuning large models. A straightforward way is to tune a
subset of the model, such as the top layers (Li & Liang,
2021)) and bias vectors (Zaken et al., [2022). Another way

is to add small tunable modules, e.g., the Adapter (Houlsby
et al., 2019) and LoRA (Hu et al.,2022), to the pre-trained
model. Although reducing the optimization memory, these
methods suffer from the problem that the model parame-
ters are restricted. For example, the total weight change
of LoRA is constrained to be low-rank. In an attempt to
achieve high-rank updates, ReLoRA (Lialin et al., [2023])
proposes to periodically reinitialize the LoRA patch. How-
ever, it requires full-weight pre-training to work properly,
growing the peak memory linearly in model size. We hence
do not include ReLoRA as a sublinear-memory baseline. By
contrast, our method is able to start directly from scratch
and achieve the full training performance while maintaining
a sublinear complexity throughout the process.

Matrix compression. Our method is closely connected to
matrix compression techniques. For example, principal com-
ponent analysis (Shlens,2014)) or matrix sketching (Liberty}
2013; Rothchild et al., [2020) use singular value decompo-
sition (SVD) to approximate the large matrix with smaller
matrices. However, the SVD procedure is computationally
expensive and difficult to parallelize, making it impracti-
cal for large-scale training. Another way to compress the
matrix is to use random projection (Bingham & Mannilal
2001)), which lies the foundation of our method. Our method
additionally involves a simple and efficient decompression
procedure justified by Theorem The simplification
saves both computation and memory usage.

Memory-efficient optimizers. Optimization states con-
tribute significantly to memory usage for large-scale train-
ing (Dettmers et al.l |2021). Memory-efficient optimiz-
ers (Shazeer & Stern, 2018} [Feinberg et al.,|2023)) are shown
to effectively reduce the memory footprint. Our method
is orthogonal to these methods, as it can be applied to en-
hance existing optimizers by compressing the momentum
or gradient accumulation.

Memory-efficient automatic differentiation. It is also
possible to reduce the memory footprint of back-propagation
with advanced techniques like activation checkpoint-
ing (Chen et al.| 2016), layer-by-layer updating (Lv et al.,
2023), mixed-precision training (Micikevicius et al., 2018),
randomized auto differentiation (Oktay et al. [2020), or
zeroth-order optimization (Malladi et al., [2023). Techni-
cally, FLORA can be combined with these methods to further
save memory. We demonstrate the combination of FLORA,
activation checkpointing, and layer-by-layer updating in Ap-
pendix [C.2] as an example. We leave further exploration to
future work, given our focus in this paper is to compress
optimization states.
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5. Conclusion

Summary. In this work, we introduce FLORA, a method
based on random projections that achieves sublinear mem-
ory usage for gradient accumulation and momentum. In
addition, our approach effectively addresses the low-rank
limitation of LoRA by resampling projection matrices. Ex-
perimental results demonstrate significant memory reduc-
tion with maintained model performance, highlighting the
potential of random projection in deep learning.

Future work. In this paper, the largest model is 7B. For
extremely large models like GPT-3, we estimate that the
compressed optimization state of » = 256 is only 2.08%
of its original memory, which would be of great practical
significance. We leave the empirical verification to future
work. Further, the applicable scope of FLORA is not limited
to Transformer-based models. We would like to test it on
more architectures.

Impact statement

Our paper presents a memory-efficient method for deep
learning to advance the field of machine learning. It is not
expected to have direct consequences on the general public.
We, however, anticipate it to have a positive impact on the
environment by reducing the resources of model training.
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A. Proof of Theorem 2.1]

Theorem 2.1. Let LoRA update matrices A and B with SGD for every step t by
Appq Ay — nBT(VWEt) %)
Bii1 < By —n(VwLy)A], (©6)

where 1) is the learning rate. We assume H ZtT:o Vw Ly H p < L for every T during training, which implies that the model
stays within a finite Euclidean ball. In this case, the dynamics of A; and By are given by

Ar = Ao +nAofa(T), Br=nfs(T)A;, 7

where the forms of fa(t) € R™*™ and fp(t) € R™™™ )2 <

L2 (1-(r* %))
i

for every t.

Before proving the theorem, we need to obtain the form of f4(t) and f5(¢). We derive them in the following lemma.
Lemma A.1. Whent =0, f4(0) = fg(0) = 0. Fort > 1, the values of f4(t) and fg(t) are iteratively obtained by:

= - Z F5 @) (VwLs) (25)
t—1

) == (VwLi)(nfi(i)+1) (26)
=0

Proof. We prove this by induction. For the base case ¢t = 0, it is straightforward to show f4(0) = f5(0) =0

Assume A; = Ag + nAofa(t) and B; = nfp(t)Aj holds with such functions f4 and fp for 1...¢. Then for ¢ + 1, we
have

Ap1 =Ay — B (VwLy) 27
=Ao +nAofalt) = n* Aof (1) (VL) (28)
=Ao +ndo (falt) —nfp () (VwLy)) (29)
=Ag +ndo (fa(t+1)), (30)

where we have fa(t + 1) = fa(t) —nfF(0(VwLe) = —n Sy £ (0)(ViwLy) in the last line.

Similarly, we have

By =By —n(VwLy) Al 31)

=nfp(t)Ag — n(VwL)(fa(t) + DAG (32)

= (f5(t) = (VwL)(nf4 (1) + 1)) Ag (33)

=nfp(t+1)Ag, (34)

where we have fp(t +1) = f(t) — (VwLe)(nfa () +1) = =St (VwLi)(nf4 (i) + I) in the last line. O

2(1 [ 272\t
Proof of Theorem 2.1} Define a; := %# We prove || fa(t)]| < a; by induction. For the base case ¢t = 0, it is

trivial to see || f4(0)|| = 0 < ag. We then assume || f4(i)|| < a; fori < ¢ — 1. Since a; is monotonically increasing, we
know || f4(i)|| < a;—y fori <t — 1. By using Lemma[A.1] we have

:_ang (VwLs) (35)
t—1i—1

==Y (fali) + D(VwL;) (VL) (36)
=1 j=0
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Taking the norm, we have

t—1i—1
1fa®)lle = 0> falG) + D(Vw L) (VwLs) (37)
i=1 j=0 P
t—2 t—1 t—1i—1
2D SEANWL)T Y (VwL)| | DD (VwL) (VwLs) (38)
3=0 i=j+1 » i=1 j=0 »
t—2
<L (faGN(YwL) || +nL? (Lemma[A.2)
Jj=0 F
<n*La;_1 +nL? (Lemma([A.3)
nL? (L)
=L — 2z nL? (39)
_77L2 _ (7’]2L2)t+1
B pey (40)
—ay. @1)
Therefore, we have || fa(t)|| < ||fa(t)||F < a; for every t. O
Lemma A.2. If|| S L (VL) T ||lr < L, we have
t—1i—1
S (VwL)(VwL)|| < L? (42)
i=1j=0 »
for every t.
Proof. Let G(k) := V Ly, for simplicity. Taking the square,
n 2
> ) Gim)"G(n) (43)
n m=1 F
R3S > (6 (44)
n m=1
2
> > (Z NealGn)les ) (45)
n m=1
t—1
< ( Z Z Z[G(m)]iJ ( Z Z Z[G(n)]iJ (Cauchy-Schwarz)
moq k m=n_j k

< ( ; Z Zk:[G(mﬂi@) 2 (46)
(T (Siowmn)’) @

m

e H 48
|5 e w

<L*, (49)
which completes the proof by taking square roots on both sides. O
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Lemma A3. If || fa(k)||lr < ag for all k < t, we have

<a1L (50)
F

S Fa() (Vi ln)T
k=0

for every t.

Proof. Let A(k) := fa(k) and G(k) = (Vw L) for simplicity. Taking the square,

HtiA(k)G(k)THi (51)
k=0
=2 ) JAWGHK)TE; (52)
k=0 i ]
Yy OCHEGm (53)
k=0 i j l
Y (S ) (S 6w ( Cauchy-Schwar?)
k=0 i 1 il
<( o, S DAL 5 (XX lews,) (54)
- il k=0 j I
<((goax, > D 1Ak)) (D 3 GW)0)?) (55)
N i1 j 1 k=0
(s o) | ool
- k=0
<@, L%, (57)
which completes the proof by taking square roots on both sides. O

B. Proof of Theorem 2.4]

Theorem 2.4. Let A be a matrix of shape R"*™ where each element is independently sampled from a standard Gaussian
distribution. Let €, € (0,1]. There exists a constant c such that when v = clog(2m/§)e~2, we have for all i, j that

‘[ATA iy

<e€ (24)
with confidence at least 1 — .

Proof. For each element of AT A, we have

r 2 o
[ATA]i,j — {Zk=1 akﬂ" if1 = 7, (58)

T h .
Y k_1QkiGk;, otherwise,

where each element a; j, is an independent random variable following A (0, 1).

For z;; == Y ;_, ai}i, it follows the x2(r) distribution. By the standard Laurent-Massart bounds (Laurent & Massart,
2000), we obtain

z

0ii =

log(2/6}) N 5108(2/01) (59)
) T

r

i’i71’§2
r
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with probability at least 1 — 4.

For z; j == Y . _, akax,; where i # j, we can rewrite it as z; j = Zzzl[(“k;“m )2 — (£15%3)2] In addiiton, all
(Qradari)2 gpd (22421 )2 gre ii.d. x2(1) distributions. Define

T 2 T 2
+ ag i + ag,; - Ak,i — Ak 5
o () e e 3 (M) (60)

k=1 k=1

it is easy to see that z;" j and z;_ ; are 1.1.d. XQ(T) distributions. In addition, z; ; = zj'j -z i Therefore, we have

+

gzj’j—1‘+ @—1’ (62)
T T

4 \/@ N 4log(i/5é) (63)

By using a union bound upon Equations (39) and (63), we can obtain

with probability at least 1 — d5.

2log(2m/9) +4210g(2m/5)

0ij <4
‘ T r

(64)
for all 7, j with probability at least 1 — §. Under this condition, we further have

5y \/ 2log(2m/d) 2log(2m/9)

(Let 7 = 128log(2m/d)e~2)

b 1281og(2m/8)e=2 ' 1281og(2m/6)e2
1
:5(6 + 62) (65)
<e, (€2 <e<l
concluding the proof by noticing d; ; = ‘[ATA —1I]i 4| O

C. Additional results

C.1. Beyond the text modality

Although our main experiments were conducted on datasets with text generation, our method FLORA can actually be applied
to the matrix multiplication in different architectures. To verify the performance on other modalities beyond text, we evaluate
the performance with the Vision Transformer (ViT) (Dosovitskiy et al.,[2020) on the CIFAR-100 (Krizhevsky et al., 2009)
image classification dataset.

The results are shown in Table[5] Consistent with main experiments, our FLORA saves as much as 32.4% of training memory
without sacrificing the accuracy. This confirms that FLORA is agnostic to model architectures and domains, demonstrating
the generality of our approach.

C.2. Comparison with GaLore

Contemporary to our work, another optimizer, GalL.ore (Zhao et al., [2024)), adapts similar down- and up-projections for
memory efficiency. The key difference between FLORA and GalLore is that FLORA randomly generates the projection
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Table 5: The image classification results on CIFAR-100 with ViT model.

Model size Optimizer Accuracy Memory
B Adam 91.93 4.12 GiB
ase FLORA 9215  3.14 GiB (-23.8%)
Adam 92.97 8.57 GiB
Large .
FLORA 92.98 5.79 GiB (-32.4%)

Table 6: The results of language modeling on the C4 dataset with FLORA and GaLore. “PPL” is the token-level perplexity.
The lower the PPL, the better. For the large model (7B), we only report the memory usage with a smaller batch size of 16 as
the training takes months to complete.

Model size  Optimizer PPL  Memory
GaLore 34.64 27.7

60M FLORA 32.52 27.5
GalLore 27.17 36.50
350M FLORA 23.69 36.48
GalLore - 22.9
7B FLORA - 21.2

matrices on the fly, whereas GalLore performs SVD operations and stores the matrices on the device. To understand their
empirical performance, we evaluate both methods on the language modelling pre-training task using the C4 dataset (Raffel
et al, 2020). We apply the same hyper-parameters as suggested in the original GaLore paper (Zhao et al,, [2024)) for
both methods, except that the learning rate is 3 times smaller for FLORA. The model architectures are adapted from
Llama-2 (Touvron et al.,|2023)) but modified to contain target parameter sizes.

We present the results in Table[6] We notice that GaLore shows a similar level of memory usage as FLORA with a small
overhead. This difference in memory is likely because GaLore stores additional projection matrices. Further, our FLORA
achieves a better performance in terms of perplexity, suggesting its strong capability in optimization.

As discussed in Section[d] Our FLORA is orthogonal to many memory-efficient automatic differentiation techniques. To show
this, we additionally enable the activation checkpointing (Chen et al., 2016) and layer-by-layer updating like LOMO (Lyv
et al.| 2023) for the 7B model. Specifically, activation checkpointing recomputes the activations during back-propagation
instead of storing them in the forward pass. LOMO, on the other hand, promptly updates the layer weight upon obtaining its
gradient without waiting until all layers are finished. Both techniques are unaffected when using FLORA. As a result, the
peak memory allocated is only 21.2GiB for the 7B model, surpassing GaLore’s memory saving of the same setting.

C.3. Profiling results

We theoretically analyzed the memory usage of FLORA and LoRA in Section[2.4] In particular, we assert that both FLORA
and LoRA reduce memory usage by maintaining smaller optimization states. To empirically verify this, we conduct the
memory profiling analysis throughout the training time. Specifically, we perform 4 training steps of a TS model for all
methods, including the vanilla training with Adam, LoRA, and FLORA. The sequence length is padded to 512, and the
batch size is set as 4. We categorize the memory usage following PyTorch’s convention. Additionally, we evaluate these
methods in the setting where more memory-efficient training techniques like activation checkpointing (Chen et al.||2016))
and LOMO (Lv et al.} 2023) are enabled. We plot the profiling results in Figure

In Figure[2a] we observe that both LoORA and FLORA have negligible memory footprint of the optimization states. Although
FLORA uses a larger gradient storage, the peak memory is dominated by activations rather than gradients, resulting in a
similar amount of peak memory usage. Further, as observed in Figure 2b] the difference in the gradient storage becomes less
significant when activation checkpointing (AC) and LOMO are applied. In this case, both LoRA and FLORA demonstrate a
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Figure 2: Profiling the memory usage by categories during four iterations of training steps.

similar memory usage pattern. We additionally provide the animation for the procedure for better illustrationEl

?Please refer to our repository at https://github.com/BorealisAI/flora-opt.
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