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Abstract

Ionizable lipids are essential in developing lipid nanoparticles (LNPs) for effec-
tive messenger RNA (mRNA) delivery. While traditional methods for designing
new ionizable lipids are typically time-consuming, deep generative models have
emerged as a powerful solution, significantly accelerating the molecular discovery
process. However, a practical challenge arises as the molecular structures generated
can often be difficult or infeasible to synthesize. This project explores Monte Carlo
tree search (MCTS)-based generative models for synthesizable ionizable lipids.
Leveraging a synthetically accessible lipid building block dataset and two special-
ized predictors to guide the search through chemical space, we introduce a policy
network guided MCTS generative model capable of producing new ionizable lipids
with available synthesis pathways.

1 Introduction

The development of messenger RNA (mRNA)-based therapeutics marks a transformative advance
in the treatment and prevention of a wide range of diseases, including genetic disorders, infectious
diseases, and cancer [37, 23]. Given the intrinsic instability of mRNA, a robust delivery mechanism is
crucial, with ionizable lipid nanoparticles (LNPs) emerging as the leading technology for this purpose
[32, 24]. These LNPs comprise four distinct lipid types, among which the ionizable amine-containing
lipids are pivotal. They primarily facilitate the encapsulation of mRNA within LNPs and enhance its
delivery into the cellular cytoplasm, where it can be translated into therapeutic proteins [19, 8, 51, 52].
Notably, different LNPs often feature unique ionizable lipid structures, emphasizing the importance
of developing a diverse array of ionizable lipids. This diversity is crucial for effectively delivering
mRNA to various target cells and tissues, highlighting the need for continued innovation in the design
of ionizable lipids to facilitate mRNA-based therapeutics.

Designing novel ionizable lipids is traditionally time-consuming and labor-intensive. However,
recent advancements in the integration of deep learning with combinatorial chemistry have shown
great promise in accelerating this development [53]. One of the primary challenges in ionizable
lipid generation is the effective exploration of a vast combinatorial chemical space. The SyntheMol
approach has demonstrated considerable success in this area, utilizing Monte Carlo tree search
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(MCTS) to efficiently navigate through expansive search spaces and generate desired molecules,
complete with synthesis pathways, particularly in the field of antibiotic development [48].

This work extends the application of the MCTS-based generative model to the domain of ionizable
lipid generation. We introduce a policy network guided MCTS method which leverages the strengths
of MCTS and integrates it with the strategic direction provided by the policy network, aiming
to optimize the generation process and yield new ionizable lipids more efficiently. Our main
contributions are:

• We compile a synthetically accessible dataset of molecules suitable for use as ionizable lipid
heads or lipid tails, which can facilitate future ionizable lipid generation tasks.

• We develop reliable lipid property predictors to assess whether a candidate molecule pos-
sesses lipid-like characteristics or ionizable properties.

• We propose and implement a generative model that leverages a policy network to guide
the MCTS in exploring the chemical space. This model effectively generates high-quality
products, complete with available synthesis pathways.

2 Related Work

Deep generative models have emerged as a powerful solution to the inverse molecular design
challenge, enabling the translation of desired molecular properties into specific molecular structures
[25, 14, 44, 3, 4, 41, 29]. A practical problem that obstructs the usefulness of these generative
algorithms is that proposed molecular structures may be challenging or infeasible to synthesize
[12]. While post-hoc synthesis planning for generated molecules is feasible [12, 39, 40], a more
effective approach is to incorporate synthesis instructions directly into the design phase. One effective
solution is to adopt a bottom-up approach which begins with existing building blocks and strategically
determines pathways to synthesize product molecules possessing desired properties [5, 48].

Identifying new ionizable lipids remains a bottleneck of LNP development. Current state-of-the-art
approaches still primarily rely on combinatorial chemistry techniques. Even when synthesized, an
ionizable lipid often fails to exhibit transfection capabilities, with a low likelihood of achieving high
transfection efficiency [53, 27]. Despite the vast structural design space of ionizable lipids, small
modifications in chemical structure can lead to substantial differences in biological performance [27].
Existing approaches that incorporate machine learning into ionizable lipid development primarily
focus on building transfection efficiency predictors to aid in lipid screening [53, 27, 9, 33]. However,
no current approaches directly utilize machine learning for the generative design of ionizable lipids.

3 Background

This section presents the theoretical background of this work.

3.1 Monte Carlo Tree Search in Molecular Generation

MCTS is a robust algorithm that integrates the stochastic nature of Monte Carlo simulations with the
structured decision-making processes inherent in tree searches [22, 7]. A recent study has shown that
MCTS-based generative models can perform successfully in small-molecule antibiotic development
[48]. In the context of SyntheMol, the algorithm iteratively builds a tree structure, where each node
represents one or more potential molecular structures, and branches represent possible synthesis steps
using 13 well-validated chemical reactions [48]. The application of SyntheMol to lipid generation is
detailed in Appendix B.

3.2 Guided Monte Carlo Tree Search

The pioneering work that integrates neural networks with MCTS is AlphaGo [42]. Building upon
that, AlphaZero refined this approach by merging the policy and value networks into a single, more
efficient neural network [43]. What’s more, AlphaZero was trained exclusively through self-play,
enabling the system to adapt and optimize its game play without relying on external data. AlphaZero
provides a highly relevant framework for the application to molecular generation. Although our
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Figure 1: Roadmap of lipid building block datasets construction. The upper flowchart illustrates the
process of filtering ionizable lipid head building block dataset. The lower flowchart illustrates the
process of constructing lipid tail building block dataset.

approach diverges from AlphaZero in that it does not integrate a value network within the MCTS
framework—instead relying on separate property predictors—the role of the policy network remains
pivotal in both contexts. In molecular generation, our policy network is instrumental in selecting
the next building block for synthesis, which directly influences the structure and properties of the
resultant molecule, akin to how each move in Go influences the progression and outcome of the game.

3.3 Retrosynthesis Evaluation

While the ideal method to validate the synthesis pathway of our generated products would be
through experimental testing in a laboratory, practical constraints currently prevent us from doing
so. Consequently, we rely on in silico evaluations to estimate synthesizability. We first calculate
the synthetic accessibility score (SA score) to predict synthesizability in an automated manner [10].
Additionally, we seek to validate our proposed synthesis pathways using Syntheseus [31], a python
package for retrosynthetic planning.

The SA score is calculated through a combination of fragment contributions and a complexity penalty
[10]. The resulting SA score provides a metric for synthetic accessibility, ranging from 1 (indicating
easy synthesis) to 10 (indicating high difficulty). However, while the SA score differentiates between
feasible and infeasible molecules to some extent, it does not provide specific insights into the
actual synthesis pathways. Syntheseus operates by recursively decomposing a target molecule into
increasingly simpler molecules through a backward reaction prediction model, continuing until it
identifies a set of synthetically accessible building blocks [31]. In our experiments, we employ the
Molecule Edit Graph Attention Network (MEGAN) backward reaction prediction model [36].

4 Methodology

This section presents the lipid building block dataset construction, the lipid property predictors, the
reaction prediction model, and the policy network guided MCTS approach for lipid generation.

4.1 Dataset Construction

An ionizable lipid consists of an ionizable lipid head and several lipid tails. Our building block
datasets contain synthetically accessible molecules that can act as lipid heads or lipid tails. We filter
valid lipid building blocks from the ZINC20 database [17], a large-scale chemical database designed
for drug discovery and virtual screening.

Figure 1 shows the flowcharts for constructing lipid head and lipid tail building block datasets.
For the ionizable lipid head dataset, we first filter ionizable molecules from the ZINC20 molecule
dataset based on specific criteria of LogP value, molecular weight, and amine groups. Since the
lipid head building blocks are expected to react with lipid tail building blocks, we further filter
reactive molecules by identifying whether or not the molecule contains certain functional groups that
participate in common reactions. Detailed filtering criteria are presented in Appendix A.
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We identify a lipid tail building block if the molecule is similar to an actual lipid tail (i.e., the tail
component of an existing lipid). Taking advantage of the Lipid Analyzer1, an implemented toolkit
for lipid tail extraction, we extract lipid tails from a lipid dataset sourced from [46, 2]. We then
conduct a similarity comparison to filter those molecules from the ZINC20 dataset that are similar
to a real lipid tail. The resulting molecules make up our lipid tail building block dataset. Detailed
information of the dataset construction process and selective examples of lipid building blocks are
shown in Appendix A.

4.2 Lipid Property Prediction

Our generative approach relies on molecular property predictors to evaluate the potential of generated
molecules to be an ionizable lipid. We employ a lipid classifier for binary assessment of lipid-likeness
and an ionizability predictor to evaluate whether the generated product is ionizable.

Lipid Classifier Utilizing the Chemprop graph neural network framework [54], our lipid classifier
features three message passing layers that integrate molecular features, complemented by two feed-
forward layers dedicated to predicting molecular properties. The dataset we use to train the lipid
classifier contains 180 000 lipid samples and 180 000 non-lipid samples. The non-lipid samples are
small molecules from the PubChem database [20]. Part of the lipid samples come from publicly
accessible lipid dataset LipidMaps and SwissLipids [46, 2]. The rest of the lipid samples are generated
using a hierarchical graph encoder-decoder that employs significantly large and flexible graph motifs
as basic building blocks [18].

Ionizability Predictor An ionizable molecule has neutral charge in physiological pH and becomes
positively charged in acidic environments [6, 45]. For simpler filtering purpose, we only consider
the net charge under pH = 7.4 (i.e., represents the physiological pH) and pH = 5 (i.e., represents the
acidic environment). We utilize the MolGpKa module to determine acidic and basic groups within a
given molecule and to estimate their respective pKa values [34]. The net charge of each molecule
under a given pH value can then be calculated using the Henderson-Hasselbalch equation [35].

4.3 Reaction Prediction

We employ a template-based reaction prediction model which applies predefined reaction tem-
plates—derived from known chemical reaction mechanisms—to reactants. The advantages of this
approach include faster computation, adherence to established chemical rules, and higher synthesis
success potential. We adopt the same reaction templates as SyntheMol, our baseline model. The
combinatorial chemical space explored by SyntheMol was the Enamine REadily AccessibLe (REAL)
Space [13]. SyntheMol employs 13 reactions that account for 93.9% of the REAL Space [48].
Although our lipid building block dataset differs from the REAL space, the selected reactions are
widely applicable across a broad range of chemicals, making them suitable for our project as well.

4.4 Guided Monte Carlo Tree Search for Lipid Generation

Building upon the SyntheMol and inspired by AlphaZero [48, 43], we apply the policy network
guided MCTS to ionizable lipid generation. The integration of a policy network with MCTS forms
the cornerstone of our approach, enabling a strategic exploration of chemical spaces through guided
decision-making. In our problem formulation, the state is defined as the current molecule, and the
action as the selection of the next building block. The policy network assigns probabilities to potential
actions for each state. The training of the policy network is a cyclic process, aimed at progressively
improving the network’s ability to predict and prioritize effective synthetic pathways.

Figure 2 illustrates the workflow of the policy network training procedure. We start from a randomly
initialized policy network which assigns equal probabilities to all the actions in the provided action
space. This policy network will be used to guide the MCTS. We conduct the tree search for a number
of simulations, and the search data (i.e., visit counts of all state-action pairs involved) of the tree
search will be used as the training data to train the policy network for several epochs. We propose a
customized policy network training technique, which is detailed in Appendix D. This process serves
as one iteration of policy network training. In the next iteration, we use the updated policy network to
guide MCTS and repeat the process.

1The Lipid Analyzer toolkit is an unpublished work.
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Figure 2: Workflow of policy network training.

Figure 3: Policy network guided Monte Carlo tree search for lipid generation.

A step-wise depiction of each simulation of the MCTS is shown in Figure 3, with the detailed
algorithm presented in Appendix C. Each simulation of the MCTS consists of four steps: select,
expand, rollout, and backpropagate. We define the policy network that guides the MCTS simulations
to be fθ with parameters θ. Each edge in the tree search represents a state-action pair (s, a) where
state s is the current molecule we have and action a is the next building block molecule to choose.
Each edge stores a set of statistics {N(s, a),W (s, a), P (s, a)} where N(s, a) is the visit count,
W (s, a) is the total action value (i.e., sum of values of final products reached after taking action a
from state s), and P (s, a) is the prior probability of selecting that edge. Note that P (s, ·) = fθ(s) is
given by the current policy network.

In the selection step, each simulation traverses the tree by selecting the edge with the maximum
Upper Confidence Bound (UCB) score until a leaf node is reached. At each time step t, our action
selection criterion follows

at = argmax
a

UCB_score(st, a) = argmax
a

(Q(st, a) + U(st, a)) (1)

The UCB score is defined to be
UCB_score(s, a) = Q(s, a) + U(s, a) (2)

=
W (s, a)

N(s, a)
+ c · P (s, a) ·

√∑
b N(s, b)

1 +N(s, a)
(3)

where c is a constant parameter controlling the level of exploration.

In the expansion step, the leaf node selected in the previous step will be expanded. First, the state s of
the leaf node will be calculated as the chemical product of the state and action molecules represented
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by the edge which directs to this leaf node. We then find the action space A(s) of the leaf node and
calculate P (s, a) values for all a ∈ A(s) via the policy network, i.e., P (s, ·) = fθ(s). The P values
will be stored in the newly-added outgoing edges from the selected leaf node.

Meanwhile, the selected leaf node will be evaluated by the rollout step. This step aims to get a value
for the selected leaf node. The rollout means performing random actions until we reach the end of
the play (i.e., until we generate a two-tail lipid). This randomly generated product will be evaluated
by the property predictor and this property score will act as the value of the selected leaf node.

Once we have the value of the selected leaf node, we perform the last step of the simulation,
backpropagation. The value will be backpropagated along the chosen path to update action values Q.

5 Experiments

Our experimental investigation focuses on comparing the performance of the SyntheMol approach,
served as the baseline, with our proposed policy network guided MCTS approach. We demonstrate
the enhanced efficiency of the guided MCTS approach in identifying and synthesizing high-potential
ionizable lipids.

5.1 Experimental Setups

Lipid Building Block Dataset Following the procedure described in Section 4.1, we construct a
lipid building block dataset consisting of over 2.7 million lipid head building blocks and 5310 lipid
tail building blocks. While directly incorporating such huge dataset into the MCTS would result in a
predominantly exploratory behavior akin to random selections, we extract a subset of approximately
12 000 head building blocks to define our actual head search space. The entire tail building block
dataset is utilized in subsequent levels of the search. For the evaluation of the policy network in the
guided MCTS approach, an additional set of 200 testing head building blocks is employed.

SyntheMol Configuration We constrain the maximum number of child node expansions to be 2 000,
meaning that each MCTS explores a head search space of this size. The MCTS is executed over
10 000 simulations to ensure comprehensive analysis of the generated lipid products. Additionally,
the exploration weight c used in the UCB score calculation, as detailed in Equation 5, is set at 10.

Guided MCTS Configuration We operate the guided MCTS across 10 iterations. For every iteration,
the MCTS is executed 10 times, each exploring a head space of 200. This setup allows the 10 runs of
MCTS collectively to explore a total head search space size of 2 000, aligning with the head search
space used in the SyntheMol approach. Each MCTS runs 10 000 simulations to gather substantial
search data. The data from these 10 MCTS runs are pooled to train the policy network, and the
accumulated generated products are analyzed as the iteration’s output. The policy network undergoes
20 epochs of training in each iteration. The exploration weight c used in the UCB score calculation,
as outlined in Equation 2, is set at 20.

Policy Network Configuration The policy network processes state-action pairs, where each state
is the current molecule and the action is the next building block molecule selected. Each molecule
is represented using a Morgan fingerprint with 1024-bit binary digit and radius 2 [38], and the
fingerprints of both the state and action molecules are concatenated to form a 2048-bit feature vector,
serving as the input to the policy network. Our policy network architecture consists of four linear
layers, each followed by a ReLU activation function [11] and dropout layers with a dropout rate of
0.5 [49] to prevent overfitting. The Adam optimizer is used for network training, with a learning rate
of 0.001 [21].

Computing Resources Our computational setup includes a GPU server equipped with 8 Tesla
P-100 GPUs, each featuring 16 GB of memory. It is important to note that within our experimental
framework, only the MolGpKa module is configured to utilize GPU resources [34]. All other
components of our algorithms are designed to run efficiently on CPU.

5.2 Results and Discussions

We first present the performance of our lipid property predictors and then compare the generative
results of the SyntheMol approach with our proposed policy network guided MCTS approach.
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5.2.1 Lipid Property Prediction

As previously mentioned, we utilize a Chemprop based binary lipid classifier to determine whether
a candidate molecule is lipid-like [54]. After training for a single epoch, our model demonstrates
exceptional performance, achieving both Receiver Operating Characteristic Area Under the Curve
(ROC-AUC) and Precision-Recall Area Under the Curve (PR-AUC) scores above 0.9999. Together,
these metrics, along with a test accuracy of 99.89%, underscore the robustness and predictive accuracy
of our lipid classifier.

In terms of ionizability, we utilize the MolGpKa module to identify ionizable groups within a target
molecule and calculates their corresponding pKa values. We then determine the net charge of the
target molecule at specific pH levels and conduct the ionizability filtering. According to [34], the
MolGpKa predictor has undergone rigorous testing, thus justifying the credibility of our ionizability
predictions.

To better validate our lipid property predictors, we curated an ionizable lipid dataset with more than
2 500 ionizable lipids that have been experimentally synthesized from published works [53, 26, 15,
28, 1, 55, 50]. We evaluated our predictors on this dataset, achieving an accuracy of 98.32% for our
lipid classifier. Notably, all ionizable lipids were correctly classified by the ionizability predictor.

5.2.2 Generative Results

Our primary objective is to generate products that are potent candidates for ionizable lipids, meaning
we aim for molecules with high property scores. We begin by examining the products generated via
the SyntheMol approach, which serves as a baseline for comparing the performance enhancements
achieved with the guided MCTS approach.

The property score combines a lipid classifier score, which typically hovers near 0 or 1, and a
binary ionizability score. A property score approaching 2 typically identifies the molecule as a likely
ionizable lipid. After conducting 10 000 simulations, a total of 16 477 two-tail lipids were generated.
We observe that only 4513 of the 16 477 generated products are predicted to be ionizable lipids,
providing an ionizable lipid rate at 0.2739. To evaluate the effectiveness of MCTS, we conducted
experiments with random generation. Specifically, we generated 10 000 unique two-tail lipids through
random combinations using the same lipid head and tail building block subsets, achieving an ionizable
lipid rate of 0.1547. This result justifies the effectiveness of MCTS in guiding the generation of
ionizable lipids.

We now turn our attention to the outcomes of the policy network guided MCTS approach. By
comparing these results with those from the SyntheMol approach, we seek to illustrate the enhanced
effectiveness of the policy network guided MCTS in producing ionizable lipids. We analyze the
unique generated products from both training and testing simulations. The primary distinction
between these simulations lies in their respective head building block search spaces. However, it
is important to note that the selection of head molecules significantly influences the quality of the
generated products. Nonetheless, observing the trend in quality changes within a specific head set, as
guided by different iterations of the policy network, can still effectively illustrate the efficiency and
impact of policy network training.

Figure 4a depicts the ionizable lipid rate cross training iterations. The initial results in iteration 1
are derived from MCTS simulations guided by a randomly initialized policy network, whereas the
results from iteration 2 onward are influenced by successively trained instances of the policy network.
A distinct increase in the ionizable lipid generation rate is evident after the first training session, as
is shown in Figure 4a, which underscores a significant enhancement in quality attributable to the
training of the policy network, affirming its efficacy in refining the generation process. Figure 4b
presents the ionizable lipid rate during testing simulations, each guided by policy networks trained
across different iterations. The initial iteration (i.e., iteration 0) features products generated by
MCTS simulations directed by a randomly initialized policy network, with subsequent iterations
using progressively trained policy networks. The results demonstrate a marked improvement in
the ionizable lipid rate following the initial training iteration. Subsequent iterations show the rate
stabilizing, with only minor fluctuations observed, oscillating between 0.73 and 0.8. In either case,
these rates significantly surpass the ionizable lipid rate of below 0.3 achieved by the SyntheMol
approach, clearly demonstrating the superior performance of our model over the baseline. A detailed

7



(a) Ionizable lipid rate during training simulations (b) Ionizable lipid rate during testing simulations

Figure 4: Ionizable lipid rate of the generated products during guided MCTS simulations.

Table 1: Evaluation of generated products and synthesis pathways.
No. Unique

Ionizable Lipids
Unique Ionizable

Lipid Rate
Average

SA Score
Retro Valid Rate
by Syntheseus

Guided MCTS Train 5058 0.3319 4.62 0.4881
Guided MCTS Test 545 0.7372 4.24 0.2679

SyntheMol 4513 0.2739 4.77 0.2719
Random Combination 1547 0.1547 4.44 0.3103

Published Lipids 2563 / 4.12 0.0433

comparison of the ionizable lipid generation rate is presented in Table 1, where the rate for the guided
MCTS corresponds to the value recorded after 10 iterations of policy network training.

5.2.3 Retrosynthesis Evaluation

Table 1 presents the evaluation results of our generated ionizable lipids and their corresponding
synthesis pathways. We consider all unique products generated during both training and testing
phases across all iterations of the guided MCTS approach. For better comparison, we also include
the generated products from random combinations and the dataset of published ionizable lipids
synthesized in previous works [53, 16, 30].

The SA score, which ranges from 1 to 10 with lower values indicating easier synthesis [10], reveals
similar results for both the SyntheMol and guided MCTS approaches. Notably, there is no significant
difference between the SA scores of our generated products and those of the published ionizable
lipids. While the SA score justifies the synthesizability of the generate products to some extent, it
does not offer any insights into their specific synthesis pathways.

Using Syntheseus, we aim to identify synthesis pathways for the generated products using a backward
reaction prediction model. Given that a single generated product may have multiple possible synthesis
pathways, we do not strictly adhere to those suggested by the generative model. Instead, we focus
on identifying reactants for the generated products and checking whether these reactants are present
in our lipid building block dataset. We record the proportion of generated products that can be
synthesized using molecules from the building block dataset.

We observe that the retrosynthesis rate validated by Syntheseus is not high, with none of the cases
exceeding 50%. The low rate may result from the unique characteristics of the lipid building
block dataset and the reaction templates we adopted. For retrosynthesis planning, we utilize the
MEGAN backward reaction prediction model trained on the USPTO-50k dataset [36]. Our lipid
building block molecules may differ significantly from the reactants in the USPTO reactions, and
our reaction templates may not align well with those in the USPTO dataset. Additionally, a lot of
the reaction templates involve using linker molecules, while such reactions might not be present in
the USPTO dataset. These mismatches make retrosynthesis planning challenging and contribute to
the low retrosynthesis rate. Regarding the published ionizable lipids that have been experimentally
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synthesized, we observe a retrosynthesis valid rate below 5%. This is likely because these lipids were
synthesized using building blocks outside our building block dataset. Our building block dataset may
lack many structures not included in the ZINC dataset. Additionally, our choice of weight cutoff and
restrictions on amine-containing structures during lipid head dataset construction further reduce the
search space.

Selected examples of generated ionizable lipids, along with their synthesis pathways validated by the
retrosynthesis tool, are presented in Appendix E.

6 Conclusion

In this work, we have explored the Monte Carlo tree search (MCTS)-based generative models for
ionizable lipid generation. We constructed a lipid building block dataset, featuring synthetically
accessible ionizable lipid heads and tails, which is well-suited for future lipid generation tasks.
We developed two lipid property predictors: a lipid classifier and an ionizability predictor, both
designed to accurately assess whether a candidate molecule is lipid-like or ionizable. Adapting the
SyntheMol approach, originally utilized for antibiotic discovery, we tailored this method for lipid
generation to serve as our baseline model. We further innovated by developing a policy network
guided MCTS-based generative model which is capable of producing high-quality ionizable lipids
with available synthesis paths, outperforming our baseline. Our achievements indicate that this project
offers a promising direction for ionizable lipid generation, also contributing to the broader field of
drug delivery.

Nonetheless, it is important to acknowledge that the work has its limitations. If condition allowed, we
may conduct experimental validations of the existing reaction templates with lipid building blocks to
ensure their applicability and efficiency in lipid synthesis. It will be helpful to develop and integrate
additional reaction templates that are specific to lipid chemistry. To address the limitation of not
having practical synthesis validations, future research should prioritize establishing collaborations
with chemical laboratories. This will enable empirical testing and validation of the synthesized
molecules, providing a direct assessment of their practical viability and safety. Develop or customize
computer-aided retrosynthesis tools specifically for ionizable lipid generation can also be helpful.
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A Lipid Building Block Dataset Construction and Selected Examples

We here discuss in detail how the lipid building block dataset construction process is performed and
present selected examples of lipid building blocks.

For the ionizable lipid head dataset, we first filter ionizable molecules from the ZINC20 molecule
dataset based on the following three criteria:

1. Molecular weight < 500 g/mol.

2. Log P < 0 where the log P is the logarithm (base 10) of the partition coefficient P, which
is the ratio of the concentrations of a compound in a mixture of two immiscible phases:
typically a hydrophobic solvent and water.

3. Molecules with amine functional groups but not ammonium based molecules.

Since the lipid head building blocks are expected to react with lipid tail building blocks to generate
product lipids, we further filter reactive molecules from our ionizable molecule set. We identify
reactive molecules by filtering whether or not the molecule contains certain functional groups that
participate in common reactions. Specifically, we check whether our candidate molecule contains
carboxyl group (i.e., -COOH), hydroxyl group (i.e., -OH), or amine group (i.e., -N or -NH or -NH2).
If the candidate molecule contains any one or more of the target functional groups, we consider the
molecule to be reactive. Our filtered reactive ionizable molecule set becomes our ionizable lipid head
dataset.

In terms of lipid tail building block dataset, we again filter from the ZINC20 molecule dataset so that
our lipid tail building blocks are purchasable. We identify a lipid tail building block if the molecule
is similar to an actual lipid tail (i.e., the tail component of an existing lipid). We use a lipid dataset
sourced from the LipidMaps database and the SwissLipid database [46, 2]. Leveraging the Lipid
Analyzer, an implemented toolkit for lipid tail extraction, we extract lipid tails from this lipid dataset.
The Lipid Analyzer finds the lipid head for a given lipid, we then extract lipid tails by removing the
head substructure. For a given molecular structure, the algorithm first recognizes ring structures. For
all possible arrangements of the rings, the algorithm then removes carbon atoms that are not near any
hydrophilic atom and not forming any ring. If only one substructure remains after the operation, and
if the log P value of this substructure is low enough, this substructure will be identified as the lipid
head. It’s then easy to extract tail substructures by removing the head substructure.

We then conduct a similarity comparison to filter those molecules from the ZINC20 dataset that are
similar to a real lipid tail. The similarity is measured by the Graph Edit Distance (GED) between
two molecular structures, quantifying the minimum number of operations required to transform one
graph into another. We only select molecules that has GED value smaller or equal to 1 with a real
lipid tail. Meanwhile, we also consider the similarity between molecular fingerprint representations,
Daylight fingerprint and Extended Connectivity Fingerprint 4 (ECFP4) are considered. The resulting
molecules make up our lipid tail building block dataset.

Selected examples of our lipid head building blocks with different functional groups are shown in
Figure 5. The first row presents examples with no carboxyl group, one hydroxyl group, and two
amine groups; the second row presents examples with one carboxyl group, no hydroxyl group, and
one amine group; the third row presents examples with two carboxyl groups, no hydroxyl group,
and one amine group. Note that we only consider independent amine groups that are linked to only
simple carbon atoms. For example, in the first example of the first row, we find a secondary amine
group (i.e., -NH) linked to a carbonyl group (i.e., C=O, a carbon atom double-bonded to an oxygen
atom). The linkage with the carbonyl group forms a more complicated substructure, which influences
the reactive performance of the amine group. We therefore exclude this secondary amine group when
counting our target functional groups. Similarly, the nitrogen-nitrogen bond (i.e., N-N) which appears
in a five-membered nitrogen-containing ring influences the reactive property of the nitrogen, and we
also exclude these nitrogen atoms when counting the occurrence of amine functional groups.

Figure 6 shows selected examples of lipid tail building blocks. As we can see, a lipid tail usually
consists of a carbon chain and a functional group. The functional group may be hydroxyl group,
amine group, or a halogen atom.
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Figure 5: Selected examples of lipid head building blocks.

Figure 6: Selected examples of lipid tail building blocks.
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Figure 7: SyntheMol for lipid generation.

B SyntheMol for Lipid Generation

Figure 7 illustrates a typical simulation of the MCTS process in our lipid generation. In the search
tree, each node stores crucial statistics: the molecules represented by the node, the node’s visit
count N , and the Upper Confidence Bound (UCB) score. The UCB score guides the node selection
process using the UCB action selection criterion [47, 22]. The UCB score combines an action value
Q, which represents the average of the total action values W (i.e., the sum of the values of the
final products passing through the node), with an upper confidence term U . This term is defined
as U(node) ∝ P (node)

1+N(node) , where P (node) indicates the property scores assigned to the node. The
complete formula for the UCB score is as follows:

UCB_score(node) = Q(node) + U(node) (4)

=
W (node)

N(node)
+ c · P (node) ·

√
1 + n

1 +N(node)
(5)

where n is the total visit count of all nodes at the same level as the target node and c is a constant
exploration parameter controlling the level of exploration. Note that the P value is the property score
calculated by our property predictors. When a node represents multiple molecules, the P value for
that node is computed as the average of the property scores for each constituent molecule.

It is important to note that the assignment of property scores to nodes at non-terminal lev-
els—representing either building block molecules or intermediates—may initially seem illogical, as
direct evaluation of these entities’ properties does not typically yield meaningful insights. However,
this approach does not compromise the long-term efficacy of the algorithm. Over time, as more
product molecules are synthesized and action values refined, the utility of early-stage evaluations is
validated. SyntheMol’s findings corroborate this approach, demonstrating that despite low scores
of individual building blocks, the synthesized molecules often exhibit significantly higher scores,
which are effectively identified by MCTS, highlighting its capability to uncover promising molecules
overlooked by simpler scoring methods [48].

The MCTS algorithm commences at a root node (level 0), an empty initial node, which is then
expanded with child nodes representing available lipid head building blocks defined within our
chemical space (level 1). Each child node receives an UCB score, with the node exhibiting the highest
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UCB score selected for further expansion. This selected node is expanded to include a lipid tail
building block, generating second-level nodes where each combination represents potential reactants
(level 2).

Subsequently, the node with the highest UCB score from level 2 is selected and expanded. This stage
differs from prior expansions in that it now entails actual chemical reactions between the two building
blocks within the node. The resulting third-level nodes embody all conceivable products predicted by
forward reaction mechanisms (level 3). This iterative expansion continues until either a valid final
product (i.e., a two-tail lipid in our case) is synthesized, or further reactions become untenable with
the existing building blocks in our dataset.

Upon terminating the simulation with a valid final product, the synthesized molecule is assessed
using our property predictors. The resultant property value is then backpropagated to update the UCB
scores along the simulated pathway. For analysis purpose, we meticulously document all products,
including intermediates, generated during each simulation.

C Algorithm of Guided Monte Carlo Tree Search for Lipid Generation

We define a Node class to represent the nodes appeared in the tree search. The Node class has the
following attributes:

• state: Stores the SMILES representation of the molecule represented by this node.
• N: A visit count of the node, initialized to zero.
• P: The prior probability assigned based on predictions from a policy network.
• W: The cumulative value sum, representing the total assessed value of this node’s state.
• children: A dictionary to hold child nodes, with the keys of the dictionary to be actions

(i.e., the next building blcoks to select) and the values to be corresponding child nodes.
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Algorithm 1 Policy Network Guided MCTS

Require: Product(): reaction predictor
Require: PropertyScore(): property score predictor
Require: SearchProbability(): search probability calculator

1: fθ ← randomly initialized neural network with parameter θ
2: λ← regularization constant
3: α← learning rate
4: c← exploration weight
5: D = ∅

6: for each iteration do
7: for each play do
8: S0 ← empty root state
9: Dplay ← MCTS(S0)

10: D = D ∪Dplay

11: end for
12: for each epoch do
13: Train fθ using D
14: end for
15: Reset D = ∅
16: end for

17: function MCTS(root_state)
18: Initialize root_node with root_state
19: EXPAND(root_node)
20: generation = ∅
21: for each simulation do
22: leaf_node, search_path← SELECT(root_node)
23: if leaf_node is two-tail lipid then
24: v = PropertyScore(leaf_node)
25: Add search_path to generation
26: else
27: EXPAND(leaf_node)
28: v ← ROLLOUT(leaf_node)
29: end if
30: BACKPROPAGATE(v, search_path)
31: end for
32: Write generation to log file
33: return visit counts of all state-action pairs
34: end function

Algorithm 2 Select Function in MCTS

1: function SELECT(root_node)
2: search_path = [ ]
3: node← root_node
4: while node.children is not empty do
5: selected_action = argmaxa UCB_SCORE(node, node.children[a])
6: node← node.children[selected_action]
7: Add node to search_path
8: end while
9: Update node.state with Product(node.state, selected_action)

10: return node, search_path
11: end function
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Algorithm 3 Expand Function in MCTS

1: function EXPAND(node)
2: A(node)← NEXT_BUILDING_BLOCKS(node)
3: P (node, ·) = fθ(node.state, A(node))
4: for a in A(node) do
5: Initialize child_node with P (node, a)
6: node.children[a] = child_node
7: end for
8: end function

Algorithm 4 Backpropagate Function in MCTS

1: function BACKPROPAGATE(v, search_path)
2: for node in search_path do
3: node.N ← node.N + 1
4: node.W ← node.W + v
5: root_node.N ← root_node.N + 1
6: end for
7: end function

Algorithm 5 Rollout Function in MCTS

1: function ROLLOUT(node)
2: while node.state is not two-tail lipid do
3: A(node)← NEXT_BUILDING_BLOCKS(node)
4: return 0 if A(node) is empty
5: a← a random choice from A(node)
6: node← new node with Product(node.state, a)
7: end while
8: return PropertyScore(node)
9: end function

Algorithm 6 UCB Score Calculation Function in MCTS

1: function UCB_SCORE(parent_node, child_node)
2: if child_node.N = 0 then
3: Q = 0
4: else
5: Q = child_node.W

child_node.N
6: end if
7: U = c · child_node.P ·

√
parent_node.N

child_node.N+1
8: return Q+ U
9: end function

Algorithm 7 Get Action Space Function in MCTS

Require: max_expand_num a pre-determined number
1: function NEXT_BUILDING_BLOCKS(node)
2: if node is empty node then
3: A(node)← max_expand_num random samples from head search space
4: else
5: reactive_tail_set← tails which can react with node.state
6: A(node)← max_expand_num random samples from reactive_tail_set
7: end if
8: return A(node)
9: end function
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D Policy Network Training

As is mentioned before, the visit counts of all state-action pairs that appear in the tree search are
recorded to be the training data of the policy network. However, the search data we collect are highly
imbalanced in the sense that there will be a lot more state-action pairs in later levels. The number of
state-action pairs from the first level (i.e., when state is the empty state and actions are the chosen
head building blocks) is very limited, being the number of different head building blocks that are
expanded by the root node. Meanwhile, search data from later levels will be very sparse in the sense
that the majority of the state-action pairs will have zero visit count. In order to better utilize our
limited data, we propose a customized method for training the policy network.

Let f(s, a) denote the naive policy network output (before softmax) for the state-action pair (s, a),
p(s, a) denote the corresponding predicted prior (which will be used in the UCB score calculation),
and π(s, a) be the search probability. We here adopt the search probability definition as proposed in
the AlphaZero algorithm [43].

p(s, a1) =
ef(s,a1)∑
a e

f(s,a)
(6)

π(s, a1) =
N(s, a1)

1
τ∑

a N(s, a)
1
τ

(7)

where τ is a temperature parameter controlling the level of exploration. When τ tends to infinity, the
search probability is the same as random selections. When τ is small, say, when τ = 1, the search
probability strictly follows the actual visit count distribution. The objective of the policy network
training is to maximize the similarity of p(s, a) and π(s, a).

Now, suppose we take two state-action pairs, (s, a1) and (s, a2), at a time. We apply the log-ratio
and get:

log
p(s, a1)

p(s, a2)
= f(s, a1)− f(s, a2) (8)

log
π(s, a1)

π(s, a2)
=

1

τ
logN(s, a1)−

1

τ
logN(s, a2) (9)

The previous objective is equivalent to maximize the similarity of f(s, a1) − f(s, a2) and
1
τ logN(s, a1)− 1

τ logN(s, a2).

We therefore customize the loss function to be the error between f(s, a1) − f(s, a2) and their
corresponding 1

τ logN(s, a1) − 1
τ logN(s, a2), for any two state-action pairs, (s, a1) and (s, a2).

This can be considered as a regression problem, MAE or MSE loss may be applied.

E Selected Examples of Synthesis Planning

Figures 8 and 9 give two examples of our generated ionizable lipids with their corresponding synthesis
paths. Note that these synthesis paths have been validated by the retrosynthesis tool Syntheseus [31].
In the figures below, the blue nodes represent product molecules (i.e., intermediate product or final
product) and the green nodes represent building block molecules (i.e., lipid head building block or
lipid tail building block).

20



Figure 8: Example 1 of generated ionizable lipid with synthesis path.
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Figure 9: Example 2 of generated ionizable lipid with synthesis path.
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For example, if the contribution is a novel architecture, describing the architecture fully
might suffice, or if the contribution is a specific model and empirical evaluation, it may
be necessary to either make it possible for others to replicate the model with the same
dataset, or provide access to the model. In general. releasing code and data is often
one good way to accomplish this, but reproducibility can also be provided via detailed
instructions for how to replicate the results, access to a hosted model (e.g., in the case
of a large language model), releasing of a model checkpoint, or other means that are
appropriate to the research performed.

• While NeurIPS does not require releasing code, the conference does require all submis-
sions to provide some reasonable avenue for reproducibility, which may depend on the
nature of the contribution. For example
(a) If the contribution is primarily a new algorithm, the paper should make it clear how

to reproduce that algorithm.
(b) If the contribution is primarily a new model architecture, the paper should describe

the architecture clearly and fully.
(c) If the contribution is a new model (e.g., a large language model), then there should

either be a way to access this model for reproducing the results or a way to reproduce
the model (e.g., with an open-source dataset or instructions for how to construct
the dataset).

(d) We recognize that reproducibility may be tricky in some cases, in which case
authors are welcome to describe the particular way they provide for reproducibility.
In the case of closed-source models, it may be that access to the model is limited in
some way (e.g., to registered users), but it should be possible for other researchers
to have some path to reproducing or verifying the results.

5. Open access to data and code
Question: Does the paper provide open access to the data and code, with sufficient instruc-
tions to faithfully reproduce the main experimental results, as described in supplemental
material?
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Answer: [Yes]
Justification: All source codes are publicly available
Guidelines:

• The answer NA means that paper does not include experiments requiring code.
• Please see the NeurIPS code and data submission guidelines (https://nips.cc/
public/guides/CodeSubmissionPolicy) for more details.

• While we encourage the release of code and data, we understand that this might not be
possible, so “No” is an acceptable answer. Papers cannot be rejected simply for not
including code, unless this is central to the contribution (e.g., for a new open-source
benchmark).

• The instructions should contain the exact command and environment needed to run to
reproduce the results. See the NeurIPS code and data submission guidelines (https:
//nips.cc/public/guides/CodeSubmissionPolicy) for more details.

• The authors should provide instructions on data access and preparation, including how
to access the raw data, preprocessed data, intermediate data, and generated data, etc.

• The authors should provide scripts to reproduce all experimental results for the new
proposed method and baselines. If only a subset of experiments are reproducible, they
should state which ones are omitted from the script and why.

• At submission time, to preserve anonymity, the authors should release anonymized
versions (if applicable).

• Providing as much information as possible in supplemental material (appended to the
paper) is recommended, but including URLs to data and code is permitted.

6. Experimental Setting/Details
Question: Does the paper specify all the training and test details (e.g., data splits, hyper-
parameters, how they were chosen, type of optimizer, etc.) necessary to understand the
results?
Answer: [Yes]
Justification: All experiment details are stated in section 5.1 experimental setups.
Guidelines:

• The answer NA means that the paper does not include experiments.
• The experimental setting should be presented in the core of the paper to a level of detail

that is necessary to appreciate the results and make sense of them.
• The full details can be provided either with the code, in appendix, or as supplemental

material.
7. Experiment Statistical Significance

Question: Does the paper report error bars suitably and correctly defined or other appropriate
information about the statistical significance of the experiments?
Answer: [No]
Justification: Error bars are not reported because of computation cost.
Guidelines:

• The answer NA means that the paper does not include experiments.
• The authors should answer "Yes" if the results are accompanied by error bars, confi-

dence intervals, or statistical significance tests, at least for the experiments that support
the main claims of the paper.

• The factors of variability that the error bars are capturing should be clearly stated (for
example, train/test split, initialization, random drawing of some parameter, or overall
run with given experimental conditions).

• The method for calculating the error bars should be explained (closed form formula,
call to a library function, bootstrap, etc.)

• The assumptions made should be given (e.g., Normally distributed errors).
• It should be clear whether the error bar is the standard deviation or the standard error

of the mean.
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• It is OK to report 1-sigma error bars, but one should state it. The authors should
preferably report a 2-sigma error bar than state that they have a 96% CI, if the hypothesis
of Normality of errors is not verified.

• For asymmetric distributions, the authors should be careful not to show in tables or
figures symmetric error bars that would yield results that are out of range (e.g. negative
error rates).

• If error bars are reported in tables or plots, The authors should explain in the text how
they were calculated and reference the corresponding figures or tables in the text.

8. Experiments Compute Resources

Question: For each experiment, does the paper provide sufficient information on the com-
puter resources (type of compute workers, memory, time of execution) needed to reproduce
the experiments?

Answer: [Yes]

Justification: All computational details are stated in section 5.1 experimental setups.

Guidelines:

• The answer NA means that the paper does not include experiments.
• The paper should indicate the type of compute workers CPU or GPU, internal cluster,

or cloud provider, including relevant memory and storage.
• The paper should provide the amount of compute required for each of the individual

experimental runs as well as estimate the total compute.
• The paper should disclose whether the full research project required more compute

than the experiments reported in the paper (e.g., preliminary or failed experiments that
didn’t make it into the paper).

9. Code Of Ethics

Question: Does the research conducted in the paper conform, in every respect, with the
NeurIPS Code of Ethics https://neurips.cc/public/EthicsGuidelines?

Answer: [Yes]

Justification: We confirm that we followed, in every respect, with the NeurIPS Code of
Ethics

Guidelines:

• The answer NA means that the authors have not reviewed the NeurIPS Code of Ethics.
• If the authors answer No, they should explain the special circumstances that require a

deviation from the Code of Ethics.
• The authors should make sure to preserve anonymity (e.g., if there is a special consid-

eration due to laws or regulations in their jurisdiction).

10. Broader Impacts

Question: Does the paper discuss both potential positive societal impacts and negative
societal impacts of the work performed?

Answer: [Yes]

Justification: We discuss the potential impact of the research in section 6 conclusion.

Guidelines:

• The answer NA means that there is no societal impact of the work performed.
• If the authors answer NA or No, they should explain why their work has no societal

impact or why the paper does not address societal impact.
• Examples of negative societal impacts include potential malicious or unintended uses

(e.g., disinformation, generating fake profiles, surveillance), fairness considerations
(e.g., deployment of technologies that could make decisions that unfairly impact specific
groups), privacy considerations, and security considerations.
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• The conference expects that many papers will be foundational research and not tied
to particular applications, let alone deployments. However, if there is a direct path to
any negative applications, the authors should point it out. For example, it is legitimate
to point out that an improvement in the quality of generative models could be used to
generate deepfakes for disinformation. On the other hand, it is not needed to point out
that a generic algorithm for optimizing neural networks could enable people to train
models that generate Deepfakes faster.

• The authors should consider possible harms that could arise when the technology is
being used as intended and functioning correctly, harms that could arise when the
technology is being used as intended but gives incorrect results, and harms following
from (intentional or unintentional) misuse of the technology.

• If there are negative societal impacts, the authors could also discuss possible mitigation
strategies (e.g., gated release of models, providing defenses in addition to attacks,
mechanisms for monitoring misuse, mechanisms to monitor how a system learns from
feedback over time, improving the efficiency and accessibility of ML).

11. Safeguards
Question: Does the paper describe safeguards that have been put in place for responsible
release of data or models that have a high risk for misuse (e.g., pretrained language models,
image generators, or scraped datasets)?

Answer: [NA]

Justification: The paper poses no such risks.

Guidelines:

• The answer NA means that the paper poses no such risks.
• Released models that have a high risk for misuse or dual-use should be released with

necessary safeguards to allow for controlled use of the model, for example by requiring
that users adhere to usage guidelines or restrictions to access the model or implementing
safety filters.

• Datasets that have been scraped from the Internet could pose safety risks. The authors
should describe how they avoided releasing unsafe images.

• We recognize that providing effective safeguards is challenging, and many papers do
not require this, but we encourage authors to take this into account and make a best
faith effort.

12. Licenses for existing assets
Question: Are the creators or original owners of assets (e.g., code, data, models), used in
the paper, properly credited and are the license and terms of use explicitly mentioned and
properly respected?

Answer: [Yes]

Justification: All source codes, models, and dataset we used are properly cited.

Guidelines:

• The answer NA means that the paper does not use existing assets.
• The authors should cite the original paper that produced the code package or dataset.
• The authors should state which version of the asset is used and, if possible, include a

URL.
• The name of the license (e.g., CC-BY 4.0) should be included for each asset.
• For scraped data from a particular source (e.g., website), the copyright and terms of

service of that source should be provided.
• If assets are released, the license, copyright information, and terms of use in the

package should be provided. For popular datasets, paperswithcode.com/datasets
has curated licenses for some datasets. Their licensing guide can help determine the
license of a dataset.

• For existing datasets that are re-packaged, both the original license and the license of
the derived asset (if it has changed) should be provided.
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• If this information is not available online, the authors are encouraged to reach out to
the asset’s creators.

13. New Assets
Question: Are new assets introduced in the paper well documented and is the documentation
provided alongside the assets?
Answer: [Yes]
Justification: All source codes of the paper are publicly available and well documented.
Guidelines:

• The answer NA means that the paper does not release new assets.
• Researchers should communicate the details of the dataset/code/model as part of their

submissions via structured templates. This includes details about training, license,
limitations, etc.

• The paper should discuss whether and how consent was obtained from people whose
asset is used.

• At submission time, remember to anonymize your assets (if applicable). You can either
create an anonymized URL or include an anonymized zip file.

14. Crowdsourcing and Research with Human Subjects
Question: For crowdsourcing experiments and research with human subjects, does the paper
include the full text of instructions given to participants and screenshots, if applicable, as
well as details about compensation (if any)?
Answer: [NA]
Justification: The paper does not involve crowdsourcing nor research with human subjects.
Guidelines:

• The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

• Including this information in the supplemental material is fine, but if the main contribu-
tion of the paper involves human subjects, then as much detail as possible should be
included in the main paper.

• According to the NeurIPS Code of Ethics, workers involved in data collection, curation,
or other labor should be paid at least the minimum wage in the country of the data
collector.

15. Institutional Review Board (IRB) Approvals or Equivalent for Research with Human
Subjects
Question: Does the paper describe potential risks incurred by study participants, whether
such risks were disclosed to the subjects, and whether Institutional Review Board (IRB)
approvals (or an equivalent approval/review based on the requirements of your country or
institution) were obtained?
Answer: [NA]
Justification: The paper does not involve crowdsourcing nor research with human subjects.
Guidelines:

• The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

• Depending on the country in which research is conducted, IRB approval (or equivalent)
may be required for any human subjects research. If you obtained IRB approval, you
should clearly state this in the paper.

• We recognize that the procedures for this may vary significantly between institutions
and locations, and we expect authors to adhere to the NeurIPS Code of Ethics and the
guidelines for their institution.

• For initial submissions, do not include any information that would break anonymity (if
applicable), such as the institution conducting the review.
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