
QiMeng-SALV: Signal-Aware Learning for Verilog
Code Generation

Yang Zhang1,2 Rui Zhang1 Jiaming Guo1 Lei Huang1,2 Di Huang1

Yunpu Zhao1,3 Shuyao Cheng1 Pengwei Jin1,2 Chongxiao Li1,2

Zidong Du1 Xing Hu1 Qi Guo1 Yunji Chen1,2∗

1State Key Lab of Processors, Institute of Computing Technology, CAS
2University of Chinese Academy of Sciences

3University of Science and Technology of China

https://zy1xxx.github.io/SALV

Abstract

The remarkable progress of Large Language Models (LLMs) presents promising
opportunities for Verilog code generation which is significantly important for
automated circuit design. The lacking of meaningful functional rewards hinders
the preference optimization based on Reinforcement Learning (RL) for producing
functionally correct Verilog code. In this paper, we propose Signal-Aware Learning
for Verilog code generation (QiMeng-SALV) by leveraging code segments of
functionally correct output signal to optimize RL training. Considering Verilog
code specifies the structural interconnection of hardware gates and wires so that
different output signals are independent, the key insight of QiMeng-SALV is
to extract verified signal-aware implementations in partially incorrect modules,
so as to enhance the extraction of meaningful functional rewards. Roughly, we
verify the functional correctness of signals in generated module by comparing
with that of reference module in the training data. Then abstract syntax tree
(AST) is employed to identify signal-aware code segments which can provide
meaningful functional rewards from erroneous modules. Finally, we introduce
signal-aware DPO which is optimized on the correct signal-level code segments,
thereby preventing noise and interference from incorrect signals. The proposed
QiMeng-SALV underscores the paradigm shift from conventional module-level
to fine-grained signal-level optimization in Verilog code generation, addressing
the issue of insufficient functional rewards. Experiments demonstrate that our
method achieves state-of-the-art performance on VerilogEval and RTLLM, with a
7B parameter model matching the performance of the DeepSeek v3 671B model
and significantly outperforming the leading open-source model CodeV trained on
the same dataset. Our code is available at https://github.com/zy1xxx/SALV.

1 Introduction

Circuit design is inherently complex and time-consuming, particularly with respect to Hardware
Description Language (HDL) such as Verilog. Automating the HDL coding process is of paramount
importance as it significantly enhances the efficiency of circuit design. The remarkable progress of
Large Language Models (LLMs) in program code generation, such as Python, presents promising
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module top_module (
input [15:0] scode,
output reg a,
output reg d

); 
always @ (scode) begin

a= 1'b1;
d= 1'b0;
case (scode)

16’he001c: a= 1'b1; 
16’he0023: d= 1'b1; 

endcase
end

endmodule
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Design a combinational Verilog module 
that decodes 16-bit keyboard scan codes 
to activate ‘a' key (16'h001c) or ‘d' key 
(16'h0023) directional output signals, with 
all other inputs producing inactive low 
outputs.

Figure 1: Due to Verilog’s characteristics of relatively independent and parallel signals, we can
extract the code implementation of a specific signal through AST. Here there are two output signals,
we can separately extract their related code implementations. Among them, the implementation of
signal a is incorrect while signal d is correctly implemented. We can utilize the code implementation
of the correct signal d to provide functional correctness rewards for RL.

opportunities for Verilog code generation. To equip LLMs with superior code generation capabilities,
post-training procedures are essential, primarily comprising Supervised Fine-Tuning (SFT) and
preference-based Reinforcement Learning (RL). SFT provides foundational programming language
syntax comprehension and domain-specific knowledge, while RL optimization techniques, like
Proximal Policy Optimization (PPO) [1], Group Relative Policy Optimization (GRPO) [2], and Direct
Preference Optimization (DPO) [3], enhance the model’s ability to produce functionally correct code.

Currently, most Verilog code generation methods primarily focus on the SFT stage, particularly
through dataset preparation [4, 5, 6]. Few methods [7, 8] employ RL through using code structure
similarity with reference code as the reward. However, relying solely on code structure similarity as
a reward has inherent limitations, since a module may has many different Verilog implementations
which exhibit structural differences but are functionally correct. Thus, it is more reasonable to use
functional correctness as the reward in RL, which requires the model to sample functionally correct
module implementations to provide the reward. However, the lack of high-quality SFT training
data frequently results in inadequate initial code generation capability, obstructing the acquisition
of meaningful functional rewards and consequently impairing RL optimization performance. Thus,
enhancing the availability of actionable functional rewards to facilitate effective RL optimization
remains an open research challenge.

In contrast to high-level program language that defines sequential execution behavior, Verilog code
specifies the structural interconnection of hardware gates and wires, granting inherent independence
between different output signals. This characteristic enables scenarios where individual signal
implementations remain functionally correct despite errors in the overall module implementation. As
shown in Fig.1, the faulty implementation of the signal a results in total malfunction of the top module,
whereas the signal d maintains proper functionality. Due to Verilog’s inherent signal independence
and parallel processing nature, we can easily extract a certain signal implementation from the top
module through abstract syntax tree (AST). Such partially valid signal-level implementations can be
leveraged within RL frameworks to derive meaningful functional rewards, thereby expanding the
effective sample space for RL optimization.

Based on the above analysis, in this work, we propose Signal-Aware Learning for Verilog code
generation (QiMeng-SALV) by leveraging code segments of functionally correct output signal
to optimize RL training. The key insight of QiMeng-SALV is to extract verified signal-aware
implementations in partially incorrect modules, so as to enhance the extraction of meaningful
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functional rewards. Specifically, to verify the functional correctness of signals, some random test
inputs are generated to compare signal-level outputs between generated module and reference module
in the training data. Additionally, abstract syntax tree (AST) analysis is employed to precisely identify
preferred and dispreferred code segments, thus these partially correct signal-level implementation
can be utilized to generate meaningful functional rewards. Finally, to enable the model to learn
correct signal implementations from erroneous modules, we introduce signal-aware DPO which is
based on DPO, a method renowned for its computational efficiency, rapid convergence, and strong
performance. Unlike standard DPO that computes probabilities for all module code tokens, signal-
aware DPO exclusively calculates token probabilities for the correct signal-level code segments from
the preferred and dispreferred samples, thereby preventing noise and interference from incorrect
signals during RL training. Crucially, the proposed QiMeng-SALV expands the effective training
dataset by incorporating all modules containing any valid signal implementations, regardless of
overall module correctness. This represents a fundamental shift from conventional module-level to
fine-grained signal-level optimization in RL-based Verilog code generation, addressing the issue
of insufficient functional rewards in RL training. To the best of our knowledge, this is the first
fine-grained signal-level reinforcement learning algorithm designed for Verilog code generation.

Comprehensive evaluations demonstrate that QiMeng-SALV establishes new state-of-the-art results
on both VerilogEval [9, 10] and RTLLM benchmarks [11, 12]. The 7B-parameter model achieves
remarkable 62.6% pass@1 and 75.1% pass@5 accuracy on RTLLM v1.1, not only matching the
performance of the 671B-parameter DeepSeek-V3 [13], but also delivering substantial improvements
over CodeV [4], the leading open-source model of comparable scale. Ablation studies further
validate the substantial impact of filtering incorrect signal segments, confirming the efficacy of
QiMeng-SALV’s design.

2 Related Work

2.1 RTL code generation

Recent years have witnessed remarkable achievements of Large Language Models (LLMs) in software
code generation tasks, prompting both academia and industry to actively investigate their potential
applications in Hardware Description Language (HDL) code generation [14]. This novel research
frontier has achieved significant progress, unveiling promising paradigms for hardware design
automation.

Instruction tuning has emerged as a pivotal methodology for enhancing LLMs’ task adaptability,
owing to its methodological simplicity and demonstrated performance gains [4]. This technique
shows broad application prospects for automated HDL generation. However, compared to software
programming languages (such as Python, C++), the domain-specific expertise of hardware design
languages and the scarcity of high-quality training data result in current LLMs’ performance in
HDL generation tasks being significantly inferior to their performance in software programming
languages [15]. Therefore, many works focus on the construction of hardware language datasets
[6, 5, 12, 4] and employ Supervised Fine-Tuning (SFT) strategies to enhance LLMs’ HDL generation
capability. However, the heterogeneous quality of training data, whether scraped from public
sources or synthesized by advanced LLMs, remains a critical bottleneck, compromising both validity
and reliability. This has spurred innovative approaches incorporating verification frameworks and
feedback mechanisms during model training/inference to overcome performance bottlenecks and
improve RTL generation quality [16, 14, 17].

2.2 RL Training for LLM

The effectiveness of supervised fine-tuning (SFT) in hardware description languages is fundamentally
constrained by data quality and diversity, particularly in specialized domains where conventional
approaches often fail to meet professional requirements[18]. This limitation has driven interest in
reinforcement learning (RL) techniques that can enhance model capabilities beyond what SFT alone
can achieve.

Reinforcement Learning from Human Feedback (RLHF)[19] is among the earliest and most impactful
approaches for aligning language models with human intent with Proximal Policy Optimization[1].
Subsequent work [20, 21, 3, 22, 23] has focused on developing more efficient alternatives, with
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Direct Preference Optimization (DPO)[3] emerging as particularly impactful due to its simplicity
and stable training process. The recent Group Relative Policy Optimization (GRPO) approach[2]
further advanced this direction by eliminating the need for explicit reward modeling, demonstrating
particular success in RL-based post-training optimization for higher-performance LLMs.

In the domain of Verilog generation, current RL-based training approaches face two key challenges:
(1) highly rely on structural similarity metrics [7, 8] that cannot properly evaluate functional equiv-
alence between different implementations, and (2) the scarcity of high-quality SFT data limits the
initial model capability needed for effective RL optimization. While recent work has explored various
reward formulations [24, 25, 7] and feedback mechanisms [26, 27, 17], these approaches often intro-
duce evaluation biases, limiting their reliability in assessing functional correctness. VeriPrefer [28]
mitigates such biases by employing module-level functional rewards during reinforcement learning.
Our approach differs fundamentally: we adopt signal-level functional rewards, allowing partially
correct modules to still provide valuable feedback during training when they contain correctly im-
plemented signals. Consequently, our method delivers denser and more informative reward signals,
leading to superior reinforcement learning performance.

3 Method

3.1 Framework Overview

In this work, we propose an innovative training methodology named QiMeng-SALV, which is designed
to leverage correct signal-aware implementations within erroneous module codes for Verilog code
generation. We start from a naive code generator, which is typically fine-tuned using a Verilog training
dataset D = {(x, y)} based on a general-purpose LLM, where (x, y) is the description-code pair.
The naive code generator samples k candidate module code implementations E = {y1, y2, ..., yk}
given each module design prompt x. Our primary objective is to extract and learn correct signal-aware
implementations from these candidates for improving RL optimization. Here we employ DPO as
our RL optimization approach, a technique widely recognized for its computational efficiency, fast
convergence, and robust performance.

Our training methodology comprises three stages: 1) Signal-aware Verification: By generating
random input signals and comparing the output signals between the generated module and the ref-
erence module in the training set, we identify correct output signals to obtain preference dataset
P = {(yw, yl, c)}, where yw and yl represent preferred and dispreferred module code respectively,
c represent the contrast signal which is correct in yw and incorrect in yl. 2) Signal-aware Code
Extraction: Leveraging abstract syntax tree (AST) analysis, we establish signal dependency graphs
and isolate relevant preferred and dispreferred code segments (Sc

w, S
c
l ) corresponding to the contrast

signals c from yw and yl, respectively. 3) Signal-aware DPO training: By computing token probabil-
ities only for the preferred and dispreferred code segments related to contrast signals, we employ
DPO to enable the model to learn correct signal implementations, even when the entire module
implementation is erroneous. The following sections provide detailed explanations of each stage.

3.2 Signal-aware Verification

Enabling RL to train models that generate functionally correct code fundamentally requires functional
reward derived from verified implementations. This makes functional correctness verification a critical
challenge when applying RL to LLM-based code generation, especially for hardware description
languages such as Verilog. Conventional verification methods depend on testbenches to assess module
functional correctness, but the lack of such testbenches in training datasets substantially restricts the
capacity to provide meaningful correctness feedback during RL training.

Our approach addresses this limitation through an automated signal verification process for generating
functional reward. Considering the functional reward is provided by a preference dataset in DPO, we
therefore establish the preference dataset based on automated functional verification by three steps: 1)
generating comprehensive random input stimuli, 2) verifying generated signals by comparison with
reference modules, 3) collecting preference dataset from the verifying results of generated signals, as
depicted in Fig.2 (b).

First, we use Yosys [29] to analyze the reference module head, automatically generating N sets of
input signals at equal time intervals. Second, the input signals are simultaneously applied to the
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Figure 2: Overview of the QiMeng-SALV framework. a) The proposed QiMeng-SALV comprises
three stage: signal-aware verification, signal-aware code extraction, and signal-aware DPO training. b)
In signal-aware verification stage, verification is performed by analyzing output signal discrepancies
between generated modules and their reference counterparts, allowing precise identification of
correctly functioning output signals. c) In signal-aware code extraction stage, AST parsing reveals
critical dependencies between output signals and intermediate signals to obtain relevant preferred and
dispreferred code segments pertinent to the contrastive signals.

reference module y and generated modules E = {y1, y2, ..., yk}. By comparing the output signals pro-
duced by the generated modules with the corresponding output signals from the reference module, we
can verify the correctness of generated modules, and obtain the pairs {(y1, c1), (y2, c2), .., (yk, ck)},
where ci is the correct output signals for generated module yi. Notably, only output signals exhibiting
complete matching across all N sets of input signals are verified as correct, while any discrepancies
result in classification as erroneous signals. Third, to select preference samples suitable for DPO
training, we choose sample pairs that there exists a set of contrast signals that is correct in the
preferred sample but incorrect in the dispreferred sample. This can be formally expressed as:

P = {(yw, yl, c)},∃c ∈ cw ∧ c /∈ cl, (1)

where P denotes the preference dataset, c represents the contrast signals, cw and cl represent the
correct signals in the preferred sample yw and dispreferred sample yl respectively.

3.3 Signal-aware Code Extraction

In RL-based code generation, there exist two typical feedback mechanisms: outcome feedback and
process feedback. Compared to outcome feedback which only indicates whether the final output is
correct or not, process feedback can precisely identify which parts of the code implementation are
correct, thereby providing a more dense reward for more effective learning. Therefore, by extracting
the specific code implementation corresponding to the output signal and adopt the RL method based
on process feedback is of great significance for code generation.

In contrast to program code, which sequentially describes execution logic, Verilog code characterizes
the interconnection between wires and gates. This indicates that signal-describing code blocks are
largely self-contained, allowing individual signal implementations to maintain functional accuracy
even when the broader module contains errors. These partially correct signal-level implementations
can be utilized in RL frameworks to generate meaningful functional rewards, thus increasing the
viable sample space for RL optimization.

Based on the above analysis, in the signal-aware code extraction stage, for given target signals, we
parse the Abstract Syntax Tree (AST) to establish dependency relationships between signals, and
then extract the complete code segment corresponding to the target signals, as depicted in Fig.2
(c). Specifically, given the module code of the target signal, we use Yosys [29] to parse the module
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code and obtain the AST. Subsequently, we analyze the AST to derive the dependency relationships
between all the output signals and intermediate signals defined in the module code, forming a signal
topology graph. By analyzing this topology graph and performing backward traversal from the target
output signal leaf nodes, we obtain the dependent signals of the target signal. Based on the locations
of these dependent signals in the AST, we retain their corresponding code segments, thereby obtaining
the complete code segment of the target signal. To facilitate the model’s learning by using code
segment of contrast signal during DPO training, given the contrast signals c, we isolates the relevant
code segment Sc

w from the preferred sample yw. Meanwhile, to enable comparison with the preferred
sample, we also extract the code segment Sc

l of contrast signal c from the dispreferred sample yl.

3.4 Signal-aware DPO Training

In this stage, we employ the preferred and dispreferred code segments related to contrast signals in
DPO training to strengthen the model’s ability of generating functional correct signal implementations.
Standard DPO approaches uniformly increase the likelihood of all tokens in preferred code samples
while suppressing all tokens in dispreferred samples. This paradigm inherently assumes the absolute
correctness of the preferred samples, which is often violated in practice due to suboptimal SFT models.
Because of the limited training data of Verilog code implementations during the SFT stage, the SFT
models frequently fail to generate completely accurate code samples. Our key insight recognizes that
while generating completely accurate modules remains challenging, we can still leverage partially
code segments of functionally correct output signal from incorrect modules to optimize DPO training.
Therefore, we introduce signal-aware DPO, an improved DPO algorithm for Verilog code generation,
which increases the probability of correct signal-related code in preferred samples while decreasing
the probability of erroneous signals in dispreferred samples. To achieve this, during loss computation,
we only calculate the token probabilities for the contrasting signal-related code segments in both
preferred and dispreferred samples, while ignoring the probabilities of other code segment tokens.
Formally expressed as:

L(πθ;πref) = −E(x,yw,yl,Sc
w,Sc

l )∼D

log σ
β

∑
yt∈Sc

w

log
πθ(yt|yw,<t, x)

πref(yt|yw,<t, x)
− β

∑
yt∈Sc

l

log
πθ(yt|yl,<t, x)

πref(yt|yl,<t, x)

 , (2)

where yw and yl represents the preferred and dispreferred sample respectively. Sc
w denotes code

segments related to contrast signals c in preferred samples, while Sc
l represents the same signal

related segments in dispreferred samples. πθ is the policy model to be optimized and πref is the
reference model used for regularizing πθ with Kullback-Leibler divergence and β is a constant to
control the degree of regularization.

Through the objective function in Eq. (2), signal-aware DPO shift DPO’s learning focus from
entire modules to individual signals, refining the learning granularity and increasing the quantity of
functional correctness rewards in DPO, thereby enhancing optimization effectiveness.

4 Experiment

4.1 Experiment Setup

Datasets. Our training dataset is sourced from CodeV [4], consisting of 165K samples obtained by
crawling all publicly available Verilog module code on GitHub. However, we observed that a subset
of these modules are not syntactically valid, prompting us to filter out such cases and retain a cleaned
dataset of 135K samples. The 135K dataset is initially employed to fine-tune the general-purpose code
generation model Qwen2.5 Coder Instruct [30], yielding a naive code generator. For every prompt in
the 135K dataset, this generator produces 5 candidate module codes, while the corresponding module
codes in the dataset serve as reference codes to validate signal correctness during Signal-aware
Verification.

Training Settings. In training, we perform full-parameter fine-tuning for 2 epochs during the SFT,
followed by about 1 epoch (7000 steps) of LoRA-based[31] fine-tuning in the Signal-aware DPO.
Optimization is carried out using the Adam [32] optimizer with a cosine annealing learning rate
schedule, where the initial learning rates are set to 1.0e-5 for SFT and 5.0e-6 for Signal-aware DPO.
The training configuration employs a global batch size of 64 and a maximum sequence length of
2048 tokens.
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Table 1: Main Results on VerilogEval1.0 and VerilogEval2.0 Benchmarks

Type Model Size
VerilogEval1.0 (%) VerilogEval2.0 (%)

Machine Human Specification Completion

Pass@1 Pass@5 Pass@10 Pass@1 Pass@5 Pass@10 T=0 T=0.8 T=0 T=0.8

Foundation
General Model

GPT-3.5 - 46.7 69.1 74.1 26.7 45.8 51.7 - - - -
GPT-4 - 60.0 70.6 73.5 43.5 55.8 58.9 32.0 31.7 42.3 41.6
GPT-4o - 67.7 75.5 77.2 60.1 71.4 74.5 62.5 61.4 59.0 56.1

Deepseek v3 671B 77.6 86.2 87.4 70.7 77.4 78.8 68.8 66.9 68.0 66.1

General Code
Model

Deepseek Coder 6.7B 52.2 55.4 56.8 30.2 33.9 34.9 21.7 19.5 25.0 29.3
CodeQwen1.5 7B 46.5 54.9 56.4 22.5 26.1 28.0 1.9 15.0 21.8 17.9

Qwen2.5 Coder Instruct 7B 50.1 66.5 70.9 22.9 36.0 39.5 23.0 22.0 30.1 25.6

Verilog-Specific
Model

RTLCoder 6.7B 61.2 76.5 81.8 41.6 50.1 53.4 36.8 30.9 35.9 31.5
CodeV(Qwen1.5) 7B 77.6 88.2 90.7 52.7 62.5 67.3 7.7 8.4 50.0 45.7
CodeV(Qwen2.5) 7B 77.3 87.9 90.1 57.9 66.7 69.7 44.8 37.4 58.3 49.9

Origen 7B 74.1 82.4 85.7 54.4 60.1 64.2 49.3 46.8 49.3 47.2
VeriSeek 6.7B 61.6 76.9 81.7 30.5 43.4 49.2 28.8 15.9 49.3 43.1
VeriPrefer 7B 72.7 85.8 - 49.7 62.3 - - - 55.7 51.3

QiMeng-SALV (Ours) 7B 81.4 88.6 90.8 60.4 68.6 71.2 57.1 56.2 62.2 58.8

Metric Following previous work [11], the pass@k metric is employed to evaluate model performance,
estimating the probability that at least one correct solution is generated within k independent attempts
for each problem:

pass@k := Eproblems

[
1−

(
n−c
k

)(
n
k

) ]
. (3)

Here, n ≥ k denotes the total number of independent solution attempts per problem instance, while c
corresponds to the count of functionally correct solutions among these trials.

Benchmark We conduct comprehensive evaluations on the VerilogEval (including VerilogEval1.0
[9] and VerilogEval2.0 [10]) and RTLLM benchmarks (including RTLLM v1.1 [11] and RTLLM
v2.0 [12]).

VerilogEval1.0 is divided into two subtasks: Machine and Human. The Machine subset contains
143 Verilog design problems, with each prompt generated by LLMs; the Human subset comprises
156 Verilog design problems, with each prompt manually crafted. VerilogEval2.0 revisit some
limitaions of VerilogEval1.0 [9] and support specification-to-RTL tasks in addition to the original
code completion task. Since VerilogEval-machine can be overly descriptive compared to real-
world code generation problem, VerilogEval2.0 only evaluate models against VerilogEval-human to
highlight the most useful LLM evaluation.

RTLLM v1.1 [11] incorporates 29 distinct Verilog code generation tasks categorized into Arith-
metic and Logic domains. Each task specification provides complete interface definitions (module
ports) along with detailed functional requirements. RTLLM v2.0 expands from the 29 Verilog
designs in RTLLM v1.1 to 50, covering four categories of tasks: Arithmetic, Control, Memory, and
Miscellaneous.

Our experimental setup employs a sampling configuration of n=20 generations per prompt. We
evaluate the model generated module code using pass@1, pass@5, and pass@10 metrics. The
pass@1 metric specifically quantifies solution accuracy on demonstrably solvable problems, reflecting
the model’s consistency and stability in generating correct implementations. In contrast, pass@10
assesses the model’s overall problem-solving capacity by measuring its ability to produce at least
one valid solution within twenty attempts, thereby characterizing the breadth of its code generation
capability.

Following previous practices [16], we conduct tests at temperature settings of 0.2, 0.5, and 0.8, and
report the highest results on VerilogEval1.0 and RTLLM benchmark. According to the VerilogEval2.0
paper [10], VerilogEval2.0 only reports pass@1 results under low-temperature settings (T=0.0,
top_p=0.01, n=1) and high-temperature settings (T=0.8, top_p=0.95, n=20) using nucleus sampling
[33]. Notably, pass@5 and pass@10 scores are excluded from the evaluation.

Baseline Methods In our experimental evaluation, we conduct a comprehensive comparison be-
tween our proposed method and several baseline approaches, categorized into three groups: 1)
General-purpose Foundation Models: GPT-3.5, GPT-4o, GPT-4 [34], and DeepSeek-v3 [13], which
demonstrate broad capabilities across diverse domains. 2) General Code Models: CodeQwen1.5 [35],
Qwen2.5 Coder Instruct [30] and Deepseek Coder [36], possessing strong coding proficiency but
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Table 2: Main Results on RTLLM v1.1 and RTLLM v2.0 Benchmarks

Type Model Size
RTLLM v1.1 (%) RTLLM v2.0 (%)

Pass@1 Pass@5 Pass@10 Pass@1 Pass@5 Pass@10

Foundation
General Model

GPT-3.5 - 28.3 36.9 41.4 34.4 49.8 52.1
GPT-4o - 41.7 65.9 - 56.5 70.3 75.2

Deepseek v3 671B 62.0 72.0 72.4 59.1 71.5 73.3

General Code
Model

Deepseek Coder 6.7B 23.1 29.3 34.5 26.5 36.3 42.7
CodeQwen1.5 7B 28.8 38.8 43.3 25.8 29.0 -

Qwen2.5 Coder Instruct 7B 30.1 49.2 55.9 33.2 52.5 57.7

Verilog-Specific
Model

RTLCoder 6.7B 35.8 40.3 43.1 43.5 48.1 -
CodeV(Qwen1.5) 7B 36.6 53.3 61.3 48.1 56.9 -
CodeV(Qwen2.5) 7B 39.3 63.5 74.2 41.0 60.1 68.1

Origen 7B 50.6 68.3 74.3 50.9 60.9 64.0
VeriSeek 6.7B 29.3 47.1 53.1 31.9 54.2 52.0
VeriPrefer 7B 53.2 67.7 - 52.4 66.4 -

QiMeng-SALV (Ours) 7B 62.6 75.1 81.1 62.0 71.7 76.0

lacking Verilog-specific optimization. 3) Domain-Specialized Verilog Models: Including RTL Coder
[16], CodeV [4], Origen [17], VeriSeek [7] and VeriPrefer [28] which employ module-level rewards
in reinforcement learning.

4.2 Main Results

Table1 and Table2 comprehensively compare the performance of our QiMeng-SALV method against
baseline models across the VerilogEval [9, 10] and RTLLM [11, 12] benchmarks. To establish a
more rigorous evaluation framework, we re-implemented CodeV using Qwen2.5 Coder Instruct as its
foundation model, replacing its original CodeQwen1.5 which demonstrated inferior performance.
This architectural alignment with our base model eliminates potential confounding factors arising
from fundamental model discrepancies.

Comparison results in Table 1 and Table 2 show that QiMeng-SALV establishes new state-of-the-art
results across both benchmarks in the open-source domain. As shown in Table 1, in VerilogEval,
QiMeng-SALV achieves leading performance among open-source solutions on both specification
understanding and code completion tasks—attaining 81.4 pass@1 on Machine and 60.4 pass@1 on
Human in VerilogEval 1.0, as well as 57.1 (T = 0) on Specification and 62.2 (T = 0) on Completion in
VerilogEval2.0. Its performance is comparable to GPT-4o on the VerilogEval1.0 Human benchmark
and even surpasses Deepseek v3 and GPT-4o on the VerilogEval1.0 Machine.

As shown in Table 2, QiMeng-SALV achieves a remarkable 62.6% functional pass@1 accuracy on
the RTLLM v1.1 benchmark and 62.0% on RTLLM v2.0 with merely 7B parameters, significantly
exceeding all existing open-source alternatives and rivaling the performance of DeepSeek-v3, a 671B
parameter model. Impressively, its functional pass@10 accuracy reaches 81.1% on RTLLM v1.1,
surpassing DeepSeek-v3’s 72.4%.

Remarkably, when compared to CodeV (Qwen2.5), trained on identical datasets with the same base
model, QiMeng-SALV shows substantial improvements: about 59.7% improvement pass@1 accuracy
on RTLLM v1.1, and 27.4%(T=0)/50.2%(T=0.8) improvement on VerilogEval2.0’s specification
subtasks. These findings underscore that leveraging RL to learn from correct signal-level imple-
mentations yields substantially stronger performance compared to models trained exclusively via
supervised fine-tuning.

Furthermore, when compared with VeriPrefer, which employs module-level rewards in reinforcement
learning, our method achieves substantial improvements across all evaluation metrics. This highlights
the advantage of fine-grained supervision: signal-level rewards allow the model to effectively learn
from partially correct samples that are often disregarded under coarser reward schemes. Consequently,
signal-level reinforcement learning enables the generation of more robust and correct Verilog code.

4.3 Ablation Study

In this section, we present a systematic ablation study to evaluate our proposed QiMeng-SALV. Given
that RTLLM contains more complex problems than VerilogEval, making it more suitable for revealing
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(a) (b)

Figure 3: (a) Pass rate performance comparison between different training stages across different
tasks on RTLLM v1.1 benchmark. (b) Signal-aware DPO training datasets scaling on RTLLM
benchmark.

nuanced performance differences among models, we focus our ablation analysis on the RTLLM
benchmark. Our investigation spans two key dimensions: 1) configuration variations of Signal-aware
DPO training, and 2) different training stage implementations of QiMeng-SALV.

Ablation of configuration variations of signal-aware DPO Unlike standard DPO, which is limited
to processing complete correct modules and must consider all response tokens, our signal-aware DPO
can not only handle complete correct modules but also extract functional reward in partial correct
modules containing correct signal implementations. Therefore, we design three different options to
evaluate the efficiency of our method: 1) Complete correct datasets (263k): all of preferred sample in
DPO training data are complete correct modules. 2). Partial correct datasets (110k): all of preferred
sample in DPO training data are partial correct modules containing both correct and incorrect signals.
3). Filter incorrect signals: determines whether erroneous signals in preferred samples participate
in DPO computation. As evidenced by the results in Table 3, standard DPO trained exclusively on
complete correct datasets achieves superior performance compared to training on partially correct
datasets. Interestingly, combining both complete and partially correct datasets during training leads
to degraded performance relative to using only complete correct datasets. This degradation likely
stems from the presence of incorrect signal implementations in partially correct module, which
introduce noise and hinder the model’s ability to discern meaningful reward signals. By contrast,
our proposed signal-aware DPO method, which actively filters out incorrect signal implementations,
substantially improves performance in both scenarios: training on partially correct datasets alone and
training on mixed datasets. These findings highlight two key advantages of signal-aware DPO: (1)
its ability to leverage a broader spectrum of training data, and (2) its robustness against noisy signal
implementations through effective filtering.

Ablation of different training stage implementations To systematically analyze the performance
gains of the model across different training phases, we conducted comprehensive evaluations at each
stage. The results, as presented in the Table 4, indicate that SFT yields a substantial improvement of
approximately 15 percentage points in all three accuracy dimensions. Subsequent signal-aware DPO
training delivers additional gains of 10-14 percentage points. Figure 3 (a) illustrates the pass rate of
the model on the RTLLM v1.1 benchmark tasks across different training stages. The base code model
not only answered fewer questions correctly but also exhibited low accuracy for the questions it could
answer. After the SFT training stage, the model could correctly answer a broader range of questions.
Following signal-aware DPO training, the model further improved its accuracy on questions it could
answer while also correctly answering previously unsolvable questions. These findings substantiate
that signal-aware DPO effectively utilizes functional correctness feedback signals to drive additional
performance improvements beyond what is achieved through SFT alone.

Scaling on Signal-aware DPO training datasets To examine the influence of training dataset
size on Signal-aware DPO’s efficacy, we conducted experiments by training models with preference
datasets of different scales. Figure 3 (b) reveals a consistent upward trend in pass@1, pass@5, and
pass@10 metrics as the dataset size grows. These results indicate that incorporating more meaningful
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Table 3: Ablation Different Settings on RTLLM Benchmark
Complete
Correct
Datasets

Partial
Correct
Datasets

Filter
Incorrect
Signals

RTLLM v1.1 (%) RTLLM v2.0 (%)

Pass@1 Pass@5 Pass@10 Pass@1 Pass@5 Pass@10

✓ 57.4 74.0 78.3 57.1 70.4 73.4
✓ 56.0 67.9 71.6 54.7 66.0 69.2

✓ ✓ 55.3 73.1 77.1 55.9 69.8 73.3
✓ ✓ 56.6 71.0 76.4 54.1 68.4 73.1

✓ ✓ ✓ 62.6 75.1 81.1 62.0 71.7 76.0

Table 4: Ablation Different Training Stage on RTLLM Benchmark

Model RTLLM v1.1 (%) RTLLM v2.0 (%)

Pass@1 Pass@5 Pass@10 Pass@1 Pass@5 Pass@10

Base Model(Qwen2.5) 30.1 49.2 55.9 33.2 52.5 57.7
+ SFT 48.3 65.2 69.8 50.4 64.3 68.7
+ Signal-aware DPO 62.6 75.1 81.1 62.0 71.7 76.0

functional rewards during reinforcement learning training significantly contributes to improved model
performance.

5 Runtime Analysis

We measured the average runtime of simulation and AST parsing over all Verilog samples in training
data. On average, simulation takes 0.0391 seconds and AST parsing takes 0.0957 seconds per sample.
By utilizing 60 CPU cores for parallel processing, we reduce the per-sample average simulation time
to 0.65 milliseconds and AST parsing time to 1.59 milliseconds. These results show that the overhead
of simulation and AST parsing is negligible in practice.

6 Conclusion

In this paper, we propose QiMeng-SALV, a novel reinforcement learning method for training Verilog
code generation, which learns correct signal implementations from erroneous modules, thereby
increasing functional correctness rewards and improving capability. Experiments show that our model
achieves state-of-the-art performance on VerilogEval and RTLLM, significantly outperforming other
open-source models. On RTLLM v1.1, it reaches pass@1 62.6% and pass@5 75.1%, matching the
performance of DeepSeek-v3 (671B parameters) with only 7B parameters. QiMeng-SALV shifts the
training paradigm for Verilog code generation from the module level to the signal level.
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Supplementary Material

A Experiment Compute resources

For the SFT phase, we execute full-parameter optimization across 2 training epochs utilizing a
cluster of 4 NVIDIA A100-80GB SMX GPUs, with the complete training procedure consuming
approximately 20 hours. Subsequently, during the Signal-aware DPO stage, we implement LoRA-
based fine-tuning over 7000 steps on an array of 8 NVIDIA A100-40GB GPUs, resulting in a total
training duration of roughly 15 hours.

B Societal Impacts

Our research delivers significant positive societal impact by substantially improving the functional
correctness of automatically generated Verilog code. This advancement enhances productivity in
circuit design workflows, accelerates development cycles, and provides industry practitioners with a
reliable assistive tool. However, we acknowledge potential negative implications in academic settings.
The model’s capabilities could be misused by students to complete Verilog programming assignments
or examinations, potentially facilitating academic dishonesty. We emphasize the importance of
developing appropriate usage guidelines and detection mechanisms to mitigate such risks while
preserving the technology’s beneficial applications.

C Limitation

QiMeng-SALV determines the functional correctness of the generated module by producing random
input signals and comparing the output signals between the generated module and the reference
module. If the reference module in the training dataset itself is incorrect, it may lead to erroneous
judgments of functional correctness, necessitating a relatively high-quality training dataset. In this
paper, we do not discuss how to obtain a high-quality dataset, as this is beyond our scope. In our
experiment, we use the CodeV dataset, a high-quality dataset obtained by crawling all publicly
available Verilog module code on GitHub. We also perform data cleaning to ensure the reference
modules are syntactically correct and compilable.
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NeurIPS Paper Checklist

1. Claims
Question: Do the main claims made in the abstract and introduction accurately reflect the
paper’s contributions and scope?
Answer: [Yes]
Justification: The main claims made in the abstract and introduction accurately reflect the
paper’s contributions and scope.
Guidelines:

• The answer NA means that the abstract and introduction do not include the claims
made in the paper.

• The abstract and/or introduction should clearly state the claims made, including the
contributions made in the paper and important assumptions and limitations. A No or
NA answer to this question will not be perceived well by the reviewers.

• The claims made should match theoretical and experimental results, and reflect how
much the results can be expected to generalize to other settings.

• It is fine to include aspirational goals as motivation as long as it is clear that these goals
are not attained by the paper.

2. Limitations
Question: Does the paper discuss the limitations of the work performed by the authors?
Answer: [Yes]
Justification: In Appendix.
Guidelines:

• The answer NA means that the paper has no limitation while the answer No means that
the paper has limitations, but those are not discussed in the paper.

• The authors are encouraged to create a separate "Limitations" section in their paper.
• The paper should point out any strong assumptions and how robust the results are to

violations of these assumptions (e.g., independence assumptions, noiseless settings,
model well-specification, asymptotic approximations only holding locally). The authors
should reflect on how these assumptions might be violated in practice and what the
implications would be.

• The authors should reflect on the scope of the claims made, e.g., if the approach was
only tested on a few datasets or with a few runs. In general, empirical results often
depend on implicit assumptions, which should be articulated.

• The authors should reflect on the factors that influence the performance of the approach.
For example, a facial recognition algorithm may perform poorly when image resolution
is low or images are taken in low lighting. Or a speech-to-text system might not be
used reliably to provide closed captions for online lectures because it fails to handle
technical jargon.

• The authors should discuss the computational efficiency of the proposed algorithms
and how they scale with dataset size.

• If applicable, the authors should discuss possible limitations of their approach to
address problems of privacy and fairness.

• While the authors might fear that complete honesty about limitations might be used by
reviewers as grounds for rejection, a worse outcome might be that reviewers discover
limitations that aren’t acknowledged in the paper. The authors should use their best
judgment and recognize that individual actions in favor of transparency play an impor-
tant role in developing norms that preserve the integrity of the community. Reviewers
will be specifically instructed to not penalize honesty concerning limitations.

3. Theory assumptions and proofs
Question: For each theoretical result, does the paper provide the full set of assumptions and
a complete (and correct) proof?
Answer: [NA]
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Justification: The paper does not include theoretical results.
Guidelines:

• The answer NA means that the paper does not include theoretical results.
• All the theorems, formulas, and proofs in the paper should be numbered and cross-

referenced.
• All assumptions should be clearly stated or referenced in the statement of any theorems.
• The proofs can either appear in the main paper or the supplemental material, but if

they appear in the supplemental material, the authors are encouraged to provide a short
proof sketch to provide intuition.

• Inversely, any informal proof provided in the core of the paper should be complemented
by formal proofs provided in appendix or supplemental material.

• Theorems and Lemmas that the proof relies upon should be properly referenced.
4. Experimental result reproducibility

Question: Does the paper fully disclose all the information needed to reproduce the main ex-
perimental results of the paper to the extent that it affects the main claims and/or conclusions
of the paper (regardless of whether the code and data are provided or not)?
Answer: [Yes]
Justification: We will open-source our model on huggingface.
Guidelines:

• The answer NA means that the paper does not include experiments.
• If the paper includes experiments, a No answer to this question will not be perceived

well by the reviewers: Making the paper reproducible is important, regardless of
whether the code and data are provided or not.

• If the contribution is a dataset and/or model, the authors should describe the steps taken
to make their results reproducible or verifiable.

• Depending on the contribution, reproducibility can be accomplished in various ways.
For example, if the contribution is a novel architecture, describing the architecture fully
might suffice, or if the contribution is a specific model and empirical evaluation, it may
be necessary to either make it possible for others to replicate the model with the same
dataset, or provide access to the model. In general. releasing code and data is often
one good way to accomplish this, but reproducibility can also be provided via detailed
instructions for how to replicate the results, access to a hosted model (e.g., in the case
of a large language model), releasing of a model checkpoint, or other means that are
appropriate to the research performed.

• While NeurIPS does not require releasing code, the conference does require all submis-
sions to provide some reasonable avenue for reproducibility, which may depend on the
nature of the contribution. For example
(a) If the contribution is primarily a new algorithm, the paper should make it clear how

to reproduce that algorithm.
(b) If the contribution is primarily a new model architecture, the paper should describe

the architecture clearly and fully.
(c) If the contribution is a new model (e.g., a large language model), then there should

either be a way to access this model for reproducing the results or a way to reproduce
the model (e.g., with an open-source dataset or instructions for how to construct
the dataset).

(d) We recognize that reproducibility may be tricky in some cases, in which case
authors are welcome to describe the particular way they provide for reproducibility.
In the case of closed-source models, it may be that access to the model is limited in
some way (e.g., to registered users), but it should be possible for other researchers
to have some path to reproducing or verifying the results.

5. Open access to data and code
Question: Does the paper provide open access to the data and code, with sufficient instruc-
tions to faithfully reproduce the main experimental results, as described in supplemental
material?
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Answer: [Yes]

Justification: We will open-source our datasets and code on github.

Guidelines:

• The answer NA means that paper does not include experiments requiring code.
• Please see the NeurIPS code and data submission guidelines (https://nips.cc/
public/guides/CodeSubmissionPolicy) for more details.

• While we encourage the release of code and data, we understand that this might not be
possible, so “No” is an acceptable answer. Papers cannot be rejected simply for not
including code, unless this is central to the contribution (e.g., for a new open-source
benchmark).

• The instructions should contain the exact command and environment needed to run to
reproduce the results. See the NeurIPS code and data submission guidelines (https:
//nips.cc/public/guides/CodeSubmissionPolicy) for more details.

• The authors should provide instructions on data access and preparation, including how
to access the raw data, preprocessed data, intermediate data, and generated data, etc.

• The authors should provide scripts to reproduce all experimental results for the new
proposed method and baselines. If only a subset of experiments are reproducible, they
should state which ones are omitted from the script and why.

• At submission time, to preserve anonymity, the authors should release anonymized
versions (if applicable).

• Providing as much information as possible in supplemental material (appended to the
paper) is recommended, but including URLs to data and code is permitted.

6. Experimental setting/details
Question: Does the paper specify all the training and test details (e.g., data splits, hyper-
parameters, how they were chosen, type of optimizer, etc.) necessary to understand the
results?

Answer: [Yes]

Justification: In 4.1.

Guidelines:

• The answer NA means that the paper does not include experiments.
• The experimental setting should be presented in the core of the paper to a level of detail

that is necessary to appreciate the results and make sense of them.
• The full details can be provided either with the code, in appendix, or as supplemental

material.

7. Experiment statistical significance
Question: Does the paper report error bars suitably and correctly defined or other appropriate
information about the statistical significance of the experiments?

Answer: [No]

Justification: Our experiments rely heavily on large language model (LLM) training, and
repeating each setting multiple times would significantly increase the cost.

Guidelines:

• The answer NA means that the paper does not include experiments.
• The authors should answer "Yes" if the results are accompanied by error bars, confi-

dence intervals, or statistical significance tests, at least for the experiments that support
the main claims of the paper.

• The factors of variability that the error bars are capturing should be clearly stated (for
example, train/test split, initialization, random drawing of some parameter, or overall
run with given experimental conditions).

• The method for calculating the error bars should be explained (closed form formula,
call to a library function, bootstrap, etc.)

• The assumptions made should be given (e.g., Normally distributed errors).
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• It should be clear whether the error bar is the standard deviation or the standard error
of the mean.

• It is OK to report 1-sigma error bars, but one should state it. The authors should
preferably report a 2-sigma error bar than state that they have a 96% CI, if the hypothesis
of Normality of errors is not verified.

• For asymmetric distributions, the authors should be careful not to show in tables or
figures symmetric error bars that would yield results that are out of range (e.g. negative
error rates).

• If error bars are reported in tables or plots, The authors should explain in the text how
they were calculated and reference the corresponding figures or tables in the text.

8. Experiments compute resources
Question: For each experiment, does the paper provide sufficient information on the com-
puter resources (type of compute workers, memory, time of execution) needed to reproduce
the experiments?
Answer: [Yes]
Justification: In Appendix.
Guidelines:

• The answer NA means that the paper does not include experiments.
• The paper should indicate the type of compute workers CPU or GPU, internal cluster,

or cloud provider, including relevant memory and storage.
• The paper should provide the amount of compute required for each of the individual

experimental runs as well as estimate the total compute.
• The paper should disclose whether the full research project required more compute

than the experiments reported in the paper (e.g., preliminary or failed experiments that
didn’t make it into the paper).

9. Code of ethics
Question: Does the research conducted in the paper conform, in every respect, with the
NeurIPS Code of Ethics https://neurips.cc/public/EthicsGuidelines?
Answer: [Yes]
Justification: The research strictly adheres to the NeurIPS Code of Ethics. All experiments
were conducted with integrity, transparency, and respect for human and environmental
welfare.
Guidelines:

• The answer NA means that the authors have not reviewed the NeurIPS Code of Ethics.
• If the authors answer No, they should explain the special circumstances that require a

deviation from the Code of Ethics.
• The authors should make sure to preserve anonymity (e.g., if there is a special consid-

eration due to laws or regulations in their jurisdiction).
10. Broader impacts

Question: Does the paper discuss both potential positive societal impacts and negative
societal impacts of the work performed?
Answer: [Yes]
Justification: In Appendix.
Guidelines:

• The answer NA means that there is no societal impact of the work performed.
• If the authors answer NA or No, they should explain why their work has no societal

impact or why the paper does not address societal impact.
• Examples of negative societal impacts include potential malicious or unintended uses

(e.g., disinformation, generating fake profiles, surveillance), fairness considerations
(e.g., deployment of technologies that could make decisions that unfairly impact specific
groups), privacy considerations, and security considerations.
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• The conference expects that many papers will be foundational research and not tied
to particular applications, let alone deployments. However, if there is a direct path to
any negative applications, the authors should point it out. For example, it is legitimate
to point out that an improvement in the quality of generative models could be used to
generate deepfakes for disinformation. On the other hand, it is not needed to point out
that a generic algorithm for optimizing neural networks could enable people to train
models that generate Deepfakes faster.

• The authors should consider possible harms that could arise when the technology is
being used as intended and functioning correctly, harms that could arise when the
technology is being used as intended but gives incorrect results, and harms following
from (intentional or unintentional) misuse of the technology.

• If there are negative societal impacts, the authors could also discuss possible mitigation
strategies (e.g., gated release of models, providing defenses in addition to attacks,
mechanisms for monitoring misuse, mechanisms to monitor how a system learns from
feedback over time, improving the efficiency and accessibility of ML).

11. Safeguards
Question: Does the paper describe safeguards that have been put in place for responsible
release of data or models that have a high risk for misuse (e.g., pretrained language models,
image generators, or scraped datasets)?

Answer: [NA]

Justification: The paper poses no such risks.

Guidelines:

• The answer NA means that the paper poses no such risks.
• Released models that have a high risk for misuse or dual-use should be released with

necessary safeguards to allow for controlled use of the model, for example by requiring
that users adhere to usage guidelines or restrictions to access the model or implementing
safety filters.

• Datasets that have been scraped from the Internet could pose safety risks. The authors
should describe how they avoided releasing unsafe images.

• We recognize that providing effective safeguards is challenging, and many papers do
not require this, but we encourage authors to take this into account and make a best
faith effort.

12. Licenses for existing assets
Question: Are the creators or original owners of assets (e.g., code, data, models), used in
the paper, properly credited and are the license and terms of use explicitly mentioned and
properly respected?

Answer: [Yes]

Justification: We cite the original paper.

Guidelines:

• The answer NA means that the paper does not use existing assets.
• The authors should cite the original paper that produced the code package or dataset.
• The authors should state which version of the asset is used and, if possible, include a

URL.
• The name of the license (e.g., CC-BY 4.0) should be included for each asset.
• For scraped data from a particular source (e.g., website), the copyright and terms of

service of that source should be provided.
• If assets are released, the license, copyright information, and terms of use in the

package should be provided. For popular datasets, paperswithcode.com/datasets
has curated licenses for some datasets. Their licensing guide can help determine the
license of a dataset.

• For existing datasets that are re-packaged, both the original license and the license of
the derived asset (if it has changed) should be provided.
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• If this information is not available online, the authors are encouraged to reach out to
the asset’s creators.

13. New assets
Question: Are new assets introduced in the paper well documented and is the documentation
provided alongside the assets?
Answer: [NA]
Justification: The paper does not release new assets.
Guidelines:

• The answer NA means that the paper does not release new assets.
• Researchers should communicate the details of the dataset/code/model as part of their

submissions via structured templates. This includes details about training, license,
limitations, etc.

• The paper should discuss whether and how consent was obtained from people whose
asset is used.

• At submission time, remember to anonymize your assets (if applicable). You can either
create an anonymized URL or include an anonymized zip file.

14. Crowdsourcing and research with human subjects
Question: For crowdsourcing experiments and research with human subjects, does the paper
include the full text of instructions given to participants and screenshots, if applicable, as
well as details about compensation (if any)?
Answer: [NA]
Justification: The paper does not involve crowdsourcing nor research with human subjects.
Guidelines:

• The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

• Including this information in the supplemental material is fine, but if the main contribu-
tion of the paper involves human subjects, then as much detail as possible should be
included in the main paper.

• According to the NeurIPS Code of Ethics, workers involved in data collection, curation,
or other labor should be paid at least the minimum wage in the country of the data
collector.

15. Institutional review board (IRB) approvals or equivalent for research with human
subjects
Question: Does the paper describe potential risks incurred by study participants, whether
such risks were disclosed to the subjects, and whether Institutional Review Board (IRB)
approvals (or an equivalent approval/review based on the requirements of your country or
institution) were obtained?
Answer: [NA]
Justification: The paper does not involve crowdsourcing nor research with human subjects.
Guidelines:

• The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

• Depending on the country in which research is conducted, IRB approval (or equivalent)
may be required for any human subjects research. If you obtained IRB approval, you
should clearly state this in the paper.

• We recognize that the procedures for this may vary significantly between institutions
and locations, and we expect authors to adhere to the NeurIPS Code of Ethics and the
guidelines for their institution.

• For initial submissions, do not include any information that would break anonymity (if
applicable), such as the institution conducting the review.

16. Declaration of LLM usage
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Question: Does the paper describe the usage of LLMs if it is an important, original, or
non-standard component of the core methods in this research? Note that if the LLM is used
only for writing, editing, or formatting purposes and does not impact the core methodology,
scientific rigorousness, or originality of the research, declaration is not required.
Answer: [NA]
Justification: This research does not involve LLMs as any important, original, or non-
standard components.
Guidelines:

• The answer NA means that the core method development in this research does not
involve LLMs as any important, original, or non-standard components.

• Please refer to our LLM policy (https://neurips.cc/Conferences/2025/LLM)
for what should or should not be described.
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