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MuGSI: Distilling GNNs with Multi-Granularity Structural
Information for Graph Classification

Anonymous Author(s)

ABSTRACT
Recent works have introduced GNN-to-MLP knowledge distillation
(KD) frameworks to combine both GNN’s superior performance
and MLP’s fast inference speed. However, existing KD frameworks
are primarily designed for node classification within single graphs,
leaving their applicability to graph classification largely unexplored.
Two main challenges arise when extending KD for node classifica-
tion to graph classification: (1) The inherent sparsity of learning
signals due to soft labels being generated at the graph level; (2)
The limited expressiveness of student MLPs, especially in datasets
with limited input feature spaces. To overcome these challenges,
we introduce MuGSI, a novel KD framework that employs Multi-
granularity Structural Information for graph classification. Specif-
ically, we propose multi-granularity distillation loss in MuGSI to
tackle the first challenge. This loss function is composed of three
distinct components: graph-level distillation, subgraph-level distil-
lation, and node-level distillation. Each component targets a spe-
cific granularity of the graph structure, ensuring a comprehensive
transfer of structural knowledge from the teacher model to the
student model. To tackle the second challenge, MuGSI proposes
to incorporate a node feature augmentation component, thereby
enhancing the expressiveness of the student MLPs and making
them more capable learners. We perform extensive experiments
across a variety of datasets and different teacher/student model
architectures. The experiment results demonstrate the effectiveness,
efficiency, and robustness of MuGSI. Codes are publicly available
at: https://github.com/uyfhtdrwww2024/MuGSI.

CCS Concepts
• Information systems→ Data mining; • Computing method-
ologies→ Supervised learning; Neural networks.
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Graph neural networks, Knowledge distillation, Graph classification
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PROTEINS BZR DD IMDB-B

GIN 79.25±3.22 93.09±1.89 77.67±2.86 79.60±3.02
MLP 72.61±2.98 79.26±1.50 73.59±2.90 77.11±2.76

GLNN𝑀𝐿𝑃 72.96±2.54 79.51±1.94 74.49±2.94 77.58±3.27

Table 1: Experiment results for soft logits-based KD method.
Here the student is MLP and the teacher is GIN[52]. Details
about experiment setting can be found in Section 5.1.

1 INTRODUCTION
In recent years, Graph Neural Networks (GNNs) have emerged as
a powerful tool for graph-structured data and have consistently
achieved superior performance in graph-related tasks in a variety of
domains, such as bioinformatics [16], social network analysis [12]
and personalized recommendation [21]. Building on this, GNNs are
highly relevant to the Graph Algorithms and Modelling for the Web.

To facilitate the deployment of latency-sensitive applications,
several works [45, 49, 51, 61] employ Knowledge Distillation (KD)
[22] to transfer the learned knowledge from a well-trained teacher
GNN model to a student MLP model, combining GNN’s superior
performance with MLP’s fast inference speed. However, existing
GNN-to-MLP KD methods mainly focus on node classification, and
its application to graph classification is largely overlooked. This
gap is significant as KD for graph classification presents unique
challenges that are fundamentally distinct from those in node clas-
sification: (1) Sparse learning signals. For node classification, dense
learning signals can be generated through node-level gradient up-
dates using soft labels, especially for large-scale graphs that consist
of thousands or even millions of nodes. Conversely, graph classifi-
cation inherently provides sparse learning signals, as soft labels are
obtained at the level of entire graphs, making the KD process for
graph classification more challenging; (2) Limited expressive power
of MLPs. Previous work [7, 61] has established that a key factor for
the success of KD for node classification is the small gap in the
number of equivalence classes generated by GNNs and MLPs due to
the enormous input feature space of the real-world node classifica-
tion datasets (more details can be found in the Appendix D of [61]).
However, this condition is often not met in graph classification
tasks due to the limited input feature space, which severely limits
the expressive power and learning capability of student MLPs. The
empirical results illustrated in Table 1 also align with our analysis,
i.e., due to the outlined challenges, a GNN-to-MLP KD framework
effective for node classification only yields slight gains for graph
classification. Here, we adopt GLNN𝑀𝐿𝑃 as the KD framework,
our implementation is similar to the one from GLNN [61], except
that a graph pooling function is utilized to obtain a graph-level
representation.

Present Work. In this work, we introduce a novel Knowledge
Distillation framework titledMuGSI (Multi-Granularity Structural
Information for Graph distillation) to address the aforementioned

1
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challenges, namely sparse learning signals and limited expressive
power of MLPs. (1) To tackle the first challenge, we propose multi-
granularity distillation loss to align multiple distributions across
various scales of graph structures between the teacher model and
the student model (as discussed in Appendix A.4). Our intuition is
that both local and global structural information play a critical role
in graph classification as GNNs first encode a rooted subtree for
each node to capture the local substructures, then a graph pooling
function is utilized to obtain a whole-graph representation, which
captures the global structures. The proposed multi-granularity dis-
tillation loss in MuGSI is composed of three distinct components:
graph-level distillation, subgraph-level distillation, and node-level
distillation. Each component targets a specific granularity of the
graph structure, ensuring a comprehensive transfer of structural
knowledge from the teacher model to the student model. By leverag-
ing this multi-granularity approach, we can provide dense learning
signals during the KD process and facilitate the effective transfer
of structural knowledge. (2) To tackle the second challenge, MuGSI
proposes to incorporate a node feature augmentation component,
thereby enlarging the input feature space and enhancing the expres-
siveness of the student MLPs to make them more capable learners.
We further utilize a specific type of Graph-Augmented MLP (GA-
MLP) as a more expressive student. Notably, the time complexity
of the GA-MLP is almost identical to that of a traditional MLP.

Our work also reveals the multifaceted advantages of employing
KD for graph classification, addressing key challenges in computa-
tional efficiency, robustness, and resource constraints: (1) Recently,
there is a line of work aiming to improve the model expressive-
ness [3, 5, 6, 11, 30, 33–35, 37, 44, 46, 56, 60, 63], but they are usually
costly in computational time and memory space. An effective KD
framework can mitigate these issues by training a lightweight stu-
dent model that retains, or even surpasses the performance of a
more complex teacher model. (2) Graphs are often dynamically
changed, leading to distribution shifts that can adversely affect
model performance at test time. Our experiments validate that an
effective KD framework can serve as a potent technique to address
test-time distribution shifts. (3) In dynamic environments, student
MLP-type models enable incremental computation, thus signifi-
cantly improve the inference speed, which facilitates the inference
in CPU machines and environments with limited computational
resources.

Our contributions can be summarized as follows:

• We identify an under-explored problem: the GNN-to-MLP
distillation for graph classification. Furthermore, we of-
fer an analysis explaining why existing GNN-to-MLP KD
frameworks are suboptimal for graph classification tasks.

• We propose MuGSI, the first GNN-to-MLP KD framework
for graph classification to the best of our knowledge, which
facilitates efficient structural knowledge distillation at mul-
tiple granularities.

• Weperform extensive experiments across a variety of datasets,
where the results validate MuGSI’s effectiveness, efficiency,
and robustness. Additionally, MuGSI effectively addresses
test-time distribution shifts and enables efficient inference
in dynamic settings, with the student GA-MLP model being
17.18x faster than the teacher GIN model.

2 PRELIMINARY
2.1 Notations and Problem Definition
Weuse {} to denote sets. The index set is denoted as [𝑛] := {1, · · · , 𝑛}.
Throughout this paper, we consider simple undirected graphs 𝐺 =

(V, E), whereV = {𝑣1, . . . , 𝑣𝑛} is the node set and E ⊆ V ×V is
the edge set. For a node𝑢, denote its neighbors asN(𝑢) := {𝑣 ∈ V :
{𝑢, 𝑣} ∈ E}.𝐺𝐾𝑢 is the node-induced 𝐾-hop ego-network where the
central node is 𝑢.

In the context of graph classification tasks, the input is typically
represented as a set of graphs, where each graph𝐺𝑖 is characterized
by its node setV𝑖 , edge set E𝑖 , a node feature matrix X𝑖 ∈ R𝑁𝑖×𝐷 ,
and an adjacency matrix A𝑖 ∈ R𝑁𝑖×𝑁𝑖 . Here, 𝑁𝑖 is the total number
of nodes in graph 𝐺𝑖 , and 𝐷 is the dimensionality of the node
features. The node feature matrix X𝑖 represents the attributes of
nodes in graph𝐺𝑖 . Each row, x𝑖,𝑣 corresponds to the 𝐷-dimensional
feature vector of a node 𝑣 ∈ V𝑖 . The adjacency matrix A𝑖 describes
the structure of the graph, where A𝑖 [𝑢, 𝑣] = 1 if an edge (𝑢, 𝑣)
exists in E𝑖 , and A𝑖 [𝑢, 𝑣] = 0 otherwise. 𝐺𝐾

𝑖,𝑢
is the node-induced

𝐾-hop ego-network in graph 𝐺𝑖 where the central node is 𝑢, and
X[𝑢 ]
𝑖

denotes the feature matrix for the involved nodes in𝐺𝐾
𝑖,𝑢

. The
prediction targets for graph classification tasks are represented as
Y ∈ R𝑁×𝐾 , where 𝑁 is the number of graphs in the dataset, and
𝐾 is the number of classes. Each row y𝑖 in Y is a one-hot vector
representing the true class of graph 𝐺𝑖 .

The entire dataset D = {𝐺𝑖 , y𝑖 }𝑁𝑖=1 is divided into a training and
validation set D𝐿 = {𝐺𝑖 , y𝑖 }𝑁𝐿𝑖=1 and a test set D𝑈 = {𝐺𝑖 }𝑁𝑖=𝑁𝐿+1,
where 𝑁𝐿 is the number of graphs in the training/validation set.
In the training/validation phase, our goal is to learn a mapping
function Φ : 𝐺𝑖 → y𝑖 ,∀𝑖 ∈ 1, . . . , 𝑁𝐿 , using the labeled set D𝐿 .
Once learned, the function Φ is expected to predict the true class
labels of the unlabeled graphs in the test set D𝑈 .

2.2 Graph Neural Networks
In this paper, we focus on message-passing GNNs, where the rep-
resentation h(𝑙 )𝑣 of each node 𝑣 in a graph 𝐺 is iteratively updated
by aggregating information from its neighbors N(𝑣). For the 𝑙-th
layer, the updated representation is obtained via an AGGREGATE
operation followed by an UPDATE operation:

m(𝑙 )𝑣 = AGGREGATE(𝑙 )
({

h(𝑙−1)
𝑢 : 𝑢 ∈ N (𝑣)

})
, (1)

h(𝑙 )𝑣 = UPDATE(𝑙 )
(
h(𝑙−1)
𝑣 ,m(𝑙 )𝑣

)
, (2)

where h(0)𝑣 = x𝑣 is the initial node feature of node 𝑣 in graph 𝐺 .
For graph classification tasks, GNNs employ a READOUT function
to aggregate the final layer node features

{
h(𝐿)𝑣 : 𝑣 ∈ V

}
into a

graph-level representation h𝐺 :

h𝐺 = READOUT
({

h(𝐿)𝑣 : 𝑣 ∈ V
})
. (3)

This graph-level representation is used for graph classification.

2.3 Graph Augmented Multi-Layer Perceptrons
GA-MLP (Graph-Augmented Multi-Layer Perceptrons) models [7]
are a class of graph neural networks designed to understand graph

2



233

234

235

236

237

238

239

240

241

242

243

244

245

246

247

248

249

250

251

252

253

254

255

256

257

258

259

260

261

262

263

264

265

266

267

268

269

270

271

272

273

274

275

276

277

278

279

280

281

282

283

284

285

286

287

288

289

290

MuGSI: Distilling GNNs with Multi-Granularity Structural Information for Graph Classification Conference’17, July 2017, Washington, DC, USA

291

292

293

294

295

296

297

298

299

300

301

302

303

304

305

306

307

308

309

310

311

312

313

314

315

316

317

318

319

320

321

322

323

324

325

326

327

328

329

330

331

332

333

334

335

336

337

338

339

340

341

342

343

344

345

346

347

348

structure and enhance computational efficiency. These models op-
erate in two primary steps: augmenting node features with lin-
ear operators based on the graph topology, and applying a node-
wise learnable function. Formally, given a set of linear operators
Ω = {𝜔1 (A), . . . , 𝜔𝑘 (A)} ⊆ R |𝑉 |× |𝑉 | , derived from the adjacency
matrix A, a GA-MLP first computes augmented features

X̃𝑘 = 𝜔𝑘 (A) · 𝜑 (X) ∈ R𝑛×𝑑 , (4)

where 𝜑 : R𝑑 → R𝑑 is a learnable feature transformation, often
realized by an MLP. The model then concatenates these features to
get X̃ and applies a learnable node-wise function 𝜌 , to compute the
final representation

𝑍 = 𝜌 (X̃) ∈ R𝑛×𝑑
′
. (5)

A simplified version of GA-MLP takes 𝜑 as the identity function,
allowing pre-computation of the matrix products, thus improving
computational efficiency. Various GA-MLP-type models, including
SGC [48], GFN [8], gfNN [38], and SIGNs [15] have been proposed,
showing competitive performances on diverse datasets.

3 RELATEDWORK
Recently, Knowledge Distillation has proven to be effective for
graph learning. Some previous works [14, 20, 27, 31, 41, 50, 53, 58,
62] have explored the distillation of knowledge from large teacher
GNNs to smaller student GNNs. To further reduce the inference time
and enable real-time applications, some recent works in this field ex-
plore GNN-to-MLP knowledge distillation. GLNN[61] adopts a soft
logits-based KD method, which achieves predictive performance
comparable to teacher GNN models, enabling real-time applica-
tions and significantly reducing inference time. KRD [51] explores
the reliability of different knowledge points in GNNs and the di-
versity of roles they play in the distillation process. It introduces
the KRD framework, which leverages reliable knowledge points
to provide additional supervision signals. NOSMOG [45] intro-
duces three key components: the incorporation of position features,
representational similarity distillation, and adversarial feature aug-
mentation to enhance the predictive performance of the student
MLP compared to the vanilla soft logits-based KD method. FF-G2M
[49] leverages both low-frequency and high-frequency components
extracted from a single graph for full-frequency knowledge dis-
tillation. However, it is important to note that these methods are
primarily designed for node classification and mainly operate on
a single graph. It is not straightforward to adapt them to graph
classification. In this work, we propose the first GNN-to-MLP KD
framework for graph classification to bridge this gap.

4 PROPOSED FRAMEWORK
In this section, we present the details of MuGSI, which consists
of three key components: graph-level distillation, subgraph-level
distillation, and node-level distillation. The overall framework of
MuGSI is illustrated in Figure 1.

4.1 Graph-Level Distillation
Currently, most GNN-to-MLP KD frameworks build upon response-
based knowledge relying on the output of the last layer, i.e., soft
logits. However, this approach fails to address the intermediate-
level supervision from the teacher model, which turns out to be

important for representation learning using deep neural networks,
as deep neural networks are good at learning multiple levels of
feature representation with increasing abstraction [2]. Hence we
resort to intermediate layers, i.e., feature maps as additional super-
vision signals, which serve as a good extension for soft logits-based
KD approach. In MuGSI, we employ graph-level representation ℎ𝑇

𝐺
as a direct supervision signal from the teacher model for the student
to emulate. This is because ℎ𝑇

𝐺
may encapsulate latent information

that is concealed in soft logits. The whole-graph distillation loss can
be formulated as follows:

LG = E𝐺𝑖∼D𝐿


 ℎ𝑇

𝐺𝑖

∥ℎ𝑇
𝐺𝑖
∥2
−

ℎ𝑆
𝐺𝑖

∥ℎ𝑆
𝐺𝑖
∥2



2
2, (6)

where ℎ𝑇
𝐺𝑖

denotes the graph-level representation in the teacher
model, and ℎ𝑆

𝐺𝑖
refers to the corresponding representation in the

student model. The L2 norm, denoted by ∥ · ∥2, measures the dis-
similarity between these representations, thus driving the student
to align with the teacher’s graph-level representation.

4.2 Subgraph-Level Distillation
While whole-graph level representations provide meaningful learn-
ing signals for MuGSI, a more nuanced understanding of the struc-
tural information can be attained through subgraph-level distilla-
tion. Previous work in Computer Vision has found that the attention
maps of hidden activations across image patches tend to have spa-
tial correlations with predicted objects on the image level, and
these correlations also tend to be higher in networks with higher
accuracy [57].

In the context of graph-structured data, the concept of an image
"patch" can be naturally analogized to a subgraph. This raises an
important question: What type of subgraph should be selected as
the underlying structure for a given graph? In this work, we elect
to use clusters as the defining subgraphs, recognizing their essen-
tial role in understanding complex graph structures. For example,
clusters in IMDB-BINARY [54] may correspond to groups of actors
who frequently co-star in the same films. In REDDIT-BINARY [54],
clustering nodes (users) can reveal community structures or groups
of users that interact more frequently with each other. This could
reflect shared opinions, interests, or other social dynamics within
that specific thread. Although for some other scenarios, such as
bioinformatics, clusters do not necessarily have a straightforward
interpretation as they might be in social networks, they could be
used to identify structural motifs or common substructures within
a molecule, depending on the features used. This suggests that clus-
ters as graph "patches" can provide valuable information for graph
classification.

In MuGSI, we maximize the inter-cluster similarity by leveraging
the kernel matrix K, which embodies pairwise interactions among
clusters and allows for describing the geometry of the correspond-
ing feature spaces [23]. Specifically, given two clusters 𝑖 and 𝑗 , let
C𝑖 and C𝑗 denotes the node sets belonging to cluster 𝑖 and 𝑗 respec-
tively, then we can calculate a subgraph-level representation hC𝑖
and hC𝑗 similarly in Eq. 3, i.e., hC𝑖 = READOUT

({
h(𝐿)𝑣 : 𝑣 ∈ C𝑖

})
.

A kernel matrix K ∈ 𝑅𝑁C×𝑁C is obtained where 𝑁C denotes the
number of clusters in the given graph 𝐺 , and each element 𝑘𝑖 𝑗 =

3
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Figure 1: The figure illustrates the KD process with multi-granularity distillation loss. First a teacher GNN model is pre-trained,
then an MLP-type student model is trained using the distilled multi-granularity structural knowledge from the teacher model:
(a) whole-graph distillation loss LG ; (b) inter-cluster distillation loss LC ; (c) path-consistency loss LP . Note that the soft logits
distillation loss L𝑆𝐿 and the ground-truth cross-entropy loss L𝐺𝑇 are not shown in the figure. 𝑓𝐺

𝑝𝑜𝑜𝑙
(·) and 𝑓𝐶

𝑝𝑜𝑜𝑙
(·) denote the

graph pooling and cluster pooling function for teacher GNNs and student MLPs. In MuGSI, the graph pooling function and
cluster pooling function share the same function form, e.g., summation or attention. If attention-based pooling is utilized,
graph pooling and cluster pooling share the same parameters to improve generalizability.

𝑘
(
hC𝑖 , hC𝑗

)
. 𝑘 (·, ·) is a kernel function that projects the sample vec-

tors into a higher or infinite dimensional feature space. We use
Cosine Similarity as the kernel function, i.e.,

𝑘𝑖 𝑗 = 𝑘
(
hC𝑖 , hC𝑗

)
=

〈
h𝐶𝑖 , h𝐶 𝑗

〉

h𝐶𝑖 

2 ·


h𝐶 𝑗 

2

. (7)

We then define the inter-cluster distillation loss LC as following:
LC = ∥K𝑆 − K𝑇 ∥2𝐹 . (8)

Here K𝑆 and K𝑇 are the obtained kernel matrix from the student
and teacher model respectively, i.e., K𝑆 [𝑖, 𝑗] = 𝑘

(
h𝑆C𝑖 , h

𝑆
C𝑗

)
, and

K𝑇 [𝑖, 𝑗] = 𝑘

(
h𝑇C𝑖 , h

𝑇
C𝑗

)
. Here h𝑆C𝑖 and h𝑇C𝑖 are the cluster-level

representation obtained for cluster 𝑖 from the teacher model and
student model respectively.

4.3 Node-Level Distillation
Graph neural network’s success in graph classification is closely
related to the Weisfeiler-Lehman (1-WL) algorithm. By iteratively
aggregating neighboring node features to a center node, both 1-WL
andGNN obtain a node representation that encodes a rooted subtree
around the center node. These rooted subtree representations are
then pooled into a single representation to represent the whole
graph [60].

Hence, to obtain a discriminative representation for the whole
graph, it is necessary to learn a "good" representation for each
node 𝑣 that captures its local substructure. Let H𝑇 = 𝑓𝑇 (X,A)
and H𝑆 = 𝑓𝑆 (X, (A)) denote the node representations for a given
graph 𝐺 obtained from teacher model and student model respec-
tively ((A) means A is optional depending on the choice of 𝑓𝑆 ), h𝑇𝑣
and h𝑆𝑣 denote the representation for node 𝑣 from the teacher and
student model. If we assume 𝑓𝑇 (·) is more expressive than 𝑓𝑆 (·),
then h𝑇𝑣 should more accurately reflect the local substructure of

node 𝑣 compared to h𝑆𝑣 . As the local substructure of every node
𝑣 ∈ V is essential for graph classification, we propose a novel
node-level component in MuGSI to transfer the local structural
knowledge from the teacher to the student model. This is done by
maximizing the agreement between the teacher and student model
on their opinions regarding the similarity of local neighborhood
nodes. Specifically, for each node 𝑣 , let P𝐾𝑣 be a collection of 𝐾-step
random-walk paths starting from node 𝑣 , a single path drawn from
P𝐾𝑣 is denoted as 𝑝𝑣 :=

(
𝑝1
𝑣, · · · , 𝑝𝐾𝑣

)
. To measure the similarity

between node 𝑣 and its neighboring nodes along the random-walk
path 𝑝𝑣 , we define the following conditional probability 𝑝 (𝑢 | 𝑣)
for the teacher model:

𝑝 (𝑢 | 𝑣) = 𝑒ℎ
𝑇
𝑢ℎ𝑣∑

𝑤∈𝑝𝑣
𝑒ℎ
𝑇
𝑤ℎ𝑣

, 𝑢 ∈ 𝑝𝑣, (9)

and 𝑞(𝑢 | 𝑣) is similarly defined for the student model. The path
consistency distillation loss is defined as follows:

LP = E𝑣∼V E𝑝𝑣∼P𝐾𝑣 D𝐾𝐿 (𝑝 (𝑢 | 𝑣), 𝑞(𝑢 | 𝑣)) (10)

Node feature augmentation. In addition to the node-level dis-
tillation of local substructures, the bottleneck of expressiveness
of student models still needs to be addressed. As discussed in Sec-
tion 1, the input feature space is typically very small for graph
classification datasets, which severely limits the expressive power
of the student model, and its learning capability, hence in MuGSI
we enhance the node features by incorporating structure-aware
features. Specifically, we utilize Laplacian eigenvectors [1] as node
positional encoding which is shown to be effective across various
message-passing GNNs [10]. To further address this issue, we pro-
pose using a 1-hop GA-MLP as a more expressive student model.
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Notably, an MLP is essentially a 0-hop GA-MLP. Although the ex-
pressive power of a GA-MLP is still exponentially lower than a
GNN model in terms of the number of equivalence classes [7], the
student model can achieve comparable or superior results to the
teacher GNN when combined with MuGSI for knowledge transfer.

Overall Framework. The final objective L of the proposed
framework MuGSI is defined as a weighted combination of ground-
truth cross-entropy loss L𝐺𝑇 , soft logits distillation loss L𝑆𝐿 , and
the multi-granularity distillation loss LG , LC and LP respectively.

L = L𝐺𝑇 + L𝑆𝐿 + 𝜆LG + 𝜇LC + 𝜂LP , (11)

where 𝜆, 𝜇 and 𝜂 are trade-off weights for balancing LG,LC and
LP , respectively. For L𝑆𝐿 , the weight is set to 1.0 without any
hyper-parameter tuning for MuGSI.

5 NUMERICAL EXPERIMENTS
In this section, we extensively evaluate the effectiveness, efficiency,
and robustness of the proposed framework MuGSI by investigating
the following research questions.

RQ1: We start with a vanilla MLP (with LaPE) as the student
model to evaluate MuGSI’s performance, and ask: How does MuGSI
perform for student MLPs? RQ2: We further adopt a GA-MLP (with
LaPE) as the student model, to verify whether the KD process will be
more effectivewith amore capable learner, and ask:How doesMuGSI
perform for more expressive student architecture? RQ3: As MuGSI is
model-agnostic, and can be combined with different teacher model
architectures, we then evaluate MuGSI’s performance with two
different GNN architectures with varied representative power. We
ask: How does MuGSI perform for different teachers? RQ4: Given the
dynamic nature of many real-world graphs, we evaluate MuGSI’s
robustness and efficiency in such environments, and ask:How robust
and efficient is MuGSI in dynamic environments? RQ5: As multi-
granularity loss consists of three key components, we study how
each independent component contributes to the KD process, and
ask: How does each component perform in MuGSI? RQ6: Finally, we
study the impact of hyper-parameters in MuGSI, and ask: How do
different hyper-parameters affect the performance of MuGSI?

5.1 Experiment Settings
Datasets. We use 6 small real-world datasets and 2 large real-world
datasets to evaluate our proposed framework. For the 6 small real-
world datasets from TUDataset [36], PROTEINS [9],NCI1 [47], BZR
[43] and DD [9, 42] are bioinformatics datasets; REDDIT-BINARY
and IMDB-BINARY are social network datasets. As no node fea-
tures are provided for the social network datasets, we use one-hot
encoding of node degrees as their node features. For the 2 large
real-world datasets, we use CIFAR10 from Benchmarking GNNs
[10], and MolHIV from Open Graph Benchmark [24]. See Appendix
A.5 for the dataset statistics.

Model Architectures. As a model-agnostic framework, MuGSI
can be combined with any teacher GNN architecture. In this work,
we adopt three GNN teacher model architectures: GIN [52], GCN
[29] and KPGNN [13]. For student model architectures, MLP and
GA-MLP are both adopted to thoroughly evaluate MuGSI’s perfor-
mance with students of different expressiveness levels. For GA-MLP,

a simplified version is utilized with 1-hop neighborhood aggrega-
tion, i.e., Ω =

{
I,AD−1} and 𝜙 being the identity function, us-

ing the notation from Section 2.3. This simplified version allows
pre-computation, leading to the time complexity of this GA-MLP
architecture becoming close to that of a standard MLP.

Baselines. We consider several baseline methods to facilitate a
comprehensive evaluation of our proposed framework.MLP: We
use MLP as the basis for comparison with more advanced methods.
GLNN𝑀𝐿𝑃 : This method distills student MLPs using soft labels,
which is similar to GLNN [61], except that a graph pooling function
is utilized to obtain a graph-level representation.MLP+LaPE: Here,
we extend the MLP by augmenting it with node features encoded
through Laplacian eigenvector positional encodings (LaPE). This
enhancement aims to increase the expressiveness of the student
MLPmodel.GLNN𝑀𝐿𝑃+𝐿𝑎𝑃𝐸 : This method combines the MLP with
both Laplacian eigenvector positional encodings (LaPE) and soft
logits-based KD, serving as a more advanced variant of GLNN. We
extend the same experiment setting for GA-MLP, specifically, the
baseline methods are GA-MLP, GLNN𝐺𝐴−𝑀𝐿𝑃 , GA-MLP+LaPE,
and GLNN𝐺𝐴−𝑀𝐿𝑃+𝐿𝑎𝑃𝐸 . NOSMOG: We also adopt NOSMOG
[45] as another strong baseline method for comparison. As Deep-
Walk [39] generates node embeddings in a transductive manner,
which is not suitable for graph classification, we use LaPE to re-
place this component in NOSMOG. We use NOSMOG𝑀𝐿𝑃 and
NOSMOG𝐺𝐴−𝑀𝐿𝑃 to denote NOSMOG applied to student MLP
and GA-MLP respectively, also note that LaPE is an inherent com-
ponent in NOSMOG, which injects structural features to student
models. Finally, we denote MLP∗ as the best performing model
between MLP and MLP+LaPE, similarly for GA-MLP∗.

Evaluation Protocol. For the 6 real-world datasets from TU-
Dataset, we use the standard stratified splits [52], and perform
10-fold cross-validation with 90% training and 10% testing, we re-
port the mean best test results. The teacher GNN model for each
fold is saved based on the best test result and, hence is consistent
with the reported test results from student models. For CIFAR10,
we use standard split that consists of 45,000 train, 5,000 validation,
and 10,000 test graphs, we report the test classification accuracy
according to the best validation accuracy. For MolHIV, we follow
the scaffold split[25, 40], the split for train/validation/test sets is
80%:10%:10%. We report the ROC-AUC value on the test set accord-
ing to the best ROC-AUC on the validation set.

5.2 How Does MuGSI Perform for Student
MLPs? (RQ1)

We first evaluate MuGSI where the student models are MLPs, and
compare with MLP-related baseline methods. The experimental
results are illustrated in Table 2, from which we can make sev-
eral observations: (1) Incorporating Laplacian eigenvectors into the
vanilla MLP models is able to enhance their classification perfor-
mance across various datasets. Notable improvements include an
increase of 4.06% in PROTEINS, 7.96% in DD, and 4.81% in REDDIT-
BINARY. (2) While the use of soft logits[22] has shown significant
benefits for node classification, as evidenced by [61], its impact
on graph classification is negligible for most datasets. This finding
aligns with our analysis. (3) Our proposed MuGSI𝑀𝐿𝑃∗ framework
consistently outperforms other variations such as GLNN𝑀𝐿𝑃 and
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PROTEINS BZR DD NCI1 IMDB-B REDDIT-B CIFAR10 MolHIV

GIN 79.25±3.22 93.09±1.89 77.67±2.86 82.43±1.12 79.60±3.02 91.35±1.58 55.57 76.43

MLP 72.61±2.98 79.26±1.50 73.59±2.90 59.56±1.46 77.11±2.76 80.81±2.36 51.57±0.19 65.31±1.49
MLP+LaPE 75.92±2.63 81.73±2.21 79.45±2.79 66.05±2.01 76.60±2.61 84.70±2.44 48.34±0.08 64.72±1.07
GLNN𝑀𝐿𝑃 72.96±2.54 79.51±1.94 74.49±2.94 59.95±2.33 77.58±3.27 80.21±2.60 51.61±0.26 68.38±1.01

GLNN𝑀𝐿𝑃+𝐿𝑎𝑃𝐸 76.74±4.50 82.47±2.38 79.36±3.03 66.93±1.32 77.59±3.27 84.86±3.97 49.34±0.34 67.56±0.52
NOSMOG𝑀𝐿𝑃 76.71±3.79 84.41±4.46 79.96±3.04 68.29±2.07 77.02±4.43 84.61±2.78 48.49±0.31 64.56±1.76

MuGSI𝑀𝐿𝑃∗ (ours) 77.1±3.59 85.68±2.26 80.33±2.76 67.71±2.43 78.06±3.02 87.91±1.37 51.89±0.21 71.92±0.71
Δ𝑀𝐿𝑃 4.49(6.18%) 6.42(8.10%) 6.74(9.16%) 8.15(13.68%) 0.95(1.23%) 7.10(8.79%) 0.32(0.62%) 6.61(10.12%)

Δ𝐺𝐿𝑁𝑁𝑀𝐿𝑃∗ 0.36(0.47%) 3.21(3.89%) 0.97(1.22%) 0.78(1.17%) 0.58(0.75%) 3.05(3.59%) 0.28(0.54%) 3.54(5.18%)
Δ𝑁𝑂𝑆𝑀𝑂𝐺𝑀𝐿𝑃 0.39(0.50%) 1.27(1.48%) 0.37(0.46%) -0.58(-0.85%) 1.04(1.33%) 3.30(3.75%) 3.39(6.55%) 7.36(10.23%)

Δ𝐺𝐼𝑁 -2.15(-2.71%) -7.41(-7.96%) 2.66(3.42%) -14.72(-17.86%) -1.54(-1.93%) -3.44(-3.77%) -3.68(-6.62%) -4.51(-5.90%)

GA-MLP 75.74±2.68 90.62±3.81 75.71±1.73 75.93±1.98 79.95±3.02 88.45±2.36 54.81±0.19 71.55±1.08
GA-MLP+LaPE 75.47±2.58 87.42±3.67 78.85±2.49 71.61±2.02 78.45±3.26 89.62±2.86 51.91±0.18 71.78±1.48
GLNN𝐺𝐴−𝑀𝐿𝑃 75.76±3.41 91.97±3.92 76.73±2.52 75.45±2.28 80.20±3.19 88.07±1.83 54.88±0.26 73.74±0.92

GLNN𝐺𝐴−𝑀𝐿𝑃+𝐿𝑎𝑃𝐸 76.28±2.61 87.39±2.79 79.86±2.31 71.94±2.14 79.40±3.92 89.55±2.21 52.85±0.27 72.91±0.86
NOSMOG𝐺𝐴−𝑀𝐿𝑃 78.35±2.74 88.78±2.32 80.41±3.57 74.84±2.92 79.10±3.72 89.09±1.64 51.36±0.46 73.67±1.31

MuGSI𝐺𝐴−𝑀𝐿𝑃∗ (ours) 78.26±4.78 93.1±2.81 81.57±2.24 76.86±2.33 80.31±3.36 90.91±2.05 55.63±0.31 76.38±0.95
Δ𝐺𝐴−𝑀𝐿𝑃 2.52 (3.33%) 2.48 (2.74%) 5.86 (7.74%) 0.93 (1.22%) 0.36 (0.45%) 2.46 (2.78%) 0.82 (1.50%) 4.83 (6.75%)

Δ𝐺𝐿𝑁𝑁𝐺𝐴−𝑀𝐿𝑃∗ 1.98(2.60%) 1.13(1.23%) 1.71(2.14%) 1.41(1.87%) 0.11(0.14%) 1.36(1.52%) 0.75(1.37%) 2.64(3.58%)
Δ𝑁𝑂𝑆𝑀𝑂𝐺𝐺𝐴−𝑀𝐿𝑃 -0.08(-0.11%) 4.32(4.64%) 1.16(1.42%) 2.02(2.63%) 1.21(1.50%) 1.82(2.01%) 4.27(7.68%) 2.71(3.68%)

Δ𝐺𝐼𝑁 -0.99 (-1.25%) 0.01 (0.01%) 3.90 (5.02%) -5.57 (-6.76%) 0.71 (0.89%) -0.43 (-0.48%) 0.06 (0.11%) -0.05 (-0.07%)

Table 2: Experiment results where the teacher model is GIN, and the student models are MLP, MLP+LaPE and GA-MLP, GA-
MLP+LaPE. The absolute improvement and relative improvement are both illustrated in the table. As illustrated in the figure,
MuGSI outperforms other competitive baseline methods on almost all the datasets, with different student MLP-type model
architectures. Using GA-MLP as the student model, MuGSI exhibits comparable performance with the teacher GIN model in 7/8
datasets.

Teacher Student PROTEINS IMDB-BINARY DD BZR

- GA-MLP 75.74±2.68 79.95±3.02 75.71±1.73 90.62±3.81
- GA-MLP+LaPE 75.47±2.58 78.45±3.26 78.85±2.49 89.62±2.86

- 76.28±2.71 79.27±4.16 76.31±1.44 89.88±3.38
GLNN𝐺𝐴−𝑀𝐿𝑃 75.57±2.73 80.01±4.05 75.40±3.09 92.08±2.52

GLNN𝐺𝐴−𝑀𝐿𝑃+𝐿𝑎𝑃𝐸 77.09±2.83 79.60±3.13 79.62±2.12 88.68±3.66
MuGSI𝐺𝐴−𝑀𝐿𝑃∗ 77.69±2.67 81.09±3.91 80.52±2.29 91.94±3.07

Δ𝐺𝐴−𝑀𝐿𝑃 1.95(2.57%) 1.14(1.43%) 4.81(6.35%) 1.32(1.46%)
Δ𝐺𝐿𝑁𝑁𝐺𝐴−𝑀𝐿𝑃∗ 0.59(0.77%) 1.07(1.35%) 0.89(1.13%) -0.14(-0.15%)

GCN

Δ𝐺𝐶𝑁 1.41(1.85%) 1.82(2.30%) 4.21(5.52%) 2.06(2.29%)

- 78.56±3.17 80.30±4.37 81.07±2.83 93.11±2.51
GLNN𝐺𝐴−𝑀𝐿𝑃 76.01±2.56 80.50±4.01 76.14±3.29 91.72±2.31

GLNN𝐺𝐴−𝑀𝐿𝑃+𝐿𝑎𝑃𝐸 76.37±3.84 79.80±2.84 81.23±3.57 89.17±3.99
MuGSI𝐺𝐴−𝑀𝐿𝑃∗ 77.13±2.53 81.04±3.82 82.64±3.31 92.89±3.54

Δ𝐺𝐴−𝑀𝐿𝑃 1.39(1.84%) 1.09(1.36%) 6.93(9.15%) 2.27(2.50%)
Δ𝐺𝐿𝑁𝑁𝐺𝐴−𝑀𝐿𝑃∗ 0.75(1.00%) 0.54(0.67%) 1.40(1.74%) 1.17(1.28%)

KPGIN

Δ𝐾𝑃𝐺𝐼𝑁 -1.43(-1.82%) 0.74(0.92%) 1.57(1.94%) -0.22(-0.24%)

Table 3: Experiment results with different teacher GNN
model architectures, the student model is GA-MLP∗. Notably,
even with a 3-WL equivalent model architecture KPGIN as
the teacher model, MuGSI is able to achieve comparable or
superior performance using 1-hop GA-MLP as the student
model. This demonstrates the effectiveness of MuGSI.

GLNN𝑀𝐿𝑃+𝐿𝑎𝑃𝐸 across different datasets. Notably, MuGSI outper-
forms GLNN𝑀𝐿𝑃∗ by 3.89% in BZR, 3.59% in REDDIT-BINARY, and
6.45% in MolHIV, highlighting the effectiveness of our framework
for graph classification tasks. (4) NOSMOG also excels across sev-
eral datasets, thanks to its representational similarity distillation
component, which aligns the distribution over local substructures
between the teacher GNNs and the student MLPs, since it shares the
same function form with inter-cluster distillation loss LC , however
this component works at the node level, and incurs a high space
complexity of O(|V|2). In contrast, the path-consistency distilla-
tion lossLP is more memory efficient (O(1) space complexity since

the random-walk path length is a fixed constant). Furthermore, the
multi-granularity structural distillation introduced in MuGSI gen-
erally outperforms NOSMOG, which solely relies on node-level
structural distillation. (5) However, we also notice that the improve-
ments are slight in several datasets. We hypothesize that this could
be attributed to the limited expressive power of the student model
architecture and the constraints imposed by the small size of the
input feature space. These results lead us to consider an intriguing
question: what might be achieved with a more expressive student
model?

5.3 How Does MuGSI Perform for More
Expressive Student Architecture? (RQ2)

We adopt a 1-hop GA-MLP as the student model in this experiment.
The experiment results are illustrated in Table 2, from which we
can make several observations: (1) MuGSI𝐺𝐴−𝑀𝐿𝑃∗ achieves the
best performance across 7/8 datasets, demonstrating its effective-
ness. (2) For several datasets, the enhanced expressiveness of the
student model yields a larger performance gain over GLNN𝑀𝐿𝑃∗ ,
e.g., 0.47% versus 2.59% in PROTEINS and 1.22% versus 2.15% in
DD, suggesting that a more expressive learner can sometimes be a
"smarter" learner. (3) For several datasets such as DD and IMDB-
BINARY, using GA-MLP on its own without the aid of knowledge
distillation already achieves comparable or even superior perfor-
mance compared with the teacher GIN model. Nevertheless, utiliz-
ing MuGSI further enhances the student model’s performance. (4)
When adopting GA-MLP∗ as the student model, MuGSI𝐺𝐴−𝑀𝐿𝑃∗
exhibits performance on par with the teacher model in 7/8 datasets
and surpasses the teacher model in 4/8 datasets. This shows the
effectiveness of our proposed knowledge distillation framework.
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Datasets MLP* w/ GraphKD w/ ClusterKD w/ NodeKD MuGSI𝑀𝐿𝑃∗ Δ𝐺𝑟𝑎𝑝ℎ𝐾𝐷 Δ𝐶𝑙𝑢𝑠𝑡𝑒𝑟𝐾𝐷 Δ𝑁𝑜𝑑𝑒𝐾𝐷 Δ𝑀𝑢𝐺𝑆𝐼

PROTEINS 75.92±2.63 76.28±4.31 76.73±3.71 76.49±3.33 77.10±3.59 0.36(0.47%) 0.81(1.07%) 0.57(0.75%) 1.18(1.55%)
BZR 81.73±2.21 84.20±3.48 84.68±3.24 83.71±3.46 85.68±2.26 2.47(3.02%) 2.95(3.61%) 1.98(2.42%) 3.95(4.83%)
DD 79.45±2.79 79.87±2.95 80.13±3.25 79.96±2.53 80.33±2.76 0.42(0.53%) 0.68(0.86%) 0.51(0.64%) 0.88(1.11%)

REDDIT-BINARY 84.70±2.44 85.85±2.31 86.73±2.28 86.11±1.97 87.91±1.37 1.15(1.36%) 2.03(2.4%) 1.41(1.66%) 3.21(3.79%)

Table 4: Ablation study for independent components in MuGSI𝑀𝐿𝑃∗ , in which the teacher model is GIN. As shown in the table,
each independent component in MuGSI makes a positive contribution to the KD process.

0 2 4 6 8 10
# of Nodes inserted

0.10

0.11

0.12

0.13

0.14

0.15

0.16

0.17

Av
er

ag
e 

P
re

di
ct

io
n 

E
rr

or

Prediction error(GIN)
Prediction error(MuGSIGA MLP * )

Entropy(GIN)
Entropy(MuGSIGA MLP * )

0.34

0.36

0.38

0.40

0.42

0.44

E
nt

ro
py

Figure 2: Average prediction error and entropy resulted
by GIN and MuGSI𝐺𝐴−𝑀𝐿𝑃∗ when sequentially inserting 10
nodes back to the graphs. As demonstrated, MuGSI𝐺𝐴−𝑀𝐿𝑃∗
is more robust and less susceptible to topological changes.

5.4 How Does MuGSI Perform for Different
Teachers? (RQ3)

As the expressive power of GIN is upper bounded by 1-WL[37, 52],
recently there is a collection of literature proposed to enhance the
expressivity of message-passing GNNs. To explore how different
teacher model architectures with different levels of expressiveness
affect the knowledge distillation process, we adopt another two
teacher model architectures: GCN [29] and KPGIN [13]. The ex-
pressive power of GCN is also upper bounded by 1-WL, and KPGIN
is a 𝐾-hop message-passing GNN model with peripheral subgraph
information, which is strictly more powerful than 1-WL and is up-
per bounded by 3-WL. We adopt GA-MLP and GA-MLP+LaPE as
the student models.

As illustrated in Table 3, we can see that (1) For both GCN and KP-
GIN as teachermodels,MuGSI𝐺𝐴−𝑀𝐿𝑃∗ outperformGLNN𝐺𝐴−𝑀𝐿𝑃∗
in most datasets, which demonstrates that MuGSI as a model-
agnostic KD framework is effective. (2) The performance of vanilla
GA-MLP∗ is on par with GCN or even superior to GCN, e.g., in
DD and IMDB-BINARY. However, distilling knowledge from GCN
into GA-MLP∗ using MuGSI can still benefit student GA-MLP∗
significantly. For instance, the accuracy for GA-MLP∗ improves
from 78.85% to 80.52% using MuGSI in the DD dataset although
GCN merely achieves 76.31% accuracy, similarly in IMDB-BINARY,
the classification accuracy of GA-MLP∗ improves from 79.95% to
81.09% using MuGSI, while GCN achieves 79.27%. Furthermore,
MuGSI𝐺𝐴−𝑀𝐿𝑃∗ outperforms GCN in all 4 datasets with a largemar-
gin. (3) For a more powerful teacher model KPGIN, MuGSI𝐺𝐴−𝑀𝐿𝑃∗
also consistently outperforms GLNN𝐺𝐴−𝑀𝐿𝑃∗ . Notably, even if KP-
GIN is 3-WL equivalent, a 1-hop student GA-MLP∗ using MuGSI
achieves comparable or superior performance.

5.5 How Robust and Efficient is MuGSI in
Dynamic Environments? (RQ4)

In practical production environments, graphs are often dynamic,
with nodes being inserted or removed over time. Taking REDDIT-
BINARY as an example, each node in a graph corresponds to a user
engaged in a discussion thread, and edges represent interactions
between these users. As nodes can be added or removed, this may
lead to distributional shift issues. In this section, we verify how
does teacher GIN model and student GA-MLP∗ perform under this
scenario. We utilize the first fold of the REDDIT-BINARY dataset
for our experiments. For each graph 𝐺 in the test set, we first
randomly remove 10 nodes from the graph, then we insert them
back sequentially to get the same graph𝐺 . This process is repeated
20 times for each graph in the test set. As we only remove a small
fraction of nodes (2%-3% at most) in each graph, it is reasonable to
assume that the graph’s label remains unchanged. We calculate two
metrics: (1) Average prediction error. For each perturbed graph with
𝑘 inserted nodes where 𝑘 ∈ [0, 10], we assess whether its predicted
label matches that of the original graph. The error is binary: 0 for a
match and 1 otherwise, and we calculate the average error across all
perturbations for each 𝑘 . (2) Average entropy. Instead of recording a
binary variable, we compute the Shannon entropy of the predicted
label distribution for each perturbed graph with 𝑘 insertions. For
incorrect predictions, we set the entropy to its maximum value
(i.e., 1.0 for binary classification). This metric helps to quantify the
confidence of the model predictions.

The average prediction error for MuGSI𝐺𝐴−𝑀𝐿𝑃∗ is significantly
lower than that for GIN, as depicted in Figure 2, despite comparable
accuracies on unperturbed test graphs (90.1% for MuGSI𝐺𝐴−𝑀𝐿𝑃∗
vs. 89.86% for GIN). Specifically, GIN’s accuracy drops by 7.76%
upon the removal of 10 nodes, while MuGSI𝐺𝐴−𝑀𝐿𝑃∗ ’s accuracy
decreases only by 2.77%, this demonstrates the robustness of the stu-
dent model. We hypothesize that the robustness of MuGSI𝐺𝐴−𝑀𝐿𝑃∗
arises from the structural information retained in the model pa-
rameters during the knowledge distillation process, which is or-
thogonal to topological changes. Additionally, the receptive field
of GIN (5 hops in this case) is much larger than a 1-hop GA-MLP,
hence is more susceptible to the topological changes. Despite its
higher average prediction error, GIN’s model predictions exhibit
greater confidence (i.e., lower entropy) compared to those from
MuGSI𝐺𝐴−𝑀𝐿𝑃∗ .

Regarding efficiency, as illustrated in Figure 3, GA-MLP∗ is sub-
stantially faster than GIN. This is due to that it takes the entire
input A and X to re-calculate the model prediction for GIN; whereas
for GA-MLP∗, with 𝑠𝑢𝑚 pooling as readout function, we can obtain
a static representation first given the graph with 10 nodes removed,
then for each node inserted back, we only need to incrementally
calculate its representation and sum it with the static representa-
tion, followed by a linear transformation. The static representation
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Figure 3: Average inference time from GIN and
MuGSI𝐺𝐴−𝑀𝐿𝑃∗ when sequentially inserting 10 nodes
back to the graphs. MuGSI𝐺𝐴−𝑀𝐿𝑃∗ is 17.18x faster than GIN
during the inference stage using a CPU machine.
can also be updated with one additional operation. This procedure
significantly reduces computational overhead, allowing GA-MLP∗
to achieve an average incremental inference time of 0.59ms on
a CPU machine, which is 17.18x faster than GIN using a CPU
machine and 4.98x faster than GIN using a CUDAmachine. The effi-
ciency makes the student model deployable in resource-constrained
environments.

5.6 How Does Each Component Perform in
MuGSI? (RQ5)

As MuGSI consists of three components for multi-scaled structural
knowledge distillation, we explore how each independent compo-
nent affects the KD process for several datasets. To ensure a fair
comparison, MLP∗ is adopted as the baseline method, since we
use MLP∗ as the student model for knowledge distillation. The
three components are named GraphKD, ClusterKD, and NodeKD
as illustrated in Table 4. We can see that: (1) Each independent com-
ponent makes a positive contribution to the KD process; (2) For the
4 datasets, ClusterKD consistently brings the largest performance
gain; (3) MuGSI leverages joint structural knowledge distillation,
outperforms the individual components, showcasing the effective-
ness of distilling multi-granularity structural information.

5.7 How Do Different Hyper-parameters Affect
the Performance of MuGSI? (RQ6)

We first provide sensitivity analysis for 𝜆, 𝜇, and 𝜂, which control
the strength of each distillation component in MuGSI. We perform
grid search on 𝜆 ∈ (1.0, 1𝑒 − 1, 1𝑒 − 2), 𝜇 ∈ (1.0, 1𝑒 − 1, 1𝑒 − 2), 𝜂 ∈
(1𝑒−4, 1𝑒−5), leading to 18 models with different hyper-parameter
combinations. We index these models from 0 to 17, as illustrated
in Figure 4. As we can see, the correlation for MuGSI𝑀𝐿𝑃∗ and
MuGSI𝐺𝐴−𝑀𝐿𝑃∗ in REDDIT-BINARY is much higher than that in
the BZR dataset, possibly because REDDIT-BINARY is amuch larger
dataset than BZR (2000 samples vs. 405 samples); Furthermore,
MLP∗ and GA-MLP∗ both utilize Laplacian eigenvectors in REDDIT-
BINARY, whereas in BZR, MLP∗ is MLP+LaPE, and GA-MLP∗ is
GA-MLP. Thismay lead to different inductive biases forMuGSI𝑀𝐿𝑃∗
and MuGSI𝐺𝐴−𝑀𝐿𝑃∗ in BZR, leading to lower correlation between
two different student models with different hyper-parameters.
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Figure 4: Mean best accuracy for different hyper-parameter
combinations for MuGSI𝑀𝐿𝑃∗ and MuGSI𝐺𝐴−𝑀𝐿𝑃∗ .

PROTEINS DD BZR IMDB-BINARY

L4 77.54±2.92 81.15±1.93 92.63±3.68 81.03±3.26
L8 78.26±4.78 81.57±2.24 93.10±2.81 80.31±3.36
L12 77.89±3.45 80.98±2.08 92.80±3.64 80.81±3.25
L16 78.05±3.84 80.31±2.33 92.66±2.46 80.20±3.96

Table 5: Analysis of the effect of random walk path lengths
on MuGSI𝐺𝐴−𝑀𝐿𝑃∗ with GIN as the teacher model. Here, L𝑖
denotes a random walk path of length 𝑖.

The random-walk path length is another key hyper-parameter
in the path consistency loss LP . We do an ablation study and inves-
tigate the impact of various random-walk path lengths, from which
several observations can be made: (1) The choice of an optimal
random walk path length appears to be influenced by the inherent
topological structure of graphs within specific datasets. This sug-
gests that the most effective path length is not universally constant,
but rather is subject to the unique characteristics of each dataset.
(2) Extended random walk path lengths generally yield sub-optimal
results. One possible explanation for this trend is that longer paths
could introduce additional noise during the knowledge distillation
process in capturing local substructures.

6 CONCLUSION
In this paper, we identified an under-explored problem: the GNN-to-
MLP distillation for graph classification, then we offer an analysis
of why existing GNN-to-MLP KD frameworks are suboptimal for
graph classification. We then introduce MuGSI, the first GNN-to-
MLP Knowledge Distillation framework for graph classification.
This framework incorporates a node feature augmentation com-
ponent to enhance the expressiveness of student MLPs and make
them more capable learners; MuGSI also proposes a novel multi-
granularity distillation loss to generate dense learning feedback
and facilitate comprehensive knowledge transfer from the teacher
model to the student model. MuGSI is model-agnostic, demonstrat-
ing comparable performance across a variety of teacher model
architectures including KPGNN, a 3-WL equivalent model architec-
ture using 1-hop GA-MLP as the student model. Moreover, MuGSI
is robust and efficient in dynamic environments, which serves as a
potent technique to tackle test-time distribution shift issues, and
enables fast inference in environments with limited computational
resources.

8



929

930

931

932

933

934

935

936

937

938

939

940

941

942

943

944

945

946

947

948

949

950

951

952

953

954

955

956

957

958

959

960

961

962

963

964

965

966

967

968

969

970

971

972

973

974

975

976

977

978

979

980

981

982

983

984

985

986

MuGSI: Distilling GNNs with Multi-Granularity Structural Information for Graph Classification Conference’17, July 2017, Washington, DC, USA

987

988

989

990

991

992

993

994

995

996

997

998

999

1000

1001

1002

1003

1004

1005

1006

1007

1008

1009

1010

1011

1012

1013

1014

1015

1016

1017

1018

1019

1020

1021

1022

1023

1024

1025

1026

1027

1028

1029

1030

1031

1032

1033

1034

1035

1036

1037

1038

1039

1040

1041

1042

1043

1044

References
[1] Mikhail Belkin and Partha Niyogi. 2003. Laplacian Eigenmaps for Dimensionality

Reduction and Data Representation. Neural Comput. 15, 6 (jun 2003), 1373–1396.
https://doi.org/10.1162/089976603321780317

[2] Yoshua Bengio, Aaron Courville, and Pascal Vincent. 2014. Representation
Learning: A Review and New Perspectives. arXiv:1206.5538 [cs.LG]

[3] Beatrice Bevilacqua, Fabrizio Frasca, Derek Lim, Balasubramaniam Srinivasan,
Chen Cai, Gopinath Balamurugan, Michael M Bronstein, and Haggai Maron. 2021.
Equivariant subgraph aggregation networks. arXiv preprint arXiv:2110.02910
(2021).

[4] Vincent D Blondel, Jean-Loup Guillaume, Renaud Lambiotte, and Etienne
Lefebvre. 2008. Fast unfolding of communities in large networks. Journal
of Statistical Mechanics: Theory and Experiment 2008, 10 (oct 2008), P10008.
https://doi.org/10.1088/1742-5468/2008/10/p10008

[5] Cristian Bodnar, Fabrizio Frasca, Nina Otter, Yuguang Wang, Pietro Lio, Guido F
Montufar, and Michael Bronstein. 2021. Weisfeiler and Lehman go cellular:
CW networks. Advances in Neural Information Processing Systems 34 (2021),
2625–2640.

[6] Giorgos Bouritsas, Fabrizio Frasca, Stefanos Zafeiriou, and Michael M Bronstein.
2022. Improving graph neural network expressivity via subgraph isomorphism
counting. IEEE Transactions on Pattern Analysis and Machine Intelligence 45, 1
(2022), 657–668.

[7] Lei Chen, Zhengdao Chen, and Joan Bruna. 2021. On Graph Neural Networks
versus Graph-Augmented {MLP}s. In International Conference on Learning Repre-
sentations. https://openreview.net/forum?id=tiqI7w64JG2

[8] Ting Chen, Song Bian, and Yizhou Sun. 2020. Are Powerful Graph Neural Nets
Necessary? A Dissection on Graph Classification. arXiv:1905.04579 [cs.LG]

[9] Paul D. Dobson and Andrew J. Doig. 2003. Distinguishing Enzyme Structures
from Non-enzymes Without Alignments. Journal of Molecular Biology 330, 4
(2003), 771–783. https://doi.org/10.1016/S0022-2836(03)00628-4

[10] Vijay Prakash Dwivedi, Chaitanya K. Joshi, Anh Tuan Luu, Thomas Laurent,
Yoshua Bengio, and Xavier Bresson. 2022. Benchmarking Graph Neural Networks.
arXiv:2003.00982 [cs.LG]

[11] Vijay Prakash Dwivedi, Anh Tuan Luu, Thomas Laurent, Yoshua Bengio, and
Xavier Bresson. 2021. Graph neural networks with learnable structural and
positional representations. arXiv preprint arXiv:2110.07875 (2021).

[12] Wenqi Fan, Yao Ma, Qing Li, Yuan He, Eric Zhao, Jiliang Tang, and
Dawei Yin. 2019. Graph Neural Networks for Social Recommendation.
arXiv:1902.07243 [cs.IR]

[13] Jiarui Feng, Yixin Chen, Fuhai Li, Anindya Sarkar, and Muhan Zhang. 2022. How
Powerful are K-hop Message Passing Graph Neural Networks. arXiv preprint
arXiv:2205.13328 (2022).

[14] Kaituo Feng, Changsheng Li, Ye Yuan, and Guoren Wang. 2022. FreeKD. In
Proceedings of the 28th ACM SIGKDD Conference on Knowledge Discovery and
Data Mining. ACM. https://doi.org/10.1145/3534678.3539320

[15] Fabrizio Frasca, Emanuele Rossi, Davide Eynard, Ben Chamberlain, Michael
Bronstein, and Federico Monti. 2020. SIGN: Scalable Inception Graph Neural
Networks. arXiv:2004.11198 [cs.LG]

[16] Johannes Gasteiger, Florian Becker, and Stephan Günnemann. 2021. Gemnet:
Universal directional graph neural networks for molecules. Advances in Neural
Information Processing Systems 34 (2021), 6790–6802.

[17] Boqing Gong, Kristen Grauman, and Fei Sha. 2013. Connecting the Dots with
Landmarks: Discriminatively Learning Domain-Invariant Features for Unsuper-
vised Domain Adaptation. In Proceedings of the 30th International Conference on
Machine Learning (Proceedings of Machine Learning Research, Vol. 28), Sanjoy
Dasgupta and David McAllester (Eds.). PMLR, Atlanta, Georgia, USA, 222–230.
https://proceedings.mlr.press/v28/gong13.html

[18] Arthur Gretton, Karsten M. Borgwardt, Malte J. Rasch, Bernhard Schölkopf, and
Alexander Smola. 2012. A Kernel Two-Sample Test. J. Mach. Learn. Res. 13, null
(mar 2012), 723–773.

[19] Arthur Gretton, Alex Smola, Jiayuan Huang, Marcel Schmittfull, Karsten
Borgwardt, and Bernhard Schölkopf. 2008. 131Covariate Shift by Kernel Mean
Matching. In Dataset Shift in Machine Learning. The MIT Press. https://doi.org/
10.7551/mitpress/9780262170055.003.0008 arXiv:https://academic.oup.com/mit-
press-scholarship-online/book/0/chapter/166932982/chapter-ag-
pdf/44903280/book_13447_section_166932982.ag.pdf

[20] Zhichun Guo, Chunhui Zhang, Yujie Fan, Yijun Tian, Chuxu Zhang, and Nitesh
Chawla. 2023. Boosting Graph Neural Networks via Adaptive Knowledge Distil-
lation. arXiv:2210.05920 [cs.LG]

[21] Xiangnan He, Kuan Deng, Xiang Wang, Yan Li, Yongdong Zhang, and Meng
Wang. 2020. Lightgcn: Simplifying and powering graph convolution network for
recommendation. In Proceedings of the 43rd International ACM SIGIR conference
on research and development in Information Retrieval. 639–648.

[22] Geoffrey Hinton, Oriol Vinyals, and Jeff Dean. 2015. Distilling the Knowledge in
a Neural Network. arXiv:1503.02531 [stat.ML]

[23] Geoffrey E Hinton and Sam Roweis. 2002. Stochastic Neighbor Embedding.
In Advances in Neural Information Processing Systems, S. Becker, S. Thrun, and

K. Obermayer (Eds.), Vol. 15. MIT Press. https://proceedings.neurips.cc/paper_
files/paper/2002/file/6150ccc6069bea6b5716254057a194ef-Paper.pdf

[24] Weihua Hu, Matthias Fey, Marinka Zitnik, Yuxiao Dong, Hongyu Ren, Bowen
Liu, Michele Catasta, and Jure Leskovec. 2021. Open Graph Benchmark: Datasets
for Machine Learning on Graphs. arXiv:2005.00687 [cs.LG]

[25] Weihua Hu, Bowen Liu, Joseph Gomes, Marinka Zitnik, Percy Liang, Vijay Pande,
and Jure Leskovec. 2020. Strategies for Pre-training Graph Neural Networks.
arXiv:1905.12265 [cs.LG]

[26] Jiayuan Huang, Arthur Gretton, Karsten Borgwardt, Bernhard Schölkopf, and
Alex Smola. 2006. Correcting Sample Selection Bias by Unlabeled Data. In
Advances in Neural Information Processing Systems, B. Schölkopf, J. Platt, and
T. Hoffman (Eds.), Vol. 19. MIT Press. https://proceedings.neurips.cc/paper_
files/paper/2006/file/a2186aa7c086b46ad4e8bf81e2a3a19b-Paper.pdf

[27] Chaitanya K. Joshi, Fayao Liu, Xu Xun, Jie Lin, and Chuan Sheng Foo. 2022.
On Representation Knowledge Distillation for Graph Neural Networks. IEEE
Transactions on Neural Networks and Learning Systems (2022), 1–12. https:
//doi.org/10.1109/tnnls.2022.3223018

[28] Diederik P. Kingma and Jimmy Ba. 2017. Adam: A Method for Stochastic Opti-
mization. arXiv:1412.6980 [cs.LG]

[29] Thomas N Kipf and Max Welling. 2016. Semi-supervised classification with
graph convolutional networks. arXiv preprint arXiv:1609.02907 (2016).

[30] Risi Kondor, Hy Truong Son, Horace Pan, Brandon Anderson, and Shubhendu
Trivedi. 2018. Covariant compositional networks for learning graphs. arXiv
preprint arXiv:1801.02144 (2018).

[31] Carlos Lassance, Myriam Bontonou, Ghouthi Boukli Hacene, Vincent Gripon,
Jian Tang, and Antonio Ortega. 2019. Deep geometric knowledge distillation
with graphs. arXiv:1911.03080 [cs.LG]

[32] Yujia Li, Chenjie Gu, Thomas Dullien, Oriol Vinyals, and Pushmeet Kohli. 2019.
Graph Matching Networks for Learning the Similarity of Graph Structured
Objects. arXiv:1904.12787 [cs.LG]

[33] Haggai Maron, Heli Ben-Hamu, Hadar Serviansky, and Yaron Lipman. 2019.
Provably powerful graph networks. Advances in neural information processing
systems 32 (2019).

[34] HaggaiMaron, Heli Ben-Hamu, Nadav Shamir, and Yaron Lipman. 2018. Invariant
and equivariant graph networks. arXiv preprint arXiv:1812.09902 (2018).

[35] Haggai Maron, Or Litany, Gal Chechik, and Ethan Fetaya. 2020. On learning sets
of symmetric elements. In International Conference on Machine Learning. PMLR,
6734–6744.

[36] ChristopherMorris, Nils M. Kriege, Franka Bause, Kristian Kersting, PetraMutzel,
and Marion Neumann. 2020. TUDataset: A collection of benchmark datasets for
learning with graphs. arXiv:2007.08663 [cs.LG]

[37] Christopher Morris, Martin Ritzert, Matthias Fey, William L Hamilton, Jan Eric
Lenssen, Gaurav Rattan, and Martin Grohe. 2019. Weisfeiler and leman go neural:
Higher-order graph neural networks. In Proceedings of the AAAI conference on
artificial intelligence, Vol. 33. 4602–4609.

[38] Hoang NT and Takanori Maehara. 2019. Revisiting Graph Neural Networks: All
We Have is Low-Pass Filters. arXiv:1905.09550 [stat.ML]

[39] Bryan Perozzi, Rami Al-Rfou, and Steven Skiena. 2014. DeepWalk. In Proceedings
of the 20th ACM SIGKDD international conference on Knowledge discovery and
data mining. ACM. https://doi.org/10.1145/2623330.2623732

[40] B. Ramsundar, P. Eastman, P. Walters, and V. Pande. 2019. Deep Learning for the
Life Sciences: Applying Deep Learning to Genomics, Microscopy, Drug Discovery,
and More. O’Reilly Media. https://books.google.com/books?id=tYFKuwEACAAJ

[41] Yating Ren, Junzhong Ji, Lingfeng Niu, and Minglong Lei. 2022. Multi-task Self-
distillation for Graph-based Semi-Supervised Learning. arXiv:2112.01174 [cs.LG]

[42] Nino Shervashidze, Pascal Schweitzer, Erik Jan van Leeuwen, Kurt Mehlhorn,
and Karsten M. Borgwardt. 2011. Weisfeiler-Lehman Graph Kernels. J. Mach.
Learn. Res. 12, null (nov 2011), 2539–2561.

[43] Jeffrey J. Sutherland, Lee A. O’Brien, and Donald F. Weaver. 2003. Spline-
Fitting with a Genetic Algorithm: A Method for Developing Classification
StructureActivity Relationships. Journal of Chemical Information and Com-
puter Sciences 43, 6 (2003), 1906–1915. https://doi.org/10.1021/ci034143r
arXiv:https://doi.org/10.1021/ci034143r PMID: 14632439.

[44] Erik Thiede, Wenda Zhou, and Risi Kondor. 2021. Autobahn: Automorphism-
based graph neural nets. Advances in Neural Information Processing Systems 34
(2021), 29922–29934.

[45] Yijun Tian, Chuxu Zhang, Zhichun Guo, Xiangliang Zhang, and Nitesh Chawla.
2023. LearningMLPs onGraphs: A Unified View of Effectiveness, Robustness, and
Efficiency. In The Eleventh International Conference on Learning Representations.
https://openreview.net/forum?id=Cs3r5KLdoj

[46] Clement Vignac, Andreas Loukas, and Pascal Frossard. 2020. Building pow-
erful and equivariant graph neural networks with structural message-passing.
Advances in Neural Information Processing Systems 33 (2020), 14143–14155.

[47] NikilWale and George Karypis. 2006. Comparison of Descriptor Spaces for Chem-
ical Compound Retrieval and Classification. In Sixth International Conference on
Data Mining (ICDM’06). 678–689. https://doi.org/10.1109/ICDM.2006.39

[48] Felix Wu, Tianyi Zhang, Amauri Holanda de Souza Jr. au2, Christopher Fifty, Tao
Yu, and Kilian Q. Weinberger. 2019. Simplifying Graph Convolutional Networks.

9

https://doi.org/10.1162/089976603321780317
https://arxiv.org/abs/1206.5538
https://doi.org/10.1088/1742-5468/2008/10/p10008
https://openreview.net/forum?id=tiqI7w64JG2
https://arxiv.org/abs/1905.04579
https://doi.org/10.1016/S0022-2836(03)00628-4
https://arxiv.org/abs/2003.00982
https://arxiv.org/abs/1902.07243
https://doi.org/10.1145/3534678.3539320
https://arxiv.org/abs/2004.11198
https://proceedings.mlr.press/v28/gong13.html
https://doi.org/10.7551/mitpress/9780262170055.003.0008
https://doi.org/10.7551/mitpress/9780262170055.003.0008
https://arxiv.org/abs/https://academic.oup.com/mit-press-scholarship-online/book/0/chapter/166932982/chapter-ag-pdf/44903280/book_13447_section_166932982.ag.pdf
https://arxiv.org/abs/https://academic.oup.com/mit-press-scholarship-online/book/0/chapter/166932982/chapter-ag-pdf/44903280/book_13447_section_166932982.ag.pdf
https://arxiv.org/abs/https://academic.oup.com/mit-press-scholarship-online/book/0/chapter/166932982/chapter-ag-pdf/44903280/book_13447_section_166932982.ag.pdf
https://arxiv.org/abs/2210.05920
https://arxiv.org/abs/1503.02531
https://proceedings.neurips.cc/paper_files/paper/2002/file/6150ccc6069bea6b5716254057a194ef-Paper.pdf
https://proceedings.neurips.cc/paper_files/paper/2002/file/6150ccc6069bea6b5716254057a194ef-Paper.pdf
https://arxiv.org/abs/2005.00687
https://arxiv.org/abs/1905.12265
https://proceedings.neurips.cc/paper_files/paper/2006/file/a2186aa7c086b46ad4e8bf81e2a3a19b-Paper.pdf
https://proceedings.neurips.cc/paper_files/paper/2006/file/a2186aa7c086b46ad4e8bf81e2a3a19b-Paper.pdf
https://doi.org/10.1109/tnnls.2022.3223018
https://doi.org/10.1109/tnnls.2022.3223018
https://arxiv.org/abs/1412.6980
https://arxiv.org/abs/1911.03080
https://arxiv.org/abs/1904.12787
https://arxiv.org/abs/2007.08663
https://arxiv.org/abs/1905.09550
https://doi.org/10.1145/2623330.2623732
https://books.google.com/books?id=tYFKuwEACAAJ
https://arxiv.org/abs/2112.01174
https://doi.org/10.1021/ci034143r
https://arxiv.org/abs/https://doi.org/10.1021/ci034143r
https://openreview.net/forum?id=Cs3r5KLdoj
https://doi.org/10.1109/ICDM.2006.39


1045

1046

1047

1048

1049

1050

1051

1052

1053

1054

1055

1056

1057

1058

1059

1060

1061

1062

1063

1064

1065

1066

1067

1068

1069

1070

1071

1072

1073

1074

1075

1076

1077

1078

1079

1080

1081

1082

1083

1084

1085

1086

1087

1088

1089

1090

1091

1092

1093

1094

1095

1096

1097

1098

1099

1100

1101

1102

Conference’17, July 2017, Washington, DC, USA Anon.

1103

1104

1105

1106

1107

1108

1109

1110

1111

1112

1113

1114

1115

1116

1117

1118

1119

1120

1121

1122

1123

1124

1125

1126

1127

1128

1129

1130

1131

1132

1133

1134

1135

1136

1137

1138

1139

1140

1141

1142

1143

1144

1145

1146

1147

1148

1149

1150

1151

1152

1153

1154

1155

1156

1157

1158

1159

1160

arXiv:1902.07153 [cs.LG]
[49] Lirong Wu, Haitao Lin, Yufei Huang, Tianyu Fan, and Stan Z. Li. 2023. Ex-

tracting Low-/High- Frequency Knowledge from Graph Neural Networks and
Injecting it into MLPs: An Effective GNN-to-MLP Distillation Framework.
arXiv:2305.10758 [cs.LG]

[50] Lirong Wu, Haitao Lin, Yufei Huang, and Stan Z. Li. 2022. Knowledge Distilla-
tion Improves Graph Structure Augmentation for Graph Neural Networks. In
Advances in Neural Information Processing Systems, Alice H. Oh, Alekh Agarwal,
Danielle Belgrave, and Kyunghyun Cho (Eds.). https://openreview.net/forum?
id=7yHte3tH8Xh

[51] Lirong Wu, Haitao Lin, Yufei Huang, and Stan Z. Li. 2023. Quantifying the
Knowledge in GNNs for Reliable Distillation into MLPs. arXiv:2306.05628 [cs.LG]

[52] Keyulu Xu, Weihua Hu, Jure Leskovec, and Stefanie Jegelka. 2019. How Powerful
are Graph Neural Networks? arXiv:1810.00826 [cs.LG]

[53] Bencheng Yan, Chaokun Wang, Gaoyang Guo, and Yunkai Lou. 2020. TinyGNN:
Learning Efficient Graph Neural Networks. In Proceedings of the 26th ACM
SIGKDD International Conference on Knowledge Discovery & Data Mining (Virtual
Event, CA, USA) (KDD ’20). Association for Computing Machinery, New York,
NY, USA, 1848–1856. https://doi.org/10.1145/3394486.3403236

[54] Pinar Yanardag and S.V.N. Vishwanathan. 2015. Deep Graph Kernels. In Proceed-
ings of the 21th ACM SIGKDD International Conference on Knowledge Discovery
and Data Mining (Sydney, NSW, Australia) (KDD ’15). Association for Computing
Machinery, New York, NY, USA, 1365–1374. https://doi.org/10.1145/2783258.
2783417

[55] Tianjun Yao, Yingxu Wang, Kun Zhang, and Shangsong Liang. 2023. Improving
the Expressiveness of K-HopMessage-Passing GNNs by Injecting Contextualized

Substructure Information (KDD ’23). Association for Computing Machinery, New
York, NY, USA, 12 pages. https://doi.org/10.1145/3580305.3599390

[56] Jiaxuan You, Jonathan M Gomes-Selman, Rex Ying, and Jure Leskovec. 2021.
Identity-aware graph neural networks. In Proceedings of the AAAI Conference on
Artificial Intelligence, Vol. 35. 10737–10745.

[57] Sergey Zagoruyko and Nikos Komodakis. 2017. Paying More Attention to
Attention: Improving the Performance of Convolutional Neural Networks via
Attention Transfer. arXiv:1612.03928 [cs.CV]

[58] Hanlin Zhang, Shuai Lin, Weiyang Liu, Pan Zhou, Jian Tang, Xiaodan Liang, and
Eric P. Xing. 2023. Iterative Graph Self-Distillation. arXiv:2010.12609 [cs.LG]

[59] Jing Zhang, Jie Tang, Cong Ma, Hanghang Tong, Yu Jing, and Juanzi Li. 2015.
Panther: Fast Top-k Similarity Search in Large Networks. arXiv:1504.02577 [cs.SI]

[60] Muhan Zhang and Pan Li. 2021. Nested Graph Neural Networks.
arXiv:2110.13197 [cs.LG]

[61] Shichang Zhang, Yozen Liu, Yizhou Sun, and Neil Shah. 2022. Graph-
less Neural Networks: Teaching Old MLPs New Tricks via Distillation.
arXiv:2110.08727 [cs.LG]

[62] Wentao Zhang, Xupeng Miao, Yingxia Shao, Jiawei Jiang, Lei Chen, Olivier Ruas,
and Bin Cui. 2020. Reliable Data Distillation on Graph Convolutional Network. In
Proceedings of the 2020 ACM SIGMOD International Conference on Management of
Data (Portland, OR, USA) (SIGMOD ’20). Association for Computing Machinery,
New York, NY, USA, 1399–1414. https://doi.org/10.1145/3318464.3389706

[63] Lingxiao Zhao, Wei Jin, Leman Akoglu, and Neil Shah. 2021. From stars to
subgraphs: Uplifting any GNN with local structure awareness. arXiv preprint
arXiv:2110.03753 (2021).

10

https://arxiv.org/abs/1902.07153
https://arxiv.org/abs/2305.10758
https://openreview.net/forum?id=7yHte3tH8Xh
https://openreview.net/forum?id=7yHte3tH8Xh
https://arxiv.org/abs/2306.05628
https://arxiv.org/abs/1810.00826
https://doi.org/10.1145/3394486.3403236
https://doi.org/10.1145/2783258.2783417
https://doi.org/10.1145/2783258.2783417
https://doi.org/10.1145/3580305.3599390
https://arxiv.org/abs/1612.03928
https://arxiv.org/abs/2010.12609
https://arxiv.org/abs/1504.02577
https://arxiv.org/abs/2110.13197
https://arxiv.org/abs/2110.08727
https://doi.org/10.1145/3318464.3389706


1161

1162

1163

1164

1165

1166

1167

1168

1169

1170

1171

1172

1173

1174

1175

1176

1177

1178

1179

1180

1181

1182

1183

1184

1185

1186

1187

1188

1189

1190

1191

1192

1193

1194

1195

1196

1197

1198

1199

1200

1201

1202

1203

1204

1205

1206

1207

1208

1209

1210

1211

1212

1213

1214

1215

1216

1217

1218

MuGSI: Distilling GNNs with Multi-Granularity Structural Information for Graph Classification Conference’17, July 2017, Washington, DC, USA

1219

1220

1221

1222

1223

1224

1225

1226

1227

1228

1229

1230

1231

1232

1233

1234

1235

1236

1237

1238

1239

1240

1241

1242

1243

1244

1245

1246

1247

1248

1249

1250

1251

1252

1253

1254

1255

1256

1257

1258

1259

1260

1261

1262

1263

1264

1265

1266

1267

1268

1269

1270

1271

1272

1273

1274

1275

1276

A APPENDIX
A.1 More Experiment Setting and

Implementation Details
Teacher GNN Models. The hyper-parameter search spaces for
GCN and GIN include: the number of layers 𝐿 = {2, 3, 5}, dropout
rate 𝑝 = {0, 0.5}. The hidden size𝐻 = {32, 64}. The search space for
KPGIN is: number of layers 𝐿 = {2, 3, 4}, dropout rate 𝑝 = {0, 0.5},
number of hops𝐾 = {3, 4}, combine function 𝐹 = {𝑎𝑡𝑡𝑒𝑛𝑡𝑖𝑜𝑛, 𝑔𝑒𝑜𝑚𝑒𝑡𝑟𝑖𝑐}.
The kernel is the shortest path kernel and the hidden size is 64 for
all the datasets. For TUDataset, the GNN model is selected based on
the mean best validation accuracy. For CIFAR10 the teacher model
is obtained according to the best accuracy on the test dataset, and
for MolHIV, the teacher GNN model is obtained according to the
best ROCAUC value on the test dataset.

Student MLP Models. The hyper-parameter search space for
MLP and GA-MLP is: number of layers 𝐿 = {3, 4}, dropout is not
used for TUDataset and CIFAR10; for MolHIV, dropout is set to 0.5.
The hidden size of student models is set to 64 uniformly.

Model Training. For TUDataset, all models are trained for 350
epochs, initial learning rate is 8𝑒 − 3, with a decaying factor of 0.6
with patience to be 30 epochs. For CIFAR10, all models are trained
for 120 epochs. The initial learning rate is 8𝑒 − 3, with a decaying
factor of 0.6 with patience to be 15 epochs. For MolHIV, all models
are trained for 100 epochs, The initial learning rate is 1𝑒 − 3, with a
decaying factor of 0.75 with patience to be 15 epochs. The batch size
for TUDataset and MolHIV is 32, and 128 for CIFAR10. All student
models are trained 3 times and we report the average results with
1 standard deviation. We use Adam optimizer [28] across all the
experiments.

KD Framework. For GLNN, the strength for L𝑆𝐿 is searched
over {1.0, 1𝑒 − 1, 1𝑒 − 2, 1𝑒 − 3}; For NOSMOG, the strength for
L𝑆𝐿 is fixed to 1.0, and the strength for representational similar-
ity loss is searched over {1.0, 1𝑒 − 1, 1𝑒 − 2, 1𝑒 − 3}, the adversar-
ial feature augmentation is not utilized as in graph classification
dataset, node features are typically represented as one-hot vec-
tors with limited dimensions; For MuGSI, the strength for L𝑆𝐿 is
fixed to 1.0. 𝜆, 𝜇, 𝜂 in Eq. 11 are searched over {1.0, 1𝑒 − 1, 1𝑒 − 2},
{1.0, 1𝑒 − 1, 1𝑒 − 2} and {1𝑒 − 4, 1𝑒 − 5} respectively.

Other Implementations. To sample a random walk path for
path consistency loss LP , we use generate_random_paths from
networkx. The path length is fixed to 8 uniformly. The clustering
algorithm for LC is Louvain method [4]. We use python-louvain
package for our implementation. The graph pooling function (read-
out function) is attention-based aggregation [32] or summation.
Moreover, the graph pooling and cluster pooling share the same
pooling function (if attention-based aggregation is utilized) to im-
prove generalizability.

A.2 Time Complexity Analysis
Although the time complexity during the inference stage for student
MLP and GA-MLP models is identical to the vanilla student models
without using knowledge distillation. The preprocessing and train-
ing stage will incur some extra computational costs. Specifically, in
preprocessing stage, to compute AD−1X for 1-hop neighborhood
aggregation for GA-MLP, it take O

(
|𝑉 |𝑑𝐷

)
when A is a sparse

matrix. Here 𝐷 is the number of feature dimensions and 𝑑 is the av-
erage node degree. To compute the clustering assignment, as we use
the Louvain method for our implementation, the time complexity
is O (|𝑉 |𝑙𝑜𝑔 |𝑉 |). The preprocessing is only performed once, hence
the cost is affordable. During the training stage, in addition to the
training cost of the teacher GNN model and student MLP model,
the extra computational cost comes from random walk path sam-
pling for node-level distillation. As generate_random_paths from
networkx follows the implementation of [59], the time complexity is
O(𝑅𝑇 log𝑑), which can be simplified as O(𝑐𝑅𝑇 ), where 𝑐 is a small
constant,𝑇 is the number of steps for each path, 𝑅 is the number of
random walk paths to sample, 𝑑 is the average node degree. Since
𝑇 and 𝑅 are typically small integers, the extra computational cost
during the training stage is also affordable.

A.3 Pseudo-code for MuGSI
The pseudo-code of the proposed framework MuGSI is summarized
in Algorithm 1.

Algorithm 1 Algorithm for the MuGSI Knowledge Distillation
Framework
Input: Graph datasetsD = D𝐿∪D𝑈 , #epochs 𝐸, # paths to sample
𝑅, student model typeM𝑆

Output: Predicted labels Y𝑈 and optimized network parameters
of student model Θ∗

𝑆
Randomly initialize parameters of teacher model Θ𝑇 and student
model Θ𝑆 .
Train multiple teacher GNN models with different hyper-
parameters using D, select the best GNN model Θ∗

𝑇
for each graph 𝐺 = {V, E,X} in D do ⊲ Preprocessing stage

Compute the clustering assignment for each node 𝑣 ∈ 𝐺
using Louvain method

Compute the top-𝑘 non-trivial Laplacian eigenvector XLaPE
Set X← CONCAT(X,XLaPE) ⊲ Optional
ifM𝑆 is GA-MLP then

Compute 1-hop neighborhood aggregation feature X̃ =

AD−1X ⊲ For GA-MLP, the student model input is X and X̃; for
MLP, the model input is X

end if
end for
for epoch ∈ {1, 2, . . . , 𝐸} do

Obtain ℎ𝑇
𝐺
and ℎ𝑆

𝐺
, and calculate whole-graph distillation loss

LG using Eq. 6
Obtain K𝑆 and K𝑇 according to Eq. 7, and calculate inter-

cluster distillation loss LC using Eq. 8
Randomly sample 𝑅 random walk paths, compute 𝑝 (𝑢 |𝑣)

and 𝑞(𝑢 |𝑣) according to Eq. 9, and calculate path consistency
distillation loss LP using Eq. 10

Obtain ground-truth label Y𝐿 from D𝐿 and soft logits Ŷ𝐿
from teacher model output, calculate final loss L using Eq. 11
end for
Predict Y𝑈 from D𝑈 using optimized student model Θ∗

𝑆
Return Predicted labels Y𝑈 and student model Θ∗

𝑆
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A.4 Discussion
In this section, we first establish connections between the subgraph-
level distillation loss LC and Maximum Mean Discrepancy, then
we offer an explanation to explain why MuGSI is effective for graph
classification.

A.4.1 Relation To MaximumMean Discrepancy. Maximum
Mean Discrepancy (MMD) is a widely used criterion in Domain
Adaptation [17, 19, 26], which compares distributions in the Repro-
ducing Kernel Hilbert Space (RKHS) [18]. Assume we have two sets
of samples, X =

{
𝒙𝑖
}𝑁
𝑖=1 and Y =

{
𝒚 𝑗

}𝑀
𝑗=1, drawn from distribu-

tions 𝑝 and 𝑞, respectively. The squared MMD distance between 𝑝
and 𝑞 can be expressed as follows:

LMMD2 (X,Y) = ∥ 1
𝑁

𝑁∑︁
𝑖=1

𝜙

(
𝒙𝑖

)
− 1
𝑀

𝑀∑︁
𝑗=1
𝜙

(
𝒚 𝑗

)
∥22

=
1
𝑁 2

𝑁∑︁
𝑖=1

𝑁∑︁
𝑖′=1

𝑘

(
𝒙𝑖 , 𝒙𝑖

′ )
+ 1
𝑀2

𝑀∑︁
𝑗=1

𝑀∑︁
𝑗 ′=1

𝑘

(
𝒚𝑖 ,𝒚𝑖

′ )
− 2
𝑀𝑁

𝑁∑︁
𝑖=1

𝑀∑︁
𝑗=1

𝑘

(
𝒙𝑖 ,𝒚 𝑗

)
,

(12)
where 𝜙 (·) is an explicit mapping function, and 𝑘 (·, ·) is a kernel

function that projects the sample vectors into a higher or infinite di-
mensional feature space. MMD loss is 0 if and only if 𝑝 = 𝑞 when the
feature space corresponds to a universal RKHS. Minimizing MMD
loss is equivalently minimizing the distance between distribution
𝑝 and 𝑞. There are many valid kernels for MMD, in the specific
case of employing a polynomial kernel 𝑘 (𝒙,𝒚) =

(
𝒙⊤𝒚 + 𝑐

)𝑑 with
parameters 𝑑 = 2 and 𝑐 = 0, the resulting MMD is represented as
follows:

LMMD2
𝑃

(
H𝑇C,H

𝑆
C

)
= ∥G𝑆 − G𝑇 ∥2𝐹 , (13)

here H𝑇C ∈ R
𝑁𝐶×𝐹 and H𝑆C ∈ R

𝑁𝐶×𝐹 are the cluster-level repre-
sentations for a given graph 𝐺 obtained from teacher and student
model respectively, 𝐹 denotes the hidden dimension size. G𝑆 ,G𝑇 ∈
R𝑁𝐶×𝑁𝐶 is the Gram matrix with each entry 𝑔𝑖 𝑗 =

〈
hC𝑖 , hC𝑗

〉
(the

subscript S and T are omitted here). As illustrated in Eq. 7 and Eq. 8,
the inter-cluster distillation loss LC is a slightly modified version
of LMMD2

𝑃
, which aims to minimize the distance of the distribution

over subgraphs (clusters) for teacher model and student model.

A.4.2 Why MuGSI is Effective for Graph Classification. The
core of MuGSI is the multi-granularity distillation loss, which is
composed of graph-level distillation loss, cluster-level distillation
loss, and node-level distillation loss. For cluster-level distillation
loss LC , we have shown in the previous subsection that it forces
the student model to approximate the teacher GNN model in distri-
butional space over clusters. For graph-level distillation loss LG , if
we assume the graph representations 𝑧𝑇

𝐺
and 𝑧𝑆

𝐺
for a given graph

𝐺 , as generated by the teacher and student models respectively,
follows Gaussian distribution with mean ℎ𝑇

𝐺
, ℎ𝑆
𝐺
and the same co-

variance Σ, i.e., 𝑧𝑇
𝐺
∼ N

(
ℎ𝑇
𝐺
, Σ

)
and 𝑧𝑆

𝐺
∼ N

(
ℎ𝑆
𝐺
, Σ

)
, then the KL

divergence between 𝑧𝑇
𝐺
and 𝑧𝑆

𝐺
is given by:

D𝐾𝐿
(
𝑧𝑇𝐺 , 𝑧

𝑆
𝐺

)
=

1
2

(
ℎ𝑇𝐺 − ℎ

𝑆
𝐺

)𝑇
Σ−1

(
ℎ𝑇𝐺 − ℎ

𝑆
𝐺

)
. (14)

Consequently, the graph-level distillation loss LG serves to min-
imize this KL divergence, thereby ensuring that the distribution of
𝑧𝑆
𝐺
closely approximates that of 𝑧𝑇

𝐺
. Finally, prior research has estab-

lished that multi-step random walks are capable of extracting local
substructures for any node 𝑣 ∈ 𝐺 [55]. In light of this, we employ
random walks to calculate 𝑝 (𝑢 |𝑣) and 𝑞(𝑢 |𝑣) as a surrogate loss in
Eq. 10, thereby aligning the distribution over local substructures
between the student and teacher models.

The proposed multi-granularity distillation loss addresses the
challenges discussed in Section 1 by generating dense learning
signals across multiple scales of graph structure, and ensures a com-
prehensive transfer of structural knowledge by aligning multiple
distributions between the student and teacher models, which is
proven to be efficient and effective in extensive experiments.

A.5 Datasets Statistics

Dataset # Tasks # Graphs Ave. # Nodes Ave. # Edges

PROTEINS 2 1113 39.06 72.82
NCI1 2 4110 29.87 32.3
BZR 2 405 35.75 38.36
DD 2 1178 284.32 715.66

REDDIT-BINARY 2 2000 429.63 497.75
IMDB-BINARY 2 1000 19.77 96.53

CIFAR10 10 60000 117.63 941.07
MolHIV 2 41127 25.5 27.5

Table 6: Dataset statistics
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