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Abstract

As a new paradigm of visual content generation, autoregressive text-to-image
models suffer from slow inference due to their sequential token-by-token decoding
process, often requiring thousands of model forward passes to generate a single
image. To address this inefficiency, we propose Speculative Jacobi-Denoising
Decoding (SJD2), a framework that incorporates the denoising process into Jacobi
iterations to enable parallel token generation in autoregressive models. Our method
introduces a next-clean-token prediction paradigm that enables the pre-trained
autoregressive models to accept noise-perturbed token embeddings and predict the
next clean tokens through low-cost fine-tuning. This denoising paradigm guides
the model towards more stable Jacobi trajectories. During inference, our method
initializes token sequences with Gaussian noise and performs iterative next-clean-
token-prediction in the embedding space. We employ a probabilistic criterion to
verify and accept multiple tokens in parallel, and refine the unaccepted tokens for
the next iteration with the denoising trajectory. Experiments show that our method
can accelerate generation by reducing model forward passes while maintaining the
visual quality of generated images.

1 Introduction

Autoregressive models have emerged as a cornerstone of visual generative tasks through next-token
prediction [1–4]. However, the autoregressive paradigm suffers from significant inference latency due
to its sequential, token-by-token decoding process. For instance, generating a single high-resolution
image often requires thousands of sequential forward passes. To address this challenge, we focus on
accelerating autoregressive text-to-image generation models via parallel token decoding.

Jacobi decoding [5] is an iterative method that accelerates the inference of autoregressive models
through parallel token decoding without any training. This method operates on a sequence of randomly
initialized tokens and iteratively calls the neural network to refine the tokens until the convergence
(i.e., tokens are correctly decoded). Its variant, Speculative Jacobi Decoding (SJD) [6], improves
Jacobi decoding with a probabilistic criterion tailored for accelerating text-to-image generation
using discrete tokens. The core of SJD is a verification-refinement process. Specifically, given a
sequence of tokens, in each Jacobi iteration, SJD first predicts the probability for each input token,
and then these probabilities enable the criterion to determine the acceptance of a prefix of the tokens
(i.e., verification) while also guiding the resampling of unaccepted tokens for the next iteration
(i.e., refinement). The above verification-refinement process operates within a fixed-length sliding
Jacobi window where the accepted tokens are removed and newly initialized tokens are appended.
By accepting multiple tokens (at least one token) per iteration, SJD reduces model forward passes,
speeding up generation compared to token-by-token decoding.
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Prompt: A huge black bear wearing a red cassock, in front of a 

blazing fire

Steps: 529 (𝟒. 𝟓 × Fewer)Steps: 2357
Prompt: An image of a hamster with one paw grasping a trident 

and pointing the other finger forward in the desert

Steps: 571 (𝟒. 𝟏 × Fewer)Steps: 2357

Prompt: An oil painting of a beautiful young lady with crimson 

eyes, short white hair, a sly smile on her face, and an violet outfit

Steps: 549 (𝟒. 𝟑 × Fewer)Steps: 2357
Prompt: Jars in the laboratory with yellow crystals growing inside, 

film grained

Steps: 578 (𝟒. 𝟏 × Fewer)Steps: 2357

Prompt: An imaginary picture of cyborg German shepherd, 

standing in the ruins of a modern city under a red sunset sky, film 

grained

Steps: 600 (𝟑. 𝟗 × Fewer)Steps: 2357
Prompt: A muscular space warrior wearing dark brown armor 

with a helmet, a mask over his face (black mask covering his eyes), 

and a huge oxygen tube plugged into the mask

Steps: 564 (𝟒. 𝟐 × Fewer)Steps: 2357

Figure 1: We propose Speculative Jacobi-Denoising Decoding to accelerate autoregressive text-to-
image generation via multi-token prediction. On Lumina-mGPT, the number of model forward passes
for inference (denoted as steps) is reduced. The inference step for our decoding is marked in green.

Although SJD accelerates autoregressive text-to-image generation by a non-negligible margin, the
token refinement process in SJD is inherently unconstrained, making it difficult to control the
refinement to achieve the correct token predictions. Consequently, some tokens undergo many
refinement iterations before being accepted, resulting in a low speedup ratio. In contrast, diffusion
models explicitly define a trajectory for the iterative input refinement, known as the denoising process,
which is governed by the principles of stochastic differential equations [7]. More importantly,
previous works [8–10] have demonstrated that this trajectory can be remarkably short (as few as tens
of iterations) for any length of inputs (i.e., various image resolutions). Inspired by this intuition, to
further accelerate the autoregressive text-to-image generation, we leverage the denoising process
from the diffusion models to assist the Jacobi decoding and fine-tune the autoregressive model to
adapt to the noise perturbation.

In this paper, we propose Speculative Jacobi-Denoising Decoding (SJD2), along with a fine-tuning
strategy, to enable pre-trained autoregressive text-to-image generation models to perform parallel
token-level denoising decoding. To achieve this, we introduce a task called next-clean-token pre-
diction, where an autoregressive model accepts noisy input tokens and predicts the clean tokens
at a one-position offset (i.e., noise-free next tokens). Our noise-augmented fine-tuning strategy
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equips pre-trained autoregressive models with the denoising ability, i.e., we randomly select segments
of input tokens and add Gaussian noise to their token embeddings during training. The training
supervision remains consistent with conventional autoregressive models, i.e., the one position-offset
discrete tokens are taken as ground-truth supervision and the model is trained with cross-entropy loss.
After fine-tuning, the model has the ability to process noisy inputs and thus perform Jacobi-Denoising
decoding during inference. The decoding process begins with a sequence (Jacobi window) of token
embeddings randomly initialized with Gaussian noise. In each Jacobi-Denoising iteration, this
sequence is fed into the autoregressive model to predict the probability distribution of clean tokens at
each token position. The noisy tokens are refined for the next iteration through the denoising process
using the probability predicted in the current iteration. If a token is sufficiently denoised, it becomes
a clean token and undergoes the standard Jacobi refinement. The iterative process is repeated until all
tokens are accepted.

To validate our method, we conduct experiments on two open-source large autoregressive models,
Lumina-mGPT [11] and Emu3 [4]. Experimental results demonstrate that our method reduces the
number of forward passes by about 4× on Lumina-mGPT and more than 5× on Emu3 and thus
achieves latency speedup by more than 2×. We further verify image quality to show that our method
accelerates autoregressive text-to-image generation without compromising image quality.

2 Related Work

Integration of Autoregression and Continuous Diffusion The AR-diffusion language model [12]
integrates the concept of autoregression into an embedding diffusion language model [13–18]. The
embedding diffusion performs the standard denoising process on (normalized) token embeddings
instead of next-token prediction, and use the regression loss [12] or cross-entropy loss [14] for
training. The recent diffusion-forcing model and its variants [19–25] share a similar pipeline as the
AR-diffusion model and introduce the autoregressive sampling into the temporal dimension of the
continuous latent video diffusion models. They employ causal masks to support history-conditioned
video generation, but have independent noise levels across input tokens. Moreover, for the diffusion
process on the temporal dimension, works like the rolling diffusion model [26] further introduce the
sliding window mechanism on the time series. Transfusion and its variants [27–29] utilize a single
backbone model to jointly perform diffusion-based image generation in a continuous latent space
and autoregressive language generation in a discrete space, using separate loss, different lightweight
decoders, and specific attention masks for training. MAR and its variants [30–32] propose the use
of an efficient MLP diffusion head to decode features from autoregressive backbones, enabling
autoregression in continuous latent space. Several multimodal large language models (MLLMs) [33–
38] generate images via pre-trained diffusion models such as SDXL [39] which take the output
features of autoregressive models as conditions.

Parallel Token Decoding in Autoregressive Models Blockwise Parallel Decoding [40] and
Medusa [41] employ auxiliary modules to predict multiple next tokens simultaneously, thereby
accelerating language models. Speculative decoding [42, 43, 41, 44–47] enhances inference effi-
ciency by using a smaller model to generate candidate tokens, which are then verified and accepted by
the larger model in parallel. DiffuLLaMA [48] fine-tunes the large autoregressive language models
into discrete diffusion models [49] for parallel decoding. Jacobi Decoding [5], initially applied to
pixel-level autoregressive generation models, iteratively decodes tokens in parallel until their values
converge, often in a training-free manner. Lookahead Decoding [50] employs the token trajectories of
Jacobi decoding to form a pool of n-grams generated using greedy sampling to accelerate language
models. CLLMs [51] collect the Jacobi trajectories into a dataset and then distill the language models
with it. Speculative Jacobi Decoding [6] revisits the original Jacobi Decoding in image generation
and adapts it for modern autoregressive text-to-image generation based on discrete tokens by simply
introducing a probabilistic criterion. Spatially parallel image autoregressive decoding [52, 53] de-
codes multiple tokens simultaneously by leveraging spatial dependencies. Distilled-Decoding [17]
distills an autoregressive model into a consistency model [54] via an embedding-prediction head with
millions of prepared noise-token pairs and hundreds of training epochs.

Discussion In contrast to the above works, this paper integrates the denoising process into discrete
autoregressive models while preserving the properties like next-token prediction. Our method enables
flexible modulation between the autoregression, the speculative decoding, and the denoising process.
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We fine-tune pre-trained autoregressive text-to-image generation models to achieve our goal with a
few epochs and off-the-shelf image data while avoiding adding additional modules.

3 Preliminaries

Autoregressive Generation Let {x1, . . . , xN} denote a sequence of discrete tokens, where
N is the sequence length and xi ∈ V is an integer from a vocabulary of size |V |. In autore-
gressive models, the joint probability of the sequence is factorized as: P(x1, x2, . . . , xN ) =

P(x1)
∏N

i=2 P(xi|x1, . . . , xi−1), which assumes each discrete token xi depends only on its pre-
ceding tokens, following a causal structure. Autoregressive models parameterize the conditional
probability as Pθ(xi|x1, . . . , xi−1) and sequentially decode (i.e., sampling a token based on the
predicted probability) each discrete token xi based on the preceding outputs.

Jacobi Decoding and Speculative Jacobi Decoding Jacobi Decoding treats the autoregressive
decoding as solving a non-linear equation in a triangular system via fixed-point iteration [5].
Instead of sequentially generating tokens by the rule xi ∼ Pθ(x|x1, · · · , xi−1), Jacobi Decod-
ing introduces an iteration index j to enable parallel updates across all the sequential positions:
x
(j+1)
i ∼ Pθ(x|x(j)

1 , · · · , x(j)
i−1) where x(j)

i denotes a token at position i at iteration j. Jacobi Decod-
ing starts with randomly initialized tokens and iterates across the dimension j until convergence, i.e.,
the tokens remain unchanged between two consecutive iterations. Since the number of iterations is
proven to be not greater than the number of tokens [5], the acceleration can be achieved.

To adapt Jacobi Decoding for the modern autoregressive text-to-image generation which is based on
a large range of discrete tokens, Speculative Jacobi Decoding (SJD) [6] improves it by introducing
the probabilistic criterion from speculative sampling [42, 43] to determine the convergence of tokens:

x
(j)
i converged if r < min

(
1,

Pθ(x
(j)
i |x(j)

1 , · · · , x(j)
i−1)

Pθ(x
(j)
i |x(j′)

1 , · · · , x(j′)
i−1)

)
, r ∼ U [0, 1], (1)

where U [0, 1] denotes a uniform distribution between 0 and 1, and j′ is set to j − 1 by default, i.e.,
the tokens generated in previous Jacobi iterations serve as draft tokens for the current Jacobi iteration.
SJD also maintains a fixed-length Jacobi window within which Jacobi iterations are performed
and token convergence is determined. In each iteration, a prefix of the tokens is determined to be
converged and removed from the window (i.e., the tokens are accepted), while the remaining tokens
are resampled and newly initialized tokens are appended to the window.

Continuous Diffusion Models Continuous diffusion models [55–59, 8, 60] generate data by
learning to reverse a noise-corruption process. In this process, a clean continuous input x0 is gradually
corrupted into pure Gaussian noise ϵ. This can be formulated as: at any timestep t (normalized to the
range of [0, 1]) the noise perturbation can be written as xt = αtx0+σtϵ where αt and σt are manually
defined functions. As t increases, αt monotonically decreases but σt increases. The reverse denoising
trajectory between two timesteps can be solved by: xt =

σt

σs
xs +αs

(
αt

αs
− σt

σs

)
Dθ(xs, s) [61]. Here,

Dθ is a neural network trained via regression loss to predict x0 given a noisy input and a function of
timestep. In this paper, we incorporate the denoising process into the Jacobi decoding.

4 Method

In Jacobi Decoding, the refinement of tokens is unconstrained and difficult to control, with no
guarantee that tokens will follow the fastest path to reach the correct values. In contrast, diffusion
models have been demonstrated to generate high-resolution, high-quality images through short
trajectories (as few as dozens of iterations) [8–10]. Motivated by this, we propose integrating the
denoising process from the diffusion models into Jacobi Decoding.

Overview Our decoding process, illustrated in Figure 2, comprises the following steps: (1) Token
initialization: Given a sequence of noisy normalized token embeddings (illustrated as blue-bordered
patches in the first row) and prefilling/already-accepted tokens (depicted as green circles in the
first row), the noise levels of the token embeddings are configured to be non-strictly monotonically
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Figure 2: Overview of our decoding process.
The noisy token embeddings with increasing
noise levels undergo a parallel forward pass with
a causal attention mask, predicting conditional
probabilities and then sampling clean tokens. A
probabilistic criterion selects a prefix of tokens
for acceptance (green area). For unaccepted to-
kens, if clean, the next-token prediction performs
on them (green solid arrows marked with AR). If
noisy, they are denoised with one-position offset
(blue solid x̂0 arrows and dash arrows).

Noise Perturbation 
(Normalized Embedding Space)

Transformer 
Blocks 

+ 
Prediction Head

Embedding 
Layer

Token-Sample

Normalization

Normalized 
Embedding

Noisy 
Inputs

Normalized 
Embedding

Append 
Timesteps

Training Target (Logits)
Example

Next-token 
Prediction

Loss

De-Normalization

Figure 3: Overview of our training strategy and
model process. The input token embedding se-
quence is randomly divided into segments and
the adjacent segments are perturbed with the
noise of consecutive levels. The noisy embed-
dings with timestep tokens are fed into trans-
former blocks and a prediction head. During
training, the predicted probability is used to com-
pute the cross-entropy loss for next-token pre-
diction. During inference, the probability is for
token sampling and then generating embeddings.

increasing. Before the iterations start, the sequence is initialized with pure Gaussian noise. (2)
Parallel forward: After initialization, these token embeddings undergo a Jacobi-denoising iteration,
where they are fed into the neural network along with timestep encodings for a single parallel forward
pass using a causal attention mask. The network predicts conditional probability and performs token
sampling for the next clean token at each position. Sampled tokens from noisy embedding inputs are
denoted as the one-position-offset x̂0-predictions (marked by the down-right blue solid arrows) while
those from prefilling or accepted token inputs are denoted as autoregressive (AR) predictions, i.e., the
standard next-token prediction (marked by green solid arrows). (3) Verification: After the parallel
forward pass, a prefix of sampled tokens is accepted based on the probabilistic criterion outlined
in Equation (1). For example, in the second row of Figure 2, the first two sampled tokens are accepted
and marked with green borders. (4) Refinement for unaccepted tokens: After the verification,
the refinement is performed for unaccepted tokens. For each unaccepted noisy token, a denoising
step, outlined in Equation (3), is performed on its embedding. Specifically, a linear combination is
performed on the token embedding from the previous iteration at the same spatial position (indicated
by vertical blue dashed lines) and the embedding of the predicted clean tokens from the one-position
offset (the down-right blue solid arrows). If an unaccepted token has been sufficiently denoised to
be clean in previous iterations, there is no further denoising needed and the refinement follows the
standard next-token prediction. This iterative process repeats until all required tokens are accepted,
serving as the final outputs.

4.1 Model Parameterization

To seamlessly integrate the denoising process with next-token prediction, we propose a paradigm
of next-clean-token prediction based on noisy normalized token embeddings. In this paradigm, the
autoregressive neural network learns to accept noisy input tokens and predict the clean tokens at a
one-position offset (i.e., noise-free next tokens). Let e denote a normalized token embedding and θ

5



denote the autoregressive model, our paradigm can be formulated as follows:

x̂0
i+1 ∼ Pθ

(
x|e01, · · · , e0i′−1, e

t0
i′ , · · · , e

tk
i

)
,

m̂0
i+1 = We · One-hot(x̂0

i+1),

ê0i+1 = Normalize(m̂0
i+1),

(2)

where eti is the normalized token embedding at spatial position i in the sequence and at timestep
t, and ê0i+1 represents the predicted clean normalized token embedding at position i + 1,
Pθ

(
x|e01, · · · , e0i′−1, e

t0
i′ , · · · , e

tk
i

)
denotes the predicted conditional probability of a discrete to-

ken x with the embedding sequence {e01, · · · , e0i′−1, e
t0
i′ , · · · , e

tk
i } as conditions, One-hot(·) denotes

transforming a token category into a one-hot vector, We ∈ RD×|V | denotes the learned embedding
weight matrix of the model, and m̂0

i+1 ∈ RD denotes the D-dimensional predicted token embedding
at position i+1. Normalize(·) is normalizing embeddings with their statistics (details in Section 4.3).
The timesteps {t0, · · · , tk}, i.e., noise levels, are configured to be non-strictly monotonically increas-
ing, and we discuss the specific selection of timesteps for decoding in Section 4.2. In this paradigm,
the pre-trained autoregressive models still predict the categorical probabilities of tokens instead of
the continuous token embeddings, and we employ these probabilities to generate the embeddings.

4.2 Speculative Jacobi-Denoising Decoding

Jacobi Window and token initialization In practice, our method employs a sliding Jacobi window
during the decoding phase, rather than directly performing the decoding process at fixed token
positions. The Jacobi window is a fixed-length sliding window containing noisy normalized token
embeddings as the draft. Initially, the window is filled with pure Gaussian noise. In each iteration,
a prefix of accepted tokens is removed, and an equal number of new tokens, sampled from pure
Gaussian noise, is appended. Consequently, the noise levels of the tokens within the window are
non-strictly monotonically increasing across iterations.

Parallel Forward and Verification The model takes draft token embeddings as the inputs and
predicts the conditional probability of their next clean tokens in parallel. Then, Equation (1) is
employed to determine whether to accept or reject each draft token which is transformed from the
input token embedding. This transformation is finding the nearest discrete tokens in the vocabulary
through cosine similarity [47].

Refinement with Denoising After verification, the unaccepted tokens will go through a refinement
process to refine the token embeddings for the next iteration. The refinement of noisy tokens is
realized by the denoising process. For denoising, we first define a fixed monotonically decreasing
timestep sequence {tK , · · · , tk · · · , t0, 0}, where t0 is set very close to zero [62]. The values of
these timesteps can follow the Karras timestep scheduler [62]. Then, we show the specific denoising
formula based on these timesteps when k > 0:

e
tk−1

i =
σtk−1

σtk

etki + αtk

(
αtk−1

αtk

−
σtk−1

σtk

)
ê0i , (3)

where ê0i is the token embedding predicted according to Equation (2). In the above equation, we
perform a denoising step like the diffusion models to obtain the embedding with a smaller noise level
at position i with timestep tk. If k = 0, i.e., the denoising process is just complete, Equation (3)
reduces into the standard Jacobi iteration: e0i := 0 + 1 · ê0i . Additionally, for the unaccepted
sufficiently denoised tokens, as no further denoising is required, we resample the tokens whose
threshold from Equation (1) is below 0.5 but retain the others for the next Jacobi iteration.

By introducing the denoising trajectories into the decoding process of autoregressive models, our
method stabilizes the token trajectories in the decoding process, accelerating the token convergence.

4.3 Fine-tuning Strategy

In this section, we introduce the strategy of fine-tuning a pretrained autoregressive text-to-image
generation model to accept noisy input tokens for Speculative Jacobi-Denoising Decoding. Figure 3
illustrates an overview of our training strategy and the specific process of the neural network: During
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training, the normalized embeddings (initially clean) are first transformed into noisy embeddings. For
example, in the right-side image of Figure 3, noise levels increase non-monotonically across patches
(i.e., token positions) in a raster scan order (left to right, top to bottom). When reaching a randomly
determined position, the noise level stops increasing and the noise level of the next position resets to
zero, forming segments with non-monotonically increasing noise levels in the token sequence. Next,
these noisy embeddings are appended with timestep encodings, which indicate the noise level at each
position. Together, the embeddings and encodings are denormalized and are fed into transformer
blocks and a prediction head to produce logits for each position. The cross-entropy loss is then
applied to each position, using the clean token indices as labels, with one-position offset (shown by
the dotted frame in Figure 3) for next-clean-token prediction. During inference, the input normalized
embeddings are already noisy and are not further perturbed. These embeddings are also appended
with timestep encodings and processed to generate logits through the denormalization, the transformer
blocks and the prediction head. As described in Equation (2), these logits are used for token sampling,
and these sampled clean tokens are then transformed into normalized token embeddings.

Noise Perturbation We add noise to the embeddings of these discrete input tokens, bypassing
the discrete values. Although we can directly perform a linear combination of the embedding and a
Gaussian random variable, the distribution of the pre-trained embeddings may deviate from the scale
of the standard Gaussian distribution. For instance, if the variance of the embedding is small, the pre-
trained transformer blocks may only handle small values, making the values from a standard Gaussian
distribution unsuitable for these blocks. To address this issue, we add noise to the normalized token
embeddings. Subsequently, these noisy normalized embeddings are de-normalized and then fed into
the transformer blocks. The detailed procedure is as follows:

e∗ = Normalize(m∗) =
1

σe
⊙
(
m∗ − µe

)
,

et = αte
∗ + σtϵ,

mt = De-normalize(et) = σe ⊙ et + µe,

(4)

where m∗ ∈ RD denotes the D-dimensional embedding of a ground-truth token. µe ∈ RD and
σe ∈ RD denote the mean and standard deviation of the learned embedding weight We ∈ R|V |×D,
respectively. In practice, we directly average this weight across its first dimension to compute the
mean, and the standard deviation is also obtained across this dimension. 1

σe
∈ RD represents the

element-wise reciprocal of σe, and ⊙ is the element-wise product. αt ∈ R and σt ∈ R are the
hyper-parameters for the denoising timestep t, and ϵ ∈ RD denotes the standard Gaussian noise.
With Equation (4), we can transform a clean embedding m∗ into a noisy embedding mt. For
fine-tuning, the input sequence is divided into randomly sized segments, and we add the identical
level of noise to the tokens from the same segment.

Finetuning Objective and Loss Function We fine-tune a pre-trained autoregressive text-to-image
model to predict the next clean token from the inputs of noisy token embeddings. The model accepts
noisy token embeddings and outputs logits representing the categorical probability distribution of
the next clean token. The cross-entropy loss is computed between these logits and the ground truth
token categories, optimizing the model to denoise inputs while maintaining autoregressive prediction.
Specifically, analogous to standard next-token prediction, the cross-entropy loss is performed as
follows: L =

∑N
i=0 Cross-Entropy

(
x∗
i+1, p̂

0
i+1

)
, where x∗

i denotes the one-hot label of the ground-
truth token at position i, N is the total number of tokens, and p̂0

i+1 denotes the conditional probability
in Equation (2). Here, we assume that only the first token is prefilled with text conditioning. With
this training objective and parameterization, the model learns to decode or verify clean tokens even
when noisy tokens are present in the input conditions.

Timestep Injection Injecting the information of timesteps into noisy inputs is a common design
for the denoising process [56, 63, 64]. To avoid introducing additional modules like AdaLN [56], we
take the sinusoidal encodings of timesteps as a sequence of special token embeddings and append
them to the sequence of input token embeddings during fine-tuning and decoding. Then, the sequence,
which comprises input token embeddings and timestep encodings, is fed into the transformer blocks.
Within the attention modules of these blocks, we use the attention mask to force each noisy token
embedding to attend to the corresponding timestep encoding which indicates its noise level. To ensure
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Prompt: Miss Mexico portrait of the most beautiful mexican woman, Exquisite detail

Figure 5: Study on embedding normalization for de-
noising process. Left: Denoising output without embed-
ding normalization, failing to generate a coherent image.
Right: Denoising output with embedding normalization,
generating a semantically meaningful image.

Table 1: Evaluation on the validation sets of MSCOCO [65].

Configuration COCO2017 (5k) COCO2014 (30k)
Average
Steps (↓)

Step Comp-
ression (↑) FID CLIP-

Score
Average
Steps (↓)

Step Comp-
ression (↑) FID CLIP-

Score

Lumina-mGPT [11] 2357 1.00× 30.8 31.3 2357 1.00× 21.0 31.3
SJD [6] 1060 2.23× 31.1 31.3 1057 2.23× 20.8 31.3
SJD2 592 4.02× 31.4 31.8 599 3.93× 21.1 31.9

Emu3 [4] 8193 1.00× 31.1 31.0 8193 1.00× 19.3 31.2
SJD [6] 3528 2.32× 30.6 30.9 3535 2.32× 21.4 31.0
SJD2 1461 5.62× 31.5 30.4 1461 5.63× 21.8 30.8

that the distribution of the timestep encodings aligns with that of the token embeddings, we apply a
normalization-then-denormalization process to these encodings similar to Equation (4).

5 Experiments

5.1 Implementation Details

We perform experiments on two baselines, Lumina-mGPT [11] and Emu3 [4]. When generating an
image at least 720 × 720, Lumina-mGPT only needs about 2k tokens while Emu3 requires more
than 8k tokens because of the difference between their tokenizers. For each fine-tuning, 8 GPUs with
80G memory are required for each model. Since all model parameters are used for fine-tuning, we
leverage DeepSpeed ZeRO-3 or FSDP with gradient checkpointing to save GPU memory at the cost
of increased training time. The global batch size is set to 64, and the learning rate is set to 2× 10−5

with the AdamW optimizer. We tune each model only within 6 epochs, costing approximately 14× 8
A100 hours for Lumina-mGPT and 26× 8 H100 hours for Emu3. By default, we set classifier-free
guidance to 3.0 and use top-2000 for the quantitative results of our method.

Evaluation metrics. To assess visual quality, we employ two key metrics: FID [66] and CLIP-
Score [67] on COCO benchmark [65] and GenEval benchmark [68]. To quantify the efficiency of the
decoding process, we introduce the step compression ratio [50]: S = # generated tokens

# decoding steps , which serves as
a theoretical measure of parallelization and thus reflects the acceleration. For each benchmark, we
compute the average step compression ratio across all generated images. Additionally, this ratio is
included alongside individual image samples in qualitative comparisons to highlight the performance
differences between our method and other approaches. More importantly, we provide the latency of
model forward passes on a single GPU to evaluate the practical speedup achieved.
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Table 2: Visual quality on GenEval benchmark [68].

Method Colors Position Counting Two Color Attri Single Overall

Lumina-mGPT [11] 0.83 0.09 0.26 0.60 0.15 0.96 0.48
Lumina-mGPT + SJD [6] 0.82 0.08 0.23 0.63 0.12 0.96 0.47
Lumina-mGPT (tuned) 0.81 0.13 0.27 0.65 0.27 0.98 0.52
Lumina-mGPT (tuned) + SJD [6] 0.81 0.12 0.31 0.68 0.24 0.97 0.52
Lumina-mGPT (tuned) + SJD2 0.79 0.11 0.31 0.64 0.23 0.96 0.51

Emu3 [4] 0.78 0.15 0.33 0.69 0.16 0.98 0.52
Emu3 + SJD [6] 0.79 0.12 0.28 0.61 0.13 0.97 0.48
Emu3 (tuned) + SJD2 0.73 0.14 0.28 0.61 0.24 0.96 0.49

5.2 Qualitative Results

In Figure 1 and Figure 6, we compare the standard autoregressive decoding and our method on
Lumina-mGPT [11]. The results show that our method can achieve about 4× fewer steps for
autoregressive text-to-image generation and the visual quality is preserved. We also compare different
decoding methods on Emu3 [4] in Figure 7.

5.3 Quantitative Results

Our SJD2 significantly reduces the steps for autoregressive text-to-image generation while maintaining
visual quality, as demonstrated by our evaluation on MS-COCO [65] validation sets in Table 1. We
also find that our method achieves a higher step compression ratio on Emu3 [4] than that on Lumina-
mGPT [11]. Specifically, SJD2 can achieve a step compression about 4.0× on Lumina-mGPT and
about 5.6× on Emu3. For visual quality, we further compare our method to autoregressive decoding
and SJD [6] on the GenEval benchmark [68] with Lumina-mGPT [11] as the baseline in Table 2.
Our method achieves an overall score of 0.51, nearly matching the 0.52 of tuned AR and SJD,
demonstrating preserved visual quality. More importantly, following [47], we select 100 COCO
prompts on the identical A100 server to compare the practical average speedup and visual quality
among these decoding methods. According to the latency reported in Table 3, our method is still
faster than other decoding methods on the real server by more than 2×. We also provide the GPU
memory usage during inference. While our parallel decoding method achieves significant latency
reductions, we acknowledge it incurs an additional memory overhead of about 3GB compared to
autoregressive decoding, because of the variables for denoising like the timestep tokens.

5.4 Ablation Studies

We perform experiments for our method with Lumina-mGPT as the baseline and on one RTX 4090
by default. The selected 100 prompts used in Table 3 are for the evaluation in the ablation studies.
We also include a specific and detailed analysis for our denoising process in Appendix B.

Study on the sampling timesteps and Jacobi window length. While contemporary diffusion
models typically require dozens of denoising iterations to achieve satisfactory results, extending
Jacobi window lengths introduces computational overhead. This establishes a trade-off between
denoising iteration counts and Jacobi window length for the minimization of latency. According to
the results in Figure 4, when constraining denoising steps to 20 while maintaining Jacobi window
lengths beyond 80, the latency reduction converges to a minimum.

Study on the embedding normalization. When verifying the usefulness of embedding normalization,
we focus on our denoising process by enforcing the denoised tokens to be immediately accepted (as
detailed in Appendix B). As shown in Figure 5, deactivating embedding normalization results in a
complete failure of the denoising process, yielding pure noise instead of coherent images. Conversely,
activating normalization enables the denoising process to generate reasonable outputs, demonstrating
the critical role of embedding normalization in our denoising process.
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Table 3: The computational cost of decoding methods on a subset of COCO prompts.

Methods Steps Latency CLIP-Score GPU Memory

Lumina-mGPT [11] 2357 88.55s 32.0 17G
SJD [6] 1058 41.99s 31.5 17G
SJD2 596 33.64s 32.2 20G

Emu3 [4] 8193 375.29s 30.9 20G
SJD [6] 3537 207.60s 31.2 20G
SJD2 1470 147.65s 30.7 23G

Latency: 102.64s
Steps: 2357

Latency: 58.31s (1.76 × Faster)
Steps: 1235 (1.91 × Fewer)

Latency: 33.68s (𝟑. 𝟎𝟒 × Faster)
Steps: 581 (𝟒. 𝟎𝟔 × Fewer)

Prompt: A photo of a spring with purple gas coming out in a jungle, film grained, high-quality, 8K

Latency: 102.63s
Steps: 2357

Latency: 58.11s (1.77 × Faster)
Steps: 1238 (1.90 × Fewer)

Latency: 38.41s (𝟐. 𝟔𝟕 × Faster)
Steps: 672 (𝟑. 𝟓𝟏 × Fewer)

Prompt: An imaginary picture of a dark blue-haired minotaur wearing black armor, surrounded by groups of purple 

flames, film grained, high-quality, 8K

Original SJD Ours
Latency: 102.78s

Steps: 2357
Latency: 50.34s (2.04 × Faster)

Steps: 1068 (2.21 × Fewer)
Latency: 30.05s (𝟑. 𝟒𝟐 × Faster)

Steps: 520 (𝟒. 𝟓𝟑 × Fewer)

Prompt: A white Labrador retriever with a red collar around its neck with a golden round bell, high-quality, 8K

Figure 6: The comparison of the original au-
toregressive decoding, SJD [6], and our method
with Lumina-mGPT [11] as the baseline and on
one RTX 4090.

Latency: 391.68s
Steps: 8193

Latency: 217.45s (1.80 × Faster)
Steps: 3490 (2.34 × Fewer)

Latency: 181.24s (𝟐. 𝟏𝟔 × Faster)
Steps: 1581 (𝟓. 𝟏𝟖 × Fewer)

Prompt: A cool man with a blond beard and a white hood stands on the deck with the sea behind him.

Latency: 392.23s
Steps: 8193

Latency: 210.22s (1.87 × Faster)
Steps: 3384 (2.42 × Fewer)

Latency: 176.68s (𝟐. 𝟐𝟐 × Faster)
Steps: 1559 (𝟓. 𝟐𝟔 × Fewer)

Prompt: An oil painting of a cool man wearing a suit in village

Latency: 392.98s
Steps: 8193

Latency: 224.13s (1.75 × Faster)
Steps: 3623 (2.26 × Fewer)

Latency: 182.04s (𝟐. 𝟏𝟔 × Faster)
Steps: 1579 (𝟓. 𝟏𝟗 × Fewer)

Prompt: A strikingly beautiful girl with deep red eyes, short white hair, and a sly smile, dressed in elegant purple attire 

with a hood. The image features perfect eye-symmetry and facial-symmetry.

Original SJD Ours

Figure 7: The comparison of the original au-
toregressive decoding, SJD [6], and our method
with Emu3 [4] as the baseline and on one RTX
4090.

6 Conclusion

This paper introduces Speculative Jacobi-Denoising Decoding, a new algorithm integrating the con-
tinuous denoising process into Jacobi decoding to accelerate autoregressive text-to-image generation.
By extending next-token prediction into next-clean-token prediction with noisy inputs, we enable
pre-trained autoregressive models to learn to denoise noise-perturbed token embeddings through
a fine-tuning strategy. The proposed Jacobi-Denoising decoding initializes token sequences with
Gaussian noise. It then iteratively refines them using a process that combines denoising steps with
Jacobi decoding and an improved probabilistic prefix acceptance criterion. Experiments show that
our method can reduce the number of model forward passes for acceleration while keeping the visual
quality of generated images.
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follow the references and follow the (optional) supplemental material. The checklist does NOT count
towards the page limit.

Please read the checklist guidelines carefully for information on how to answer these questions. For
each question in the checklist:

• You should answer [Yes] , [No] , or [NA] .
• [NA] means either that the question is Not Applicable for that particular paper or the

relevant information is Not Available.
• Please provide a short (1–2 sentence) justification right after your answer (even for NA).

The checklist answers are an integral part of your paper submission. They are visible to the
reviewers, area chairs, senior area chairs, and ethics reviewers. You will be asked to also include it
(after eventual revisions) with the final version of your paper, and its final version will be published
with the paper.

The reviewers of your paper will be asked to use the checklist as one of the factors in their evaluation.
While "[Yes] " is generally preferable to "[No] ", it is perfectly acceptable to answer "[No] " provided a
proper justification is given (e.g., "error bars are not reported because it would be too computationally
expensive" or "we were unable to find the license for the dataset we used"). In general, answering
"[No] " or "[NA] " is not grounds for rejection. While the questions are phrased in a binary way, we
acknowledge that the true answer is often more nuanced, so please just use your best judgment and
write a justification to elaborate. All supporting evidence can appear either in the main paper or the
supplemental material, provided in appendix. If you answer [Yes] to a question, in the justification
please point to the section(s) where related material for the question can be found.

IMPORTANT, please:

• Delete this instruction block, but keep the section heading “NeurIPS Paper Checklist",
• Keep the checklist subsection headings, questions/answers and guidelines below.
• Do not modify the questions and only use the provided macros for your answers.

1. Claims
Question: Do the main claims made in the abstract and introduction accurately reflect the
paper’s contributions and scope?
Answer: [Yes]
Justification: This paper introduces a novel paradigm for autoregressive generation, which
has been outlined in the abstract and introduction regarding the contributions of this
paradigm.
Guidelines:

• The answer NA means that the abstract and introduction do not include the claims
made in the paper.

• The abstract and/or introduction should clearly state the claims made, including the
contributions made in the paper and important assumptions and limitations. A No or
NA answer to this question will not be perceived well by the reviewers.

• The claims made should match theoretical and experimental results, and reflect how
much the results can be expected to generalize to other settings.

• It is fine to include aspirational goals as motivation as long as it is clear that these goals
are not attained by the paper.

2. Limitations
Question: Does the paper discuss the limitations of the work performed by the authors?
Answer: [Yes]
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Justification: Please refer to our appendix.
Guidelines:

• The answer NA means that the paper has no limitation while the answer No means that
the paper has limitations, but those are not discussed in the paper.

• The authors are encouraged to create a separate "Limitations" section in their paper.
• The paper should point out any strong assumptions and how robust the results are to

violations of these assumptions (e.g., independence assumptions, noiseless settings,
model well-specification, asymptotic approximations only holding locally). The authors
should reflect on how these assumptions might be violated in practice and what the
implications would be.

• The authors should reflect on the scope of the claims made, e.g., if the approach was
only tested on a few datasets or with a few runs. In general, empirical results often
depend on implicit assumptions, which should be articulated.

• The authors should reflect on the factors that influence the performance of the approach.
For example, a facial recognition algorithm may perform poorly when image resolution
is low or images are taken in low lighting. Or a speech-to-text system might not be
used reliably to provide closed captions for online lectures because it fails to handle
technical jargon.

• The authors should discuss the computational efficiency of the proposed algorithms
and how they scale with dataset size.

• If applicable, the authors should discuss possible limitations of their approach to
address problems of privacy and fairness.

• While the authors might fear that complete honesty about limitations might be used by
reviewers as grounds for rejection, a worse outcome might be that reviewers discover
limitations that aren’t acknowledged in the paper. The authors should use their best
judgment and recognize that individual actions in favor of transparency play an impor-
tant role in developing norms that preserve the integrity of the community. Reviewers
will be specifically instructed to not penalize honesty concerning limitations.

3. Theory assumptions and proofs
Question: For each theoretical result, does the paper provide the full set of assumptions and
a complete (and correct) proof?
Answer: [NA]
Justification: This paper does not include theoretical proofs.
Guidelines:

• The answer NA means that the paper does not include theoretical results.
• All the theorems, formulas, and proofs in the paper should be numbered and cross-

referenced.
• All assumptions should be clearly stated or referenced in the statement of any theorems.
• The proofs can either appear in the main paper or the supplemental material, but if

they appear in the supplemental material, the authors are encouraged to provide a short
proof sketch to provide intuition.

• Inversely, any informal proof provided in the core of the paper should be complemented
by formal proofs provided in appendix or supplemental material.

• Theorems and Lemmas that the proof relies upon should be properly referenced.
4. Experimental result reproducibility

Question: Does the paper fully disclose all the information needed to reproduce the main ex-
perimental results of the paper to the extent that it affects the main claims and/or conclusions
of the paper (regardless of whether the code and data are provided or not)?
Answer: [Yes]
Justification: The model details and training details are outlined in Section 5.
Guidelines:

• The answer NA means that the paper does not include experiments.
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• If the paper includes experiments, a No answer to this question will not be perceived
well by the reviewers: Making the paper reproducible is important, regardless of
whether the code and data are provided or not.

• If the contribution is a dataset and/or model, the authors should describe the steps taken
to make their results reproducible or verifiable.

• Depending on the contribution, reproducibility can be accomplished in various ways.
For example, if the contribution is a novel architecture, describing the architecture fully
might suffice, or if the contribution is a specific model and empirical evaluation, it may
be necessary to either make it possible for others to replicate the model with the same
dataset, or provide access to the model. In general. releasing code and data is often
one good way to accomplish this, but reproducibility can also be provided via detailed
instructions for how to replicate the results, access to a hosted model (e.g., in the case
of a large language model), releasing of a model checkpoint, or other means that are
appropriate to the research performed.

• While NeurIPS does not require releasing code, the conference does require all submis-
sions to provide some reasonable avenue for reproducibility, which may depend on the
nature of the contribution. For example
(a) If the contribution is primarily a new algorithm, the paper should make it clear how

to reproduce that algorithm.
(b) If the contribution is primarily a new model architecture, the paper should describe

the architecture clearly and fully.
(c) If the contribution is a new model (e.g., a large language model), then there should

either be a way to access this model for reproducing the results or a way to reproduce
the model (e.g., with an open-source dataset or instructions for how to construct
the dataset).

(d) We recognize that reproducibility may be tricky in some cases, in which case
authors are welcome to describe the particular way they provide for reproducibility.
In the case of closed-source models, it may be that access to the model is limited in
some way (e.g., to registered users), but it should be possible for other researchers
to have some path to reproducing or verifying the results.

5. Open access to data and code
Question: Does the paper provide open access to the data and code, with sufficient instruc-
tions to faithfully reproduce the main experimental results, as described in supplemental
material?

Answer: [Yes]

Justification: We only utilized publicly available datasets. We will release the code and
models as soon as possible.

Guidelines:

• The answer NA means that paper does not include experiments requiring code.
• Please see the NeurIPS code and data submission guidelines (https://nips.cc/
public/guides/CodeSubmissionPolicy) for more details.

• While we encourage the release of code and data, we understand that this might not be
possible, so “No” is an acceptable answer. Papers cannot be rejected simply for not
including code, unless this is central to the contribution (e.g., for a new open-source
benchmark).

• The instructions should contain the exact command and environment needed to run to
reproduce the results. See the NeurIPS code and data submission guidelines (https:
//nips.cc/public/guides/CodeSubmissionPolicy) for more details.

• The authors should provide instructions on data access and preparation, including how
to access the raw data, preprocessed data, intermediate data, and generated data, etc.

• The authors should provide scripts to reproduce all experimental results for the new
proposed method and baselines. If only a subset of experiments are reproducible, they
should state which ones are omitted from the script and why.

• At submission time, to preserve anonymity, the authors should release anonymized
versions (if applicable).
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• Providing as much information as possible in supplemental material (appended to the
paper) is recommended, but including URLs to data and code is permitted.

6. Experimental setting/details
Question: Does the paper specify all the training and test details (e.g., data splits, hyper-
parameters, how they were chosen, type of optimizer, etc.) necessary to understand the
results?
Answer: [Yes]
Justification: See Section 5.
Guidelines:

• The answer NA means that the paper does not include experiments.
• The experimental setting should be presented in the core of the paper to a level of detail

that is necessary to appreciate the results and make sense of them.
• The full details can be provided either with the code, in appendix, or as supplemental

material.
7. Experiment statistical significance

Question: Does the paper report error bars suitably and correctly defined or other appropriate
information about the statistical significance of the experiments?
Answer: [Yes]
Justification: We conducted multiple replications and found very minimal deviation in the
experimental results.
Guidelines:

• The answer NA means that the paper does not include experiments.
• The authors should answer "Yes" if the results are accompanied by error bars, confi-

dence intervals, or statistical significance tests, at least for the experiments that support
the main claims of the paper.

• The factors of variability that the error bars are capturing should be clearly stated (for
example, train/test split, initialization, random drawing of some parameter, or overall
run with given experimental conditions).

• The method for calculating the error bars should be explained (closed form formula,
call to a library function, bootstrap, etc.)

• The assumptions made should be given (e.g., Normally distributed errors).
• It should be clear whether the error bar is the standard deviation or the standard error

of the mean.
• It is OK to report 1-sigma error bars, but one should state it. The authors should

preferably report a 2-sigma error bar than state that they have a 96% CI, if the hypothesis
of Normality of errors is not verified.

• For asymmetric distributions, the authors should be careful not to show in tables or
figures symmetric error bars that would yield results that are out of range (e.g. negative
error rates).

• If error bars are reported in tables or plots, The authors should explain in the text how
they were calculated and reference the corresponding figures or tables in the text.

8. Experiments compute resources
Question: For each experiment, does the paper provide sufficient information on the com-
puter resources (type of compute workers, memory, time of execution) needed to reproduce
the experiments?
Answer: [Yes]
Justification: See Section 5.
Guidelines:

• The answer NA means that the paper does not include experiments.
• The paper should indicate the type of compute workers CPU or GPU, internal cluster,

or cloud provider, including relevant memory and storage.
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• The paper should provide the amount of compute required for each of the individual
experimental runs as well as estimate the total compute.

• The paper should disclose whether the full research project required more compute
than the experiments reported in the paper (e.g., preliminary or failed experiments that
didn’t make it into the paper).

9. Code of ethics
Question: Does the research conducted in the paper conform, in every respect, with the
NeurIPS Code of Ethics https://neurips.cc/public/EthicsGuidelines?
Answer: [Yes]
Justification: We confirm that the research conducted in the paper conform with the NeurIPS
Code of Ethics.
Guidelines:

• The answer NA means that the authors have not reviewed the NeurIPS Code of Ethics.
• If the authors answer No, they should explain the special circumstances that require a

deviation from the Code of Ethics.
• The authors should make sure to preserve anonymity (e.g., if there is a special consid-

eration due to laws or regulations in their jurisdiction).
10. Broader impacts

Question: Does the paper discuss both potential positive societal impacts and negative
societal impacts of the work performed?
Answer: [Yes]
Justification: Please refer to the appendix.
Guidelines:

• The answer NA means that there is no societal impact of the work performed.
• If the authors answer NA or No, they should explain why their work has no societal

impact or why the paper does not address societal impact.
• Examples of negative societal impacts include potential malicious or unintended uses

(e.g., disinformation, generating fake profiles, surveillance), fairness considerations
(e.g., deployment of technologies that could make decisions that unfairly impact specific
groups), privacy considerations, and security considerations.

• The conference expects that many papers will be foundational research and not tied
to particular applications, let alone deployments. However, if there is a direct path to
any negative applications, the authors should point it out. For example, it is legitimate
to point out that an improvement in the quality of generative models could be used to
generate deepfakes for disinformation. On the other hand, it is not needed to point out
that a generic algorithm for optimizing neural networks could enable people to train
models that generate Deepfakes faster.

• The authors should consider possible harms that could arise when the technology is
being used as intended and functioning correctly, harms that could arise when the
technology is being used as intended but gives incorrect results, and harms following
from (intentional or unintentional) misuse of the technology.

• If there are negative societal impacts, the authors could also discuss possible mitigation
strategies (e.g., gated release of models, providing defenses in addition to attacks,
mechanisms for monitoring misuse, mechanisms to monitor how a system learns from
feedback over time, improving the efficiency and accessibility of ML).

11. Safeguards
Question: Does the paper describe safeguards that have been put in place for responsible
release of data or models that have a high risk for misuse (e.g., pretrained language models,
image generators, or scraped datasets)?
Answer: [Yes]
Justification: We exclusively employ verified and secure data for training the generative
model.
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Guidelines:

• The answer NA means that the paper poses no such risks.
• Released models that have a high risk for misuse or dual-use should be released with

necessary safeguards to allow for controlled use of the model, for example by requiring
that users adhere to usage guidelines or restrictions to access the model or implementing
safety filters.

• Datasets that have been scraped from the Internet could pose safety risks. The authors
should describe how they avoided releasing unsafe images.

• We recognize that providing effective safeguards is challenging, and many papers do
not require this, but we encourage authors to take this into account and make a best
faith effort.

12. Licenses for existing assets
Question: Are the creators or original owners of assets (e.g., code, data, models), used in
the paper, properly credited and are the license and terms of use explicitly mentioned and
properly respected?

Answer: [NA]

Justification: License: Custom (research, non-commercial).

Guidelines:

• The answer NA means that the paper does not use existing assets.
• The authors should cite the original paper that produced the code package or dataset.
• The authors should state which version of the asset is used and, if possible, include a

URL.
• The name of the license (e.g., CC-BY 4.0) should be included for each asset.
• For scraped data from a particular source (e.g., website), the copyright and terms of

service of that source should be provided.
• If assets are released, the license, copyright information, and terms of use in the package

should be provided. For popular datasets, paperswithcode.com/datasets has
curated licenses for some datasets. Their licensing guide can help determine the license
of a dataset.

• For existing datasets that are re-packaged, both the original license and the license of
the derived asset (if it has changed) should be provided.

• If this information is not available online, the authors are encouraged to reach out to
the asset’s creators.

13. New assets
Question: Are new assets introduced in the paper well documented and is the documentation
provided alongside the assets?

Answer: [NA]

Justification: This paper does not release new assets.

Guidelines:

• The answer NA means that the paper does not release new assets.
• Researchers should communicate the details of the dataset/code/model as part of their

submissions via structured templates. This includes details about training, license,
limitations, etc.

• The paper should discuss whether and how consent was obtained from people whose
asset is used.

• At submission time, remember to anonymize your assets (if applicable). You can either
create an anonymized URL or include an anonymized zip file.

14. Crowdsourcing and research with human subjects
Question: For crowdsourcing experiments and research with human subjects, does the paper
include the full text of instructions given to participants and screenshots, if applicable, as
well as details about compensation (if any)?
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Answer: [NA]
Justification: This paper does not involve crowdsourcing nor research with human subjects.
Guidelines:

• The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

• Including this information in the supplemental material is fine, but if the main contribu-
tion of the paper involves human subjects, then as much detail as possible should be
included in the main paper.

• According to the NeurIPS Code of Ethics, workers involved in data collection, curation,
or other labor should be paid at least the minimum wage in the country of the data
collector.

15. Institutional review board (IRB) approvals or equivalent for research with human
subjects
Question: Does the paper describe potential risks incurred by study participants, whether
such risks were disclosed to the subjects, and whether Institutional Review Board (IRB)
approvals (or an equivalent approval/review based on the requirements of your country or
institution) were obtained?
Answer: [NA]
Justification: This paper does not involve crowdsourcing nor research with human subjects.
Guidelines:

• The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

• Depending on the country in which research is conducted, IRB approval (or equivalent)
may be required for any human subjects research. If you obtained IRB approval, you
should clearly state this in the paper.

• We recognize that the procedures for this may vary significantly between institutions
and locations, and we expect authors to adhere to the NeurIPS Code of Ethics and the
guidelines for their institution.

• For initial submissions, do not include any information that would break anonymity (if
applicable), such as the institution conducting the review.

16. Declaration of LLM usage
Question: Does the paper describe the usage of LLMs if it is an important, original, or
non-standard component of the core methods in this research? Note that if the LLM is used
only for writing, editing, or formatting purposes and does not impact the core methodology,
scientific rigorousness, or originality of the research, declaration is not required.
Answer: [Yes]
Justification: The LLM is used only for writing, editing, or formatting purposes and does
not impact the core methodology, scientific rigorousness, or originality of the research,
declaration is not required.
Guidelines:

• The answer NA means that the core method development in this research does not
involve LLMs as any important, original, or non-standard components.

• Please refer to our LLM policy (https://neurips.cc/Conferences/2025/
LLM) for what should or should not be described.
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Appendix

A More Implementation Details

Experimental settings. We perform experiments on two baselines, Lumina-mGPT [11] and Emu3 [4].
We have collected approximately 80k high-resolution (at least 720× 720) images from the Internet.
For images lacking text descriptions, we caption them with Qwen2-VL [69]. We follow the advanced
flow matching setting [70, 71] with αt = 1− t and σt = t for our denoising process. By default, the
length of the Jacobi window of our method is set to 96 for Lumina-mGPT and 128 for Emu3. The
number of denoising steps in SJD2 is set to 25.

B Further Analysis

The pure denoising process also generates reasonable images. In our approach, the speculative
Jacobi decoding is applied after the denoising steps, so we need to recognize that the acceleration
benefits stem not only from the Jacobi iterations but also from the effectiveness of the denoising
process. To systematically verify that the denoising stage alone can produce valid tokens, we conduct
the following experiment: when a token is successfully denoised and its distance from the first point
of the Jacobi window is smaller than L

T (where L represents the length of the Jacobi window and
T denotes the number of denoising iterations), we immediately accept it. The ratio L

T guarantees
that the last token in the Jacobi window completes exactly T denoising iterations when it reaches
the left part of the window. The results of this experiment are presented in Figure 9a. According to
these results, we observe that our denoising process can generate reasonable images in certain cases,
particularly those featuring characters. Additionally, the immediate acceptance of denoised tokens
significantly reduces the number of steps and overall latency. In comparison, as shown in Figure 9b,
we reintroduce Jacobi iterations into the decoding process. These iterations serve as a refinement
mechanism, enhancing the image generation with more intricate details and reducing the artifacts.
However, this improvement comes at the cost of increased computational steps. Therefore, to preserve
image quality, we opt to keep the Jacobi iterations in our method.

Analysis of unifying noise perturbation for discrete and continuous inputs. We demonstrate the
feasibility of unifying noise perturbation for both the discrete and continuous inputs in the state-of-
the-art transformer-based models. Since the noise perturbation is commonly used in diffusion models,
we first analyze the behavior of noisy inputs in diffusion transformer (DiT) architecture. Although
noise perturbation appears to occur in the latent space, the learnable linear transformation W :
RdHW → RDHSWS (usually implemented by a 2D convolution without receptive field overlapping)
before the transformer blocks causes the perturbation to actually happen in the feature space: Wxt =
αt(Wx∗) + σtn, where n ∈ RDHSWS is a random Gaussian variable formed by a linear weighted
sum of independent Gaussian noises with the elements of W as weights, and D,HS ,WS , d denote
feature dimension, latent height, latent width and latent dimension, respectively. Therefore, based
on the above equation, the noise perturbation can be interpreted as a linear combination of a clean
feature vector and a noise vector. Since both DiTs and autoregressive models rely on transformer
blocks operating in the feature space, we aim to align their noise perturbation on the input embedding.

Analysis of Flops in inference. We present the average Flops per output token in Table 4. The
results reveal that autoregressive decoding requires fewer Flops than SJD2. Although more Flops are
used for decoding, the practical latency becomes lower. Actually, this Flops overload stems from the
paradigm of all the speculative decoding methods. Their drafting-and-verification mechanism, which
inherently introduces computational overhead: the number of accepted tokens per sampling step is
substantially lower than the number of input draft tokens.

Smaller baseline. We also implement SJD2 on Janus-pro-1B [72], an advanced autoregressive
model much smaller than Lumina-mGPT [11]. The results are in Table 5 and Table 6. From the
results, we observe that SJD2 still can accelerate Janus-pro without sacrificing on generated image
quality, as evidenced by the following Geneval metrics [68].

Comparison to other accelerating methods. We compare our method with the recent and classic
speculative/parallel decoding methods, including Lantern [47], ZipAR [53], Eagle [46] and Jacobi
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Table 4: The inference Flops of autoregressive models with different decoding methods.

Method GFlops (↓) Latency (↓)

Lumina-mGPT [11] 18.72 88.55s
Lumina-mGPT + SJD2 219.60 33.64s

Emu3 [4] 18.15 375.29s
Emu3 + SJD2 465.92 147.65s

Table 5: Inference performance comparison on Janus-Pro-1B [72].

Method Latency (↓) Steps (↓)

Janus-Pro-1B [72] 9.1s 576
Janus-Pro-1B + SJD2 2.5s 144

Decoding [5], on COCO2017 validation set [65] with Lumina-mGPT [11] as baseline. As shown
in Table 7, our approach achieves superior acceleration while maintaining comparable visual quality.

Comparison to diffusion models. While many autoregressive models currently underperform
state-of-the-art diffusion models in image quality and face acceleration challenges, our SJD2 narrows
the speed gap. In Table 8, we evaluate inference latency for several commonly-used diffusion models
(smaller than 3B) and Janus-Pro [72] at the same resolution (384 × 384). We set the number of
sampling steps for diffusion models as 50. Results demonstrate that our SJD2 reduces latency of
Janus-Pro-1B from 9.1s to 2.5s, narrowing the gap between Janus-pro and the advanced diffusion
models like SD3. Moreover, this result means Janus-Pro-1B with SJD2 already outperforms SDXL
in speed (2.5s vs. 4.3s).

Investigation on the refinement. In this paragraph, we demonstrate that SJD2 stabilizes the
refinement trajectory, as illustrated in Figure 8. Specifically, we apply SJD2 and SJD [6] on Emu3 [4]
respectively, and then we examine the first five tokens from the Jacobi window in one iteration,
computing the times of the token change between adjacent steps and the cumulative changes. As
shown in the first five figures, SJD2 yields identical initial predictions across the 25 sampling steps.
As the noise level decreases, token predictions diversify but then become unchanged at several steps,
indicating the stabilization of the token trajectory. In contrast, for SJD, the tokens consistently change,
appearing to oscillate and remain unstable. The last figure of Figure 8 also shows that the SJD causes
more times of token change than SJD2.

C Limitations and Future Work

Although SJD2 can achieve similar step compression in various models, the improvements on actual
latency are not consistent, shown by Figure 6 and Figure 7. We speculate that this is caused by the
different sizes of KV cache in different autoregressive models (the model whose tokenizer has a low
image compression ratio leads to a large KV cache). A promising direction is to stabilize the latency
acceleration of Jacobi-based acceleration methods across the models with different KV caches.

Table 6: Visual quality on Geneval benchmark [68] with Janus-pro-1B [72] as the baseline.

Method Colors Position Counting Two Color Attri Single Overall

Janus-Pro-1B (tuned) [72] 0.82 0.39 0.39 0.55 0.42 0.94 0.59
Janus-Pro-1B (tuned) + SJD2 0.83 0.45 0.37 0.59 0.38 0.96 0.60
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Table 7: Comparison to other accelerating methods with Lumina-mGPT [11] as baseline.

Configuration Acceleration Latency (↑) Acceleration Step (↑) CLIP-Score (↑)

Autoregressive Decoding 1.00× 1.00× 31.3
Jacobi Decoding [5] 1.02× 1.04× 31.4
SJD [6] 2.05× 2.23× 31.3
EAGLE [46] 2.10× 2.94× 33.3
LANTERN [47] 2.56× 3.63× 32.7
ZipAR [53] 1.82× 4.00× 31.2
SJD2 2.63× 4.02× 31.8

Table 8: Efficiency comparison with the diffusion model.

Method Latency (↓) Steps (↓)

Janus-Pro-1B [72] 9.1s 576
SD1.5 [55] 1.7s 50
SDXL [39] 4.3s 50
SD3-Medium [70] 1.7s 50
Janus-Pro-1B + SJD2 2.5s 144
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Figure 8: The trajectories of token difference.
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D Impact Statement

Our paper proposes a new method of autoregressive text-to-image generation for research purposes.
Real-world deployment would require additional safeguards beyond technical implementation. We
recognize that this open technical accessibility could lead to potential societal risks, including misuse
for generating misleading content or harmful biases. Fortunately, this problem can be alleviated by
strict dataset filtering to exclude harmful content.
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(a) The images generated with the immediate acceptance of denoised tokens (without Jacobi
iterations).
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(b) The images generated with the combination of Jacobi iterations and denoising.

Figure 9: Analysis of our denoising process. (a) Our denoising process without Jacobi iterations can
generate reasonable images with few model forward passes and small latency. (b) The further Jacobi
iterations refine the results of our denoising process, resulting in more details and fewer artifacts.
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