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Abstract

Recent studies suggest that context-aware low-rank approximation is a useful tool
for compression and fine-tuning of modern large-scale neural networks. In this type
of approximation, a norm is weighted by a matrix of input activations, significantly
improving metrics over the unweighted case. Nevertheless, existing methods
for neural networks suffer from numerical instabilities due to their reliance on
classical formulas involving explicit Gram matrix computation and their subsequent
inversion. We demonstrate that this can degrade the approximation quality or cause
numerically singular matrices.
To address these limitations, we propose a novel inversion-free regularized frame-
work that is based entirely on stable decompositions and overcomes the numer-
ical pitfalls of prior art. Our method can handle possible challenging scenarios:
(1) when calibration matrices exceed GPU memory capacity, (2) when input acti-
vation matrices are nearly singular, and even (3) when insufficient data prevents
unique approximation. For the latter, we prove that our solution converges to a
desired approximation and derive explicit error bounds.

1 Introduction

Large Language Models (LLMs) have demonstrated high performance across a variety of tasks [52],
leading to significant advancements in artificial intelligence. However, the increasing size of these
models brings efficiency challenges, including inference speed and model size when resources are
constrained [55, 41, 6, 54]. To address these issues, various approaches have been proposed, such as
model compression and fine-tuning. Specifically, basic and context-aware low-rank approximation
techniques have proven to be an effective tool for compressing [46, 50, 25, 6, 27, 21] and fine-
tuning [33, 47, 42, 43] modern large-scale neural networks.

In the context-aware approach, we consider the task of approximating a weight ma-
trix W ∈ Rm×n given input data X ∈ Rn×k, where k is the batch size multiplied by the
context length. The goal is to find a low-rank approximation W ′ of W that maintains the performance
of the neural network while reducing its computational complexity. This objective leads to the
minimization of

L(W ′) = ∥WX −W ′X∥F ,
where ∥ · ∥F denotes the Frobenius norm. We aim to minimize L(W ′) with respect to the matrix
W ′ ∈ Rm×n, under the constraint that the rank of W ′ does not exceed r.

Despite its seeming simplicity, the context-aware low-rank approximation poses various challenges
from the computational point of view:

Numerical instabilities. The first source of difficulty stems from numerical instability. Prior
methods [46, 25, 47, 6] frequently depend on the inversion of large or nearly singular Gram matrices
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of the columns of X , which can degrade performance and introduce substantial computational
errors in practice [44, 27]. Although theoretical guarantees for such inversion-based strategies often
assume that the Gram matrix is of full rank, this condition can fail under real-world constraints and
floating-point arithmetic [44, 27].

Large calibration datasets. Another challenge relates to memory limitations, particularly notice-
able in large-scale scenarios. For instance, calibrating LLaMA3-8B [15] using 100 examples of
length 2048 tokens and an internal dimensionality of 14336 leads a ≈ 10.9Gb matrix X in a single
precision. Thus, the method should be memory-efficient and, if necessary, support batch processing
without explicitly constructing the whole matrix X .

Limited data. A final challenge emerges when dealing with severely limited data. In low-data
regimes (e.g., 3–5 images in generative model adaptation [17, 14, 37]), the problem becomes ill-
posed and susceptible to non-unique solutions and overfitting. Similar difficulties appear in model
compression tasks when only constrained datasets are available [3, 29].

In this paper, we overcome all these issues in a single framework, called COALA (COntext-Aware
Low-rank Approximation). Our contributions are as follows.

• We propose to use a regularization term that balances fitting the available examples with
preserving the model’s capacity to generalize. This regularized formulation yields unique
solution for any X . Moreover, it boosts metrics of compressed neural networks by mitigating
overfitting. Under certain assumptions, we establish a theoretical convergence of the
regularized solution.

• We show how to fully avoid both inversion and computation of Gram matrices, which are
prone to numerical instabilities [12]. Also, to avoid computational challenges associated
with large matrices X , we preprocess them via the reliable TSQR algorithm [11], which
computes a QR decomposition in smaller chunks.

2 Related Work

In recent years, the compression of deep learning models has become a critical focus within the field.
Several approaches have been proposed to address this challenge, including quantization [48, 24],
structured pruning [30, 2, 53], and low-rank approximation methods [22, 49, 45]. Quantization
allows for reducing the bit-width of model weights, thereby decreasing memory consumption and
accelerating computations. Structured pruning removes unnecessary parameters and simplifies the
model architecture without significant loss of accuracy. Also, the low rank decomposition approach is
often memory-efficient and can accelerate model inference, which is particularly important for tasks
related to response speed and model size when deploying on mobile devices [50, 6, 28, 39, 7, 55].

The primary concept behind model compression using low-rank approximations is to represent the
weight matrix W as the product of two low-rank matrices: W = UV , where W ∈ Rm×n,U ∈
Rm×r,V ∈ Rr×n. This representation allows for storing O(mr + nr) elements instead of the
original O(mn), and enables the propagation of data X ∈ Rn×k through a layer with computational
complexity O(nkr +mkr) rather than O(mnk), which is advantageous when r ≪ m,n.

In this context, the theory of low-rank matrix approximations is developed to preserve certain
properties of the original matrix. For instance, the Eckart–Young-Mirsky theorem [13], based on the
singular value decomposition (SVD) [13] of a matrix, allows for the construction of a low-rank matrix
W ′ that best approximates W in the sense of minimizing the norm ∥W −W ′∥ for any unitarily
invariant norm, such as the Frobenius norm. However, as demonstrated in works [46, 50], such
approximations do not always efficiently preserve the model’s performance and are outperformed
by compression methods based on alternative ideas, such as quantization, structured pruning, and
unstructured pruning.

The work ASVD [50] proposes a solution that manages activation outliers by transforming the
weight matrix based on the activation distribution. However, this solution does not achieve the best
approximation error in the posed problem, providing a reasonable yet suboptimal solution [46]. Other
studies, such as [46, 44], [25] and [6], present solutions that attain the theoretical minimum of the
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error in the Frobenius norm. Nonetheless, they still rely on the formation of Gram matrices and/or
inversion of small singular values.

3 Weighted Low-Rank Approximation

Building upon the previous discussion, by introducing a context-aware approach at each layer using X ,
we aim to reduce the number of parameters needed to store the matrix W by finding its low-rank
approximation. Formally, this can be formulated as the following minimization problem:

min
rank(W ′)≤r

∥(W −W ′)X∥F . (1)

This problem is a special case of the general weighted low-rank approximation problem [31, 32]:

min
rank(W ′)≤r

vec{W −W ′}⊤Q vec{W −W ′},

where Q is positive definite symmetric matrix and vec{·} denotes the column-wise vectorization of
a matrix. By applying [31, Theorem 3] (see Appendix A) in our specific case of the matrix Q, we
obtain:

W ′ = UΣrV
⊤S−1, (2)

where S = (XX⊤)1/2 is the unique positive definite square root of XX⊤, UΣV ⊤ is the SVD of
WS, and Σr is the matrix obtained from Σ by setting the last n− r singular values to zero.

One can show that using the symmetric matrix square root is not the only possible way to obtain
the solution. Any decomposition of the form SS⊤ = XX⊤ with a square matrix S is applicable as
well. For example, S can be an R⊤ factor from the Cholesky decomposition of the matrix XX⊤.
Alternatively, it can be based on SVD of XX⊤. For example, these two approaches were used
in [44, 46] and utilized in other studies [25, 47], see Appendix B. As we will see further, forming the
Gram matrix in this context may already lead to numerical problems in the ill-conditioned case, see
also a theoretical example from Appendix G.1. Inverting nearly singular matrices afterwards only
deteriorate this effect. In the next section, we show how to naturally avoid both problems at once.

4 Inversion-Free Solution

The following result provides a simple yet effective orthogonal-projection-based formula, avoiding
matrix inversion and Gram matrices.

Proposition 1. Let W ∈ Rm×n and X ∈ Rn×k be arbitrary matrices. A solution to the optimization
problem

min
rank(W ′)≤r

∥WX −W ′X∥F (3)

is attained at W ′ = UrU
⊤
r W , where Ur consists of the first r left singular vectors of the matrix WX .

Proof. Let us define A = WX and B = W ′X . Then,

rank(B) ≤ min (rank(W ′), rank(X)) ≤ rank(W ′) ≤ r.

It is well-known that the minimizer of ∥A − B∥F under the constraint rank(B) ≤ r is given by
B = UrU

⊤
r A, where Ur contains the first k left singular vectors of A (see Corollary 2 for details).

Substituting back for A and B, we have B = UrU
⊤
r A = UrU

⊤
r WX , implying

W ′X = UrU
⊤
r WX.

Hence, one of the possible solutions W ′ looks as follows:

W ′ = UrU
⊤
r W .

As desired, the rank of W ′ does not exceed r because Ur has rank r. Note that in general there can
be many solutions depending on the matrix X .
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Although this result is well-established for the unweighted case (X = I), we include a proof here
since we were unable to find a weighted analogue in the literature. Note that this formula does
not require any additional constraints on X , such as the assumption of full column rank, which is
required in [46, 44]. However, let us note that the number of columns k of the matrix X grows
with the number of samples and can be a fairly large quantity, exceeding m and n by many times.
Nevertheless, it can can be efficiently computed with the help of the reliable QR decomposition.
Proposition 2. Suppose that n ≤ k. Then, we can get Ur in Proposition 1 as the first r left singular
vectors of the matrix WR⊤, where R is the upper triangular matrix from the QR decomposition
of X⊤.

Proof. Let QR = X⊤ be the QR decomposition of X⊤. Then, using orthogonal invariance of ∥ · ∥F :

∥(W ′ −W )X∥2F = ∥(W ′ −W )R⊤Q⊤∥2F =

= tr
(
(W ′ −W )R⊤Q⊤QR(W ′ −W )⊤

)
=

[
Q⊤Q = I

]
=

= tr
(
(W ′ −W )R⊤R(W ′ −W )⊤

)
= ∥(W ′ −W )R⊤∥2F .

We complete the proof by applying Proposition 1 to the new minimization task.

Note that in the proof of Proposition 2, we only use the fact that RTR = XXT , so any matrix for
which this is true will suffice.

The pseudocode of the final solution is summarized in Algorithm 1.

Algorithm 1 A Stable Solution to the Weighted Low-Rank Approximation Problem

Require: W ∈ Rm×n, X ∈ Rn×k, r ∈ N, n ≤ k
Ensure: A ∈ Rm×r, B ∈ Rr×n

1 Compute the upper–triangular factor R by performing a TSQR factorization of X⊤:
[Q,R] ← QR(X⊤) ▷ Use the Tall–Skinny QR (TSQR) method, see Section 4.2.

2 Compute the SVD of WR⊤:
[U , Σ,V ⊤]← SVD(WR⊤)

3 Let Ur = U [:, : r]
4 Set A← Ur

5 Set B ← U⊤
r W

6 return A, B

4.1 Stability

Let us analyze potential issues that arise on real-world data. In particular, we use the LLaMA3 [15]
model on the WikiText2 [34] dataset and construct weighted low-rank approximation of matrices in
three ways: (1) via Cholesky decomposition of (XX⊤) as in SVD-LLM, (2) via SVD of (XX⊤) as
in SVD-LLM v2, and (3) via the QR-based approach.

Figure 1 shows that the approaches relying on the Gram matrix suffer from large errors that are
independent of the chosen rank and appear already during the construction of the approximation of
W . We evaluate the error in the spectral norm ∥ · ∥2, the operator norm induced by the Euclidean
vector norm via ∥A∥2 = supx ̸=0 ∥Ax∥2/∥x∥2. Being defined through a supremum over all possible
inputs, this bound cannot be exceeded by any particular vector x.

The size of these errors is linked to the distribution of singular values: very small singular values
cause numerical instabilities when inversion of the Gram matrix is involved. As illustrated in Figure 2,
several layers exhibit a sharp drop in the smallest singular values of the input matrix X . Our findings
indicate that computing XX⊤ introduces noticeable numerical errors, which may subsequently
impact the final results.

4.2 Efficiency

In this section, we also discuss the compression time for large models. In our approach we preprocess
X using the QR decomposition, see Proposition 2. The need for only the R factor in the QR
decomposition provides further acceleration.
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Figure 1: Relative approximation error versus ap-
proximation rank obtained by different methods
on layer 1 q_proj. The reference weight ma-
trix W ref

r was computed using the inversion-free
COALA method and in high working precision
(fp64) to serve as the ground-truth solution. The
LLaMA3-1B [15] model was used with 64 exam-
ples from the Wikitext [34] dataset.

Figure 2: Distribution of singular values of matrix
X , obtained from the outputs of layer 1 q_proj
in the LLaMA3-1B [15] model, computed over
64 samples from the WikiText [34] dataset.

Table 1: Computation times produced by different methods.
Model #Samples Strategy Time, s

LLaMA3-1B 64
SVD-LLM 273.93±22.12

SVD-LLM V2 404.88±5.49
COALA 196.34±6.48

LLaMA3-8B 128
SVD-LLM 3624.88±512.4

SVD-LLM V2 4210.5±63.3
COALA 1811.0±15.6

We compared the time required by different methods in Table 1. Additionally, we examined the break-
ing point at which computing the SVD of XX⊤ becomes faster than performing a QR decomposition
of X . We have observed that even when the matrix has a highly unbalanced aspect ratio – with one
dimension exceeding the other by several tens of times – the QR decomposition remains the preferred
method, see Figure 3, left graph. All calculations were performed on a single NVIDIA A100 GPU. To
preserve the integrity of the experiment, the SVD on the GPU was executed with PyTorch’s “gesvd”
method, because the default “gesvdj” method, although faster, produces a noticeably larger error.
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1Figure 3: Runtimes for computing S: SS⊤ = XX⊤ using two approaches. Left: Matrix X ∈
R4096×n for different n. Right: Matrix X ∈ R4096×3·105 split into chunks of different size. In this
case, QR is computed using the TSQR method and the Gram matrix using XX⊤ =

∑p
i=1 XiX

⊤
i .

When dealing with matrices X so large that they cannot be accommodated in fast memory, one
can still easily compute the Gram matrix by splitting it into p batches of smaller sizes that fit in
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memory, resulting into XX⊤ =
∑p

i=1 XiX
⊤
i . In our case, we can also efficiently compute the

QR decomposition using the Tall Skinny QR (TSQR) method [11]. It allows for reducing QR
decomposition of the whole matrix to p QR decompositions of the smaller sizes. For example, we
can sequentially apply the QR decomposition to each new block, incorporating the R matrix obtained
from the previous step, i.e., for p = 3:

X⊤ =

X⊤
0

X⊤
1

X⊤
2

 =

Q0R0

X⊤
1

X⊤
2

 =

[
Q0

I
I

]R0

X⊤
1

X⊤
2

 =

=

[
Q0

I
I

] [
Q01

I

] [
R01

X⊤
2

]
=

[
Q0

I
I

] [
Q01

I

]
Q012R012.

Since a product of matrices with orthonormal columns also has orthonornal columns, we conclude
that this is indeed a QR decomposition of X⊤. As can be seen in Figure 3 (right), this approach not
only eliminates the need to store large matrices, but also speeds up the solution time for large-scale
matrices X .

Moreover, if multiple GPUs are available, the scheme can be transformed into a binary tree structure
to enable parallel execution, thereby achieving a speedup in computational time:

X3

X2

X1

X0

→
→
→
→

R3

R2

R1

R0

↗
↘
↗
↘

R23

R01

↗
↘

R0123

If one or more arrows point to the same matrix, then this matrix represents the R-factor obtained from
the QR decomposition of the matrix formed by stacking all the matrices at the opposite ends of the
arrows. This process is described in more detail in [11].

5 Weighted Low-Rank Approximation with Regularization

So far, we have discussed various numerical aspects of solving the problem (3). However, in practice,
we want to adapt the model to fit the available examples, but not excessively, as we aim to avoid
overfitting and preserve the model’s knowledge in other domains. This situation becomes particularly
pronounced when data is scarce and matrix X may have more columns than rows. For example, in
model compression, data are often limited due to confidentiality, yet there’s a need to deploy models
on devices with restricted resources [3, 29]. A similarly relevant challenge is adapting pre-trained
generative models to new concepts using just a handful of images (usually 3–5) [17]. Thus, we can
formulate the following minimization problem:

min
rank(W ′)≤k

∥WX −W ′X∥2F + µ∥W −W ′∥2F , (4)

where µ ≥ 0 is a given parameter. Notably, this strategy yields systematic improvements even in
data-sufficient scenarios.

Our methodology presented in earlier sections continues to provide an efficient and robust solution to
the problem (4) as well.
Proposition 3. Let W ∈ Rm×n and X ∈ Rn×k be arbitrary matrices. Then problem (4) is
equivalent to

min
rank(W ′)≤k

∥(W −W ′)X̃∥2F ,

where X̃ = [X
√
µI].

Proof. We have

∥(W ′ −W )X∥2F + µ∥W ′ −W∥2F = ∥ [(W ′ −W )X
√
µ(W ′ −W )] ∥2F =

= ∥(W ′ −W ) · [X √
µ · I] ∥2F .
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This equivalence means that we can use the same approach as in the unregularized problem by
augmenting the data matrix X with the scaled identity matrix

√
µI . By transforming the regularized

problem into this form, we can apply efficient algorithms such as Proposition 2 for its solution. The
corresponding pseudocode is presented in Algorithm 2.

Algorithm 2 A solution to the weighted low-rank approximation problem with regularization

Require: W ∈ Rm×n, X ∈ Rn×k, µ ∈ R+, r ∈ N
Ensure: A ∈ Rm×r, B ∈ Rr×n

1 Form the matrix X ′ = [X
√
µ I], where I is the n× n identity matrix.

2 Call Algorithm 1 with input (W ,X ′, r) to compute A and B.
3 return A, B

What is the limit of Wµ as µ→ 0? Another natural question is what happens with the regularized
solution Wµ for small µ. If X is of full row rank, then it is natural to assume that it Wµ converges to
a unique solution of the unregularized problem. It is, however, unclear what happens in the general
case and what is the convergence rate. We establish that Wµ converges to a well-defined solution W0,
which corresponds to the solution obtained from Proposition 1. The following theorem provides a
precise estimate for the convergence rate.
Theorem 1. Let W ∈ Rm×n and X ∈ Rn×k. Suppose that X has rank(X) = k ≥ r and that
the singular values of WX satisfy σr(WX) ̸= σr+1(WX), where σi(·) denotes the i-th largest
singular value. Let W0 = UrU

⊤
r W denote the solution to the problem (3), and let Wµ denote the

solution to the regularized problem (4). then the following estimate holds:

∥W0 −Wµ∥F ≤
2∥W∥22∥W∥F

σ2
r (WX)− σ2

r+1 (WX)
· µ.

Proof. See Appendix E.

In the case where X has full rank, we have a more precise estimate with a better constant, which,
however, also involves the multiplier 1/gap, where

gap = σr(WX)− σr+1(WX),

see Appendix D. This gap-dependent behavior is intrinsic to the problem, as demonstrated in
Example G.2.

Our estimate suggests that even in the degenerate case Wµ approaches W0 linearly with respect to
µ as µ→ 0, which we also observe in numerical simulations. The estimate may also be useful for
practical reasons as it shows asymptotic dependence on key parameters such as the gap value and
the regularization parameter µ. For example, the estimate quantifies how sensitive our solution is to
the choice of µ, which can inform practical decisions about selecting an appropriate regularization
parameter. This can be of particular interest in applications where the balance between fitting the
data and preventing overfitting is delicate.

6 Experiments

6.1 Model compression

In this section, we evaluate the effectiveness of our regularization-based compression approach in
practice 1. We first fix the procedure for selecting the regularization parameter µ. Specifically, we
determine µ relative to the unregularized solution W0 (i.e., the one obtained for µ = 0) according to
the formula below:

µ =
∥W0X −WX∥2F
∥W0 −W∥2F

· λ, (5)

where λ serves as a hyperparameter controlling the adjustment. This step is crucial because different
layers of large language models exhibit substantially different norms of the weight matrices W ,

1Our code is available at https://github.com/urparkina/COALA.
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calibration matrices X , and their products WX , see, e.g., [19]. Moreover, we compare these two
strategies, analyzing how the metric depends on adaptive and non-adaptive choices of µ across
layers, see Figure 4. The Mistral-7B-Instruct model was selected due to its pronounced variation of
layer-wise norms.
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adaptive
non-adaptive

1Figure 4: Comparison of the impact of parameter tuning with (Equation (5)) and without considering
layer-wise norms on model quality at 70% compression, evaluated on a common-sense reasoning
dataset using the Mistral-7B-Instruct model.

Figure 5 presents sensitivity analysis of the parameter λ, demonstrating that the optimal value of µ
remains relatively stable (in the region from 1 to 10) across different settings, including various model
architectures, datasets, and compression ratios.
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1Figure 5: The dependence of average accuracy on the parameter λ on the commonsense reasoning
dataset for different models. On the left: 70% compression ratio, on the right: 80% compression
ratio.

Table 2 compares several methods without adaptive rank selection under reduced-precision (fp16)
conditions. We observe that our more numerically stable formulations improve performance, with
regularization providing the most consistent gains. We compare our method to approaches that do not
use fine-tuning or adaptive rank selection. However, our solution can be potentially used not only as a
standalone compression technique, but also integrated into other works as a part of a problem-solving
framework.

Finally, Table 3 compares our approach with state-of-the-art methods that report the relevant metrics
in their manuscripts. Our method achieves comparable or even superior results solely due to the use
of regularization, without any additional heuristics or fine-tuning.
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Table 2: Metric values of various compression methods. All computations, except for solving the
weighted low-rank approximation problem, were performed in half precision (fp16). Experiments
were conducted using the LLaMA-3.2-1B-Instruct model compressed at 90% using text samples from
the commonsense reasoning dataset, which was also used for validation.

Method boolQ PIQA WiNoG HSwag ARC-E ARC-C OBQA
Original 69.5±0.7 74.4±1.0 59.5±1.3 60.7±0.5 63.2±0.9 38.1±2.1 34.6±1.4

ASVD 58.0±0.7 52.5±1.0 51.3±1.3 27.8±0.5 30.0±0.9 25.9±2.1 26.8±1.4

SVD-LLM 54.1±0.7 60.6±1.0 53.8±1.3 34.6±0.5 44.3±0.9 25.5±2.1 26.0±1.4

COALAµ=0 57.6±0.7 60.9±1.0 53.2±1.3 34.6±0.5 43.4±0.9 27.3±2.1 26.0±1.4

COALAµ 59.0±0.7 62.8±1.0 54.0±1.3 36.6±0.5 46.2±0.9 29.2±2.1 27.6±1.4

Table 3: Metric values of various compression methods. Experiments were conducted using the
Mistral-7B model on the WikiText2 dataset and commonsense reasoning used for validation. The
results for SliceGPT [2] and FLAP [1] were taken from the work [25].

Ratio Method MMLU BoolQ PIQA WiNoG HSweg ARC-E ARC-C OBQA
100% Mistral-7B 62.50 83.98 82.05 73.95 81.02 79.55 53.92 44.00

FLAP 25.90 62.26 72.31 64.09 55.94 51.05 31.91 36.80
SliceGPT 28.60 37.86 60.66 59.43 45.10 48.15 30.03 32.00

80% SVD-LLM 41.80 68.29 73.39 68.43 61.75 71.34 40.53 36.60
SoLA 44.20 66.09 73.67 68.75 63.32 69.99 39.76 39.20
COALA 41.20 78.07 77.04 68.82 65.06 72.13 43.43 40.20

FLAP 26.40 65.26 69.59 64.80 55.61 48.91 30.55 35.80
SliceGPT 25.00 37.83 54.41 51.62 32.54 35.02 22.95 26.80

70% SVD-LLM 28.20 64.62 64.91 64.17 47.36 58.25 30.72 34.20
SoLA 33.80 62.57 68.39 64.48 53.00 60.90 32.76 37.60
COALA 27.35 63.82 70.40 62.43 51.02 63.63 35.49 36.00

We conducted experiments on the models LLaMA3-8B, LLaMA3-1B [16] and Mistral-7B [5]
(including Insrtuct versions), comparing our approach with existing methods across various datasets:
boolQ [8], OpenbookQA [35], WinoGrande [38], HellaSwag [51], Arc_e [9], Arc_c [10], PIQA [4],
MMLU [18]. We used A100 GPU and Tesla T4 GPU for our experiments. The results indicate that
in all the considered settings our regularized algorithm systematically achieves better metrics during
compression.

6.2 Fine-Tuning

Table 4: Results of fine-tuning LLaMA3-1B-Instruct at rank r = 8 using different PEFT initializa-
tion methods on the commonsense reasoning dataset with 24 examples for initialization. In exact
arithmetic, “COALA α = 2” is equivalent to CorDA. See hyperparameters in Appendix F.

Method BoolQ PIQA SIQA HSweg WiNoG ARC-e ARC-c OBQA Avg.

LoRA 64.5 76.1 71.5 82.4 53.8 76.8 58.5 68.2 75.0
PiSSA 64.5 76.0 71.5 83.0 52.0 78.4 60.8 70.4 75.4
CorDA 61.4 68.7 62.1 60.8 52.4 68.7 40.1 52.8 60.9
COALA α = 2 64.4 75.9 72.6 82.7 54.3 78.2 59.5 68.0 75.4
COALA α = 1 64.1 76.1 72.8 82.8 56.0 77.5 59.8 68.4 75.5

Training and fine-tuning models with specific constraints or regularization applied to the weights
has proven to be an effective technique in recent years [23, 40]. Fine-tuning methods often utilizes
the concept of low-rank matrix approximations for initialization, see PiSSA [33] and CorDA [47]
appraoches. We investigate the application of our method for initializing LoRA [23] adapters and
demonstrate its advantages. The following proposition unifies these methods and also leads to a new
method for α = 1.
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Proposition 4. The solution to the optimization problem

min
rank(W ′)≤r

tr
(
(W −W ′)(XX⊤)α(W −W ′)⊤

)
(6)

for an arbitrary α ≥ 0, α ∈ Z, is given by the formula:

W ′ = UrU
⊤
r W , where UΣV ⊤ = W (XX⊤)

α
2

and Ur consists of the first r columns of the matrix U .

Proof. Note, that

tr
(
(W −W ′)(XX⊤)α(W −W ′)⊤

)
= ∥(W −W ′)(XX⊤)

α
2 ∥2F ,

where (XX⊤)
α
2 = S is such a square positive definite matrix that SS⊤ = (XX⊤)α. Thus, applying

Proposition 1 , we obtain the desired solution.

Note that to obtain (XX⊤)
α
2 one does not have to compute XX⊤ explicitly. One possible strategy

is to take the SVD of X: X = UΣV ⊤ and then (XX⊤)
α
2 = UΣ

α
2 U⊤.

Remark 1. For α = 2, the task (6) becomes equivalent to the following minimization problem:

min
rank(W ′)≤r

tr
(
(W −W ′)(XX⊤)2(W −W ′)⊤

)
= min

rank(W ′)≤r
∥(W −W ′)XX⊤∥2F .

Thus, applying Corollary 1 , we arrive at the solution

W ′ = UrΣrV
⊤
r (XX⊤)−1,

where UΣV ⊤ = WXX⊤ and Ur, Σr,V
⊤
r are truncated matrix. This solution is presented as an

algorithm in the CorDA method.

By applying our Proposition 1 , we can obtain another way of solving this problem:

W ′ = UrU
⊤
r W ,

where Ur consists of the first r left singular vectors of the matrix WXX⊤.

We show that the solution provided by the CorDA method solves the problem described in (6), when
α = 2, and also applied our formulas for robustness purposes. Without them, in some scenarios,
inversions of XX⊤ raised runtime errors due to singular matrices or lead to large numerical errors.
Note also that for α = 0 the minimization problem (6) leads to the PiSSA method. We conduct
experiments on the LLaMA3-1B-Instruct [15] model. Table 4 suggests that the robustified version of
CorDA (COALA, α = 2) significantly boosts the performance. Both robust versions for α = 1 and
α = 2 yield results similar to PiSSA, though α = 1 performs slightly better.

7 Limitations

The limitations of our work are closely linked to the applicability and effectiveness of the weighted
approximation approach. Thus, its efficiency is limited to tasks and domains where these methods
perform well.

8 Conclusion

In conclusion, we have presented a new, regularized inversion-free framework for context-aware
low-rank approximation of LLM. We aimed to address the issue of numerical instability seen in
previous works, and developed solutions for challenging scenarios such as large calibration matrices
exceeding GPU memory capacity and near-singular input activation matrices. In our experiments, we
observed favorable results in both model compression and fine-tuning scenarios compared to previous
methods.
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Question: Does the paper discuss the limitations of the work performed by the authors?
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technical jargon.

• The authors should discuss the computational efficiency of the proposed algorithms
and how they scale with dataset size.

• If applicable, the authors should discuss possible limitations of their approach to
address problems of privacy and fairness.

• While the authors might fear that complete honesty about limitations might be used by
reviewers as grounds for rejection, a worse outcome might be that reviewers discover
limitations that aren’t acknowledged in the paper. The authors should use their best
judgment and recognize that individual actions in favor of transparency play an impor-
tant role in developing norms that preserve the integrity of the community. Reviewers
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• Inversely, any informal proof provided in the core of the paper should be complemented
by formal proofs provided in appendix or supplemental material.

• Theorems and Lemmas that the proof relies upon should be properly referenced.

4. Experimental result reproducibility
Question: Does the paper fully disclose all the information needed to reproduce the main ex-
perimental results of the paper to the extent that it affects the main claims and/or conclusions
of the paper (regardless of whether the code and data are provided or not)?

Answer: [Yes]

Justification: Yes. We provide all the necessary information. Moreover, the Appendix
Section F contained hyperparameters.
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• The answer NA means that the paper does not include experiments.
• If the paper includes experiments, a No answer to this question will not be perceived

well by the reviewers: Making the paper reproducible is important, regardless of
whether the code and data are provided or not.

• If the contribution is a dataset and/or model, the authors should describe the steps taken
to make their results reproducible or verifiable.

• Depending on the contribution, reproducibility can be accomplished in various ways.
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instructions for how to replicate the results, access to a hosted model (e.g., in the case
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appropriate to the research performed.
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nature of the contribution. For example
(a) If the contribution is primarily a new algorithm, the paper should make it clear how

to reproduce that algorithm.
(b) If the contribution is primarily a new model architecture, the paper should describe

the architecture clearly and fully.
(c) If the contribution is a new model (e.g., a large language model), then there should

either be a way to access this model for reproducing the results or a way to reproduce
the model (e.g., with an open-source dataset or instructions for how to construct
the dataset).

(d) We recognize that reproducibility may be tricky in some cases, in which case
authors are welcome to describe the particular way they provide for reproducibility.
In the case of closed-source models, it may be that access to the model is limited in
some way (e.g., to registered users), but it should be possible for other researchers
to have some path to reproducing or verifying the results.

5. Open access to data and code
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Question: Does the paper provide open access to the data and code, with sufficient instruc-
tions to faithfully reproduce the main experimental results, as described in supplemental
material?
Answer: [Yes]
Justification: The section with the code repository can be found in Section 6, which contains
the experiments.
Guidelines:

• The answer NA means that paper does not include experiments requiring code.
• Please see the NeurIPS code and data submission guidelines (https://nips.cc/
public/guides/CodeSubmissionPolicy) for more details.

• While we encourage the release of code and data, we understand that this might not be
possible, so “No” is an acceptable answer. Papers cannot be rejected simply for not
including code, unless this is central to the contribution (e.g., for a new open-source
benchmark).

• The instructions should contain the exact command and environment needed to run to
reproduce the results. See the NeurIPS code and data submission guidelines (https:
//nips.cc/public/guides/CodeSubmissionPolicy) for more details.

• The authors should provide instructions on data access and preparation, including how
to access the raw data, preprocessed data, intermediate data, and generated data, etc.

• The authors should provide scripts to reproduce all experimental results for the new
proposed method and baselines. If only a subset of experiments are reproducible, they
should state which ones are omitted from the script and why.

• At submission time, to preserve anonymity, the authors should release anonymized
versions (if applicable).

• Providing as much information as possible in supplemental material (appended to the
paper) is recommended, but including URLs to data and code is permitted.

6. Experimental setting/details
Question: Does the paper specify all the training and test details (e.g., data splits, hyper-
parameters, how they were chosen, type of optimizer, etc.) necessary to understand the
results?
Answer: [Yes]
Justification: The necessary details of the experiments are presented in Section 6.
Guidelines:

• The answer NA means that the paper does not include experiments.
• The experimental setting should be presented in the core of the paper to a level of detail

that is necessary to appreciate the results and make sense of them.
• The full details can be provided either with the code, in appendix, or as supplemental

material.
7. Experiment statistical significance

Question: Does the paper report error bars suitably and correctly defined or other appropriate
information about the statistical significance of the experiments?
Answer: [Yes]
Justification: Yes, we provided error bars for experiments where there was indeterminacy
and the possibility to provide them.
Guidelines:

• The answer NA means that the paper does not include experiments.
• The authors should answer "Yes" if the results are accompanied by error bars, confi-

dence intervals, or statistical significance tests, at least for the experiments that support
the main claims of the paper.

• The factors of variability that the error bars are capturing should be clearly stated (for
example, train/test split, initialization, random drawing of some parameter, or overall
run with given experimental conditions).
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• The method for calculating the error bars should be explained (closed form formula,
call to a library function, bootstrap, etc.)

• The assumptions made should be given (e.g., Normally distributed errors).
• It should be clear whether the error bar is the standard deviation or the standard error

of the mean.
• It is OK to report 1-sigma error bars, but one should state it. The authors should

preferably report a 2-sigma error bar than state that they have a 96% CI, if the hypothesis
of Normality of errors is not verified.

• For asymmetric distributions, the authors should be careful not to show in tables or
figures symmetric error bars that would yield results that are out of range (e.g. negative
error rates).

• If error bars are reported in tables or plots, The authors should explain in the text how
they were calculated and reference the corresponding figures or tables in the text.

8. Experiments compute resources
Question: For each experiment, does the paper provide sufficient information on the com-
puter resources (type of compute workers, memory, time of execution) needed to reproduce
the experiments?
Answer: [Yes]
Justification: The necessary details of the experiments are presented in Section 6.
Guidelines:

• The answer NA means that the paper does not include experiments.
• The paper should indicate the type of compute workers CPU or GPU, internal cluster,

or cloud provider, including relevant memory and storage.
• The paper should provide the amount of compute required for each of the individual

experimental runs as well as estimate the total compute.
• The paper should disclose whether the full research project required more compute

than the experiments reported in the paper (e.g., preliminary or failed experiments that
didn’t make it into the paper).

9. Code of ethics
Question: Does the research conducted in the paper conform, in every respect, with the
NeurIPS Code of Ethics https://neurips.cc/public/EthicsGuidelines?
Answer: [Yes]
Justification: Yes. Out research conforms with the NeurIPS Code of Ethics.
Guidelines:

• The answer NA means that the authors have not reviewed the NeurIPS Code of Ethics.
• If the authors answer No, they should explain the special circumstances that require a

deviation from the Code of Ethics.
• The authors should make sure to preserve anonymity (e.g., if there is a special consid-

eration due to laws or regulations in their jurisdiction).
10. Broader impacts

Question: Does the paper discuss both potential positive societal impacts and negative
societal impacts of the work performed?
Answer: [NA]
Justification: There is no societal impact of the work performed.
Guidelines:

• The answer NA means that there is no societal impact of the work performed.
• If the authors answer NA or No, they should explain why their work has no societal

impact or why the paper does not address societal impact.
• Examples of negative societal impacts include potential malicious or unintended uses

(e.g., disinformation, generating fake profiles, surveillance), fairness considerations
(e.g., deployment of technologies that could make decisions that unfairly impact specific
groups), privacy considerations, and security considerations.
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• The conference expects that many papers will be foundational research and not tied
to particular applications, let alone deployments. However, if there is a direct path to
any negative applications, the authors should point it out. For example, it is legitimate
to point out that an improvement in the quality of generative models could be used to
generate deepfakes for disinformation. On the other hand, it is not needed to point out
that a generic algorithm for optimizing neural networks could enable people to train
models that generate Deepfakes faster.

• The authors should consider possible harms that could arise when the technology is
being used as intended and functioning correctly, harms that could arise when the
technology is being used as intended but gives incorrect results, and harms following
from (intentional or unintentional) misuse of the technology.

• If there are negative societal impacts, the authors could also discuss possible mitigation
strategies (e.g., gated release of models, providing defenses in addition to attacks,
mechanisms for monitoring misuse, mechanisms to monitor how a system learns from
feedback over time, improving the efficiency and accessibility of ML).

11. Safeguards
Question: Does the paper describe safeguards that have been put in place for responsible
release of data or models that have a high risk for misuse (e.g., pretrained language models,
image generators, or scraped datasets)?

Answer: [NA]

Justification: Our paper has no such risk.

Guidelines:

• The answer NA means that the paper poses no such risks.
• Released models that have a high risk for misuse or dual-use should be released with

necessary safeguards to allow for controlled use of the model, for example by requiring
that users adhere to usage guidelines or restrictions to access the model or implementing
safety filters.

• Datasets that have been scraped from the Internet could pose safety risks. The authors
should describe how they avoided releasing unsafe images.

• We recognize that providing effective safeguards is challenging, and many papers do
not require this, but we encourage authors to take this into account and make a best
faith effort.

12. Licenses for existing assets
Question: Are the creators or original owners of assets (e.g., code, data, models), used in
the paper, properly credited and are the license and terms of use explicitly mentioned and
properly respected?

Answer: [Yes]

Justification: Yes. All used papers are properly cited in the text.

Guidelines:

• The answer NA means that the paper does not use existing assets.
• The authors should cite the original paper that produced the code package or dataset.
• The authors should state which version of the asset is used and, if possible, include a

URL.
• The name of the license (e.g., CC-BY 4.0) should be included for each asset.
• For scraped data from a particular source (e.g., website), the copyright and terms of

service of that source should be provided.
• If assets are released, the license, copyright information, and terms of use in the

package should be provided. For popular datasets, paperswithcode.com/datasets
has curated licenses for some datasets. Their licensing guide can help determine the
license of a dataset.

• For existing datasets that are re-packaged, both the original license and the license of
the derived asset (if it has changed) should be provided.
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• If this information is not available online, the authors are encouraged to reach out to
the asset’s creators.

13. New assets
Question: Are new assets introduced in the paper well documented and is the documentation
provided alongside the assets?
Answer: [NA]
Justification: We don’t release any new assets in our papper.
Guidelines:

• The answer NA means that the paper does not release new assets.
• Researchers should communicate the details of the dataset/code/model as part of their

submissions via structured templates. This includes details about training, license,
limitations, etc.

• The paper should discuss whether and how consent was obtained from people whose
asset is used.

• At submission time, remember to anonymize your assets (if applicable). You can either
create an anonymized URL or include an anonymized zip file.

14. Crowdsourcing and research with human subjects
Question: For crowdsourcing experiments and research with human subjects, does the paper
include the full text of instructions given to participants and screenshots, if applicable, as
well as details about compensation (if any)?
Answer: [NA]
Justification: The paper does not involve crowdsourcing nor research with human subjects.
Guidelines:

• The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

• Including this information in the supplemental material is fine, but if the main contribu-
tion of the paper involves human subjects, then as much detail as possible should be
included in the main paper.

• According to the NeurIPS Code of Ethics, workers involved in data collection, curation,
or other labor should be paid at least the minimum wage in the country of the data
collector.

15. Institutional review board (IRB) approvals or equivalent for research with human
subjects
Question: Does the paper describe potential risks incurred by study participants, whether
such risks were disclosed to the subjects, and whether Institutional Review Board (IRB)
approvals (or an equivalent approval/review based on the requirements of your country or
institution) were obtained?
Answer: [NA]
Justification: The paper does not involve crowdsourcing nor research with human subjects.
Guidelines:

• The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

• Depending on the country in which research is conducted, IRB approval (or equivalent)
may be required for any human subjects research. If you obtained IRB approval, you
should clearly state this in the paper.

• We recognize that the procedures for this may vary significantly between institutions
and locations, and we expect authors to adhere to the NeurIPS Code of Ethics and the
guidelines for their institution.

• For initial submissions, do not include any information that would break anonymity (if
applicable), such as the institution conducting the review.

16. Declaration of LLM usage
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Question: Does the paper describe the usage of LLMs if it is an important, original, or
non-standard component of the core methods in this research? Note that if the LLM is used
only for writing, editing, or formatting purposes and does not impact the core methodology,
scientific rigorousness, or originality of the research, declaration is not required.
Answer: [NA]
Justification: No. The paper does not mention any significant LLM usage in its core methods.
Guidelines:

• The answer NA means that the core method development in this research does not
involve LLMs as any important, original, or non-standard components.

• Please refer to our LLM policy (https://neurips.cc/Conferences/2025/LLM)
for what should or should not be described.
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A General Weighted Low-Rank Approximation Problem

Definition A.1 (General Weighted Low-Rank Approximation Problem). Given a matrix W ∈ Rm×n,
we aim to find a matrix W ′ of rank at most r, such that the objective function

min
W ′:rank(W ′)≤r

vec{W −W ′}⊤Q vec{W −W ′} (7)

is minimized, where vec{·} denotes the vectorization operator, transforming a given matrix into a
column vector by stacking its columns on top of each other. The matrix Q ∈ Rmn×mn represents a
positive definite matrix.

Theorem 2. (From [31]) In (7), if Q = Q1 ⊗ Q2, where Q1 ∈ Rm×m and Q2 ∈ Rn×n are
both positive definite and symmetric, then the solution W ′ of (7) is given by the following closed-
form expression. Let Q1/2

2 WQ
1/2
1 = UΣV ⊤ be the compact SVD, where Q

1/2
1 is the unique

positive definite symmetric matrix such that Q1/2
1 Q

1/2
1 = Q1 and similarly for Q1/2

2 . Then, W ′ =

Q
−1/2
2 UΣrV

⊤Q
−1/2
1 , where Σr is obtained from Σ by setting all but the first r singular values to

zero. Here, ⊗ is the Kronecker product [20].

Proof. See work [31].

Observe that if we choose Q2 = I and Q1 = XX⊤, we immediately obtain a solution to the
problem (1) . More generally, note that any square matrix S satisfying SS⊤ = XX⊤ can be
employed in this construction. For instance, a standard choice would be the Cholesky factor of XX⊤.

Corollary 1. Let W and X be arbitrary matrices belonging to Rm×n and Rn×k respectively, with
X having full row rank.. The solution to the optimization problem (1) can be obtained using the
formula

W ′ = UΣrV
⊤(XX⊤)−1/2,

where UΣV ⊤ = W (XX⊤)1/2 is SVD.

Proof. Note, that

∥(W −W ′)X∥F = tr(
(
W −W ′)XX⊤(W −W ′)⊤

)
=

[
tr(AB) = vec{A}⊤ vec{B⊤}

]
=

= vec{W −W ′}⊤ vec{(W −W ′)XX⊤} =
= vec{W −W ′}⊤ vec{I(W −W ′)XX⊤} =

[
vec{ABC} = (C⊤ ⊗A) vec{B}

]
=

= vec{W −W ′}⊤(XX⊤ ⊗ I) vec{W −W ′}.

So, if X has a full rank, we can apply Theorem 2, where Q1 = XX⊤, Q2 = I:

W ′ = I−1/2UΣrV
⊤(XX⊤)−1/2 = UΣrV

⊤(XX⊤)−1/2,

where UΣV ⊤ = W (XX⊤)1/2.

B SVD-LLM Method

In this section, we present pseudocode for several approaches to solve the problem, including the
method outlined in Section A, an approach leveraging the Cholesky decomposition, and one utilizing
the square root of the matrix XX⊤.

The Algorithm 3 from the work [46] provides the solution via Cholesky decomposition for the matrix
XX⊤, while the Algorithm 4 from the work [44] finds the solution via the search for symmetric
matrix square root of XX⊤ through SVD.
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Algorithm 3 SVD-LLM method [46]

Input: W ∈ Rm×n, X ∈ Rn×k, r ∈ N
Output: A ∈ Rm×r, B ∈ Rr×n

1 Compute the upper triangular matrix S from the Cholesky decomposition of XX⊤:
S ← cholesky(XX⊤)

2 Compute the singular value decomposition of WS:
[U , Σ,V ⊤]← svd(WS)

3 Let Ur, Σr,Vr = U [:, : r], Σ[: r, : r],Vr[:, : r]
4 Set A← Ur

5 Set B ← ΣrV
⊤
r S−1

6 return A, B

Algorithm 4 SVD-LLM V2 method [44]

Input: W ∈ Rm×n, X ∈ Rn×k, r ∈ N
Output: A ∈ Rm×r, B ∈ Rr×n

1 Compute the SVD of XX⊤:
[Us,S,V

⊤
s ]← svd(XX⊤)

2 Compute M ←WUsS
1/2

3 Compute the SVD of M :
[U , Σ,V ⊤]← svd(M)

4 Let Ur, Σr,Vr = U [:, : r], Σ[: r, : r],Vr[:, : r]
5 Compute S−1/2

6 Set A← Ur

7 Set B ← ΣrV
⊤
r S−1/2U⊤

s
8 return A, B

C Basics of Low-Rank Approximation

This section presents statements of established results as well as references to their original sources.
Although readers may choose to skip this part, it serves to provide greater clarity in the subsequent
proofs when referring to these well-known findings.
Theorem 3. (Eckart-Young-Mirsky) Let A ∈ Rm×n have the SVD

A = U ΣV ⊤,

where Σ = diag(σ1,σ2, . . . ,σp) with σ1 ≥ σ2 ≥ · · · ≥ σp ≥ 0 and p = min(m,n). For any
integer r with 1 ≤ r < p, define the rank-r matrix

Ar = Ur Σr V
⊤
r

by keeping only the top r singular values σ1, . . . ,σr in Σ, along with the corresponding columns of
U and V . Then Ar is a best rank-r approximation to A in the Frobenius norm, i.e.

Ar = argmin
rank(B)≤r

∥∥A−B
∥∥
F
.

Moreover, if σr ̸= σr+1, then this best rank-r approximation Ar is unique.

Proof. See [13].

Corollary 2. The solution to the low-rank approximation problem

min
rank(Ak)≤k

∥A−Ak∥F ,

can be obtained using the formula Ak = UkU
⊤
k A or Ak = AVkV

⊤
k , where the SVD of matrix A is

given by

A =
[
Uk U⊥

k

] [Σk 0
0 Σ′

k

] [
Vk V ⊥

k

]⊤
,
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Theorem 4 (Davis-Kahan-Wedin sin(Θ) Theorem). Let A ∈ Rm×n be a matrix such that its r-th
and (r + 1)-th singular values satisfy σr(A) ̸= σr+1(A). Let E ∈ Rm×n be a perturbation matrix,
and define Â = A+ E. Let Ur ∈ Rm×r and Ûr ∈ Rm×r be matrices whose columns consist of the
first r left singular vectors of A and Â, respectively. Then,∥∥∥UrU

⊤
r − ÛrÛ

⊤
r

∥∥∥
2
≤ 2∥E∥2

σr(A)− σr+1(A)
.

Proof. This result is proved in “Random perturbation of low rank matrices: Improving classical
bounds” [36].

Lemma 1. Let A ∈ Rd×r be a rank-r matrix. Then for any B ∈ Rr×k it holds that

σmin(A) ∥B∥F ≤ ∥AB∥F ≤ σmax(A) ∥B∥F = ∥A∥2∥B∥F .

Proof. The proof is classical and can be found, e.g., in [56].

D Convergence Proofs for the Full-Rank Regularization Problem

Theorem 5. Let W ∈ Rm×n and X ∈ Rn×k. Suppose that X has full row rank (i.e., rank(X) = n)
and that the singular values of WX satisfy σr(WX) ̸= σr+1(WX), where σi(·) denotes the i-th
largest singular value. Then, the solution W0 to the problem (1) is unique. Furthermore, if Wµ

denotes the solution to the regularized problem (4) , then the following estimate holds:

∥W0 −Wµ∥F ≤
∥W∥2 ∥W∥F

σr(WX)− σr+1(WX)
· µ

σm(X)

where, ∥ · ∥2 denotes the spectral norm.

Before we proceed to the proof of Theorem 5, let us establish an auxiliary lemma.
Lemma 2. Let X ∈ Rm×n,m ≤ n, rank(X) = m. Then

∥(XX⊤)1/2 − (XX⊤ + µI)1/2∥2 ≤
µ

2σm(X)
.

Proof. Let UΛU⊤ = XX⊤ define the eigendecomposition of a symmetric positive definite matrix.
Then, U is orthogonal, and the elements of Λ are positive.

∥(XX⊤)1/2 − (XX⊤ + µI)1/2∥2 = ∥UΛ1/2U⊤ − (UΛU⊤ + µUU⊤)1/2∥2 =

= ∥U(Λ1/2 − (Λ + µI)1/2)U⊤∥2 = [∥ · ∥2 is unitarily invariant] =

= ∥Λ1/2 − (Λ + µI)1/2∥2 = max
λ∈σ(XX⊤)

(√
λ+ µ−

√
λ
)
.

Note that√
λ+ µ−

√
λ =

(
√
λ+ µ−

√
λ)(
√
λ+ µ+

√
λ)√

λ+ µ+
√
λ

=
µ√

λ+ µ+
√
λ
≤ µ

2
√
λ
.

Then

∥(XX⊤)1/2 − (XX⊤ + µI)1/2∥2 = max
λ∈σ(XX⊤)

(√
λ+ µ−

√
λ
)
≤

≤ max
λ∈σ(XX⊤)

µ

2
√
λ
= max

σ∈σ(X)

µ

2σ
=

µ

2σm(X)
.

Proof of Theorem 5. The uniqueness of W0 follows from the fact that if σr(WX) ̸= σr+1(WX),
then the rank-r low-rank approximation Yr of the matrix WX is unique (by Eckart-Young-Mirsky
Theorem 3). Hence, W0 is a solution if and only if W0X = Yr. Moreover, since the kernel of X
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is empty, if such a matrix W0 exists, it must be unique. However, by Proposition 1 , such a matrix
indeed exists.

We now establish the estimate from the theorem’s condition. By Proposition 1 , we obtain

W0 = U0U
⊤
0 W ,

where U0 denotes the first r left singular vectors of WH0, and H0 = (XX⊤)1/2. Analogously, using
Proposition 3 , we have

Wµ = UµU
⊤
µ W ,

where Uµ denotes the first r left singular vectors of WHµ, and Hµ = (XX⊤ + µI)1/2. From
Lemma 2 it follows that

∥H0 −Hµ∥2 ≤
µ

2σm(X)
.

Consequently,

∥WH0 −WHµ∥2 ≤ ∥W∥2∥H0 −Hµ∥2 ≤
∥W∥2
2σm(X)

µ.

By applying Davis-Kahan Theorem 4, we obtain

∥U0U
⊤
0 − UµU

⊤
µ ∥2 ≤

2∥WH0 −WHµ∥2
σr(WH)− σr+1(WH)

≤

≤ 2∥W∥2
2σm(X) (σr(WH)− σr+1(WH))

µ =
∥W∥2

σm(X)(σr(WH)− σr+1(WH))
µ.

Thus,

∥W0 −Wµ∥F = ∥U0U
⊤
0 W − UµU

⊤
µ W∥F = ∥(U0U

⊤
0 − UµU

⊤
µ )W∥F ≤

≤ ∥U0U
⊤
0 − UµU

⊤
µ ∥2∥W∥F ≤

∥W∥2∥W∥F
σm(X)(σr(WH)− σr+1(WH))

µ.

E Convergence Proofs (Without the Full-Rank Condition)

Proof of Theorem 1 . By Proposition 1 , we obtain

W0 = U0U
⊤
0 W ,

where U0 denotes the first r left singular vectors of WX , and H0 = (XX⊤)1/2. Analogously, using
Proposition 3 , we have

Wµ = UµU
⊤
µ W ,

where Uµ denotes the first r left singular vectors of WHµ, and Hµ = (XX⊤ + µI)1/2. However, we
can get the matrices U0 and Uµ are defined as the matrices of the first r left singular vectors obtained
from the singular value decompositions:

U0 ← SVD
(
WXX⊤W⊤), Uµ ← SVD

(
W (XX⊤ + µI)W⊤).

Here we use the fact that the left singular vectors of a matrix A coincide with the eigenvectors vectors
(same that left singular in this case) of AA⊤.

Consider the perturbation of the matrix WXX⊤W⊤:

∥WXX⊤W⊤ −W (XX⊤ + µI)W⊤∥2 = µ∥WW⊤∥2 = µ∥W∥22.

By Applying Davis-Kahan Theorem 4, we obtain

∥U0U
⊤
0 − UµU

⊤
µ ∥2 ≤

2∥WXX⊤W⊤ −W (XX⊤ + µI)W⊤∥2
σr(WXX⊤W⊤)− σr+1(WXX⊤W⊤)

.
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Since σk(WXX⊤W⊤) = σ2
k(WX), this yields

∥U0U
⊤
0 − UµU

⊤
µ ∥2 ≤

2∥W∥22
σ2
r(WX)− σ2

r+1(WX)
µ.

Combining this bound with W0 = U0U
⊤
0 W and Wµ = UµU

⊤
µ W , we arrive at

∥W0 −Wµ∥F = ∥(U0U
⊤
0 − UµU

⊤
µ )W∥F

≤ ∥U0U
⊤
0 − UµU

⊤
µ ∥2 ∥W∥F

≤ 2∥W∥22∥W∥F
σ2
r(WX)− σ2

r+1(WX)
µ.

F Implementation Details

Table 5: Choice of hyperparameters for different methods, which were applied to the matrices Q, K,
V, O, Up, Down.

Hyperparameter LoRA PiSSA CorDA COALA
Rank r 8 8 8 8
α 12 4 1

2 8
Dropout 0.0 0.0 0.0 0.0
Optimizer AdamW AdamW AdamW AdamW
Learning Rate 1× 10−4 1× 10−4 1× 10−4 1× 10−4

LR Scheduler Cosine Cosine Cosine Cosine
Batch Size 16 16 16 16
Warmup Steps 100 100 100 100
Epochs 1 1 1 1

Fine-tuning: All training runs were conducted on the same dataset consisting of 40,000 examples,
presented in the same order across all experiments. Training a single model required approximately
10 hours, with an additional 2 hours allocated for evaluating the response accuracy on the valida-
tion dataset. All experiments were performed on an NVIDIA Tesla T4 GPU with Driver Version
535.183.01 and CUDA Version 12.2. The parameter α was individually selected for each initialization
method since the norms resulting from different initialization methods varied, impacting the gradient
norms. See Table 5 for the other parameters.

Compression: We compressed the Q, K, V, O, Up and Down matrices, approximating each of them
with the same rank r to achieve the desired parameter ratio.

G Examples

In this section, we present examples supporting various assertions of our work.

Example G.1 (Loss of Precision When Computing the Gram Matrix [12]). When “squaring” a
matrix and then taking square root, we can lose accuracy in computing its smaller singular values.
This phenomenon can be illustrated on the following matrix:

X =

(
1 1
0
√
ε

)
,

where ε = εm/2, and εm is a small positive number, representing the machine epsilon (the smallest
number such that 1 + εm ̸= 1 in machine arithmetic).
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First, we compute the singular values of matrix X . The singular values are the square roots of the
eigenvalues of X⊤X:

X⊤X =

(
1 0
1
√
ε

)(
1 1
0
√
ε

)
=

(
1 1
1 1 + ε

)
.

det(X⊤X − λI) = 0.
This leads to:

λ2 − (2 + ε)λ+ ε = 0.

λ =
2 + ε±

√
(2 + ε)2 − 4ε

2
.

Thus, the eigenvalues are:

λ1 =
2 + ε+ 2 + ε2

4

2
= 2 +

ε

2
+

ε2

8
+O(ε3),

λ2 =
2 + ε−

(
2 + ε2

4

)
2

=
ε

2
− ε2

8
+O(ε3).

The singular values of X are the square roots of the eigenvalues:

σ1 =
√
λ1 =

√
2 +

ε

2
+

ε2

8
=
√
2 ·

√
1 +

ε

4
+

ε2

16
=
√
2

(
1 +

ε

8
− ε2

128

)
+O(ε3).

σ2 =
√
λ2 =

√
ε

2
− ε2

8
=

√
ε

2
·
√
1− ε

4
= σ2 =

√
ε√
2

(
1− ε

8
− ε2

128

)
+O(ε3/2).

Finally,

σ1 =
√
2 +

√
2

8
ε+O(ε2),

σ2 =

√
ε√
2
−
√
ε

8
√
2
ε+O(ε3/2).

However, in machine arithmetic, we will obtain:

XX⊤ =

(
1 1
1 1

)
,

and also
σ̃1(X) =

√
2, σ̃2(X) = 0.

As a result,
|σ2(X)− σ̃2(X)| = O(√ε).

So we lost approximately square root of machine epsilon.

Figure 6: Figure illustrating the dependence of the convergence slope angle of regularized models
compared to non-regularized models, with all other factors held constant.
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Example G.2 (Dependence on gap−1).

We fixed all dimensional parameters, left and right singular vectors of the matrix WX , as well as
all singular values except for the r-th and (r + 1)-th ones. Then, we varied the difference between
σr(WX) and σr+1(WX). The convergence rate of the regularized solution to the unregularized
solution with respect to this gap is presented Figure 6. We observe that the dependence on the gap is
intrinsic to the problem and that we catch the correct asymptotic behaviour in our theoretical bound
in the full rank case.
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