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Abstract

Large Language Model (LLM)-powered Multi-agent systems (MAS) have achieved
state-of-the-art results on complex mathematical reasoning tasks. Recent works
have proposed techniques to automate the design of these systems, but they often
perform poorly and require computationally expensive re-discovery of architectures
for other domains. A critical insight is that simple Chain of Thought (CoT)
reasoning often performs competitively with these complex systems, suggesting
that the fundamental reasoning unit warrants further investigation. To this end,
we present a new paradigm for automatic MAS design that pivots the focus to
optimizing CoT reasoning. We introduce the Agentic Reasoning Module (ARM),
an agentic generalization of CoT where each granular reasoning step is executed
by a specialized reasoning module discovered through an evolutionary tree search.
The resulting ARM acts as a versatile reasoning building block for solving multi-
step math problems. On challenging math benchmarks, including MATHS00,
AIME25, and HMMT?25, our approach significantly outperforms both manually
designed MASes and state-of-the-art automatic MAS design methods. Crucially,
reasoning systems built with ARM exhibit strong generalization across different
foundation models, maintaining high performance without requiring model-specific
re-optimization.

1 Introduction

While Multi-Agent Systems (MAS) leveraging Large Language Models (LLMs) have achieved
state-of-the-art results on complex mathematical reasoning benchmarks (Park et al., 2023} |Qian et al.}
2023} Hong et al.}|2023)), recent studies reveal a surprising trend: a well-prompted single-agent Chain-
of-Thought (CoT)Wei et al.|(2022) baseline often performs on par with, or even outperforms, these
complex architectures on frontier models (Wang et al.| [2024}|Yao & Yadav},|2025)). These advanced
systems orchestrate multiple agents that adopt specialized roles—such as a “problem decomposer”,
“symbolic calculator”, or “proof verifier”"—to collaboratively solve problems (Wu et al., 2023)), with
a trend towards their automatic discovery (Zhang et al.| 2025} |Kim et al.| [2024). The continued
competitiveness of the foundational CoT method (Wei et al.l 2022) suggests that the core reasoning
unit—the individual deductive step—is of paramount importance for mathematical problem-solving.
However, recent work in automated MAS design has centered on discovering optimal agent roles
and interaction topologies, while the underlying deductive step, the core of the CoT baseline, has
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largely remained unchanged (Hu et al.| 2025} [Zhang et al.| [2025). Our work pivots from this trend to
fundamentally enhance the CoT paradigm.

We introduce the Agentic Reasoning Module (ARM), a novel approach that elevates each reasoning
step from a simple textual continuation into a structured, agentic block discovered via reflection-
guided evolutionary search (Fernando et all,[2024}; [Agrawal et al,[2025)). This work presents ARM
as an evolved version of CoT for complex mathematical reasoning, demonstrating state-of-the-art
performance on challenging benchmarks including MATH500 [Lightman et al.| (2023)), AIME25 and
HMMT?25. Furthermore, we show that ARM is a generalizable module for step-by-step reasoning
that is effective in other analytical domains such as science and logical reasoning (Appendix [D)), and
provide a rigorous justification with detailed ablations for our effective search strategy.

2 Methodology: Discovering the Agentic Reasoning Module
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Figure 1: An illustration of the proposed ARM module on the left and the meta policy on the right using "Self
refine" as an example MAS. The ARM module takes a question and previous reasoning steps and executes
a MAS to get the next step. The meta policy uses ARM as a sub-module and orchestrates the overarching
global strategy. Note that this is for illustration only, the actual step generator and the meta policy discovered
by Algorithm-1 is more complex. See Appendix [E]for the Python implementation of the best discovered ARM
by our algorithm. See Appendix [F]for the Python implementation of the best discovered meta-policy by our
algorithm.

We introduce the Agentic Reasoning Module (ARM), a structured, agentic replacement for a single
step in a Chain of Thought (CoT) sequence 2022). We model the problem-solving process
by decomposing it into two key components: a Step-Generator (m € M) and a Meta-Policy
(m € II). The step-generator, with signature m : Q x P* — P, takes a question ¢ and a history of
previous reasoning steps (p; € P) to produce the next step. The meta-policy, 7 : @ Xx M — A, isa
higher-order program that orchestrates calls to a generator m to form a complete solution. Our work
discovers ARM as a powerful, code-based implementation of the step-generator. Following prior

work (Hu et al} 2025} [Zhang et al.,[2025)), ARM is implemented as a self-contained Python class.




Within this framework, standard CoT can be viewed as a simple baseline pairing of a basic step
generator (simple LLM call m¢,r) and a simple recursive policy (7 re.) Which iteratively calls moor
until completion. Our core motivation is to independently discover more powerful modules m* (the
ARM) and more powerful meta-policies 7* to significantly improve upon this baseline.

Discovering the Optimal Step-Generator (m™*): Our goal is to discover a superior step-generator,
m*, to replace the simple text generation step in m¢oor. Ideally, we would find m* (ARM) by
directly maximizing the expected reward R (final answer accuracy) over a full problem-solving trace
generated by a recursive policy Trec(q,m) = Uy, (1), where U is the single step update operator
Um,q(h) = h - [m(q, h)] that appends the newly generated step to the reasoning history:

m* = argmj\a/llx E(g,a)~D [R (TRec (g, m) ; a)]
me

However, this objective is intractable due to severe challenges in credit assignment over long
sequence of steps and the unconstrained search space M. To address this, we introduce a scaffolded
surrogate objective. Instead of evaluating m on a full rollout generated by itself, we evaluate it
within the stable context of a reference trace from the baseline m¢c,r. We replace a small, contiguous
block of I steps within this trace with our candidate module m, reformulating the problem as:

m* = argmax E(Qaa)ND [R (U:;"COTvq °© Uj”"wq ° UTZﬂ&:T,(I(m)’ a)}
meM

where the starting index ¢ is chosen randomly. This isolates the performance contribution of m
to a small window, enabling direct credit assignment. Moreover, the surrounding CoT context
provides a powerful inductive bias, constraining the search to modules that behave as effective,
incremental reasoning step generators. We use [ = 3, as it is sufficient to expose the module to
critical compositional patterns (e.g., interactions with itself and the baseline m¢c,7) while keeping
the optimization computationally tractable.

Discovering the Optimal Meta-Policy (7*):  While an optimized step-generator m* improves
individual reasoning steps, the high-level meta-policy 7 that orchestrates them is equally critical.
Searching for an optimal policy 7* by repeatedly evaluating candidates with the computationally
expensive m* is prohibitive. We therefore adopt a surrogate-based approach, searching for 7* using
the fast, inexpensive baseline generator, m¢,7, as a proxy for m*. This zero-shot transfer is effective
because our discovery process is explicitly designed to produce an m* that functions as a superior,
“drop-in” replacement for mc,r. A meta-policy that effectively orchestrates the simple steps of
moor 18 thus highly likely to generalize to the more powerful, but functionally analogous, steps
of m*. This enables the efficient discovery of sophisticated strategies, such as self-consistency
or iterative refinement loops (Wang et al., 2023} [Madaan et al., |2023)), without incurring the high
computational cost of executing the full m* module.

Reflection-Guided Evolutionary Search: We discover both the optimal step-generator m* and
meta-policy 7* using a unified Reflection-Guided Evolutionary Search. This method performs
a tree search over the programmatic space, beginning with a root node representing the baseline
program (mgor O TRee). The search iteratively refines this tree through a three-step process: 1)
Selection: a promising parent program is chosen based on its validation performance. 2) Expansion:
a two-stage Reviewer Agent intelligently mutates the parent. A Critic first analyzes execution traces
to identify logical errors or inefficiencies, then a Designer uses this critique to generate a new,
syntactically valid program with a targeted modification. 3) Evaluation: the new program’s average
reward, R, is computed using the appropriate surrogate objective (the scaffolded objective for a step-
generator m, or a full rollout with m¢c,r for a meta-policy ). This reflection-driven process ensures
the search evolves programs purposefully, leading to a more efficient discovery of high-performance
modules and policies (see Algorithm|[T).

3 Experiments

Benchmarks: We evaluate our discovered modules on several challenging math benchmarks:
MATHS00 Lightman et al.| (2023), American Invitational Mathematics Examination (AIME25EI)
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and the February Harvard-MIT Mathematics Tournament (HMMT25EI) . Additionally, we found
that ARM generalizes to other domains requiring rigorous, step-wise deduction such as science and
logical reasoning. We report these results in Appendix [D}

ARM: Our optimization process discovers the optimal step-generator module (m™*) and meta-policy
(7*) in two independent phases. We use a 1000-sample subset of the Open-R1-Mixture-of-Thoughts
HuggingFace| (2025) dataset for validation. To create this subset, we take the math and science
splits of the original dataset, filter to samples where the provided Deepseek-R1 |DeepSeek-Al et al.
(2025)) reasoning trace had a length of between 8k and 10k tokens (to filter to samples of appropriate
difficulty), and randomly sample 1000 problems from the filtered problems.

First, we discover the ARM module (m*) by employing our Reflection-Guided Evolutionary Search
(Algorithm [T)) to optimize the scaffolded surrogate objective. We then independently discover the
meta-policy (7*) using the same evolutionary search algorithm. For computational tractability, this
second search uses the simple baseline module, m ¢, as an efficient surrogate for the more complex
m™, as justified previously. We evaluate the discovered m* and 7* with maximal validation accuracies
across all benchmarks, without any task-specific re-optimization.

We run both the ARM module optimization and the meta-policy optimization for 20 iterations. Both
optimizations are performed using GPT-4.1-nano as the MAS executor model. Whenever sampling
from the MAS executor model, we use a temperature of 1.0 with a top_p of 0.95.

Baselines: We compare our methodology against two categories of multi-agent systems (MAS):
prominent handcrafted systems and leading automated MAS generation approaches. Our handcrafted
baselines include Chain of Thought (CoT) Wei et al.[(2022), its ensemble variant CoT-Self Consis-
tency (CoT-SC) (Wang et al.|[2023), the iterative Self-RefineMadaan et al.| (2023)) method, and the
multi-perspective LLM-Debate Du et al.|(2023). For automated MAS generation, we benchmark
against ADAS Hu et al.| (2025) and AFlow [Zhang et al.| (2025)), which search for optimal agent
roles and interaction topologies. We evaluate the performance of ADAS and AFlow using both the
original optimization configuration of using a 20% split of the test dataset as the validation dataset
(resulting in a benchmark-optimized MAS for each benchmark) and using the ARM optimization
configuration of using the 1000-sample subset of Open-R1-Mixture-of-Thoughts HuggingFace| (2025)
as the validation dataset (resulting in a single MAS which we evaluate across all benchmarks without
benchmark-specific re-optimization). We denote baselines of the former configuration using "(test
set)" and baselines of the latter configuration using "(1000-sample)" in the main results below. See
Appendix [G] for more details on the baseline implementations.

Models: We use OpenAl’s 04-mini-high |OpenAl|(2025b) reasoning model as the MAS designer
for both the baselines ADAS, AFlow, and our method ARM, as MAS generation requires frontier
performance in coding and instruction following. We test three models as backbone LLMs executing
the MAS: two closed source models GPT-4.1-nano (OpenAll (2025a), GPT-40|OpenAl et al.| (2024)
and one open source model Llama-3.3-70B |[Meta (2024).

4 Results
Method GPT-4.1-nano ‘ GPT-40 ‘ LLaMA-3.3-70B
MATHS500 AIME25 HMMT25 Average | MATH500 AIME25 HMMT25 Average | MATH500 AIME25 HMMT25 Average

CoT 82.0 15.1 9.9 35.7 75.0 7.3 0.5 27.6 75.0 6.8 3.1 28.3
CoT-SC 86.2 21.9 135 40.5 81.8 12.5 2.1 32.1 78.5 42 57 29.5
Self-Refine 84.2 17.2 9.4 369 712 6.8 2.6 28.9 77.8 6.8 42 29.6
LLM-Debate 84.2 15.1 16.7 38.7 81.8 9.9 3.1 31.6 79.0 5.7 4.2 29.6
ADAS (test set) 79.8 12.0 52 323 65.5 1.0 0.0 222 67.2 3.1 0.0 234
ADAS (1000-sample) 71.3 0.0 6.8 28.0 69.0 0.0 0.5 233 222 3.1 0.5 8.6
AFlow (test set) 745 18.8 12.0 35.1 75.5 9.9 3.6 29.7 65.2 4.7 0.0 233
AFlow (1000-sample) 77.0 16.7 10.4 34.7 48.8 9.4 0.0 19.4 63.2 72 3.1 24.5
ARM (Ours) 82.0 18.2 14.6 383 78.3 135 57 32.5 80.0 8.3 5.2 31.2
ARM + MP (Ours) 86.0 234 224 43.9 82.0 17.2 9.4 36.2 80.8 1.8 6.8 31.8

Table 1: Main results on three complex math reasoning benchmarks across three foundation models. We
compare against two groups of baselines: (1) foundational reasoning strategies used to build agentic systems
(CoT, CoT-SC, Self-Refine, and LLM-Debate), and (2) existing state-of-the-art automatic MAS design methods
(ADAS and AFlow). Our approach is presented in two variants: ARM, which recursively applies the discovered
reasoning module, and our full method, ARM + MP, which combines the ARM with a learned Meta-Policy
(MP). Best score in each category is bolded and second best score is underlined.
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We summarize our results in Table[T]and the key findings are as follows:

(1) Foundational Operators outperform MAS: Our results reveal a crucial insight: foundational
reasoning methods like Chain-of-Thought (CoT) consistently outperform complex, automatically-
generated multi-agent systems (MAS) such as AFlow and ADAS. This strongly suggests that the
primary driver of performance is the quality of the granular, step-by-step reasoning, not just the
complexity of the high-level architecture. A sophisticated orchestration layer cannot compensate
for—and may even hinder—a flawed deductive process.

(2) ARM achieving top performance: ARM consistently outperforms all of the operator baselines
especially in two harder datasets: AIME and HMMT. This can be attributed to our ARM-based
approach revitalizing the powerful CoT paradigm by augmenting its core deductive step with a
powerful agentic block. This demonstrates the effectiveness of enhancing the core deductive step
rather than focusing solely on high-level architectural complexity. Consequently, ARM consistently
achieves state-of-the-art performance, outperforming both handcrafted operators and automatic MAS
baselines across all evaluated mathematical datasets.

5 Analyses

We performed two analyses to empirically validate our discovery process, with theoretical justifi-
cations in Appendix{B] Firstly, to confirm the scaffolded objective improves per-step competence
(Appendix{B.4), a targeted ablation executed the top five discovered modules for a single step from
critical junctures within m¢,r traces, as identified by an LLM-judge (openai/gpt-oss-20b). The
results (Figure[3) show a module’s rank strongly correlates with a lower per-step error rate, confirming
our search discovers granularly robust modules. Secondly, we validate our decoupled training strategy
by showing the meta-policy’s zero-shot transfer from the m¢, surrogate to the final ARM (m*). To
disentangle the two theoretical sources of gain (Appendix{B-5)—a superior module and its ability to
find a better reasoning path—we compare the meta-policy with (1) the baseline mc,p, (2) m* taking
over from baseline-generated states, and (3) the full system with m*. The full system’s superior
performance (Figure[2) confirms gains from both factors, validating our decoupled search.

ation era‘ \‘e(a‘. \te(a(‘ \te(a‘ (ano

Meta Policy Name (abbreviated) CoT Baseline CoT—Meta Meta Policy

VWASCCoT 35.1% 33.7% 42.0%
CWDCWACCCoT 37.2% 39.3% 41.8% ©
RVDCCWASCCoT 33.7% 40.0% 41.8% 8

DRWASCCoT 35.5% 34.9% 41.8% .

MBECDCCWASCCoT 36.3% 39.2% 41.4%

Figure 2: Validation of the meta-policy transfer for
top discovered policies. The *CoT Baseline’ column
shows the performance of the discovered meta-policy
when paired with the simple mcor surrogate module.
The *Meta Policy’ column shows the performance of
that same meta-policy when paired with the powerful
ARM module m*. The intermediate CoT—Meta col-
umn isolates the performance gain from the superior
m™ module by evaluating it on states (progress) gen-
erated by *CoT Baseline’.

LLM Judged Per-Step Success Rate (%

ot ter
Figure 3: Comparlson of LLM Judged per—step success
rates between the baseline Chain-of-Thought (CoT) and
multiple ARM variants. CoT appears first, followed by
ARM variants ordered by final performance.

6 Conclusion

We introduced ARM, a modular agentic reasoning framework that revitalizes the traditional Chain-of-
Thought (CoT) paradigm by augmenting it with multi-agentic system modules. Through extensive
experiments, we demonstrated that ARM consistently advances the performance of CoT on math
reasoning tasks, especially when combined with a strong meta-policy orchestrating the ARM calls.
Beyond empirical improvements, ARM sheds light on an important perspective: improving the
granular step by step reasoning process holds the key to progress in this domain. By preserving the
simplicity and generality of CoT steps, while enhancing its reasoning depth and modularity, ARM
provides a versatile and powerful foundation that can be applied across tasks and models. ARM
represents a step toward a robust and broadly applicable modular reasoning approach with LLMs,
paving the way for future research to focus on discovering powerful, reusable reasoning units as a
core component of agentic systems.
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A ARM Search Algorithm

Algorithm |I| provides the full pseudocode of the reflection-guided search algorithm for evolving
ARM modules.

Algorithm 1 Reflection-Guided Search

1: Input: Initial program p,...¢ (€.g., Mcor OF TRec), evaluation function EVALUATE(:), total
iterations K, exploration constant C'.

2: Initialize:

3: Tree 7 with a single node for p,o¢.

4: Proot-R < EVALUATE(Droot) > Evaluate the baseline program on a validation batch
5. Proot-IN <1 > Initialize visit count for the root
6. fort =1to K do

7: > 1. Select a parent program to mutate

exp(piﬂi/T)
ZjeTexp(pj.’R/T)
9: Pparent <— Sample(T, P)

8 P(p)

10: > 2. Expand the tree via reflection
11: traces <— EXECUTE(Pparent) > Collect execution traces
12: history <= GETMUTATIONHISTORY (Pparent)

13: Prew ¢ REVIEWERAGENT(Ppqrent, traces, history)

14: ~ > 3. Evaluate the new program
15: Prew-R < EVALUATE (Dpew)

16: Prew-N <1

17: > 4. Update tree and statistics

18: T .ADDCHILD (Pparent, Prew)

19: pparent-N — pparent-N + 1

20: end for

21: B

22: return argmax (p;.R) > Return the program with the highest empirical reward
pi€T

B Theoretical Analysis

A complete theoretical analysis of the multi-agentic system ARM powered by LLMs is intractable
due to the complex, high-dimensional nature of language generation and the non-stationary of the
generation process. Recent research (Chang et al.| 2025} [Kim et al.l 2025)) models sequential CoT
reasoning steps as a Markov Decision Process by abstracting away the underlying complexities of the
text generation process and focusing on higher level reasoning states. Therefore, to build a formal
intuition for the design choices in our scaffolded search for the step-generator, and the decoupled
search for the meta-policy (AlgorithnI]), we also analyze an idealized formulation of the problem as
a Markov Decision Process (MDP).

Our analysis is particularly inspired by recent work on self taught reasoners (RL-Star) by (Chang
et al.[(2025)), where they introduce a step indexed competence parameter J; ,, which quantifies the
advantage in probability of a correct reasoning step at step n during training iteration ¢ over a baseline
random reasoner. They show the conditions under which a bootstrapped RL learning algorithm
based on rejection sampling shows monotonic improvement and convergence. While our goals are
similar (improving the reasoning process), our problem statement has critical differences which
makes a straight forward adaption infeasible: RL-Star analyses a system where the LLM’s parametric
weights are updated via reinforcement learning. On the other hand, ARM treats the LLM as a black
box and performs discrete, evolutionary search (Fernando et al.| 2024; Agrawal et al.| [2025) over
programming modules that orchestrate calls to the LLM. Consequently, our search is inherently
discrete, so smoothness-based guarantees do not apply. Hence we do not assume or prove convergence
guarantees, and instead motivate the intuition of our scaffolded search process as a conservative
policy improvement (CPI) (Kakade & Langford, 2002) that preferentially selects modules with higher
competence leading to improved reasoning process.
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B.1 An Idealized MDP Model of Step-wise Reasoning

We model the reasoning process as a Markov decision process (MDP) [Sutton & Barto| (2018))
M= (S,N,A,P,R,~):

« State Space (S): The state space S = U/ U G U F is partitioned into three disjoint subsets:

— U: A state s € U represents a partial reasoning trace g, p1, ...px that is not yet termi-
nated.

— G: A state s € G represents a reasoning path that has successfully ended on the right
answer. In our setting this is when the module emits the /boxed{correct answer}.
This is an absorbing region.

— JF: A state s € F represents a reasoning path that has terminated at the wrong answer.
In our setting this is when the module emits the /boxed{incorrect answer}. This
is an absorbing region.

* Verification Predicate (solved): A predicate function S — 0,1 judging if the right
answer is already derivable from the given partial reasoning state. Note that this is a simple
formatting action, and is independent of the module m.

0Vse F

1Vse g

* Maximum Reasoning Steps (N): We rollout the reasoning process up to N steps. After
N steps of reasoning, we enforce a model-independent termination rule where the state

deterministically goes into s’ € G if solved(s) =1 and into s’ € F if solved(s) = 0. For
simplicity of notation, we assume the total trajectory length to be N + 1.

— solved(s)

— solved(s)

 Action Space (A): For a fixed meta-policy 7. that recursively generates steps until
termination (such as the one used by baseline CoT or the ARM-only variant), the meta
policy executes a single action at any give state s € U: i.e., invokes a step-generator
module m to produce the next reasoning step. Thus, the action space is a singleton A =
{generate_step}. For terminal states G U F, this is a no-op. Hence, the choice of the
module m fully defines the transition dynamics of the MDP.

* Reward Function (R): The one-shot terminal reward is sparse:

1, s'e€g,
0, otherwise.

R(s — ') = {

* Transition Dynamics (P): We denote the state transition probability P(.|s,m) with the
Markov assumption. This simplification is the core foundation for our MDP analysis.

* Value Function: Forn € {0,..., N}, let V"(s) denote the value with n reasoning steps
remaining before the formatting step. The Bellman recursion can be written as

1, seg,

" 0, s e F,
Vi'(s) = {solved(s)} + {—solved(s)} Eyp,, (s[Vat1(s)], s€lU,n>1,
{solved(s)}, selU,n=0.

Within this MDP framework, the ideal objective is to discover a module m*, that maximizes the
expected value from the initial state distribution d(s)

m* = arg maxE g, 5) [VA' (50)]
meM

This objective poses several major optimization challenges: 1) credit assignment problem over long
sequence of steps and 2) unconstrained search space of code modules.
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B.2 Definitions
We introduce the following quantities to characterize module’s performance and search strategy:

* Per-step competence 0., (s): This represents the competence of the module m at a reasoning
state s € U analogous to d; ,, term in|Chang et al.[(2025). The probability that a one step
update s € U is valid can be viewed as a monotonically increasing function over d,,(.), but
for simplicity of notation, we assume this to be J,,(s) itself.

* Recovery r,,(s): The probability that, conditioned on an invalid one-step update from s,
the next step returns to a valid state. This term captures the recovery possibility of a mistake
in the immediate next turn. While recovery can happen at any turn following the mistake in
areal LLM, we limit the window to 1 for simplicity.

+ Composite Validity ¢,,(s): The total probability that the next step is valid for a step s € U,
either by being immediately valid, or by being successfully repaired on the next step:

Gm(8) = dm(s) + (1 = 0m(8))rm(s) (D

* Window W = (n,l): A block of | consecutive steps starting at step index n where all
states remain in ¢/{. The ARM module replaces the baseline module m ¢, with a candidate
module m only on this window.

* Visitation Weights w™ (17): The probability under baseline policy (7, m¢c,r) that the
window W occurs. This measures the frequency with which the meta-policy starts the
module at a given window.

B.3 Key Simplifying Assumptions

The rest of our analysis relies on the following key assumptions.

Assumption 1. [Local competence lift in the scaffolding window] Within any given window W =
(n, 1), for all states s visited, the candidate model satisfies ¢ (5) > Pmeop(s) + Ac for some lift
A, €10,1).

Rationale: This is the empirical premise that our scaffolded search objective (Section[2) is designed
to optimize for. Our Algorithm|T|directly measures and selects for modules that improve local validity
and recovery rates over the CoT within a constrained context at random locations.

Assumption 2. [Compatibility Loss] We define 3;(W) a bound on the probability that replacing the
baseline m¢o,r with ARM module m at a window W yields a context which is unusable for the rest
of the baseline reasoning trace. We refer to (1 — 5;(W)) as the compatibility factor. Furthermore,
we define 3; := supy ¢y, 51 (W) as the supremum of incompatibility probabilities across all valid
windows, representing the worst-case incompatibility bound.

Rationale: Swapping the baseline module m¢,r with m can introduce a “context drift” or “semantic
drift” which could amplify at deployment time when the ARM module m is used through the entire
trajectory. Our approach minimizes this drift by two means: 1) the few shot examples of the progress,
as well as the provided partial progress acts as a powerful inductive bias to constrain the next step to
states that preserve usefulness, for example by adopting the same notation, logical continuity, etc. 2)
the reviewer agent which proposes mutations to the module (starting from baseline CoT) is prompted
to generate modules which solve one step at a time starting from the given partial progress.

Assumption 3. [Module-invariant termination] We assume that the reward is terminal, and is provided
under the condition that the extracted answer matches the right answer. Furthermore, the last step in
the MDP is reserved for this extraction, which is considered module-invariant, i.e. both CoT or any
other module can do this final syntax step (equally) perfectly.

B.4 Theoretical Grounding for the Scaffolded Step-Generator Search

The scaffolded objective evaluates a candidate m by splicing it into a baseline rollout for a short
window t € {i,...,i+ £ — 1} while keeping mcor before and after:

U © (U)o UL

McoT mcor *

“baseline—candidate-baseline”
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This section formalizes the link between local module improvements and global performance gains.
Under our simplified MDP framework and assumptions|[I] 2} we establish the following lemmas:

Lemma 1. [Window lift from local competence] The probability of remaining in U/ after the window
increases by at least [.C'~1. A, for some constant C € (0, 1).

Proof: The [ step window survival (being in /) is at least ¢,,,(s)’. Under Assumption 1} the per-step
composite validity improves by at least A.. Hence, the survival probability improves by at least
¢

(pcor(s) + Ac)l — ¢cor(s)!. Applying the mean value theorem on f(z) = x¢, we get
(z+ A =z =0 TA > 4 min pcor(s))TTA
seUr
for some £ € [z, z + A], where UR represents states reachable by baseline C'oT module. Further, let
C' := minsey, dcor(8) be a constant.

Lemma 2. [Accounting for Compatibility] The probability of a sample surviving the window W and
remain usable after the module swap is lower bounded by (1 — 8;(W)).(I.C'~1.A.) where C is the
constant from Lemma/[Tl

Proof: From Assumption 2] the usability probability is at least (1 — 3,(W)). Multiplying this by the
probability of surviving the window from Lemma ] yields the result.

Lemma 3. [From window survival to finite-horizon success] Any increase in the probability of
staying within U/ across a window W (while remaining usable) weakly increases the probability of
reaching G within the horizon N.

Proof: Under assumption [3] the termination rule is module-invariant, and reaching the goal state only
depends on being in state s € &/ U G and solved(s)=1. Thus a higher probability of preserving
valid, in-progress states across a window cannot decrease (and generally increases) the likelihood
that subsequent steps will generate such a solvable state before the horizon is exhausted. This follows
from standard monotonicity arguments on absorbing Markov chains.

Theorem 1 (Gain from Scaffolded Module Substitution in recursive meta policy). Let J(7ree, m) =
E [V"™ (s0)] denote the expected terminal reward (success probability) obtained when recursively
applying the step-generator module m under a fixed baseline meta-policy 7. for horizon N. The
improvement of the ARM module m* over mc,r is at least:

J(TRee,m*) = J(TReeymcor) = Y we(W) k(W) (1= Bi(W))IC'™TA,. 2
w

where each term represents:
» w, (W): visitation probability of a window W under a baseline rollout;

* x(W): probability that a usable post-window state leads to terminal success within the
remaining horizon.

* C € (0,1]: a constant from Lemmacapturing compounding survival over steps.
In particular, if (W) > Ky > 0 for all W, then
J(TRee,m*) = J(TRec, Mcor) = Kmin (1= BI(W))LCT™ D " we (W) 3)
w
Proof: From Lemma , the probability of surviving the window is lower bounded by (1 — 3;)IC'~ 1.
Let (W) represent the probability of success upon starting from a good state, post the window. By
Lemmal|3] the increase in usable post-window mass translates to atleast a (W) fraction improvement

in terminal success within the remaining horizon. Thus the expected gain from the window is
k(W)(1 — B,(W))IC!~1. Taking expectation over window visitation probabilities yields the result:

J(TRee; m*) — J(TRee, Meot) = Z wy (W) - Gain(WW)
w
= ;wﬂ(W) (W) (1= B(W))1C. @)

=z ZwW(W) Kmin (1= BI(W))1CTL
w
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where k,,;, > 0 is the lowest probability of success from a valid, usable intermediate reasoning trace.

B.5 Theoretical Justification for zero-shot policy transfer

The learned meta policy 7* uses mcor as the step generator during the learning phase and is
deployed zero-shot using the discovered ARM module m*. Below, we justify why this transfer is
effective.

Theorem 2 (Validity of Zero-shot step generator swap in Meta policy). Let J(7n*,m*) =
Es,~D VJE,W ™) (so)} denote the expected terminal reward obtained when applying the discov-
ered meta-policy 7* (from Section [2)), with the step-generator module m* under horizon N. If

A > Blﬁ then the transfer is valid, i.e., J(7*, m*) > J(7*, mcor)

Let’s define per-step advantage of a module m over m¢,7 With n more steps to go as the expected
difference in value when taking one step with m and the rest with m¢o,7:

An(Sn,m) L Es Py (. ‘q)[v(ﬂ mCoT)( )] — ES/NPT"'COT("S) [Vrfilvm,CoT)(S/)] (5)

Now let’s consider the difference in expected value starting from a given state sg sampled from the
data distribution D. For simplicity, we drop 7* from notation as it is the common meta policy in both
terms.

V' (s0) = V" (s0)

Rolling out for one step yields
Esi P (1s0) Va1 (51)] = VT (s0)

Adding an subtracting B, p,.(.
we get:

150) [V G°" (51)] (i.e., sampling from m but continue with mcor)

Esim P (150) Ve (s1)] — E91~PchT( 150) [V q°” (51)]

m (6)
+ Egiop(1s0) [Visa (51) = V977 (s1)]

By Equation-5, this can be written as
ARt (s0,m) + Egy wp(1so) Vi1 (s1) = V29" (51)]

This is a recursive equation in n since the second term is the difference in value between the module
with n — 1 steps to horizon. Hence:

VA (s0) = Voo™ (s0) = D [ARCT (80, m)] @

n=0

Thus we can conservatively guarantee module improvement, if each of the the advantage term is
positive. Suppose that U represents the event that one step rollout using our discovered module m*
is usable (i.e. no errors, and usable context) in the next turn, then by law of total expectation the
advantage term can be written as:

P(U | s,m") - (E[VN,n | s,m*, U] = E[VN_y | s,mCQT,U])
+ P(=U | s,m") - (E[VN_n | s,m*,=U] — E[VN_n | s,mCOT,—\U]) 8

By Assumption E] and Assumption [2| the first term is at least (1 — ;) - A.. The second term is
lower bounded in the worst case by 3; - (—1) since the probability of non-useful state is 3; and the
difference in reward is at most —1 (when m™* fails where m¢,r succeeds). Thus a conservative lower
bound is:

AmeeT (s om) > (1 —By) - A — By )

ﬂ
-8’
effective when this condition is satisfied.
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Corrolary 1. The meta policy, paired with ARM, (7*, m*) yields the highest performance when A..
is large and f3; is small.

Remark: From Equation-8, the claim holds. Our scaffolded objective function is precisely designed
to maximize A. while reducing the probability of state drift leading to mismatched compatibility.
In 3] we can empirically see that better performance is associated with improvement in per-step
competence. And in Q], we see that the ARM module is compatible with m¢,7 and can act as a
superior drop-in replacement for CoT. Furthermore, the examples shown in Section [C]show that both
CoT and ARM rollouts are empirically non-discriminable.

C Step Generator roll out Examples

C.1 Example-1

### Step 2
> Express the sides in terms of the common ratio \(2R\):
5\ [
a = 2R \sin 60~\circ = 2R \times \frac{\sqrt{3}}{2} = R \sqrt{3},
\1]
\ [
7 b = 2R \sin 45-\circ = 2R \times \frac{\sqrt{2}}{2} = R \sqrt{2},
\1]
\[
¢ = 2R \sin 75~ \circ.
\1]

> Recall that \(\sin 75-\circ = \sin(45-\circ + 30~\circ)\):
3\ [

\sin 75~\circ = \sin 45-\circ \cos 30"\circ + \cos 45-\circ \sin 30"\
circ = \frac{\sqrt{2}}{2} \times \frac{\sqrt{3}}{2} + \frac{\sqrt
{2}}{2} \times \frac{1}{2} = \frac{\sqrt{6}}{4} + \frac{\sqrt
{2}}{4} = \frac{\sqrt{6} + \sqrt{2}3}{4}.

\1]

Hence,

\ [

c = 2R \times \frac{\sqrt{6} + \sqrt{2}}{4} = R \times \frac{\sqrt{6}
+ \sqrt{2}3}{2}.

\1]

Listing 1: ARM rollout

### Step 2

> Expressing the sides in terms of the circumradius \( R \):

=

3\ [
a = 2R \sin A = 2R \sin 60"\circ = 2R \times \frac{\sqrt{3}}{2} = R \
sqrt {3},
\1]
\ [
7b = 2R \sin B = 2R \times \frac{\sqrt{2}}{2} = R \sqrt{2},
\1]
\ [
c = 2R \sin C = 2R \times \sin 75~\circ.
\1]
Recall that:
\ [

\sin 75°\circ = \sin (45~\circ + 30~\circ) = \sin 45~\circ \cos 30~\
circ + \cos 45-\circ \sin 30"\circ = \frac{\sqrt{2}}{2} \times \
frac{\sqrt{3}}{2} + \frac{\sqrt{2}}{2} \times \frac{1}{2} = \frac
{\sqrt{6}}{4} + \frac{\sqrt{2}}{4} = \frac{\sqrt{6} + \sqrt

{2}3{4}.
\1]
Therefore:
\ [

c = 2R \times \frac{\sqrt{6} + \sqrt{2}}{4} = R \times \frac{\sqrt{6}
+ \sqrt{2}3}{2}.
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\]
Listing 2: CoT rollout

C.2 Example-2

### Step 3
Now, determine the new temperature after doubling the kinetic energy:

s\ [

o -

11

T_2 = 526.3\,K

\]

Convert this back to Celsius:

\ [

T_2~{\circ} C = 526.3 - 273.15 = 253.15"\circ C

\]

This is a significant increase from the initial \(-10"\circ C\),
indicating the molecules now have enough energy corresponding to
about \(253~\circ C\).

Listing 3: ARM rollout

### Step 3
Determine the new temperature after doubling the kinetic energy:
Since kinetic energy \( \propto T \),

\ [

T_2 = 2 \times T_1 = 526.3 \, K

\1]

Convert this back to Celsius:

\ [

T_2 (“\circ C) = T_2 (K) - 273.15 = 526.3 - 273.15 \approx 253.15"\
circ C

\1]

This temperature is well above the boiling point of water at 1 atm
(100C) . Therefore, the molecules’ kinetic energy would be
sufficient to overcome intermolecular forces and convert the water

from the solid phase (ice) into the gas phase (vapor).

Listing 4: CoT rollout

C.3 Example-3
### Step 1

To determine the correct substitution from equation 12.9 to equation
12.10, we need to understand the context of these equations and
the variables involved. Equation 12.9 likely involves a momentum-
like variable \( P"+ \) or a gamma matrix that acts on spinors,
and the goal is to simplify or rewrite this expression into a form

involving gamma matrices or energy-momentum components.

Typically, in relativistic quantum mechanics or quantum field theory,
the transformation from the light-cone momentum \( P~+ \) to gamma
matrices involves choosing a specific gamma matrix to project or
decompose spinor components. The options provided suggest that the
substitution involves gamma matrices and possibly the momentum
operator or gamma matrices related to time.

Given that, the known structures are:

- \( P°+ \): light-cone momentum component, usually \( P+ = P~0 + P~3
\) .
- \( \gamma~u \): a gamma matrix with a specific index \( u \),
possibly a spatial index.
- \( \gamma~0 \): the gamma matrix corresponding to time.

16



12

13
14

- \( \gamma~0 P \): a product of \( \gamma~0 \) with some momentum
operator \( P \).

Since the transformation is from equation 12.9 to 12.10, and the
options involve gamma matrices and momenta, the typical approach
in such derivations involves rewriting the projection operator or
the momentum in terms of gamma matrices.

Listing 5: ARM rollout

### Step 1

3 To determine the correct substitution, first understand the context:

equation 12.9 involves the momentum operator \( P~\mu \), and
equation 12.10 is likely a transformed version involving gamma
matrices. In relativistic quantum mechanics, transformations often

involve gamma matrices \( \gamma~\mu \) and the gamma matrices’
role in formulating Dirac equations.

Given the options:

\NC P+ \)

\( \gamma~u \)
\( \gamma~0 \)
\( \gamma~0 P \)

1
OaQwre=

and based on the typical transformations, the substitution from \( P~\
mu \) to a form involving gamma matrices usually involves \( \
gamma~0 \) because it relates to the time component of the gamma
matrices and appears frequently in the Dirac formalism.

In particular, if the original equation involves \( P~\mu \), and the
transformed equation involves a gamma matrix, then the key is
recognizing the common substitution that converts momentum
operators into gamma matrix expressions, especially the time
component \( P~0 \).

Therefore, the step is to analyze which gamma matrix substitution
correctly transforms the operator form in equation 12.9 into the
one in 12.10.

Listing 6: CoT rollout
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D Additional Evaluations

To demonstrate the generalizablilty of the discovered ARM module and the meta policy, we evaluate
our approach zero-shot on two other benchmarks. For reasoning evaluations on specialized scientific
knowledge, we used GPQA, a benchmark containing graduate-level questions in physics, chemistry,
and biology designed to be challenging even for human experts (Rein et al.|[2023)). Finally, to measure
practical, up-to-date reasoning on Code, Data Analysis, Common Sense Reasoning, and robustness
against data contamination, we used LiveBench Reasoningﬂ a dynamic benchmark with continuously
evolving questions (Jain et al., 2024).

Model  Method GPQA LiveBench
CoT 50.0% 33.1%
° CoT-SC 50.6% 36.9%
g Self-Refine 50.0% 28.1%
D LLM-Debate 52.5% 33.8%
hj ADAS (test set) 48.1%  31.2%
% ADAS (1000-sample)  46.8% 29.4%
AFlow (test set) 39.9% 30.6%
AFlow (1000-sample) 51.3% 30.6%
ARM (Ours) 60.1% 39.4%
ARM + MP (Ours) 61.4% 45.6 %
CoT 53.8% 46.2%
CoT-SC 53.2% 42.5%
° Self-Refine 53.8% 37.5%
E LLM-Debate 56.3% 47.5%
% ADAS (test set) 46.2% 38.8%
ADAS (1000-sample)  46.8% 41.9%
AFlow (test set) 53.8% 41.9%
AFlow (1000-sample)  50.6% 45.0%
ARM (Ours) 59.5% 47.5%
ARM + MP (Ours) 60.1% 51.9%
CoT 50.0% 38.1%
A CoT-SC 53.2% 45.0%
E Self-Refine 51.3% 46.9%
o LLM-Debate 50.6% 46.2%
= ADAS (test set) 475%  37.5%
S ADAS (1000-sample)  42.4% 46.2%
— AFlow (test set) 46.8% 38.1%
AFlow (1000-sample)  46.8% 15.6%
ARM (Ours) 49.6% 46.2%

ARM + MP (Ours) 50.0% 50.0%

Table 2: Additional results on two complex reasoning benchmarks in analytical domains across three foundation
models. We compare against two groups of baselines: (1) foundational reasoning strategies used to build agentic
systems (CoT, CoT-SC, Self-Refine, and LLM-Debate), and (2) existing state-of-the-art automatic MAS design
methods (ADAS and AFlow). Our approach is presented in two variants: ARM, which recursively applies the
discovered reasoning module, and our full method, ARM + MP, which combines the ARM with a learned
Meta-Policy (MP). Best score in each category is bolded and second best score is underlined.

*https://huggingface.co/datasets/livebench/reasoning
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E Best ARM discovered: CriticChainOfThoughtV7

The following is the Python implementation of the best ARM discovered by our algorithm.

I import asyncio

N

3 class CriticChainOfThoughtV7:

4 def __init__(self, 1llm):

5 self .1lm = 1lm

6

7 async def forward(self, problem, partial_progress):

8

9 candidate_tasks = [

10 self .1llm.generate_step(problem, partial_progress)
1 for _ in range (4)

12 ]

13 candidates = await asyncio.gather (xcandidate_tasks)

14

15

16 critique_tasks = []

17 groups = [

18 (0, 2, ("rating_1", "rating_2"), ("critique_1", "

critique_2")),
19 (2, 4, ("rating_3", "rating_4"), ("critique_3", "
critique_4"))

20 1

21 for start, end, rating_names, critique_names in groups:

2 context = [

23 {

24 "name": "Problem",

25 "data": problem,

26 "description": "The problem to solve."

27 }!

28 {

29 "name": "Partial Progress",

30 "data": partial_progress,

31 "description": "The partial solution so far."

2 P

33 {

34 "name": "Candidate Next Steps",

35 "data": "\n\n".join(

36 f"### Candidate Next Step {i+i1}\n{candidates[i
13"

37 for i in range(start, end)

38 ),

39 "description": "Two candidate next steps formatted
with markdown subheaders."

40 }

41 ]

) instructions = (

43 "You are given a problem, the current partial solution
, and two candidate next reasoning steps.\n"

44 "For each candidate, provide:\n"

45 f"- {rating_names [0]} and {rating_names[1]}: a single

integer rating from 1 to 10 indicating its fit as the next
reasoning step (10 is best).\n"

46 f"- {critique_names [0]} and {critique_names[1]}: a one
-sentence critique highlighting each candidate’s strengths and
weaknesses.\n"

47 f"Name the fields exactly {rating_names[0]}, {
critique_names [0]}, {rating_names[1]}, {critique_names[1]}."

43 )

49 response_format = [
50 {
51 "name": rating_names [0],
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80

90
91
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96

98
99
100
101
102
103

104
105
106

"description": f"Integer rating (1-10)
Candidate Next Step {start+1}."

}!

{
"name": critique_names [0],
"description": f"One-sentence critique

Candidate Next Step {start+1}."

}’

{
"name": rating_names[1],

"description": f"Integer rating (1-10)
Candidate Next Step {start+2}."

} b
{
"name": critique_names[1],
"description": f"One-sentence critique
Candidate Next Step {start+2}."
}

1
critique_tasks.append/(

for

of

for

of

self.1llm.chat_completion(context, instructions,

response_format)

)
critiques = await asyncio.gather (*critique_tasks)
ratings = [
int (critiques [0] ["rating_1"]),
int (critiques [0] ["rating_2"]),
int(critiques [1]["rating_3"1),
int (critiques [1]["rating_4"])
]
sorted_indices = sorted(range(4), key=lambda i: ratings[i],

reverse=True)

topl_idx, top2_idx = sorted_indices[0], sorted_indices[1]

topl_candidate = candidates[topl_idx]
top2_candidate = candidates[top2_idx]

context_final = [
{
"name": "Problem",
"data": problem,
"description": "The problem to solve."
}’
{
"name": "Partial Progress",
"data": partial_progress,
"description": "The partial solution so far."
}1
{
"name": "Candidate Next Steps",
"data": (

f"### Candidate A\n{topl_candidate}\n\n"

f"### Candidate B\n{top2_candidatel}"
),

"description": "Two top candidate next steps formatted

with markdown subheaders."
¥
]

instructions_final = (
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145
146
147

148

149
150
151

152

153

156
157
158
159

160

"Compare Candidate A and Candidate B as the next reasoning
step for the given problem and partial progress.\n"

"Provide:\n"

"- winner: choose either ’Candidate A’ or ’Candidate B’
indicating which step is better.\n"

"- justification: one-sentence justification for your

choice."
)
response_format_final = [
{
"name": "winner",
"description": "Either ’Candidate A’ or ’Candidate B’
indicating the better next step."
} 3
{
"name": "justification",
"description": "One-sentence justification for the
choice."
}
]
final_decision = await self.llm.chat_completion(
context_final, instructions_final, response_format_final
)
if final_decision["winner"].strip() == "Candidate A":
selected_candidate = topl_candidate
runnerup_candidate = top2_candidate
else:
selected_candidate = top2_candidate
runnerup_candidate = topl_candidate

# 5. Post-selection adversarial critique with severity rating

context_flaw = [
{
"name": "Problem",
"data": problem,
"description": "The problem to solve."
}’
{
"name": "Partial Progress",
"data": partial_progress,
"description": "The partial solution so far."
}1
{
"name": "Selected Candidate Next Step",

"data": f"### Selected Candidate Next Step\n{
selected_candidatel}",

"description": "The final chosen candidate next
reasoning step formatted with a markdown subheader."
}
]
instructions_flaw = (

"You are given a problem, the current partial solution,
and a selected next reasoning step.\n"
"Identify any major flaw or missing piece of reasoning in
the selected step.\n"
"Provide:\n"
"- flaw: either the single word ’None’ if there is no flaw
, or a brief description of the flaw.\n"
"- severity: a single integer rating from 1 to 10
indicating how severe the flaw is (10 is critical)."
)
response_format_flaw = [
{

"name": "flaw",
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162
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165

166
167
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170
171
172
173
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175
176
177
178
179
180
181
182

183

184
185

186

5

"description": "Either the single word ’None’ if there
is no flaw, or a brief description of a major flaw in the
selected step."

} b
{
"name": "severity",
"description": "Integer rating (1-10) indicating
severity of the flaw (10 is most severe)."
}
]
flaw_response = await self.llm.chat_completion(
context_flaw, instructions_flaw, response_format_flaw
)
flaw = flaw_response["flaw"].strip()
severity = int(flaw_response["severity"])

gap = ratings[topl_idx] - ratings[top2_idx]
if gap <= 1:

threshold = 5
elif gap == 2:
threshold = 6
else:
threshold = 7
if flaw.lower () != "none" and severity >= threshold:

return runnerup_candidate
return selected_candidate

Listing 7: "Code for CriticChainOfThoughtV7 with performance 38.0"

F Best Meta-Policy Discovered:

Verified Weighted AdaptiveSelfConsistentChainOf Thought

The following is the Python implementation of the best meta-policy discovered by our algorithm.

import asyncio
from agent.solution import Solution, Step

3 from judge_utils import judge_equality

16

class VerifiedWeightedAdaptiveSelfConsistentChainOfThought:

def __init__(self, 1lm, block):

self.1llm = 1lm
self .block = block

async def forward(self, problem):

async def generate_chain():
solution = Solution ()
for _ in range(8):
next_step = await self.block.forward(problem, str(
solution))
solution.add_step(Step(str(next_step)))
if solution.is_completed():
return solution
completion = await self.llm.complete_solution(problem, str
(solution))
solution.add_step(Step(str(completion)))
return solution
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66

async def score_chain(chain):

context = [
"name": "Problem", "data": problem, "descriptiomn": "
The original problem statement."},
"name": "Chain", "data": str(chain), "description":
"Full chain-of-thought reasoning plus final answer."}
]
instructions = (

"You are evaluating the chain-of-thought solution for
the given problem. "

"On a scale from 1 (very uncertain) to 5 (very
confident), rate your confidence "

"that the final answer is correct. Output ONLY the
integer confidence (1-5)."

)

response_format = [{"name": "Confidence", "description": "
Integer from 1 to 5"}]

resp = await self.llm.chat_completion(context,

instructions, response_format)

try:

conf = int(resp["Confidence"].strip())
except Exception:

conf = 1

return max (1, min(conf, 5))

async def verify_chain(chain):

context = [
{"name": "Problem", "data": problem, "description": "
The original problem statement."},
{"name": "Chain", "data": str(chain), "description":
"Full chain-of-thought reasoning plus final answer."}
]
instructions = (

"Review the chain-of-thought reasoning for the given
problem. "

"Is the reasoning free of logical errors or
contradictions? "

"Output ONLY ’Yes’ if it is fully logical, otherwise
output ’No’."

)

response_format = [{"name": "Valid", "description": "Yes
or No"1}]

resp = await self.llm.chat_completion(context,

instructions, response_format)
valid = resp.get("Valid", "").strip().lower().startswith("
yll)

return valid

def find_best_weighted(chains_list, conf_list):
weight_sums = {}

total = sum(conf_list)
for chain, c¢f in zip(chains_list, conf_list):

ans = chain.answer ()

weight_sums[ans] = weight_sums.get(ans, 0) + cf
best_ans, best_w = None, -1

for ans, w in weight_sums.items():
if w > best_w:
best_ans, best_w = ans, w
return best_ans, best_w, total

initial = [generate_chain() for in range (3)]
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74 chains = await asyncio.gather (*initial)

77 score_tasks = [score_chain(ch) for ch in chains]

78 verify_tasks = [verify_chain(ch) for ch in chains]

79 confidences = await asyncio.gather (xscore_tasks)

80 valids = await asyncio.gather (*xverify_tasks)

8

82 max_chains = 7

83

84

85 while True:

86

87 if any(valids):

88 considered_chains = [ch for ch, v in zip(chains,
valids) if v]

89 considered_confs = [cf for cf, v in zip(confidences,

valids) if v]

90 else:

91 considered_chains = chains

92 considered_confs = confidences

93

94 best_ans, best_weight, total_weight = find_best_weighted(

considered_chains, considered_confs)

95

96 if best_weight > total_weight / 2 or len(chains) >=
max_chains:

97 break

98

99

100 new_chain = await generate_chain ()

101 chains.append (new_chain)

102 new_conf = await score_chain(new_chain)

103 confidences.append(new_conf)

104 new_valid = await verify_chain(new_chain)

105 valids.append(new_valid)

106

107

108 if any(valids):

109 final_pool = [ (ch, cf) for ch, cf, v in zip(chains,
confidences, valids) if v and judge_equality(ch.answer (), best_ans

) 1

110 else:

111 final_pool = [ (ch, cf) for ch, cf in zip(chains,
confidences) if judge_equality(ch.answer (), best_ans) ]

1
113 selected_chain = None

114 top_conf = -1

115 for ch, cf in final_pool:

116 if cf > top_conf:

11 selected_chain, top_conf = ch, cf
11

120 if selected_chain is None:
121 selected_chain = chains[-1]

123 return selected_chain

Listing 8: "Code for VerifiedWeightedAdaptiveSelfConsistentChainOfThought with performance
42.0"
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G Reproducibility Statement

Upon publication, we commit to releasing the open-source code for our framework, including all
discovered Agentic Reasoning Modules, meta-policies, and the specific prompts used for the Reviewer
Agent. Our experiments were conducted using a mix of closed and open-source models. The MAS
designer utilized 04-mini-high. The reasoning modules were executed on GPT-4.1-nano, GPT-40,
and the open-source Llama-3.3-70B. All evaluation benchmarks, including MATH500, AIME, and

HMMT,

are publicly available.

G.1 Baseline Implementation Details

As in the ARM implementation, whenever sampling from the MAS executor model, we use a
temperature of 1.0 with a top_p of 0.95.

CoT: We use a simple CoT prompt that instructs the model to reason step-by-step and follow
the final answer format.

CoT-SC: We use n = 12 parallel reasoning traces.
Self-Refine: We limit to a maximum of 5 self refining iterations.
LLM-Debate: We use 4 LLM agents debating for a maximum of 3 rounds.

ADAS: We use the provided codebase, following the recommended run configuration. For a
fair comparison to other baselines, we make a one line addition to the optimizer prompt to
disallow arbitrary Python code execution within the discovered MASes, since other baselines
do not utilize code execution. For the 1000-sample optimization, we use GPT-4.1-nano as
the MAS executor model during optimization, following ARM’s implementation.

AFlow: We use the provided codebase, following the recommended run configuration. We
allow the optimizer to utilize the Custom, AnswerGenerate, and ScEnsemble operators. For
the 1000-sample optimization, we use GPT-4.1-nano as the MAS executor model during
optimization, following ARM’s implementation.
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