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Abstract

Reinforcement learning (RL) has become a powerful approach for improving the
reasoning capabilities of large language models (LLMs), as evidenced by recent
successes such as OpenAI’s o1 and Deepseek-R1. However, applying RL at scale
remains intimidatingly resource-intensive, requiring multiple model copies and
extensive GPU workloads. On the other hand, while being powerful, recent studies
suggest that RL does not fundamentally endow models with new knowledge;
rather, it primarily reshapes the model’s output distribution to activate reasoning
capabilities latent in the base model. Building on this insight, we hypothesize that
the changes in output probabilities induced by RL are largely model-size invariant,
opening the door to a more efficient paradigm: training a small model with RL
and transferring its induced probability shifts to larger base models. To verify our
hypothesis, we conduct a token-level analysis of decoding trajectories and find
high alignment in RL-induced output distributions across model scales, validating
our hypothesis. Motivated by this, we propose RAST, a simple yet effective
method that transfers reasoning behaviors by injecting RL-induced probability
adjustments from a small RL-trained model into larger models. Experiments across
multiple mathematical reasoning benchmarks show that RAST substantially and
consistently enhances the reasoning capabilities of base models while requiring
significantly lower GPU memory than direct RL training, sometimes even yielding
better performance than the RL-trained counterparts. Our findings offer new
insights into the nature of RL-driven reasoning and practical strategies for scaling
its benefits without incurring its full computational cost. The project page of RAST
is available at https://ozyyshr.github.io/RAST/.

1 Introduction

Reinforcement learning (RL) [25, 62] has emerged as a powerful and prevalent paradigm for en-
hancing the reasoning capabilities of large language models (LLMs) [16, 51, 70, 56]. Notably,
recent successes such as OpenAI’s o1 model [23] and Deepseek-R1 [14] have demonstrated sub-
stantial improvements through learning from oracle-verified feedback, employing advanced RL
algorithms including Proximal Policy Optimization (PPO) [55] and Group Relative Policy Opti-
mization (GRPO) [57]. However, RL is notoriously inefficient and resource-intensive [58] — it
requires loading multiple copies of the same-sized models (e.g., policy, critic, reference, reward)
with extensive training GPU memory workloads. Additionally, traditional RL algorithms (e.g., PPO)
typically require multiple iterations, each involving interdependent stages such as rollout, replay, and
optimization [32].

On the other hand, recently, there have been a bunch of works studying behaviors of RL-trained
models, aiming to answer the question, “how does RL elicit reasoning capabilities in LLMs?” [44, 57,
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\n\nFirst, consider the term \\(\\sqrt{x^2 + 400}\\). This can be rewritten as:\n\\[\n\\sqrt{x^2 + 400} = \\sqrt{(x-0)^2 + (0-20)^2},\n\\]\nwhich represents the distance from the 
point \\((x, 0)\\) to the point \\((0, 20)\\).\n\nNext, consider the term \\(\\sqrt{y^2 + 900}\\). This can be rewritten as:\n\\[\n\\sqrt{y^2 + 900} = \\sqrt{(y-0)^2 + (0-30)^2},\n\\]
\nwhich represents the distance from the point \\((0, y)\\) to the point \\((0, 30)\\).\n\nFinally, consider the term \\(\\sqrt{x^2 + y^2 - 80x - 100y + 4100}\\).\n\\[\n\
\sqrt{(x-40)^2 + (y-50)^2},\n\\]\nwhich represents the distance from the point \\((x, y)\\) to the point \\((40, 50)\\).\n\nTherefore, the original expression can be interpreted as 
the sum of the distances from \\((x, 0)\\) to \\((0, 20)\\), from \\((0, y)\\) to \\((0, 30)\\), and from \\((x, y)\\) to \\((40, 50)\\).\n\nTo minimize this sum, we need to find a point \\
((x, y)\\) such that the sum of these distances is minimized. A good candidate is the point where these distances are aligned in a straight line. Let's check if the point \\((x, y) 
= (20, 30)\\) works.\n\n1. The distance from \\((20, 0)\\) to \\((0, 20)\\) is:\n\\[\n\\sqrt{20^2 + 20^2} = \\sqrt{400 + 400} = \\sqrt{800} = 20\\sqrt{2}.\n\\]\n\n2. The distance 
from \\((0, 30)\\) to \\((0, 30)\\) is:\n\\[\n\\sqrt{0^2 + 0^2} = 0.\n\\]\n\n3. The distance from \\((20, 30)\\) to \\((40, 50)\\) is:\n\\[\n\\sqrt{(40-20)^2 + (50-30)^2} = \\sqrt{20^2 + 
20^2} = \\sqrt{400 + 400} = \\sqrt{800} = 20\\sqrt{2}.\n\\]\n\nAdding these distances together, we get:\n\\[\n20\\sqrt{2} + 0 + 20\\sqrt{2} = 40\\sqrt{2}.\n\\]\n\nThus, the 
minimum value of the given expression is \n\\[\n\\boxed{40\\sqrt{2}}
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Figure 1: (a) PCR (path coverage rate) across different model scales. (b) A case study revealing the
decoding path of Mbase and its RL-trained version MRL. Only a very small subset of tokens differ
on the decoding path between Mbase and MRL, which indicates particular reasoning behaviors.

4]. It is increasingly believed that RL does not endow LLMs with fundamentally new knowledge [74,
12]. Instead, it serves to elicit and amplify reasoning behaviors already present within base models [78,
41, 8]. For example, branching out for alternative solution paths, backtracking from incorrect
steps [11, 52], and self-verification for generation [63]. The aforementioned studies lead to a major
hypothesis [34] in our paper as follows:

Hypothesis: RL activates latent reasoning capabilities in LLMs not by globally altering the
entire output distribution, but by selectively adjusting the probabilities of a small subset of
tokens that correspond to key reasoning behaviors. The majority of token probabilities — which
encode core knowledge and reasoning content — remain largely unchanged.

Specifically, if RL primarily teaches models reasoning behaviors (how to reason) by modulating
output probabilities rather than imparting fundamentally new knowledge or concepts (what to reason),
then the adjustments learned through RL should inherently reflect reasoning skills already latent
within base models. This reasoning-centric view suggests that these learned adjustments may not
strongly depend on specific model scales or capacities. Consequently, this hypothesis presents a
significant opportunity: applying RL to smaller, computationally efficient models and subsequently
transferring the learned probabilistic adjustments to larger, more capable models. Such an approach
could substantially mitigate the prohibitive computational and financial costs associated with directly
performing RL on large-scale models.

We test our hypothesis via a preliminary study that compares the token-level decoding path shifts
between base Mbase and RL-trained models MRL

1 of varying sizes. As illustrated in Figure 1(b),
MRL introduces only minimal shifts in the decoding path, with around 96.71% of tokens remaining
unchanged in this specific case. Notably, these shifts are highly localized to a few reasoning-critical
tokens, such as those triggering self-verification, branching out, or backtracking. This suggests that
RL acts by amplifying latent reasoning behaviors rather than rewriting entire outputs.

Inspired by the above findings, we propose a simple and intuitive method, RAST, which leverages
shifts in the output space to transfer learned “reasoning patterns” from a small RL-trained model
(relative to its base) to larger base models across different scales. Extensive experimental results show
that RAST substantially and consistently enhances the reasoning capabilities of base models, while
requiring significantly lower GPU memory than direct RL training. Surprisingly, sometimes RAST
yield even better performance than the RL-trained counterparts. Additionally, RAST also increases
search space diversity compared to conventional RL training, exemplified by the superior pass@k
performance. We further conduct detailed analyses on why RAST works and provide insights and
practical guidelines for applying RAST, hoping to shed light on future works in this research line.

2 Methodology

Our goal is to enable a large base model Mbase to emulate the reasoning behavior of a smaller
reasoner SRL tuned with RL, without requiring expensive RL training at scale. To this end, we begin
with a preliminary study that motivates our core hypothesis and then introduce reasoning activation
via small-model transfer, termed as RAST, a simple yet effective decoding-time method that activates
reasoning capabilities across model scales.

1Unless otherwise specified, all mentions of RL-trained models in this paper refer to “RL from scratch” [76],
directly training models using RL from the base model without SFT warmup.
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2.1 Preliminary Study

We begin with a preliminary study to empirically support our hypothesis from Sec. 1 — RL activates
reasoning capabilities in LLMs by adjusting the probabilities of a small set of key tokens that relate to
particular reasoning behaviors. Concretely, we take the decoding path T = [t1, t2, ..., tn] from MRL,
and feed it into Mbase token by token to see if the next token prediction t′i+1 aligns with ti+1 (i.e.,
Mbase generates the tn+1-th token based on the first n tokens generated by MRL, regardless of the
previous Mbase generated tokens):

t′i+1 = argmax
t

PMbase(t | t1, . . . , ti)
?
= ti+1 (1)

This setup enables us to quantify how likely Mbase is to recover the RL path. This study is conducted
under greedy decoding to avoid potential randomness. To capture this alignment quantitatively, we
define Path Coverage Rate (PCR) as the proportion of tokens in T for which the base model exactly
matches the RL output:

PCR(T ) =
1

n− 1

n−1∑
i=1

I
[
t′i+1 = ti+1

]
(2)

A high PCR indicates that the Mbase is already well-aligned with the RL decoding path, with only
minor adjustments needed to activate desired reasoning behaviors. In our implementation, Qwen-2.5-
32B-SimpleRL-Zoo serves as MRL and Qwen2.5-32B is used as Mbase. We randomly sampled 50
trajectories from MRL from MATH500 [18] and took the sample-level average as the final results.
As shown in Figure 1(a), we observe that PCR remains remarkably high (> 95%) across all model
scales, indicating that RL-induced distributional shifts are notable only on a small set of tokens, with
the majority of tokens also predictable by Mbase. Additionally, we found that the disparities mainly
come from tokens that reflect certain reasoning behaviors. This indicates that by steering around
these key tokens, Mbase is able to recover the reasoning path generated by the RL-trained model.

2.2 RAST: Reasoning Activation in LLMs via Small-model Transfer

Building on the findings from our preliminary study, we hypothesize that minor, targeted adjustments
to the Mbase’s output distribution can effectively enable it to perform on par with its RL-trained
counterpart, without the need for expensive RL optimization directly conducted upon the large base
model. In other words, we aim to transform Mbase into a stronger reasoner at inference time by
activating the latent reasoning capabilities already present within it in the token/output space.

To this end, we propose RAST, a decoding-time method that activates reasoning capabilities in large
models by transferring logit-level adjustments from smaller RL-tuned models. Given the smaller
model pair Sbase and SRL, we propose leveraging their differences in logit distributions as reusable
reasoning correction signals. Specifically, at the decoding time stamp t, with previous input as x<t,
we compute the logit scores of Mbase, Sbase, SRL, and define the final probability distribution over
tokens for the enhanced model M̃ as:

PM̃(Xt | x<t) = softmax [Mbase(Xt | x<t) + λ(SRL(Xt | x<t)− Sbase(Xt | x<t))] (3)

where the adjustment terms represent the difference in token-level scoring between the RL-trained
model and its base counterpart, denoted as ∆R. λ controls the strengths of ∆R. These logits
encode reasoning-oriented shifts that can be transferred to the larger base model, allowing it to
mimic improved inference behavior without retraining. Figure 2 outlines the overview of RAST,
showing how ∆R from a small RL-tuned model is injected to adjust the output distribution of Mbase
at decoding time, selectively amplifying reasoning-relevant tokens (e.g., “instead”) while preserving
base predictions (e.g., “of”) elsewhere. The additive formulation enables lightweight adaptation at
inference time by altering the output distribution in a way that reflects reasoning preferences learned
by the smaller model.

Our method is conceptually related to [36, 37, 31], which apply similar manipulation in logits spaces
for generation steering. However, while these methods are often task-specific or used for controlling
style/toxicity, our focus is on eliciting complex reasoning behavior, and we demonstrate that even
small-scale reasoning signals can be reliably transferred across model sizes and domains.

3 Unlocking Reasoning Activation
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Figure 2: A concrete illustration of RAST: logit differences from a small RL-tuned model SRL guide a
large base model Mbase at decoding time, amplifying reasoning-relevant predictions (e.g., “instead”)
while maintaining base outputs for non-reasoning tokens (e.g., “of”).

3.1 Experimental Setup

Models and Tasks We systematically evaluate model performance across a comprehensive suite
of mathematical reasoning tasks of varying difficulty, including standard benchmarks such as
MATH500 [18], Minerva [30], OlympiadBench [17], GSM8K [6], as well as competition-level
benchmarks AIME24 and AMC23. Our primary models are from the Qwen-2.5 family (1.5B, 7B,
14B, and 32B) [71] alongside their corresponding RL-trained variants using SimpleRL-Zoo [76] (e.g.,
SimpleRL-7B denotes the “RL from scratch” variant of Qwen-2.5-7B). We further demonstrate the
generalizability of RAST across different model architectures and downstream tasks. To validate
this, we conduct experiments using the Llama-3.1 series (8B, 70B) [13] and their zero RL-trained
counterparts. Additionally, we assess model performance on coding tasks, utilizing zero RL-trained
models from Code-R1 [40] trained from Qwen-2.5-1M [72] on coding benchmarks including Hu-
manEval [2], MBPP+ [1], and LiveCodeBench [24]. For details of datasets and setup used in our
experiments, please refer to Appendix A. We also present additional experiments on MMLU [18] and
GPQA [54] and analysis results in Appendix C.

Evaluation Metrics Following previous work [19], and to ensure rigorous evaluation across models
and tasks, we perform inference runs k up to 32 for each experimental setup and report the following
metrics calculated over the collected trajectories:

• Pass@k: Pass@k evaluates whether at least one correct solution is found among k sampled outputs
per problem. Formally,

Pass@k =
1

N

N∑
i=1

I

 k∑
j=1

I (ŷi,j = yi) ≥ 1

 , (4)

where N is the total number of problems, ŷi,j is the prediction for the i-th problem in the j-th run,
yi is the corresponding ground truth, and I(·) denotes the indicator function.2

• Recovery Rate: The recovery rate quantifies how much of the gap between the base model and a
stronger RL-tuned model is recovered by the proposed method. Formally,

Recovery Rate =
AccuracyRAST − AccuracyBase

AccuracyRL − AccuracyBase
, (5)

where “Accuracy” denotes the averaged pass@1 over 32 runs. Higher values of recovery rate
indicate a more effective recovery of the performance gap.

Decoding Configurations To accelerate the inference speed, we implemented a revised vLLM [27]
version to support RAST. For mathematical reasoning, decoding is performed using a temperature

2We use the same answer extraction and matching for performance evaluation as SimpleRL, following
https://github.com/hkust-nlp/simpleRL-reason/tree/v1/examples/simplelr_math_eval.
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Table 1: Experiment results of RAST on mathematical reasoning datasets with Qwen-2.5 model series.
All numbers are computed across 32 runs with sampling, except that all base models use greedy
decoding. Avg. indicates the averaged pass@1 over 32 runs and RR. denotes the recovery rate.

Models Math500 AIME24 AMC Minerva Olympiad GSM8K

Avg. RR. Avg. RR. Avg. RR. Avg. RR. Avg. RR. Avg. RR.

Qwen-2.5-32B 68.6 - 3.3 - 52.5 - 21.0 - 33.1 - 93.1 -
+∆R1.5B

† 73.7 40.2% 12.5 37.9% 54.7 12.9% 25.1 84.1% 36.7 30.5% 93.3 7.7%
+∆R7B 79.0 81.9% 16.4 53.9% 58.4 34.5% 32.0 87.3% 41.7 72.9% 94.4 50.0%
+∆R14B 80.7 95.3% 18.3 61.7% 65.2 74.3% 34.2 104.8% 43.5 88.1% 95.3 84.6%

SimpleRL-32B 81.3 - 27.6 - 69.6 - 33.6 - 44.9 - 95.7 -

Qwen-2.5-14B 63.8 - 6.7 - 47.5 - 19.1 - 31.1 - 91.4 -
+∆R1.5B

† 70.3 45.1% 10.9 54.5% 50.3 25.0% 22.9 29.0% 35.5 37.0% 92.4 31.3%
+∆R7B 77.4 94.4% 16.2 123.4% 56.1 76.8% 28.8 74.0% 40.0 75.4% 93.3 59.4%

SimpleRL-14B 78.2 - 14.4 - 58.7 - 32.2 - 42.9 - 94.6 -

Qwen-2.5-7B 62.9 - 6.7 - 32.5 - 19.9 - 28.0 - 87.7 -
+∆R1.5B

† 68.4 41.0% 9.5 31.5% 41.5 38.5% 23.0 51.7% 34.6 57.4% 89.8 50.0%
SimpleRL-7B 76.3 - 15.6 - 55.9 - 25.9 - 39.5 - 91.9 -

† indicates that the prompt used for RAST does not match the one used to train the small RL-tuned model
(see Figure 7), due to the training inconsistency for available RL-tuned models (e.g., from SimpleRL-Zoo).
As a result, the transferred ∆R1.5B yields relatively smaller gains.

Table 2: Experiment results of RAST on mathematical reasoning datasets. ∆R is borrowed from
Llama-3.1-8B-SimpleRL-Zoo [76]. Numbers are computed on 32 runs with sampling.

Models Math500 AIME24 AMC Minerva Olympiad GSM8K

Llama-3.1-70B 26.2 0.0 12.5 10.3 5.9 56.1
+∆R8B 33.1 2.8 16.9 12.6 7.1 82.2

Table 3: Experiment results of RAST on code reasoning tasks with the Qwen-2.5-14B-1M model as
Mbase and ∆R from Code-R1-Zero [40] using greedy decoding.

Models HumanEval+ MBPP+ LiveCodeBench Average

Qwen-2.5-14B-1M 82.3 69.6 34.3 62.1
+∆R7B 85.4 76.5 37.6 66.5

setting of 1.0 and nucleus sampling with a top-p of 0.95, allowing a maximum generation length of
16, 384 tokens, consistent with prior work [76]. We set λ in Equation 3 to 1.0 for all experiments.
For code reasoning tasks, we follow previous evaluation settings [40, 24] and use greedy decoding.
Specifically, we use EvalPlus [38, 39] for HumanEval+ and MBPP+. Our experiments are conducted
over 8 NVIDIA A6000 GPUs on a single node, with GPU utilization and tensor parallelism parameters
dynamically adjusted based on the model size. Typically, inference requires approximately 30 minutes
per run for larger datasets like MATH500 and GSM8K, whereas smaller datasets such as AIME24
and AMC23 complete within 3–5 minutes per run. For specific parameters used for each benchmark,
please refer to Appendix B.

3.2 Main Results

RAST enables consistent and scalable reasoning gains. Table 1 summarizes the performance of
RAST on six mathematical reasoning benchmarks using the Qwen-2.5 model family at 1.5B, 7B, 14B,
and 32B scales. Across all settings, RAST delivers substantial improvements over the base models
in both averaged pass@1 and the corresponding recovery rate. Notably, with signals from smaller
RL-trained models, RAST can even approach or beat the performance of RL-trained counterparts
of the base model. For instance, applying ∆R14B to the 32B base model achieves approximate or
superior results on MATH500, Minerva, and GSM8K compared with the 32B RL-trained model.
These findings validate the effectiveness of RAST in enhancing reasoning capabilities at inference
time, without any retraining or RL on the target model.
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Figure 3: The illustration of pass@k for different values of k on 6 mathematical reasoning datasets,
where Mbase is Qwen-2.5-32B, RAST uses ∆R14B , and MRL is the RL-trained version of Mbase.

∆R from stronger experts yield greater gains. The effectiveness of RAST also depends on the
strength of the SRL and Sbase that generates the delta logit ∆R. For each base model, using larger delta
sources (e.g., base model of 32B with ∆R7B or ∆R14B compared with ∆R1.5B) leads to greater
improvement. Taking the 32B base on MATH500 as an example, accuracy increases progressively
from 73.7 (with ∆R1.5B) to 80.7 (with ∆R14B), while the ceiling model, or the upper bound reaches
81.3. Similarly, ∆R7B also works better than ∆R1.5B for the 14B base model across all datasets.
This trend suggests that logit deltas encode richer reasoning signals as the SRL model scale increases,
making RAST a flexible tool for knowledge transfer across various model scales.

Trade-off between Mbase and ∆R. The effectiveness of RAST also depends on the capacity of
the base model Mbase and its alignment with ∆R. In general, stronger base models exhibit higher
recovery rates, indicating greater receptiveness to transferred reasoning signals. For example, when
applying RAST to the 32B base, the recovery rate is often higher than when using 14B or 7B. On
GSM8K, RAST bridges nearly the entire gap between the base model (93.1) and the RL expert
(95.7), achieving 95.3 with the delta logit from a 14B model. In contrast, for the 7B base, the gain is
smaller (87.7 to 91.9), even though the same ∆R7B is applied. This suggests that higher-capacity
base models are more receptive to the transferred reasoning signal. However, increasing base model
capacity alone does not guarantee better outcomes. When applying ∆R7B to both 14B and 32B
bases, the 14B base yields a higher recovery rate, suggesting that a large capability gap between the
base and ∆R may hinder effective transfer. These observations highlight a trade-off: while stronger
base models benefit more from compatible deltas, excessively mismatched pairs may reduce the
efficacy of reasoning activation.

3.3 RAST Boosts Reasoning Diversity

Figure 3 illustrates the pass@k accuracy trends across six mathematical reasoning benchmarks, using
the Qwen-2.5-32B base model augmented with ∆R14B . For each problem, we randomly sample
k outputs from a 32-sample pool, repeat this process 10 times, and report the average accuracy.
This setup allows us to assess how well RAST supports diverse solution trajectories under varying
sampling sizes. Based on the results, we have the following key observations:

Increasing k consistently improves accuracy. Across all benchmarks, pass@k increases mono-
tonically with larger k, confirming the benefit of sampling multiple decoding paths. This trend
reflects that RAST promotes solution diversity—a larger k enables broader exploration of plausible
answers, increasing the likelihood of capturing correct responses even when individual generations
are imperfect. We also noticed that on most benchmarks except GSM8K, pass@k for MRL is large
than Mbase, which might result from GSM8K’s simplicity.
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Pass@k surpasses the ceiling performance. Remarkably, in all benchmarks, RAST achieves
pass@k accuracy that equals or even exceeds the performance of MRL. This stands in contrast to
prior findings [57, 74], which reported limited or deteriorated performance in pass@k under RL
training. We posit that this effect may stem from the implicit ensembling of knowledge across models,
which enhances diversity in the search space. Additionally, RAST can sometimes beat the pass@k
of Mbase on benchmarks like AMC, MATH500, and Olympiad Bench. This surprising behavior
suggests that RAST not only saves the costly training efforts of RL, but also introduces a distinct
form of diversity or guidance in the sampling space that helps recover correct answers, a notable
drawback of RL-trained models.

3.4 RAST Generalizes Well to Other Models and Tasks

We conduct experiments of RAST on another model family, Llama-3.1, and on additional code
reasoning tasks. The results are shown in Tables 2 and 3. Applying RAST to Llama-3.1-70B using
∆R8B from a smaller RL-tuned model [76] yields consistent gains across all six mathematical
reasoning datasets. As shown in Table 2, we observe a +2.8 absolute improvement on AIME24,
+4.4 on AMC, and +2.3 on Olympiad. We also found that the improvement in MATH500 and
GSM8K was particularly high. This might be due to the training recipe of SRL, where they are
trained with problems from MATH500 and GSM8K. Nonetheless, the experiments demonstrate
that RAST is effective for different model families apart from Qwen, reaffirming the hypothesis
that reasoning-relevant distributional shifts are transferrable and model-agnostic. In Table 3, we
evaluate RAST on Qwen-2.5-14B-1M [72] using ∆R from its 7B counterpart [40] on three code
reasoning benchmarks. RAST achieves consistent improvements on all datasets, leading to an overall
+4.4 absolute improvement in average performance. This indicates that the method is not limited
to mathematical reasoning, but code-related reasoning tasks. These findings confirm the broad
applicability of RAST across model architectures, parameter scales, and reasoning domains.

4 Understanding Reasoning Activation

4.1 Similarity of ∆R as Signal for Transferability
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As shown in Table 1, model performance varies widely across
settings, motivating the need to understand what governs effec-
tive transferability. The delta logits ∆R (defined in Equation 3)
capture the modification induced by the reasoning-enhanced
model relative to its base. To quantify the alignment between
these delta logits across different model pairs, we adopt cosine
similarity as the measure. This choice is motivated by prior
work [61, 15], which demonstrates that cosine similarity ef-
fectively captures directional alignment in high-dimensional
spaces, independent of magnitude. Following Section 2, we
randomly sample 50 examples from MATH500 and extract the
decoding trajectory T (with tokens t) generated by SimpleRL-
32B. Each trajectory is then fed through Mbase and MRL token
by token to compute ∆R with prefix T<t. We then log the
average cosine similarity across the trajectory as:

AvgCosineSim(∆R1,∆R2) =
1

T

T∑
t=1

∆R
(t)
1 ·∆R

(t)
2

∥∆R
(t)
1 ∥ ∥∆R

(t)
2 ∥

(6)

The results are shown in Figure 4. We found that the recovery rate exhibits a positive correlation with
cosine similarity—as ∆R between models becomes more aligned, transferability improves.

4.2 Empirical Token-Level Signals of Reasoning Activation

To further examine how RAST elicits reasoning behaviors during generation, we perform a token-level
analysis focusing on linguistic traces that reflect three hallmark reasoning behaviors: (i) branching out,
(ii) backtracking, and (iii) self-verification as previously mentioned in Section 1. For each behavior,
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we manually curated a set of representative tokens based on prior qualitative observations and related
work [11, 52, 63]. These tokens serve as behavioral signatures that may surface when the model
engages in complex reasoning. The complete set of curated tokens is displayed in Figure 9. We also
present a case study of token-level reasoning activation for a more intuitive view in Appendix C.5.

We compute the frequency of these tokens in all 32 model output trajectories across six mathematical
reasoning benchmarks, comparing the base model Mbase, RL-trained ceiling model MRL, and
RAST with ∆R14b applying to 32B base models. Figure 5 presents the normalized occurrence rates
of each token category across different models. Two key trends emerge:

Dataset-specific reasoning emphasis. Different benchmarks accentuate different types of reasoning
behaviors. For instance, AIME 2024 and Olympiad Bench exhibit a pronounced increase in branching
out and backtracking tokens, indicating that these tasks may demand exploring alternative solution
paths and revisiting previous steps. In contrast, datasets like AMC 2023 and MATH500 emphasize
self-verification, with higher frequencies of verification-related tokens such as “check” or “confirm”.
This variation suggests that reasoning demands are not uniform across benchmarks, and token-level
analysis can surface behavior-specific task signals.

RAST steers base models closer to RL-trained behaviors. Across all datasets and reasoning cate-
gories, we observe that RAST consistently increases the frequency of reasoning-related tokens relative
to Mbase and more closely matches the RL-trained model MRL. This alignment is particularly clear
in Minerva, Olympiad Bench, and GSM8K, where RAST nearly mirrors the behavior of MRL in the
self-verification dimension. These results support our central claim that the delta logit signal ∆R
effectively induces reasoning traits without the need for full RL training on large-scale models.

Together, these findings offer empirical evidence that RAST not only activates latent reasoning capa-
bilities within base models but also tailors such activation in a task-sensitive manner, approximating
the behavioral signature of much costlier RL-trained experts.

4.3 Efficiency Analysis

Table 4: Comparison of memory overhead and inference speed
between our approach RAST and the conventional RL training
pipeline (i.e., GRPO). We also report the averaged performance
recovery rate (RR.) for all mathematical reasoning benchmarks.

Settings
32B 32B 14B

Mbase MRL Mbase MRL Mbase MRL

+∆R14B - +∆R7B - +∆R7B -

Memory Overhead
GPU memory ∼160G ∼350G ∼100G ∼350G ∼100G ∼160G
# GPU cards 4×80G 8×80G 2×80G 8×80G 2×80G 4×80G

Inference Speed
Input Tokens 61.1 73.0 62.4 73.0 65.0 75.1
Output Tokens 200.3 243.1 202.7 243.1 216.1 249.5

Averaged RR. 84.8% 100% 63.4% 100% 83.9% 100%

GPU Memory Overhead. We
first present the efficiency analysis
in terms of estimated GPU mem-
ory requirements, highlighting the
computational advantage of RAST
over conventional RL training. We
summarize the results in Table 4.
We estimate the memory overhead
in terms of GPU memory used for
RAST (including training SRL and
inference cost), and MRL. The
results are estimated considering
tensor parallel and CPU offloading
(since these are common tricks dur-
ing training) based on the following
dimensions: (i) model memory foot-
print (FP16), (ii) optimizer states,
and (iii) activations & buffers. Details of the computation for estimation could be found in Ap-
pendix D. Despite using significantly fewer resources, RAST achieves high recovery rates across all
settings (e.g., reaching over 84% in the most demanding 32B + ∆R14B configuration). This demon-
strates that RAST retains most of the performance benefits of full-scale RL training while reducing
the computational burden by up to 50% in terms of GPU memory and hardware requirements.

Inference Speed. Table 4 further offers the actual inference speed in terms of the number of input
and output tokens processed per second for RAST’s practicality. We observe that RAST incurs around
13-16% latency at inference time compared to directly using MRL for decoding at different scales.
This is expected and acceptable due to the need to compute multiple model logits at each decoding
step. We believe that this latency could be further optimized by efficient decoding methods such as
speculative decoding [29, 69, 49].
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Figure 5: Normalized frequencies of reasoning-related tokens across three models (Mbase, RAST,
and MRL) over six benchmarks. Each subfigure reflects a different reasoning behavior category.

4.4 Robustness regarding τ and λ

To evaluate the sensitivity of our method to decoding-time hyperparameters, we perform a grid search
over sampling temperature τ and λ used in Equation 3. The results are summarized with performance
trends visualized in Figure 6. We plot accuracy across varying τ values (with λ = 0.5 fixed) and
varying λ values (with τ = 1.0 fixed), including standard deviation error bars to reflect stability
across multiple runs. Note that we use these fixed values for investigation since they represent the
peak performance. In both settings, the accuracy remains consistently high within a reasonable range.
Specifically, with τ ∈ [0.5, 1.0] and λ ∈ [0.3, 1.5], the performance would be reasonably good within
a certain range. These trends demonstrate that our method is robust to moderate fluctuations in
decoding-time hyperparameters and does not rely on precise tuning for strong performance.

5 Related Work

5.1 Reinforcement Learning for LLM Complex Reasoning

Reinforcement learning (RL) has emerged as an important process of LLM post-training for hu-
man preference alignment. Early successes such as reinforcement learning with human feedback
(RLHF) [48] demonstrated the effectiveness of reward modeling from preference data [75, 7]. Build-
ing upon this, follow-up works have explored RL as a means to directly optimize for reasoning
quality [23] with outcome supervision [28] or process supervision [33, 64] as verifiable rewards,
specifically in the domain of math [57] and coding [66, 40].

More recently, the success of DeepSeek-R1 [14] introduced a notable shift in training methodology
with the “zero-RL” paradigm, where RL is applied directly to the base LLM, entirely bypassing
intermediate supervised fine-tuning. Following its release, the open-source community has made
significant strides in replicating [76, 50, 81], extending [73], and interpreting [78, 74, 42] the R1
algorithm and its behavioral consequences. Our work builds directly upon these open-source Zero-RL
models and takes a step further by exploring whether the reasoning behaviors elicited through RL in
small models can be transferred to larger base models without additional RL training. Specifically, we
focus on leveraging the output distribution (logits) of small RL-trained reasoning models to activate
similar behaviors in larger models across scales.

5.2 Decoding-time Strategy in Language Models

Decoding-time methods [59] have been explored largely in text generation, typically by manipulating
the logit distribution from base language models. Earlier research efforts focused on sampling-based
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Figure 6: Experiment results with varying λ (left) and τ (right) on MATH500 dataset, where ⋆
denotes the peak performance. The position represents the accuracy, and the size of the circle denotes
the standard deviation over 32 runs.

strategies aimed at improving generation quality through techniques like hierarchical decoding [10],
nucleus sampling [20], and locally typical sampling [45]. More recent approaches incorporate the
notion of contrastiveness. Specifically, Contrastive Decoding [31] exploits the disagreement between
a stronger (expert) and a weaker (amateur) model to down-weight completions favored by the weaker
model. DExperts [37] steers generation by contrasting models fine-tuned on desirable and undesirable
attributes. Proxy-tuning [36] and emulated tuning [46] further leverage the idea for training-free
alignment, while DoLA [5] contrasts different layers in next-token-prediction for factuality. The
philosophy of contrastiveness has since been extended to a variety of downstream tasks, including
machine translation [65], retrieval-augmented generation (RAG) [53], and conflict resolution in
knowledge-intensive tasks [60]. While these works primarily focus on stylistic control or factual
consistency in open-ended text generation, our approach targets reasoning-specific improvements.

When it comes to reasoning, [47] explores contrastive decoding for mathematical reasoning, while
[35] identifies critical tokens in the reasoning trajectory using contrastive estimation. Our work
builds on this growing line of decoding-time reasoning enhancement. Specifically, we leverage
the divergence between Zero-RL-trained experts and their base counterparts to guide decoding,
aiming to surface and amplify reasoning behaviors. In contrast to prior approaches that operate on
instruction-tuned or supervised models, our method explicitly targets RL-induced reasoning signals
and explores their transferability across model scales.

6 Conclusion and Discussion

We introduce RAST, a decoding-time framework that enables scalable reasoning enhancement
in LLMs by transferring logit-level guidance from smaller RL-tuned models. Comprehensive
experiments show that RAST consistently boosts the performance, often approaching or surpassing
the performance of much more expensive ceiling models. Further analysis confirms the robustness of
our method across decoding hyperparameters and highlights the alignment between delta signals and
reasoning activation. Our findings suggest a practical and efficient pathway for eliciting complex
reasoning in LLMs, opening new avenues for decoding-time reasoning enhancement and model
behavior study for RL. We also present some insights toward future directions in Appendix E.
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NeurIPS Paper Checklist

The checklist is designed to encourage best practices for responsible machine learning research,
addressing issues of reproducibility, transparency, research ethics, and societal impact. Do not remove
the checklist: The papers not including the checklist will be desk rejected. The checklist should
follow the references and follow the (optional) supplemental material. The checklist does NOT count
towards the page limit.

Please read the checklist guidelines carefully for information on how to answer these questions. For
each question in the checklist:

• You should answer [Yes] , [No] , or [NA] .
• [NA] means either that the question is Not Applicable for that particular paper or the

relevant information is Not Available.
• Please provide a short (1–2 sentence) justification right after your answer (even for NA).

The checklist answers are an integral part of your paper submission. They are visible to the
reviewers, area chairs, senior area chairs, and ethics reviewers. You will be asked to also include it
(after eventual revisions) with the final version of your paper, and its final version will be published
with the paper.

The reviewers of your paper will be asked to use the checklist as one of the factors in their evaluation.
While "[Yes] " is generally preferable to "[No] ", it is perfectly acceptable to answer "[No] " provided a
proper justification is given (e.g., "error bars are not reported because it would be too computationally
expensive" or "we were unable to find the license for the dataset we used"). In general, answering
"[No] " or "[NA] " is not grounds for rejection. While the questions are phrased in a binary way, we
acknowledge that the true answer is often more nuanced, so please just use your best judgment and
write a justification to elaborate. All supporting evidence can appear either in the main paper or the
supplemental material, provided in appendix. If you answer [Yes] to a question, in the justification
please point to the section(s) where related material for the question can be found.

IMPORTANT, please:

• Delete this instruction block, but keep the section heading “NeurIPS Paper Checklist",
• Keep the checklist subsection headings, questions/answers and guidelines below.
• Do not modify the questions and only use the provided macros for your answers.

1. Claims
Question: Do the main claims made in the abstract and introduction accurately reflect the
paper’s contributions and scope?
Answer: [Yes]
Justification: The claims have been validated with extensive empirical results.
Guidelines:

• The answer NA means that the abstract and introduction do not include the claims
made in the paper.

• The abstract and/or introduction should clearly state the claims made, including the
contributions made in the paper and important assumptions and limitations. A No or
NA answer to this question will not be perceived well by the reviewers.

• The claims made should match theoretical and experimental results, and reflect how
much the results can be expected to generalize to other settings.

• It is fine to include aspirational goals as motivation as long as it is clear that these goals
are not attained by the paper.

2. Limitations
Question: Does the paper discuss the limitations of the work performed by the authors?
Answer: [Yes]
Justification: We discussed the limitations in Section 6 and Appendix F.
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Guidelines:

• The answer NA means that the paper has no limitation while the answer No means that
the paper has limitations, but those are not discussed in the paper.

• The authors are encouraged to create a separate "Limitations" section in their paper.
• The paper should point out any strong assumptions and how robust the results are to

violations of these assumptions (e.g., independence assumptions, noiseless settings,
model well-specification, asymptotic approximations only holding locally). The authors
should reflect on how these assumptions might be violated in practice and what the
implications would be.

• The authors should reflect on the scope of the claims made, e.g., if the approach was
only tested on a few datasets or with a few runs. In general, empirical results often
depend on implicit assumptions, which should be articulated.

• The authors should reflect on the factors that influence the performance of the approach.
For example, a facial recognition algorithm may perform poorly when image resolution
is low or images are taken in low lighting. Or a speech-to-text system might not be
used reliably to provide closed captions for online lectures because it fails to handle
technical jargon.

• The authors should discuss the computational efficiency of the proposed algorithms
and how they scale with dataset size.

• If applicable, the authors should discuss possible limitations of their approach to
address problems of privacy and fairness.

• While the authors might fear that complete honesty about limitations might be used by
reviewers as grounds for rejection, a worse outcome might be that reviewers discover
limitations that aren’t acknowledged in the paper. The authors should use their best
judgment and recognize that individual actions in favor of transparency play an impor-
tant role in developing norms that preserve the integrity of the community. Reviewers
will be specifically instructed to not penalize honesty concerning limitations.

3. Theory assumptions and proofs
Question: For each theoretical result, does the paper provide the full set of assumptions and
a complete (and correct) proof?

Answer: [NA]

Justification: This paper does not include theoretical results.

Guidelines:

• The answer NA means that the paper does not include theoretical results.
• All the theorems, formulas, and proofs in the paper should be numbered and cross-

referenced.
• All assumptions should be clearly stated or referenced in the statement of any theorems.
• The proofs can either appear in the main paper or the supplemental material, but if

they appear in the supplemental material, the authors are encouraged to provide a short
proof sketch to provide intuition.

• Inversely, any informal proof provided in the core of the paper should be complemented
by formal proofs provided in appendix or supplemental material.

• Theorems and Lemmas that the proof relies upon should be properly referenced.

4. Experimental result reproducibility
Question: Does the paper fully disclose all the information needed to reproduce the main ex-
perimental results of the paper to the extent that it affects the main claims and/or conclusions
of the paper (regardless of whether the code and data are provided or not)?

Answer: [Yes]

Justification: We released our code, and provided experimental details to reproduce our
results.

Guidelines:

• The answer NA means that the paper does not include experiments.
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• If the paper includes experiments, a No answer to this question will not be perceived
well by the reviewers: Making the paper reproducible is important, regardless of
whether the code and data are provided or not.

• If the contribution is a dataset and/or model, the authors should describe the steps taken
to make their results reproducible or verifiable.

• Depending on the contribution, reproducibility can be accomplished in various ways.
For example, if the contribution is a novel architecture, describing the architecture fully
might suffice, or if the contribution is a specific model and empirical evaluation, it may
be necessary to either make it possible for others to replicate the model with the same
dataset, or provide access to the model. In general. releasing code and data is often
one good way to accomplish this, but reproducibility can also be provided via detailed
instructions for how to replicate the results, access to a hosted model (e.g., in the case
of a large language model), releasing of a model checkpoint, or other means that are
appropriate to the research performed.

• While NeurIPS does not require releasing code, the conference does require all submis-
sions to provide some reasonable avenue for reproducibility, which may depend on the
nature of the contribution. For example
(a) If the contribution is primarily a new algorithm, the paper should make it clear how

to reproduce that algorithm.
(b) If the contribution is primarily a new model architecture, the paper should describe

the architecture clearly and fully.
(c) If the contribution is a new model (e.g., a large language model), then there should

either be a way to access this model for reproducing the results or a way to reproduce
the model (e.g., with an open-source dataset or instructions for how to construct
the dataset).

(d) We recognize that reproducibility may be tricky in some cases, in which case
authors are welcome to describe the particular way they provide for reproducibility.
In the case of closed-source models, it may be that access to the model is limited in
some way (e.g., to registered users), but it should be possible for other researchers
to have some path to reproducing or verifying the results.

5. Open access to data and code
Question: Does the paper provide open access to the data and code, with sufficient instruc-
tions to faithfully reproduce the main experimental results, as described in supplemental
material?

Answer: [Yes]

Justification: All the datasets used in our paper are open-access, and we also provide an
anonymous GitHub repository for our code in the abstract.

Guidelines:

• The answer NA means that paper does not include experiments requiring code.
• Please see the NeurIPS code and data submission guidelines (https://nips.cc/
public/guides/CodeSubmissionPolicy) for more details.

• While we encourage the release of code and data, we understand that this might not be
possible, so “No” is an acceptable answer. Papers cannot be rejected simply for not
including code, unless this is central to the contribution (e.g., for a new open-source
benchmark).

• The instructions should contain the exact command and environment needed to run to
reproduce the results. See the NeurIPS code and data submission guidelines (https:
//nips.cc/public/guides/CodeSubmissionPolicy) for more details.

• The authors should provide instructions on data access and preparation, including how
to access the raw data, preprocessed data, intermediate data, and generated data, etc.

• The authors should provide scripts to reproduce all experimental results for the new
proposed method and baselines. If only a subset of experiments are reproducible, they
should state which ones are omitted from the script and why.

• At submission time, to preserve anonymity, the authors should release anonymized
versions (if applicable).
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• Providing as much information as possible in supplemental material (appended to the
paper) is recommended, but including URLs to data and code is permitted.

6. Experimental setting/details
Question: Does the paper specify all the training and test details (e.g., data splits, hyper-
parameters, how they were chosen, type of optimizer, etc.) necessary to understand the
results?

Answer: [Yes]

Justification: We presented experiment settings and details in Section 3.1.

Guidelines:

• The answer NA means that the paper does not include experiments.
• The experimental setting should be presented in the core of the paper to a level of detail

that is necessary to appreciate the results and make sense of them.
• The full details can be provided either with the code, in appendix, or as supplemental

material.

7. Experiment statistical significance
Question: Does the paper report error bars suitably and correctly defined or other appropriate
information about the statistical significance of the experiments?

Answer: [Yes]

Justification: All of our experimental results are computed on 32 runs, and we also provide
the standard deviation for evaluation in Section 4.3 for statistical significance.

Guidelines:

• The answer NA means that the paper does not include experiments.
• The authors should answer "Yes" if the results are accompanied by error bars, confi-

dence intervals, or statistical significance tests, at least for the experiments that support
the main claims of the paper.

• The factors of variability that the error bars are capturing should be clearly stated (for
example, train/test split, initialization, random drawing of some parameter, or overall
run with given experimental conditions).

• The method for calculating the error bars should be explained (closed form formula,
call to a library function, bootstrap, etc.)

• The assumptions made should be given (e.g., Normally distributed errors).
• It should be clear whether the error bar is the standard deviation or the standard error

of the mean.
• It is OK to report 1-sigma error bars, but one should state it. The authors should

preferably report a 2-sigma error bar than state that they have a 96% CI, if the hypothesis
of Normality of errors is not verified.

• For asymmetric distributions, the authors should be careful not to show in tables or
figures symmetric error bars that would yield results that are out of range (e.g. negative
error rates).

• If error bars are reported in tables or plots, The authors should explain in the text how
they were calculated and reference the corresponding figures or tables in the text.

8. Experiments compute resources
Question: For each experiment, does the paper provide sufficient information on the com-
puter resources (type of compute workers, memory, time of execution) needed to reproduce
the experiments?

Answer: [Yes]

Justification: We mentioned our computation environment to reproduce the experiments in
Section 3.1.

Guidelines:

• The answer NA means that the paper does not include experiments.
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• The paper should indicate the type of compute workers CPU or GPU, internal cluster,
or cloud provider, including relevant memory and storage.

• The paper should provide the amount of compute required for each of the individual
experimental runs as well as estimate the total compute.

• The paper should disclose whether the full research project required more compute
than the experiments reported in the paper (e.g., preliminary or failed experiments that
didn’t make it into the paper).

9. Code of ethics
Question: Does the research conducted in the paper conform, in every respect, with the
NeurIPS Code of Ethics https://neurips.cc/public/EthicsGuidelines?

Answer: [Yes]

Justification: Our research was conducted in accordance with the NeurIPS Code of Ethics.

Guidelines:

• The answer NA means that the authors have not reviewed the NeurIPS Code of Ethics.
• If the authors answer No, they should explain the special circumstances that require a

deviation from the Code of Ethics.
• The authors should make sure to preserve anonymity (e.g., if there is a special consid-

eration due to laws or regulations in their jurisdiction).

10. Broader impacts
Question: Does the paper discuss both potential positive societal impacts and negative
societal impacts of the work performed?

Answer: [NA]

Justification: Our work is a methodological paper to activate reasoning capabilities in a large
model with small-model guidance, and does not have direct societal impacts.

Guidelines:

• The answer NA means that there is no societal impact of the work performed.
• If the authors answer NA or No, they should explain why their work has no societal

impact or why the paper does not address societal impact.
• Examples of negative societal impacts include potential malicious or unintended uses

(e.g., disinformation, generating fake profiles, surveillance), fairness considerations
(e.g., deployment of technologies that could make decisions that unfairly impact specific
groups), privacy considerations, and security considerations.

• The conference expects that many papers will be foundational research and not tied
to particular applications, let alone deployments. However, if there is a direct path to
any negative applications, the authors should point it out. For example, it is legitimate
to point out that an improvement in the quality of generative models could be used to
generate deepfakes for disinformation. On the other hand, it is not needed to point out
that a generic algorithm for optimizing neural networks could enable people to train
models that generate Deepfakes faster.

• The authors should consider possible harms that could arise when the technology is
being used as intended and functioning correctly, harms that could arise when the
technology is being used as intended but gives incorrect results, and harms following
from (intentional or unintentional) misuse of the technology.

• If there are negative societal impacts, the authors could also discuss possible mitigation
strategies (e.g., gated release of models, providing defenses in addition to attacks,
mechanisms for monitoring misuse, mechanisms to monitor how a system learns from
feedback over time, improving the efficiency and accessibility of ML).

11. Safeguards
Question: Does the paper describe safeguards that have been put in place for responsible
release of data or models that have a high risk for misuse (e.g., pretrained language models,
image generators, or scraped datasets)?

Answer: [NA]

21

https://neurips.cc/public/EthicsGuidelines


Justification: Our work does not involve releasing data or models that have a high risk for
misuse.
Guidelines:

• The answer NA means that the paper poses no such risks.
• Released models that have a high risk for misuse or dual-use should be released with

necessary safeguards to allow for controlled use of the model, for example by requiring
that users adhere to usage guidelines or restrictions to access the model or implementing
safety filters.

• Datasets that have been scraped from the Internet could pose safety risks. The authors
should describe how they avoided releasing unsafe images.

• We recognize that providing effective safeguards is challenging, and many papers do
not require this, but we encourage authors to take this into account and make a best
faith effort.

12. Licenses for existing assets
Question: Are the creators or original owners of assets (e.g., code, data, models), used in
the paper, properly credited and are the license and terms of use explicitly mentioned and
properly respected?
Answer: [Yes]
Justification: We properly credited the creators of the assets used in the paper, and provide
URLs to all assets.
Guidelines:

• The answer NA means that the paper does not use existing assets.
• The authors should cite the original paper that produced the code package or dataset.
• The authors should state which version of the asset is used and, if possible, include a

URL.
• The name of the license (e.g., CC-BY 4.0) should be included for each asset.
• For scraped data from a particular source (e.g., website), the copyright and terms of

service of that source should be provided.
• If assets are released, the license, copyright information, and terms of use in the

package should be provided. For popular datasets, paperswithcode.com/datasets
has curated licenses for some datasets. Their licensing guide can help determine the
license of a dataset.

• For existing datasets that are re-packaged, both the original license and the license of
the derived asset (if it has changed) should be provided.

• If this information is not available online, the authors are encouraged to reach out to
the asset’s creators.

13. New assets
Question: Are new assets introduced in the paper well documented and is the documentation
provided alongside the assets?
Answer: [Yes]
Justification: We have released our code, used datasets, and inferenced trajectories, and
provided detailed documentation in the anonymous GitHub repository mentioned in the
Abstract.
Guidelines:

• The answer NA means that the paper does not release new assets.
• Researchers should communicate the details of the dataset/code/model as part of their

submissions via structured templates. This includes details about training, license,
limitations, etc.

• The paper should discuss whether and how consent was obtained from people whose
asset is used.

• At submission time, remember to anonymize your assets (if applicable). You can either
create an anonymized URL or include an anonymized zip file.
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14. Crowdsourcing and research with human subjects
Question: For crowdsourcing experiments and research with human subjects, does the paper
include the full text of instructions given to participants and screenshots, if applicable, as
well as details about compensation (if any)?
Answer: [NA]
Justification: Our work does not involve crowdsourcing nor research with human subjects.
Guidelines:

• The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

• Including this information in the supplemental material is fine, but if the main contribu-
tion of the paper involves human subjects, then as much detail as possible should be
included in the main paper.

• According to the NeurIPS Code of Ethics, workers involved in data collection, curation,
or other labor should be paid at least the minimum wage in the country of the data
collector.

15. Institutional review board (IRB) approvals or equivalent for research with human
subjects
Question: Does the paper describe potential risks incurred by study participants, whether
such risks were disclosed to the subjects, and whether Institutional Review Board (IRB)
approvals (or an equivalent approval/review based on the requirements of your country or
institution) were obtained?
Answer: [NA]
Justification: Our work does not involve crowd-sourcing nor research with human subjects.
Guidelines:

• The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

• Depending on the country in which research is conducted, IRB approval (or equivalent)
may be required for any human subjects research. If you obtained IRB approval, you
should clearly state this in the paper.

• We recognize that the procedures for this may vary significantly between institutions
and locations, and we expect authors to adhere to the NeurIPS Code of Ethics and the
guidelines for their institution.

• For initial submissions, do not include any information that would break anonymity (if
applicable), such as the institution conducting the review.

16. Declaration of LLM usage
Question: Does the paper describe the usage of LLMs if it is an important, original, or
non-standard component of the core methods in this research? Note that if the LLM is used
only for writing, editing, or formatting purposes and does not impact the core methodology,
scientific rigorousness, or originality of the research, declaration is not required.
Answer: [NA]
Justification: Our work only uses LLMs for writing, editing, and formatting purposes that
do not impact the core methodology, scientific rigor, and originality of the research.
Guidelines:

• The answer NA means that the core method development in this research does not
involve LLMs as any important, original, or non-standard components.

• Please refer to our LLM policy (https://neurips.cc/Conferences/2025/LLM)
for what should or should not be described.
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A Implementation Details

A.1 Datasets

We provide the details for all the datasets used in our work as follows. All datasets or benchmarks
used in this paper are publicly available online. For mathematical reasoning tasks, we include 6
widely used datasets, detailed below:

MATH500 The original MATH collection contains 12,500 problems in total, with 8,000 training
and 4,500 test problems, meticulously curated to cover a wide range of topics and difficulty levels.
Each problem in MATH has a full step-by-step solution that can be used to teach models to generate
answer derivations and explanations. MATH500 (could be found at https://huggingface.co/
datasets/HuggingFaceH4/MATH-500) is a non-standard train/test split of the original MATH
dataset [18], following [33] to avoid the risk of over-fitting and for more efficient testing configurations.
These 500 test problems are selected uniformly at random, and are representative of the test set as a
whole.

GSM8K GSM8K (Grade School Math 8K) [6] is a dataset of 8,500 high-quality linguistically
diverse grade school math word problems. The dataset was created to support the task of ques-
tion answering on basic mathematical problems that require multi-step reasoning. The test set
of GSM8K (could be found at https://huggingface.co/datasets/openai/gsm8k) includes
1,319 problems in total.

Olympiad Bench Olympiad Bench [17] is originally an Olympiad-level bilingual multimodal
scientific benchmark, which contains 8,952 math and physics questions from international Olympiads,
Chinese Olympiads, Chinese college entrance examinations, and mock exams. To support
our testing needs, we select a subset from the Olympiad Bench that is categorized as “open-
ended”, “text-only” and “competition-level”. Together, there are 675 test problems (could
be found at https://huggingface.co/datasets/Hothan/OlympiadBench/viewer/OE_TO_
maths_en_COMP) for this subset used in our paper.

AIME The collection of AIME actually contains problems from the American Invitational Mathe-
matics Examination (AIME). AIME is a prestigious high school mathematics competition known
for its challenging mathematical problems. In our work, we follow previous works and adopt all the
30 problems (could be found at https://huggingface.co/datasets/HuggingFaceH4/aime_
2024) in AIME 2024 for testing purposes.

AMC Similar to AIME, AMC is another very challenging dataset that contain problems in competi-
tions, specifically, the American Mathematics Competitions (AMC). The collection of AMC actually
contains 40 problems (could be found at https://huggingface.co/datasets/math-ai/amc23)
in total in the year of 2023 for our testing set.

Minerva The testing set of Minerva math is curated in [30], which consists of STEM problems at the
undergraduate level. In total, there are 272 problems (could be found at https://huggingface.co/
datasets/math-ai/minervamath), 191 of which have numeric solutions and 81 have symbolic
solutions.

For code reasoning tasks, we incorporate three datasets as following:

HumanEval+ HumanEval+ is an adapted version from the original HumanEval by [38]. Hu-
manEval+ extends beyond HumanEval with additional high-quality and automatically generated test
inputs to 80×, powered by both LLM- and mutation-based strategies. It contains 164 samples for
testing (could be found at https://huggingface.co/datasets/evalplus/humanevalplus).

MBPP+ HumanEval+ is also an adapted version from the original MBPP by [38]. The construction
process is quite similar to HumanEval+, and it contains 378 samples for the testset (could be found at
https://huggingface.co/datasets/evalplus/mbppplus).
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Prompt (a)

Prompt (b)

<|im_start|>system 
You are a helpful assistant.<|im_end|> 
<|im_start|>user 
{input} 
Please reason step by step, and put your final answer within \\boxed{{}}.<|im_end|> 
<|im_start|>assistant

Question:\n{input}\nAnswer:\nLet's think step by step.

Figure 7: Prompt templates used for mathematical reasoning tasks.

Table 5: Detailed decoding configurations (hyperparameters) used in our experiments.

Settings gpu_utilization tensor_parallel_size temperature λ top_p max_seq_len

Qwen-2.5-32B 0.6 4 0.0

1.0

1.0

16,384
+∆R1.5B 0.6 4

1.0 0.95
+∆R7B 0.75 4
+∆R14B 0.75 4

32B-RLZero 0.6 4

Qwen-2.5-14B 0.6 2 0.0

1.0

1.0

16,384
+∆R1.5B 0.6 2

1.0 0.95+∆R7B 0.75 2
14B-RLZero 0.6 2

Qwen-2.5-7B 0.6 1 0.0
1.0

1.0
16,384+∆R1.5B 0.6 1 1.0 0.957B-RLZero 0.6 1

LiveCodeBench LiveCodeBench [24] is a recently proposed benchmark that aims at a compre-
hensive and contamination-free evaluation of LLMs for code, which continuously collects new
problems over time from contests across three competition platforms, namely LeetCode, AtCoder,
and CodeForces. In our experiments, there are 880 test samples in total.

A.2 Prompt Templates for Inference

Inference prompts used in this work generally following the common practice in the open-source
community. Specifically for mathematical reasoning tasks, there are two kinds of prompts as shown
in Figure 7. During our experiments, we select experiments with respect to ∆R. For ∆R1.5B , we
choose to use Prompt (b) following the training and inference setting in [76] since the model scale is
too small to follow the complex chat template and output format instruction of “\boxed”. For both
prompt templates, the “{input}” will be substituted with the corresponding input problem for each
data sample.

B Decoding Configurations

Table 5 presents the detailed decoding configurations for our experiments, specifically, the hyperpa-
rameters used.
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Table 6: PCR results on various settings.

Backbone Models AIME MATH500 GPQA MMLU

Qwen-7B 96.03 96.67 93.73 94.54
Qwen-14B 95.60 96.28 93.67 93.91
Qwen-32B 95.22 96.58 92.93 93.32
Llama-8B 91.15 93.16 93.23 90.44

C More Results

C.1 Additional PCR Results

We provide a comprehensive view of PCR results on different datasets, model families, and scales
used across this paper in Table 6.

We can see that our conclusion still holds, with over 90 PCRs across all the different model families
and different benchmark data points. The results prove the generalization of RAST.

C.2 Results on Additional Datasets

Table 7: Experiment results of RAST on
general reasoning tasks with the Qwen-
2.5-14B and Qwen-2.5-32B models as
Mbase and ∆R Simple-RL.

Models MMLU GPQA

Qwen-2.5-14B 62.4 24.8
+∆R7B 75.1 46.7

SimpleRL-14B 77.8 50.3

Qwen-2.5-32B 61.7 38.1
+∆R7B 74.8 44.7
+∆R14B 79.6 49.0

SimpleRL-32B 81.4 48.3

Apart from the mathematical reasoning and coding tasks
explored in Section 3, we also experiment on more general
reasoning settings. Specifically, we conduct experiments
for RAST on MMLU and GPQA datasets to further demon-
strate the generalization on various test settings. Similarly
to previous sections, we use primary models from the
Qwen-2.5 family across various sales with the correspond-
ing RL-trained variants from SimpleRL-Zoo [76]. The
decoding configurations still follow from Appendix B.

The results are shown in Table 7. We can see that the
performance brought by RAST is consistent across both
datasets, even if the expert RL model is still trained on
mathematical reasoning datasets, which further strength-
ens the effectiveness and generalization of our method.

C.3 Performance of Majority@k

We first introduce an additional metric for this additional evaluation.

Definition of Majority@k: This metric evaluates accuracy based on the majority prediction among
multiple inference runs per problem. Formally,

Majority@k =
1

N

N∑
i=1

I (majority{ŷi,1, ŷi,2, . . . , ŷi,k} = yi) ,

where the majority function returns the prediction most frequently appearing among the k inference
runs for the i-th problem. Compared with Pass@k that represents diversity, the metric of majority@k
reflects the robustness and consistency of the model performance.

We visualize the results in Figure 8, showing the progression of majority@k as k increases across
six mathematical reasoning benchmarks. As expected, majority@k improves monotonically with
larger k, reflecting the benefit of aggregating more diverse sampled trajectories. In most cases, our
method (gray bars) bridges a significant portion of the performance gap between the base model
Mbase (blue line) and the RL-trained model MRL (red line), particularly on datasets like MATH500
and GSM8K, where our approach nearly saturates the performance ceiling. This suggests strong
consistency among sampled outputs and robust transfer of reasoning behaviors.

In contrast, on more challenging datasets such as AIME 2024 and AMC 2023, a wider gap remains
between RAST and MRL, indicating that these tasks induce more divergent reasoning paths, where
achieving high consensus remains difficult. Nevertheless, even in these harder settings, RAST offers
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Figure 8: The illustration of majority@k for different values of k on 6 mathematical reasoning
datasets, where Mbase is Qwen-2.5-32B, RAST uses ∆R14B , and MRl is the Rl-trained version of
Mbase.

substantial improvements over the base model, demonstrating that reasoning diversity and consensus
can be meaningfully enhanced without full RL training.

C.4 Response Length

To better understand the behavioral effects of RAST on model generation, we examine the average
response length per problem across six mathematical reasoning benchmarks, as shown in Table 8.
We report the number of output tokens generated by RAST under each setting.

Firstly, we observe that the RL-trained model generally increases the output length compared to
the base models, suggesting that it encourages more verbose or exploratory reasoning paths. This
behavior aligns with the goal of RL to promote step-by-step reasoning and self-verification, which
naturally results in longer outputs as the model articulates intermediate steps and justifications. We
find that RAST inherits this trait: applying logit deltas from RL-trained experts to base models
generally leads to increased response lengths, particularly when using deltas from much smaller
expert models (e.g., ∆R1.5B). In some cases, the response length under RAST even exceeds that of
the corresponding RL-trained model. For example, on AMC and GSM8K, Qwen-2.5-7B augmented
with ∆R1.5B produces significantly longer outputs than both its base and RLZero counterparts,
reaching an average of 1362.8 and 354.9 tokens, respectively.

Additionally, we found that the performance of each setting is generally negatively correlated with
the length of the generated outputs. Specifically, the length of generated outputs is always the shortest
with RAST when we apply ∆R14B than ∆R1.5B with 32B base models. More interestingly, we found
that the best performance achieved using RAST usually comes with the shortest length, indicating
that RAST can achieve both efficiency and effectiveness if configured properly. This also brings
up another door for the recent topic that try to compress the reasoning trajectories of RL-tuned
models [68, 77, 3, 67, 43].

Overall, these results demonstrate that RAST not only activates reasoning behaviors but also affects
the generation style. This controllability opens promising directions for future work in tuning the
verbosity and structure of generation by manipulating transfer signals, and supports the broader
narrative that RAST serves not just as a reasoning enhancer but also as a tool for decoding-time style
modulation.
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Prompt (a)

Prompt (b)

<|im_start|>system 
You are a helpful assistant.<|im_end|> 
<|im_start|>user 
{input} 
Please reason step by step, and put your final answer within \\boxed{{}}.<|im_end|> 
<|im_start|>assistant

Question:\n{input}\nAnswer:\nLet's think step by step.

Self-verification

Branching out

Backtracking

alternatively, another, try, suppose, consider, different, 
assume, also, option

however, but, mistake, error, contradiction, wrong, 
revisit, actually, again, flawed

check, verify, confirm, satisfy, plug, back, substitute, 
ensure, validate, test

Figure 9: The set of manually curated reasoning tokens that corresponds to three key reasoning
behaviours.

Table 8: The response length of output generated per problem by RAST on six mathematical reasoning
benchmarks.

Models Math500 AIME24 AMC Minerva Olympiad GSM8K

Qwen-2.5-32B 566.9 1446.5 782.9 757.8 1103.4 275.6
+∆R1.5B 685.1 1417.5 1024.2 799.5 978.3 333.1
+∆R7B 614.5 1033.2 895.8 635.4 870.1 307.8
+∆R14B 591.9 1164.6 863.9 605.7 886.9 297.6

32B-RLZero 659.2 1183.5 940.4 655.8 992.4 307.2

Qwen-2.5-14B 803.8 1138.9 820.2 921.5 1237.0 227.5
+∆R1.5B 706.6 2092.0 1131.9 1070.6 1438.1 337.6
+∆R7B 606.9 1092.4 919.1 636.3 889.4 309.8

14B-RLZero 682.7 1477.8 1034.9 667.1 1068.4 318.7

Qwen-2.5-7B 651.3 1765.9 756.0 657.2 1033.2 263.9
+∆R1.5B 862.7 2127.4 1362.8 944.6 1123.5 354.9

7B-RLZero 682.6 1410.5 1074.6 731.7 1033.7 330.3

C.5 Case Study on Token-Level Behavior Shift

As a preliminary study mentioned in Section 2.1, we reveal that given the decoding path from RL
model MRL, the base model Mbase actually will largely recover the path, with PRC of 95.22% (for
32B model). In this section, we delve deeper into this study. Firstly, we repeat the study using
M̃ tuned by RAST by feeding the decoding path of MRL to M̃. The PRC in this experiment is
OM̃ = 96.37%, which is even higher. This phenomenon indicates that RAST provides efficient
guidance for the base model Mbase in the search space, echoing the conclusion in [74].

Apart from the overall quantitative view, we also present a more intuitive interpretation in Figure 10.
We can see that the generated output from Mbase follows only one thinking and contains many
erroneous steps without self-verification. However, the output from M̃ demonstrates a markedly
different reasoning behavior. It first proposes and tests a candidate solution, then explicitly ver-
ifies its correctness, and finally reasons about the function behavior to rule out other possibili-
ties. To make it more rigorous, we compute the KL divergence [26] online during inference as
KLD(Mbase(ti, x<i),M̃(ti, x<i)) where x<t is the current prefix. Notably, we found that the KLD
for tokens such as “check” reaches 837.9, which is far larger than normal tokens that usually stay
below 1.0. These behavioral differences underscore the effectiveness of RAST in activating reasoning
behaviors.
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Generated output from ℳRL

Generated output from ℳbase

Solve for x : 32x + 19 = 10x

To solve the equation, we will proceed step by step. 1. Isolate the exponential terms:  2. Analyze the equation for 
possible solutions: We need to find  such that both sides of the equation are equal. Let's test some simple values of  to see if 
we can find a solution. 3. Test :   ……  This is true, so  is a solution. 5. Verify if there are other solutions: 
To check if there are any other solutions, we can analyze the behavior of the functions  and . The function 

 is an exponential function with base 9. The function  is also an exponential function with base 10, 
shifted down by 19. Both functions are increasing, but  grows faster than . For ,  is less than , and for , 

 is greater than . Therefore,  is the only solution where the two sides of the equation are equal.

32x = 10x − 19
x x

x = 2 32⋅2 + 19 = 102 x = 2
32x 10x − 19

32x = (32)x = 9x 10x − 19
10x 9x x < 2 9x 10x − 19 x > 2

9x 10x − 19 x = 2

Math Problem:

Here's a step-by-step process to solve for x: 1. First, rewrite  as  which equals .  2. Now, rewrite the equation as 
.  3. Rearrange the equation to isolate  on one side: .   4. Divide both sides of the equation by : 

.  5. Simplify the left-hand side by using the property of exponents: .    6. Divide both 
sides of the equation by : .    7. Let . Then the equation becomes . 8. Rearrange the equation 

to get a quadratic equation: .  9. Solve the quadratic equation using the quadratic formula . In 

this case, , , and .    ……      15. Therefore, .

32x (32)x 9x

9x + 19 = 10x 10x 10x = 9x + 19 9x
10x

9x = 1 + 19
9x 10x = (9 ⋅ 10

9 )x = 9x ⋅ ( 10
9 )x

9x 1 = ( 10
9 )x + 19

9x y = ( 10
9 )x y = ( 10

9 )x

y2 − y + 19 = 0 y = −b ± b2 − 4ac
2a

a = 1 b = − 1 c = 19 x = log10( 1 ± 5i 3
2 )

log10( 10
9 )

Figure 10: A case study comparing generated outputs for the same math problem sampled from
MATH500 from Mbase and M̃ obtained by RAST. The red denotes erroneous thinking steps from
Mbase while the green texts indicate remarkably large KLD, with deeper color denoting larger KLD.

D Memory Estimation Details

We estimate the memory considering tensor parallel and CPU offloading (since these are common
tricks during training) based on the following dimensions: (i) model memory footprint (FP16), (ii)
optimizer states, and (iii) activations & buffers.

Model Memory Footprint. To estimate the memory consumed by model parameters, we consider
GRPO training with three model instances: policy, critic, and reference. For each, the parameter size
is calculated as (model size / tensor parallelism factor) × 2 bytes, assuming FP16
precision. For example, a 14B model with tensor parallelism of 4 would require approximately (14B
/ 4) × 2B × 3 = 21GB per GPU. This accounts for only the static model weights without any
optimizer states or intermediate activations.

Optimizer States with CPU Offloading. We assume DeepSpeed ZeRO Stage 3 is used to offload
optimizer states entirely to CPU memory, which is a common practice in current RL training [79].
Under the Adam optimizer, each parameter typically requires two FP32 states, leading to a total
memory footprint of approximately 2× model size × 4 bytes × number of models. These
optimizer states are excluded from GPU memory but are included in CPU memory estimates. For
example, in a 14B GRPO setup, this results in approximately 156 GB of CPU RAM usage for the
optimizer alone. In our paper, we mainly focus on the GPU memory overheads; therefore, if using
CPU offloading, the memory requirement for optimizer states could almost be neglected.

Activations and Buffer Overhead. Activation memory is estimated based on common usage pat-
terns for transformer-based LLMs under long context lengths (e.g., 2048 tokens) and moderate batch
sizes. We assume gradient checkpointing is enabled to reduce activation memory, typically resulting
in 12–25 GB usage per GPU depending on model size and training configuration. Additionally, we
account for 5–8 GB per GPU for auxiliary memory needs such as gradients, residual connections,
attention caches, and NCCL communication buffers. These components are summed to estimate total
GPU memory usage across devices.

E Future Directions

In this section, we briefly discuss the potential future directions following RAST.

Ensemble Methods. One natural extension of RAST involves ensemble strategies [9] across
multiple small-scale expert models. Given that each expert model may encode slightly different
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reasoning strategies depending on its training trajectory or initialization, aggregating their logit-level
deltas could lead to more robust reasoning activation. This ensemble mechanism can be used to
reduce variance, enhance generalization across tasks, and potentially adapt to unseen domains with
improved resilience. We did a very initial exploration in this direction, by ensembling ∆R14B , ∆R7B

and ∆R1.5B to the 32B base model of Qwen2.5 on MATH500. We found that the results is actually
around 75.6, which does not outperform RAST with a single ∆R14B . We suspect the primary reason
is due to the similarity reasoning behaviour encoded in ∆R across scales in the same Qwen model
family. Therefore, the simple ensembling approach will hurt the performance, and also bring much
memory overheads for inference. However, we argue that this is still an interesting direction for
exploration if we could identify unique and diverse reasoning behaviors of different models before
ensembling.

LoRA from Small Models. Another intriguing direction is to bridge the output-space corrections
from RAST back into the parameter space through low-rank adaptation (LoRA) [21]. Instead of
applying logit deltas directly in the decoding phase, we could naturally distil a lightweight LoRA
module [80] for each RL-tuned model to imitate the adjustments suggested by smaller RL-tuned
models. We may even build reasoning-centric LoRA hub [22] that enables cross-reasoning-behavior
generalization and flexible reasoning pattern combination for a more controllable reasoning setting.

Beyond Reasoning. While RAST focuses on reasoning activation, the core idea of activating the
reasoning behaviors from smaller RL-tuned models via output-space alignment may generalize to
other capabilities, such as code generation, instruction following, or factual grounding. Future work
may explore how RAST-style activation compares with or complements other alignment techniques,
including preference-based fine-tuning or reward modeling.

F Limitations

While RAST demonstrates strong empirical performance and introduces a practical paradigm for
decoding-time reasoning enhancement, it also comes with several limitations that suggest directions
for future research.

Lack of Theoretical Understanding. Our method is largely motivated by empirical observations
and intuition about how reasoning behaviors are reflected in output distributions. However, the
theoretical foundations for why logit-level adjustments from small RL-tuned models can be activated
effectively across model scales remain underexplored. A deeper understanding of when and why such
activation works — and its potential failure modes — would help establish more rigorous guarantees
and improve method design.

Limited Gains on More Difficult Benchmarks. Although RAST consistently improves perfor-
mance across a range of reasoning datasets, the improvements on more challenging tasks, such as
AIME, are relatively modest. These datasets often involve abstract reasoning, multi-step derivations,
or domain-specific heuristics that may not be sufficiently captured by smaller expert models. This
limits the degree of reasoning behavior activation and suggests that RAST may benefit from combining
with more targeted adaptation techniques.

Computational Trade-offs and Expert Quality Dependency. Despite avoiding full RL fine-tuning
on large models, RAST still requires access to a reasonably strong small expert model trained with
RL, which can be computationally expensive to obtain. Furthermore, the quality and generalization
ability of RAST are inherently tied to the effectiveness of this small expert. If the expert model is
poorly aligned or fails to exhibit robust reasoning behaviors, the transferred deltas may provide little
benefit.
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